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ABSTRACT
PARALLEL MULTI-CORE VERILOG
HDL SIMULATION
MAY 2014
TARIQ BASHIR AHMAD
B.S., GIK INSTITUTE OF ENGINEERING
M.S., UNIVERSITY OF MASSACHUSETTS AMHERST
Ph.D., UNIVERSITY OF MASSACHUSETTS AMHERST
Directed by: Professor Maciej J. Ciesielski
In the era of multi-core computing, the push for creating true parallel applications
that can run on individual CPUs is on the rise. Application of parallel discrete event
simulation (PDES) to hardware design verication looks promising, given the com-
plexity of today's hardware designs. Unfortunately, the challenges imposed by lack
of inherent parallelism, suboptimal design partitioning, synchronization and com-
munication overhead, and load balancing, render this approach largely ineective.
This thesis presents three techniques for accelerating simulation at three levels of ab-
straction namely, RTL, functional gate-level (zero-delay) and gate-level timing. We
review contemporary solutions and then propose new ways of speeding up simulation
at the three levels of abstraction. We demonstrate the eectiveness of the proposed
approaches on several industrial hardware designs.
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CHAPTER 1
INTRODUCTION
As design size and complexity increase, so is the need to verify the design quickly
with the given coverage goals. This alongside with reduced design cycle of three to six
months makes verication a lot more challenging. Today, verication takes 60-75% of
the design cycle time and on an average the ratio of verication to design engineers
is 3:1 [10], [33] This work addresses the issue of simulation performance which is very
much needed today, as the designs continue to become more complex. We particularly
look at HDL (Hardware Description Language) simulation performance at three levels
of abstraction. We look at ways of improving simulation performance at the RTL level,
functional gate-level (zero-delay) and gate-level timing. The techniques for improving
simulation performance at these levels of abstraction are described in the remainder
of this document. It is expected that following the proposed techniques at each level
of abstraction will tremendously reduce the hardware design and verication time.
This chapter discusses simulation and formal verication based techniques that
are used to verify hardware designs. In particular, it addresses the challenges faced
by parallel hardware simulation as it continues to gain importance with pervasiveness
of multi-core computing.
1.1 Importance of Simulation
Computer simulation is used extensively to support modeling of systems that are
to be implemented in hardware; or to mimic complex phenomena that are otherwise
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dicult to reproduce, e.g., trac pattern on a busy airport, testing new internet pro-
tocol, etc. With time and advancements in technology, humans want to build even
larger and more complex systems. The conventional methods of modeling and simula-
tion on computers with a single processing unit (CPU) cannot cope with the memory
and execution time requirements of today's complex systems. To accommodate this
demand, use of distributed and parallel computing is a must. Distributed computing
in the form of clusters of workstations, multiprocessors and multi-cores have become
widespread due to their cost-eective nature [39].
Hardware systems are typically modeled as discrete time systems. The state of
such systems can change and be observed at discrete time instants. In event driven
simulation, events occur and change the state of the system at discrete time instants.
Distributed simulation consists of execution of a single program on multiple CPUs,
which communicate and synchronize with each other using standard communication
interfaces. Simulation process of a portion of the system on a computer is referred
to as logical process (LP). Logical processes (LPs) maintain state information, event
queue and local time reference, and communicate via standard communication in-
terface. A change in the state of a LP is communicated to the aected LPs via
time-stamped messages. A synchronization algorithm assures correct order of sim-
ulation among the LPs [39]. A special case of distributed simulation is when the
simulation is distributed to individual cores on a single chip referred to as multi-core
simulation.
Hardware Description Language (HDL) simulation remains an extremely popular
method of design verication, because of its ease of use, inexpensive computing plat-
form, 100% signal controllability and signal observability [28]. Figure 1.1 illustrates
the use of simulation in a typical Application Specic Integrated Circuit (ASIC) de-
sign ow. Synthesis refers to converting the RTL model of the design into technology
2
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Figure 1.1. Simulation in ASIC and FPGA design ow
dependent gate-level netlist. Layout means physical placement of the gates and wiring
between them.
Field Programmable Gate Array (FPGA) design ow is similar but may have
additional steps like translation and tehnology mapping. Translation refers to merg-
ing dierent netlists (RTL, intellectual property (IP), schematic) into one gate-level
netlist. Technology mapping refers to mapping the translated gate-level netlist onto
FPGA physical resources. Placement and routing (P&R) means connecting the phys-
ical resources in the mapped netlist and extracting timing. The time gap between
the two extremes of the RTL and P&R simulations is as large as 45x. It is worth
noting that simulation is needed after every phase in the FPGA design ow. Figure
1.2 shows time required at dierent simulation phases of AES-128 FPGA design ow
performed using traditional event-driven Verilog simulator.
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Figure 1.2. AES-128 simulation performance in Xilinx FPGA design ow
As the designs are getting large, reducing the simulation time has become nec-
essary. Parallel simulation attempts to address this challenge. So far, the speedup
oered by parallel simulation for real world applications has been dicult to achieve
for several reasons:
1. Lack of inherent parallelism in the design itself;
2. Diculty in design partitioning;
3. Communication overhead;
4. Synchronization overhead; and
5. Load balancing.
The remainder of this chapter reviews some of these issues and draws conclusions
regarding research directions to remedy these problems.
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1.2 Problems with Parallel Simulation
In the wake of multi-core technology, which promises faster communication be-
tween the processor cores and greater processing speeds of processor cores, parallel
multi-core simulation should result in speedup that is linear in the number of pro-
cessor cores. Unfortunately, this is not the case. This is due to the problems of lack
of inherent parallelism, design partitioning and load balancing, communication and
synchronization overheads. In this section, we discuss these problems in detail.
1.2.1 Design Partitioning
Design Partitioning is an important aspect of distributed parallel simulation as it
strongly aects the communication between the partitions and event synchronization.
Various partitioning algorithms have been proposed. The partitioning could be static
or dynamic. Static partitioning methods partitions the design without considering
its eect on simulation. For example, it could partition HDL design using metrics
like the number of instances, estimated number of gates, number of modules, etc.
The advantage of such a partitioning scheme is that it is quick and easy to generate.
The obvious disadvantage is that the resulting partitions could be unbalanced as the
workload requirements are not known prior to simulation. The idea of pre-simulation
has been proposed but it adds an extra processing step, unless it can be done as part
of a complete simulation-based ow.
Dynamic partitioning uses simulation statistics as heuristics to partition the de-
sign. One could simulate the entire design for a few clock cycles to partition the design.
One can also combine static and dynamic partitioning to achieve optimal partitioning.
Note that coming up with perfectly balanced partitions is a known NP-hard problem
[15]. Given this objective, minimizing communication and synchronization overhead
may pose conicting requirements [15].
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1.2.2 Communication and Synchronization between Partitions
Minimizing communication and synchronization among partitions is another big
challenge after partitioning the design for multi-core simulation. Communication
overhead is dened as the time spent in exchanging data among partitions. Both
data bandwidth and frequency of communication among partitions impact communi-
cation overhead. Synchronization overhead is dened as the time spent by each local
simulation for guaranteeing no causality violation or the time needed to coordinate
all local simulations. It can get worse as the number of partitions increase. Usually
simulators do Proling to identify places where there are synchronization issues. Note
that synchronization requires communication among partitions. Therefore, it can be
treated as a particular case of communication overhead.
Once the design is partitioned, the partitions can be simulated independently
but only if there is no dependency between them. This is hardly the case in real
world designs where partitions need to exchange data in time. If the frequency of
this communication dominates the simulation of individual partitions, then speedup
over standard simulation cannot be achieved, and often speed degradation happens.
Before the advent of multi-core processors, multi-cluster and multi-processor archi-
tectures were used for distributed parallel simulation [16]. The communication and
synchronization overhead between partitions was understandable. In multi-core pro-
cessor architecture with shared or distributed memory architectures, this communi-
cation and synchronization overhead should be reduced as individual processor cores
run faster than the previous generation and exchange data through shared memory
rather than through long interconnects. The problem is that communication and
synchronization overhead has not decreased with the advancements in technology.
In fact, it has become a bottleneck in distributed parallel simulation that must be
6
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Figure 1.3. CPU, Memory and Ethernet improvements over the decade
overcome to get a reasonable speedup. This is the main theme of the proposal and
will be addressed at length in the following chapters.
Figure 1.3 shows performance improvement in CPU, Memory and Ethernet tech-
nologies. It shows that performance varies from one technology generation to the
other. While CPU has achieved the largest speedup over the decade, Memory and
Ethernet latencies have not kept the same pace. This is the main reason why speedup
of parallel simulation has not been signicant compared to the CPU speedup. Figure
1.4 shows a bi-partitioned design, where each partition is simulated on an individual
CPU core. While the two simulations can run faster with faster CPU and inter-
connect technology, there is a signicant performance gap unless the interconnect is
made faster and the frequency of communication between the partitions is reduced.
Equation 1.1 shows the formula for speedup
7
speedup =
T1
Tpar + Tcomm
(1.1)
where T1 is the simulation time on a single processor, Tpar is the simulation time
on parallel processor conguration and Tcomm is the communication time spent in
exchanging data between parallel processors during parallel simulation. Tpar is given
by the famous Amdahl's law, Equation 1.2, where P represents the portion of work
that speeds up by a factor S. Equation 1.1 states that if the Tcomm does not improve
at the same rate as Tpar, speedup is going to be limited. Figure 1.5 shows four curves
to illustrate this fact. It shows that the gap between CPU performance and commu-
nication overhead is maximum if there is no improvement in interconnect technology.
The gap between CPU performance and communication overhead decreases when the
interconnect and the frequency of communication improves. This clearly shows that
communication and synchronization between parallel simulations will remain the bot-
tleneck unless there is a signicant improvement in the interconnect and frequency of
communication.
Tpar =
T1
1  P + P
S
(1.2)
Recently, a new method has been proposed [27] for parallelizing simulations by
eliminating inter-simulation communication. This is done by predicting input stimu-
lus to individual partitions using a predictor (typically available from simulation at
a higher level of abstraction). This work deals with reducing the frequency of com-
munication between parallel simulations using accurate prediction model proposed
in [27] applied to gate-level simulation. This approach exploits the inherent design
hierarchy to overcome the partitioning problem. Communication overhead between
local simulations is avoided using accurate prediction model at each local simulation.
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It has already been shown that if the prediction is 100% accurate, the communication
overhead is entirely eliminated.
1.2.3 Applicability of Parallel Simulation to Large Designs
It is a common misunderstanding that large designs are more suitable for parallel
simulation. This may not be true in entirety. Usually large designs have portions
of code that use cross module reference to improve signal observability [16]. Such
portions of code cannot be run in parallel. Furthermore, it is impossible to partition
the testbench as testbench is often reactive [16]. Modern testbench environments
incorporate C/C++ reference models, Programming Language Interface (PLI) calls,
Tool Command Language (TCL) scripts etc. This makes it impossible to build en-
vironment for parallel simulation because of serial dependencies. Nevertheless, if the
design is too large to t into a single computer's memory, parallel simulation can
be useful by running simulation on many networked computers. This was certainly
true when the designs did not exceed 32-bit memory space. Now when the 64-bit
9
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computers are prevalent, some people see the need of parallel simulation diminishing
[16].
Another trap that researchers have fallen into is the design itself. It is easy to cook
up designs that are best for parallel simulation [16]. In those designs, the speedup
obtained could be elusive. Such designs are not practical and often far from the
industrial designs and practices. Testbench also aects simulation performance; test-
bench with unconstrained stimulus create uniform work load which tends to increase
the performance of parallel simulation. In real life, unconstrained stimulus does not
apply as majority of input patterns could be illegal (never produced by the actual de-
sign). Zhu et al [42] have shown that parallel simulation using original testbench runs
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slower than the single processor simulation because testbench exercised constrained
deterministic patterns. When they modied the testbench to exercise unconstrained
patterns, speedup was possible. However, there are cases where unconstrained ran-
dom stimulus is suitable, such as random test pattern generation for automatic test
pattern generation (ATPG).
As a result of open source eorts, some designs are available at Opencores [32] that
oer designs along with the testbench environments used by industry. Furthermore,
there are compiled Open source simulators like Icarus Verilog [34] and CVer [18] for
HDL simulation. The only downside of using open source simulators is that they
are not as fast as commercial Verilog simulators like VCS [40] and NCVerilog [30].
Hence, when reporting parallel simulation speedup using open source simulators, its
performance comparison with commercial simulators should be provided.
1.3 Parallel Simulation Applications
As mentioned earlier, achieving parallel simulation speedup is a challenging task.
However, there are still applications that are more applicable to parallel simulation.
Following is a brief list of such applications :
1. Simulation of manufacturing tests generated by ATPG tools. These tests use
unconstrained stimulus and hence are good for parallel simulation.
2. Use of inexpensive computers to simulate large design. As the computing cost
has gone down signicantly, distributed parallel computing reduces the wait
time in a single computer.
3. Simulation with full waveform dumping. If the design requires full waveform
dumping, partitioning the design can distribute the I/O activity. This increases
simulation performance as simulation and dumping are done in parallel.
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4. Simulation of symmetric designs. Designs such as routers or symmetric multi-
processors (SMP) have similar workload within each block and little communi-
cation between blocks which make them ideal for parallel simulation.
Chang and Browy [16] have shown simulation speedup on various register transfer
level (RTL) and gate-level designs, which are all good candidates for parallel simu-
lation. However, they have not mentioned how they achieved this speedup or what
partitioning strategy was used. In particular, RTL speedup could be misleading as
RTL evolves during the design cycle. Furthermore, testbench for RTL also changes
on daily or weekly basis as part of regression run. This is achieved by changing the
random seed to the testbench, which creates dierent tests for each run. They also
have not mentioned whether the gate-level simulation is functional (zero-delay) or
timing simulation. Zhu et al. [42] have shown that graphic processor units (GPU)
are suitable for parallel functional (zero-delay) simulation because of large number of
processing pipelines and parallelism within each pipeline. In general, GPU is based
upon the single program multiple data (SPMD) architecture. Another important
point is that setting up parallel simulation environment takes a considerable eort. If
the throughput of the design is large, parallel simulation overhead imposed can dom-
inate the simulation and can actually cause speed degradation. Parallel simulation is
useful when it takes days or weeks to simulate the design on a single processor simu-
lation. Chang and Browy propose a metric to predict whether parallel simulation can
provide speedup over single processor simulation is cycles/second measured in terms
of wall-clock time. Chang and Browy [16] suggest that single processor simulation
which is slower than 100 cycles/second is a good candidate for parallel simulation.
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1.4 Formal Verication
An alternative to simulation is formal verication and static timing analysis
(STA). Some of these techniques use simulation internally to enhance their eciency.
Formal Verication techniques verify a design without the stimulus. This gives formal
verication a huge advantage as it completely eliminates the need for a testbench.
Formal verication can be divided into equivalence checking and model or property
checking. Both are briey reviewed in the remainder of this section.
1.4.1 Equivalence Checking (EC)
Equivalence checking (EC) determines whether two design implementations are
equivalent. For example, equivalence checking is used to determine whether RTL
and synthesized gate-level netlists are functionally identical. It is not feasible to
perform equivalence checking by simulation as it would mean simulating the whole
input space. Sometimes, user can guide the equivalence checker tool by identifying
equivalent nodes (cut points) in the two designs to prune the input search space.
ABC from UC Berkeley, Synopsys Formality and Cadence Conformal tools are the
equivalence checking tools being used in the industry and academia.
There are two approaches to perform EC. The rst approach searches for an
input pattern or patterns that would distinguish the two designs. This is called
Satisability (SAT) approach. According to this approach, two designs expressed in
terms of conjunctive normal form (CNF) formulas F1 and F2 are equivalent, if F1 6=
F2 is unsatisable. If this is not true, a counterexample trace is produced that can
help debug the problem. The counterexample trace can be simulated to see if the
counterexample was an unintended boundary condition or a real bug.
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The other EC approach compares by converts the designs into canonical repre-
sentation such as Reduced Order Binary Decision Diagram (ROBDD) and checks for
their equivalence. ROBDDs for two equivalent designs must be identical.
Applications of equivalence checking are not restricted to equivalence checking
between RTL and post-synthesis gate-level netlist but also to Engineering Change
Order (ECO) and pre and post-scan netlists. It should be noted that as the design
gets large, equivalence checking techniques suer from memory explosion problem.
Therefore, reduction of the design size is often necessary because of the memory
capacity issues.
1.4.2 Model Checking and Property Checking
Model (or property) checking takes a design and proves or disproves a set of prop-
erties given as specication of the design. If two designs are sequential and mapping
between their states is not known, then it is not possible to perform equivalence
checking. Model checking checks the entire state space, either constrained or uncon-
strained to determine the validity of the properties. Design is transformed into nite
state machine (FSM) and property checking determines if there is a state or sequence
of states that violates the property or it is unreachable from an initial state. The
design is usually given in terms of RTL description. As with equivalence checking,
model checking suers from capacity issues and cannot model the whole design. A
typical practice in the industry is to use model checking on specic RTL blocks in
a design. Another limitation of model checking is the issue of completeness of prop-
erties. It is hard to determine if a certain set of properties completely species the
design intent. There are no good or complete coverage metrics for property checking
either. On the other hand, for the designs whose properties can be specied exactly,
such as arithmetic blocks (e.g., multiplier, adder, etc), model checking cannot prove or
disprove property beyond a certain bit-width. It should be noted that model checking
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is not used for property checking on the gate-level netlist because of capacity issues.
Contrary to simulation, model checking cannot guarantee that the design will work
when fabricated as it cannot be done on a chip level.
1.5 Static Timing Analysis
Static Timing Analysis (STA) is a static technique to verify timing of the design.
STA analyzes a design given timing library associated with the design. It then reports
the slowest critical path in the design, which determines the maximum frequency of
the design. While STA technology has improved a lot over the years and it is quite
mature at present, it suers from pitfalls of manual constraints. A designer can
inadvertently add a false-path or a multi-cycle path that is never exercised by the
design or miss such a path. Further, STA does not work for asynchronous interfaces.
Hence, to validate the constraints or the results of STA, simulation is necessary.
1.6 Why Gate-level Simulation?
It is clear from the above description that simulation has its own special place in
the design hierarchy and it is not going away in the near future. As the design gets
rened into lower levels of abstraction, such as gate-level and layout level, functional
(zero-delay) and timing simulations can validate the results of STA or equivalence
checking. Moreover, neither STA nor equivalence checking can nd bugs due to X
(unknown signal) propagation. Even though RTL regression is run on a daily basis,
industry uses gate-level simulation before sign-o.
Gate-level simulation is necessary after RTL synthesis to validate the result of
synthesis. At this stage, gate-level simulation can be functional (zero-delay) or unit-
delay, where all gate-level cells are assumed to have delay value of 1 timescale units.
Later, gate-level timing simulation can be performed in the pre-layout or post-layout
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stage using standard delay format (SDF) back annotation. Gate-level simulations are
considered a must for verifying timing critical paths of asynchronous design which are
skipped by STA tool. Further, gate-level simulation is used to verify the constraints
of static verication tools such as STA and equivalence checking. These constraints
are added manually and the quality of results from static tools are as good as the
constraints are. Gate-level simulation is also used to verify the power up, power down
and reset sequence of the full chip. It is also used to estimate dynamic power drawn
by the chip. Finally it needs not to be mentioned that gate-level simulation is used
after Engineering Change Order (ECO) to verify the changes. There is a tool named
Bugscope (by the company NextOp now part of Atrenta) that takes RTL as input
and outputs a set of properties that can be used by model checking to verify the
design. Internally, the tool uses simulation to generate properties of the design.
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CHAPTER 2
PREVIOUS WORK ON PARALLEL SIMULATION
Event-driven HDL simulation is a dominant technique used for functional and
timing simulation [28]. However, traditional event-driven simulation suers from
very low performance because of its inherently sequential nature and a need for event
synchronization. To address this issue, distributed parallel HDL simulation has been
proposed to alleviate the low performance of traditional event-driven HDL simulation
[27] [11] [12]. Chapter 1 discussed challenges in parallel HDL simulation. In this
chapter, we present literature survey on parallel simulation, especially parallel HDL
simulation and the associated hardware on which the simulation is run. Next, a
recently proposed, competing parallel simulation technique known as time parallel
HDL simulation is presented and compared against the spatially distributed parallel
HDL simulation.
The literature on parallel simulation is rich. Most of the known work concerns
traditional parallel simulation, which is based on physical partitioning of the design
into modules, distributed to individual simulators. We refer to this approach as spatial
parallelism, since the simulation relies on physical partitioning of the design in spatial
domain. This simulation concept has been known since late 1980s as Parallel Discrete
Event Simulation (PDES) [21].
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2.1 Factors Aecting the Performance of Parallel HDL Sim-
ulation
Bailey et al. [13] lists ve factors that aect the performance of parallel HDL
simulation: timing granularity, design structure, target architecture, partitioning,
and synchronization algorithm. We discuss them briey here and elaborate on the
current hardware and software trends.
2.1.1 Timing Granularity
Timing granularity (also known as timing resolution) and design structure are
design-dependent factors over which simulation has no control. Increasing timing
resolution can increase the amount of processing, which in turn decreases simulation
performance. In general, simulation performance varies dramatically from one design
structure to another. Figure 1.1 shows design structure at various levels of abstrac-
tion. The design structure at higher level of abstraction, e.g., C++, simulates faster
than the design structure at the lower level, e.g., gate-level.
2.1.2 Hardware Architecture
Architecture of the target platform or execution machine also impacts parallel sim-
ulation performance. Here we discuss various computer hardware and software trends
that exploit parallelism. A detailed discussion on parallel computer architecture is
presented as an appendix in this chapter.
 Multi-Cluster is a computer system composed of several workstations forming
a cluster and communicating over the network.
 Multi-Processor is a system that contains two or more processing units (CPUs)
on dierent chips, connected through (typically long) inter-chip interconnects.
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 Multi-core is a computer system with two or more CPUs on the same chip,
sharing memory resources and connected through short intra-chip interconnects.
 Multitasking/Multiprocessing is a method in which multiple tasks or pro-
cesses run on a CPU. It is the responsibility of the Operating System (OS) to
switch between the tasks to give an impression of multitasking. In the case of
a computer with a single CPU core, only one task runs at any point of time,
meaning that the CPU is actively executing instructions for that task. Multi-
tasking solves this problem by scheduling which task may run at any given time
and when another waiting task takes a turn. When running on a multi-core
system, multitasking OS can truly execute multiple tasks concurrently. The
multiple computing engines work independently on dierent tasks.
 Multi-threading extends the idea of multitasking into applications, so that
one can subdivide specic operation within a single application into individual
threads. All the threads can run in parallel. The OS divides processing time
not only among dierent applications, but also among each thread within the
application.
 Pipelining sequences the execution of multiple instructions like cars on an
assembly line. The execution of each instruction is divided into several steps
which are performed by dedicated hardware units. Pipelining is similar to an
assembly line, in which each stage focuses on one unit of work. The result or
each stage passes to the next stage until the nal stage. To apply the pipelining
strategy to an application that will run on a multi-core CPU, the algorithm is
divided into steps that require roughly the same amount of work, and runs each
step on a separate core. The algorithm can process multiple sets of data or the
data that streams continuously.
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2.1.3 Issues in Design Partitioning
As mentioned earlier, assigning LPs to dierent CPUs, to make the simulation
load uniformly balanced among the LPs, is a known NP-hard problem. Given this
objective, minimizing communication and synchronization overhead may pose a con-
icting requirement. As a result, heuristic-based partitioning algorithms have been
proposed that provide near optimal result. The major diculty in partitioning is that
the simulation load of a LP is determined at run time. Hence, workload requirements
are not known prior to simulation. The idea of pre-simulation has been proposed
in which simulation is run for a short time interval or even full simulation is run to
prole the simulation. However, it adds an extra processing step, unless it can be
done as part of a complete simulation-based ow. Such a case is shown in Figure
1.1, where simulation at a higher level of abstraction can act as pre-simulation for
simulation at a lower level of abstraction. This is one of the major points of the
proposed approach, which shall be explained further in the next section. Another
problem is the granularity of LP, which relates to the number of atomic operations
that are assigned to a given LP. Assigning one atomic operation per LP can result in
high communication overhead, while assigning one LP per processor can result in an
unnecessarily blocked computation.
2.1.4 Time Synchronization
Chamberlain [15] mentioned four types of synchronization algorithms to synchro-
nize simulation time among LPs:
 Oblivious algorithm evaluates all LPs at each time step, regardless of the
event activity. This eliminates event queue at each LP. Correct scheduling can
ensure the correctness of the simulation.
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 Synchronous algorithm constraints the simulation time of each LP to be the
same. All LPs must synchronize to nd next simulation time step depending
on the event activity.
 Conservative algorithm is an asynchronous algorithm which permits dierent
simulation times among LPs. It processes messages in non-decreasing order to
preserve causality at all times. This condition is enforced by advancing local
simulation time to the smallest time stamp received from any neighboring LP.
 Optimistic algorithm is also known as Time Warp algorithm [24]. In this
approach, events are immediately processed at LPs until an event with time
stamp earlier (straggler event) than the local simulated time arrives. This causes
LP to roll-back to a previous time so that the straggler event could be processed.
The state must be saved at all LPs to allow roll-back.
The conservative and optimistic approaches dier in the way modules of the parti-
tioned design communicate during simulation to synchronize data. Their performance
varies with the design and partition strategy. Several variations of these methods
have been oered, diering in the way they handle inter-simulation synchronization.
Gafni [22] uses state saving concept and rollback mechanism by restoring the saved
state. Time Warp [24] (optimistic approach), was able to reduce message passing
overhead by using shared memory. Fujimoto [20] and Nicol [31] improved the con-
servative method by introducing the concept of lookahead. Chatterjee [17] proposed
the parallel event-driven gate level simulation using general purpose GPUs (Graphic
Processing Units). However, it could only handle zero-delay (functional) gate-level
simulation, but not the gate-level timing simulation. Zhu et al. [42] developed a
distributed algorithm for GPUs that can handle arbitrary delays, but still suers
from heavy synchronization and communication overhead inherent to all distributed
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simulation techniques. In addition, these methods do not scale and are often based
on manual partitioning.
It should be emphasized that the diculty of spatial partitioning lies not only in
solving the inter-module communication and synchronization problem, but mostly in
design partitioning that will minimize this communication. The success of traditional
spatially distributed simulation then strongly depends on such ideal partitioning,
which itself is a known intractable problem and cannot be successfully applied to
complex industrial designs. To facilitate this partitioning, some researchers, e.g., Li
et al. [29], propose partitioning based on design hierarchy. In this approach, the
design is partitioned along the boundary of the module, a basic unit of code in HDL.
While it addresses the communication problem to a certain degree, it still does not
resolve the synchronization problem.
2.2 Prediction-based Parallel Simulation
The key idea of the prediction-based approach, originally proposed in [27] is to
predict input stimulus and apply it to each module instead of the actual input. The
predicted input and output stimulus could be obtained from the simulation of design
model at a higher abstraction level (such as RTL) than the one being simulated (such
as gate-level). Figure 2.1 shows how higher level simulation can act as predictor for
lower level simulation in hardware design simulation. The base of the arrow shows
the predictor simulation and the tip of the arrow shows the target simulation.
Figure 1.4 (in Chapter 1) shows a design consisting of two module partitions con-
nected in such a fashion that their inputs depend upon each other. The predicted
input values obtained by running higher level simulation are stored in local memory
and applied to the input ports of a local module assigned to a given LP. Then, the
actual output values at the output ports of that module are compared on-the-y with
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Figure 2.1. Predictor modeling in hardware design simulation ow
the predicted output values, also stored in a local memory. This is illustrated in Fig-
ure 2.2, which shows two sub-modules being simulated in parallel. Each sub-module
uses predicted inputs by default, while their actual outputs are compared against the
predicted outputs (stored earlier in local memory). A multiplexer at each sub-module
selects between the predicted inputs and actual inputs. While both sub-modules can
access their actual inputs from the other sub-module, there is associated synchroniza-
tion and communication overhead which is the major bottleneck in parallel discrete
event simulation (PDES). The main goal of this approach is to minimize this overhead
as much as possible.
As long as the prediction of the input stimulus is correct, remote memory access
that imposes communication and synchronization between local simulations is com-
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Figure 2.2. Distributed parallel simulation using accurate prediction
pletely eliminated. In this arrangement, only local memory access for fetching the
prediction data is needed. This phase of simulation is called the prediction phase.
Only when the prediction fails, are the actual input values, coming from the other
local simulation, used for simulation; this phase of simulation is called the actual
phase.
When prediction fails, each local simulation must roll back to the nearest check-
point. This is possible by periodically saving design state during the prediction phase
at selected checkpoints. When parallel simulation enters the actual phase, it should
try to return to the prediction phase as soon as possible to attain maximum speed-up.
This is done by continuously comparing the actual outputs of all local simulations
with their predicted outputs and counting the number of matches on-the-y. Af-
ter the number of matches exceeds a predetermined value, the simulation is switched
back to the prediction phase. We are going to instrument this approach for functional
gate-level (zero-delay) simulation. Another challenge to be addressed in this thesis,
is to minimize the time spent in the actual phase. This depends upon the accuracy
of the predictor.
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2.3 Multi-level Temporal Parallel Event-Driven Simulation
In contrast to the parallel discrete event HDL simulation described above, which
partitions the design in spatial domain, there has been some interesting work on
parallel discrete event HDL simulation in time domain [26] [19]. This approach, called
multi-level temporal parallel event-driven simulation (MULTES) [26] [19], parallelizes
simulation by dividing the entire simulation run into independent time intervals in
time domain. It accomplishes this by dividing the simulation time into a number time
intervals related to the number of processors. Each interval also referred to as a slice
is then simulated in a dierent LP. The key requirement of this technique to work is
nding the initial state of each slice. The initial state of each slice must match the
nal state of the previous slice. For example, the initial state of slice i must match
the nal state of slice i   1 for each slice i. MULTES terms this requirement as
horizontal state matching problem. The initial state of each slice cannot be obtained
without knowing the nal state of the last slice. MULTES overcomes the problem of
nding the initial state by running a reference simulation at higher level of abstraction
and saving the values of all the state elements in the design. However, as the target
simulation is at a lower level of abstraction and may involve timing, the initial state
obtained from reference simulation may not be the correct one in time. In summary,
MULTES contains two simulation steps :
1. Fast reference simulation that runs at higher level of abstraction, such as
RTL or functional (zero-delay) gate-level and saves design state.
2. Target simulation that runs in parallel at lower level of abstraction such as
functional (zero-delay) gate-level or gate-level timing.
For timing simulation, the design state (all ip-ops in the design) is restored using
reference simulation which could be RTL or functional (zero-delay) gate-level. This
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state saving is known as checkpointing. If the design is a single clock design and there
is no timing violation, then reference and target simulations are cycle-consistent.
This means that the two simulations produce the same result within the required
number of clock cycles. In such a case, restoring state using reference simulation
will lead to correct target simulation. However, depending upon the position of
checkpointing, there could be mismatch between parallel target simulation and golden
target simulation at the beginning of the target slice. MULTES solves this problem
by providing overlap between consecutive target slices. For example slice n   1 and
slice n are allowed to share the simulation time. Since the mismatch occurs at the
end of the slice period n  1 and beginning of slice period n, the period is discarded
from slice n. The correct simulation for this period is generated by slice n  1.
An important feature of MULTES is that it handles designs with multiple asyn-
chronous clocks. It attempts to solve the problem of clock domain crossings (CDC)
in multi-clock designs, in which data or control signal is sent from one clock do-
main to the other. The issue in CDC designs is that gate-level timing simulation
is not 100% cycle-consistent with reference simulation, even if there are no timing
violations. Since simple state saving and restoring could cause mismatch between
parallel target simulation and golden target simulation, MULTES proposes abstract
delay annotation (ADA) to deal with CDC. In ADA, CDC path delay, obtained from
SDF is copied from gate-level to reference simulation. When CDC path delay is an-
notated to reference simulation besides target simulation, both simulations become
cycle consistent.
An important issue addressed in this method is handling testbench. While the
state of the Design Under Test (DUT) can be stored during reference simulation,
the state of testbench cannot be stored likewise. This is because testbench does not
usually contain memory elements and may have software constructs which cannot be
26
saved. Similarly, the state of Intellectual Property (IP) blocks in design cannot be
saved and restored with checkpointing. To handle this issue, MULTES uses testbench
forwarding technique. In this technique, rather than saving the state of the testbench,
testbench is simulated from the beginning to the starting point of each slice (initial
state). This is accomplished by saving the output of DUT (which is input to the
testbench) during reference simulation. This essentially creates a dummy DUT. The
testbench is simulated with the dummy DUT from the beginning to the starting point
of each slice. At this point in time, dummy DUT is replaced by actual DUT and state
of the DUT is restored from the data stored at the checkpoint. This is done for each
slice independently.
2.4 Dierences between Distributed Simulation andMULTES
MULTES [26] [19] oers an interesting alternative technique for parallel simula-
tion. There are similarities and fundamental dierences between MULTES and PDES
[27] [35] [36] [8] for HDL simulation. We discuss them briey in this section.
MULTES divides the simulation time into multiple time slices for each time slice
to be simulated independently. PDES on the other hand uses spatial partitioning to
divide the design into multiple partitions which are simulated independently. Both
MULTES and PDES use model at higher level of abstraction for reference simulation.
For example, both MULTES and PDES use RTL for parallel functional (zero-delay)
gate-level simulation. Note: from now on, we will use the term functional gate-level
simulation to mean functional (zero-delay) gate-level simulation.
State matching in MULTES is a challenging problem. If the design is transformed
radically (using re-timing and re-synthesis) between reference simulation and target
simulation, restoring the state of the target simulation is dicult to impossible [26]
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[19]. PDES does not suer from state matching problem as each partition is simulated
from the beginning of simulation time.
MULTES cannot overcome the limitations of a large design. This means that
each parallel slice simulation will simulate the whole design regardless of the slice
period which could be large or small. PDES partitions the design and distributes the
partitions to individual simulators. Hence, the entire simulation load is divided into
smaller loads distributed to each partition. MULTES performs checkpointing peri-
odically, while in PDES the reference simulation is stored at the partition boundary
for the entire simulation time. This will increase the amount of dump data on the
hard disk for PDES. Note that MULTES also performs data dumping for testbench
forwarding besides periodic checkpointing. In this work, we will try to eliminate this
dumping for PDES, so that reference simulation (RTL) is co-simulated with the target
simulation (functional gate-level).
We should emphasize that MUTLES is not suited for multi-core architecture be-
cause of uniform memory requirements of each slice. For large designs, it does not
scale well with the multi-core architecture. PDES scales well with the multi-core
architecture as it partitions the design and hence the memory requirements of each
partition are lower than the original design.
Finally, MULTES uses a complex tool chain and techniques, including: PLI for
checkpointing; data dumping and restoring; Synopsys Formality or a similar tool for
state matching; ABC tool for assisting state matching to detect signal correspondence;
Cadence Encounter tool for nding clock domain crossings; and LEX and YACC for
parsing SDF le for abstract delay annotation (ADA). Further, some of the steps in
MULTES (such as ADA) are not fully automated and require manual eort. In con-
trast, PDES when applied to parallel HDL simulation does not have such a complex
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tool chain dependency and it integrates seamlessly into the ASIC or FPGA design
ow. PDES has its own challenges that are addressed in the next chapter.
2.5 Parallel Computer Architecture
2.5.1 Introduction
Parallel or high performance computing is not a new concept. The concept has
been widely known in scientic and engineering communities where large simulations
are done on a cluster of computers. The simulation computation to be performed is
partitioned into several workloads which are simulated independently and in parallel
on many machines. The simulation workloads should be independent of each other
thus requiring the original simulation computation to be suitable for parallelism.
Scientic simulations are generally suitable for parallelism. Parallel programming is
becoming mainstream because of advances in computer hardware [37].
Today, hardware manufacturers are integrating more and more CPUs on a single
processor chip. The entire processor chip is called multi-core processor. They come
in various congurations like single multi-core processor, shared-memory system con-
sisting of many multi-core processors or a cluster of multi-core processors connected
via network. It is predicted that by the year 2015, Intel's typical processor would
have dozen to hundreds of cores where some of the cores would be dedicated to say
graphics, encryption, network, DSP etc. This type of multi-core system is called
heterogenous multi-core [37].
Having many cores available potentially increases performance of user applications
as each user application can use more hardware resources. Additionally, operating
system (OS) should support mapping user applications to the available hardware
cores so the applications can run in parallel. This is known as true multiprocessing,
where each application process gets mapped to a separate processor core. There is
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also a need of increasing the performance of a single application by running it on
multiple cores. This area is full of challenges as there is no automatic conversion of a
sequential program into a parallel program. As hardware advancements continue to
take place, there is a dire need to convert the existing sequential software programs
to take advantage of the existing computer power. If this is not done, much of the
compute power available is going to remain unused [37].
The process of parallel programming starts by formulating of an algorithm for a
particular problem. The algorithm is then decomposed into several pieces called tasks
which are expected to run independently on multiple cores. Dividing an algorithm
into appropriate tasks is often manual and is one of the main challenges faced by
a programmer. The tasks are then assigned to one or more threads in a parallel
programming language e.g., pthreads or OpenMP in C/C++. This step is called
scheduling. Later the assignment of threads to cores is called mapping. The tasks
of an algorithm can be independent or dependent. In the latter case, tasks need
to follow a certain order due to dependencies and may not execute concurrently.
Tasks may also need to communicate with each other and hence synchronization
between the tasks is necessary so that tasks are not writing to the same memory
location simultaneously or reading before write takes place at a particular memory
location. Synchronization depends a lot on memory organization of the underlying
hardware. Thus, it is imperative to know about the underlying hardware conguration
for successful parallel programming.
Shared memory and distributed memory are two main memory organizations in
multi-core machines. Shared memory allows uniform global access to all processor
cores. Information exchange between the cores is done through sharing memory
location. This sharing must be done in synchronized manner where in case of a read,
a core does not read from a memory location where a write is pending. Similarly there
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should not be simultaneous writes by cores to one memory location. For distributed
memory machines, each processor core has private memory which can only be accessed
by the core attached to it. Information exchange between cores is done through
explicit communication such as message passing. Another form of synchronization
is called barrier synchronization which is available for both shared and distributed
memory machines. In barrier synchronization, all processes on all cores have to wait
at a barrier point until all other processes have reached that barrier. Only when all
processes have reached this barrier, they can continue execution after the barrier.
Measuring performance of a parallel computing application is done by measuring
parallel execution time which is the maximum of compute time on all the cores and
time for communication and synchronization. This time should be smaller than se-
quential execution time of the application on a single core else parallelization is not
worth. Speedup is the ratio of parallel execution time to the sequential execution
time. Eciency is the ratio of speedup to the number of cores.
2.5.2 New Trends in Computer Architecture
Parallel execution of an application strongly depends upon the architecture of
the underlying machine e.g., the number of available cores, memory organization etc.
We discuss how parallelism can be exploited from single core machines to multi-core
machines [37].
2.5.2.1 Parallelism on Single Core Machine
 Bit level Parallelism There are various ways of exploiting parallelism on a
single core machine. One way is to use wider bit widths i.e., switching from
32 bits to 64 bits as 64 bit machines have become pervasive since last couple
of years. 64 bit computing refers to datapath width, integer size and memory
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address width to be 64 bits. This has also lead to accuracy of oating point
numbers.
 Pipelining Before pipelining was introduced, computing was single-cycle, which
meant only one instruction could be processed at a time by CPU after which
it could process the next instruction. Pipelining instruction means instruction
processing is split into multiple stages temporally like an assembly line so that
instruction fetch stage, instruction decode stage, instruction execution stage
and write back stage could happen in parallel on multiple instructions. This
staging of processing allows overlapping of instructions e.g., if one instruction i1
is in the instruction decode stage another instruction i2 can enter the instruc-
tion fetch stage. In the next clock cycle, i1 enters execution stage, whereas i2
enters decode stage and a new instruction i3 enters instruction fetch stage, etc.
 Parallelism by many Execution Units There are two ways of achieving this
parallelism: dynamic and static. Dynamic or Superscalar architecture allows
multiple instructions to be issued simultaneously during a clock cycle by taking
advantage of the fact that there are more than one functional units inside a
single CPU core such as ALUs (arithmetic logic units), FPU (oating point
units), load store units, etc. Superscalar relies on hardware to determine which
instructions can be launched simultaneously from a sequential program.
VLIW (very long instruction word) relies on compiler (software) to determine
which instruction may be executed in parallel. These instructions are then
launched in parallel. In a VLIW processor, each VLIW instruction species
several independent operations hence called very long instruction word that are
executed in parallel by the hardware. The maximum number of operations in
a VLIW instruction are equal to the number of execution units available in the
processor.
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 Thread or Process level Parallelism In a single core machine, thread or
process level parallelism is used to give illusion to an application (in case of
multithreading) or multiple applications (in case of processes) that there are
multiple CPUs. In fact, this is not the case as the machine is single CPU core
machine. What happens is that OS time slices threads or processes so quickly
that it seems threads or processes are running independently. This illusion has
become a reality with multi-core CPUs.
2.5.3 Classication of Parallel Architectures
We discuss the classication which is most relevant to parallel programming.
2.5.3.1 Single-Instruction, Multiple-Data (SIMD)
In SIMD, multiple processing elements execute the same instruction on a dierent
data set. Each processing element has private access to (shared or distributed) data
memory but there is a single program memory from which a single instruction is
fetched and dispatched to the multiple processing elements.
2.5.3.2 Multiple-Instruction, Multiple-Data (MIMD)
MIMD is similar to SIMD except that each processing element has a separate
program or instruction memory (shared or distributed). At each step, each processing
element loads a separate instruction and data, executes it and write the result back to
the data memory. Hence, processing elements work asynchronously with each other.
2.5.3.3 Symmetric Multiprocessing (SMP)
SMP consists of one or more processing elements with access to common memory.
A program is parallelized by program taking dierent paths on various processing
elements. The program starts running on one processing element and as soon as
part of the program which can be parallelized is encountered, the execution gets split
33
across multiple processing elements. In the parallel portion, each processing element
works on the same program but with dierent data set. SMP faces serious challenges
in terms of scalability to many cores.
2.5.3.4 Non-uniform Memory Access (NUMA)
NUMA addresses the scalability issue with SMP by adding local memory for
multiple cores. Multiple cores are coupled together using local memory as shown in
Figure 2.3. It shows that the cost of access to local memory is less than the cost to
access remote memory. This architecture allows scalability to many cores.
Figure 2.3. NUMA hardware conguration
2.5.4 Memory Organization in Multi-core Machines
There are two views of memory that need to be considered: the physical mem-
ory view and the programmer memory view. For physical memory view, computers
with shared physical memory, such as multiprocessors and computers with distributed
memory, such as multicomputers exist. For programmer's view, memory organiza-
tion can be distinguished between shared memory machine (SMM) and distributed
memory machine (DMM). Note that programmer's view need not be consistent with
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the actual physical memory view. For example, programmer can treat the memory
as shared memory while the physical view of the memory is distributed.
2.5.4.1 Distributed Memory Machines (DMM)
DMM consists of number of processing elements (also known as nodes) and an
interconnection network connecting the nodes. A node is an independent entity con-
sisting of processing element, local memory and may contain I/O. The local memory
is private to each node. When a node needs data from some other node, explicit mes-
sage passing protocol, e.g., message passing interface (MPI) is used to fetch that data
from the other node. Direct Memory Access (DMA) controller can be used to ooad
this communication from the processing element. Example of DMM is a cluster of
computers on a local area network (LAN).
2.5.4.2 Shared Memory Machines (SMM)
SMM consists of computers with same physical memory or global memory. It
typically consists of several processing units connected to a global memory via inter-
connection network. Since the memory is global, no explicit communication between
processing nodes is required to share data. However, due to global nature of memory,
synchronization becomes necessary as multiple processing elements can end up read-
ing or writing to the same memory location. Parallel model for programming shared
memory machines is based on execution of multiple threads. A thread is an indepen-
dent ow of execution which shares data with other threads using global memory. It
is the job of operating system (OS) to map a thread to a processor core.
2.5.5 Thread Level Parallelism (TLP)
TLP means running multiple applications to use the processing resources on a
multi-core machine eciently. Each such application can be called a thread and this
is true multithreading, as each thread gets mapped to a separate processing core.
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TLP can also happen at an application level where parts of an application become
threads and execute on multiple cores. Another trend is hyperthreading, where OS
gives an illusion that there are multiple cores available for processing to use processing
elements more eectively.
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CHAPTER 3
PARALLEL MULTI-CORE VERILOG HDL SIMULATION
BASED ON FUNCTIONAL PARTITIONING
Parallel multi-core Verilog hdl simulation based on functional partitioning is per-
formed by running each partition (also called as sub-design) of the design on a separate
processing logical processor (LP). Functional partitioning divides the functionality
of the original design into sub-functionalities which are then executed on dierent
LPs. Figure 3.1 shows a design in traditional event-driven simulation environment,
while Figure 3.2 shows the same design in parallel multi-core simulation environment.
Note that it shows an ideal case where the two partitions are completely independent
(Partition1 can be simulated without Partition2 and vice-versa) and hence can be
simulated separately. This may not be the case for most of the simulations (because
of dependencies between the partitions) and this issue will be addressed later in this
chapter.
TestBench
Partition1
DUT
Partition2
Figure 3.1. Standalone simulation of a design
In this work, use use the parallel multi-core HDL simulation technique based on
the concept of accurate prediction [27] [35] [36] [8]. We use the approach of Li et
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Figure 3.2. Parallel multi-core simulation of a design
al. [29] to partition the design along the hierarchy boundary, but add a higher level
predictor model to reduce the synchronization and communication overhead between
the modules.
3.1 Predicting Input Stimulus
It is clear that prediction accuracy is one the most critical factor in this approach
as explained in [27] [27] [35] [36] [8]. Nearly 100% prediction accuracy will give
almost linear speed-up even when the number of processor cores increases (within
certain bounds). Hence, we must nd a way to get an accurate prediction data. As
discussed before, the proposed idea is to obtain this data from the results of earlier
simulation, using higher level design model. Such a model is typically available as
part of the design renement from higher level of abstraction to a lower level of
abstraction. It is important to realize that the closer the two abstraction levels are
(for the predictor/reference and actual/target simulations), the more accurate the
actual simulation is going to be. For example, prediction data for parallel functional
gate-level simulation can be obtained from register transfer level (RTL) simulation;
and the prediction data for parallel gate-level timing simulation can be obtained
from gate-level zero-delay simulation. Both these scenarios are depicted in Figure
3.3. Simulation at a higher level of abstraction can be performed at least 10 faster
than the one at the lower level of abstraction. We argue that an accurate prediction
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data can be obtained by fast simulation using simulation model at a higher level of
abstraction. Also, as this fast simulation at a higher level of abstraction is already an
integral part of the design ow, as show in Figure 3.3, obtaining the prediction data
does not incur any additional simulation overhead.
Figure 3.3. Parallel multi-core simulation in the ASIC design ow [25]
3.2 Preliminary Results of Predictor
To evaluate the predictor idea, several preliminary experiments were performed.
First, how accurately can higher level model (such as RTL) be compared to the
lower level model (such as 0-delay gate-level or gate-level timing)? For this reason,
lower bound on the prediction accuracy is measured by comparing values of the
registers in the design during RTL and gate-level timing simulation. Here, register
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values saved during RTL simulation serve as prediction data for the gate-level timing
simulation. Table 3.4 shows preliminary experimental results of predictor modeling.
Design registers are chosen for two reasons. First it is possible that a register value
may not propagate to the module output during simulation. Hence, it is possible
that RTL and functional gate-level simulations are identical at the module boundary
but inconsistent on register outputs due to unknown signals (X) in RTL or gate-level
design. Secondly, the focus was on register values because at present the proposed
partitioning strategy for parallel gate-level timing simulation is restricted to the
ip-op boundary. Of course, not all registers will appear at the partition boundary.
That is why the last column represents just a lower bound on the prediction accuracy;
the actual prediction accuracy is always higher than this lower bound. Such a lower
bound already shows high prediction accuracy (>98% on average) for this choice of
predicted data (RTL).
Table 3.1. Accuracy of RTL predictor for gate-level timing
Design A: Total # of B: # of RTL vs C: # of RTL vs Lower Bound
Name registers gate-level timing gate-level timing on prediction
A = B + C register match mismatch accuracy
VGA Controller 1611 1584 27 98.3 %
AC-97 2219 2156 63 97.1 %
PCI 1773 1739 34 98 %
AES-128 530 530 0 100 %
Table 3.2 shows another experimental result of predictor modeling. Here the
content of design registers during the functional gate-level simulation and gate-level
timing simulation are compared. The register values saved during functional gate-
level simulation serve as prediction data for the gate-level timing simulation. Note
that moving from RTL to functional gate-level improves the accuracy of predictor
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(>99% on average). In general, the closer the reference and target simulations in the
design hierarchy, the more accurate the prediction data would be.
Table 3.2. Accuracy of functional gate-level for gate-level timing
Design A: Total # of B: # of gate-level C: # of gate-level Lower Bound
Name register 0-delay vs 0-delay vs on prediction
gate-level timing gate-level timing accuracy
A = B + C register match mismatch
VGA Controller 1611 1584 27 98.3 %
AC-97 2219 2213 6 99.7 %
PCI 1773 1773 0 100 %
AES-128 530 530 0 100 %
3.3 Quantitative Overhead Measurement in Multi-Core Sim-
ulation Environment
In addition to design partitioning, a big challenge in multi-core simulation is to
minimize communication and synchronization among partitions. Synchronization
overhead is dened as the time spent during simulation to guarantee that there is
no violation of causality among local simulations. It may cause performance degra-
dation even when event activities in partitions have no or little dependencies. Further,
synchronization overhead increases as the number of partitions increases. Commu-
nication overhead is dened as the time spent in exchanging data among partitions.
Both data bandwidth and frequency of communication among partitions impact com-
munication overhead. To illustrate minimization of these overheads, we explicitly
measure the following on a synthetic RTL design:
1. both communication + synchronization, and
2. only synchronization overhead.
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The base design consists of a 128-bit Ripple Carry Adder (RCA) block and a
testbench feeding stimulus to the adder. To create two or more partitions, the adder
block is instantiated as many times and chained as shown in Figure 3.4. Figure 3.5
shows synchronization overhead measurement setup where partitions don't exchange
data with each other, and instead data is locally generated using a predictor (to
be explained in the next section) in each partition. Both single-core and multi-core
versions of Synopsys VCS simulator were used for these measurements on an quad-core
Intel machine with 8GB RAM in Non-uniform Memory Access (NUMA) architecture.
As shown in Table 3.3, a straightforward application of multi-core simulation does
exploit design level parallelism in the design to a certain degree but the speedup is
not that high (1.36 and 1.46 for 2 and 3 cores respectively).
Figure 3.4. Setup for measuring communication and synchronization overhead
Figure 3.5. Setup for measuring synchronization overhead
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Table 3.3. Quantitative communication and synchronization overhead measurement
No of No of Single-core Multi-core Multi-core Speedup Speedup
CPU cores Partitions simulation simulation simulation tsc tmc com+syn
used time tsc synch+comm synch overhead / /
(sec) tmc com+syn (sec) tmc syn(sec) tmc com+syn tmc syn
2 2 52 38 20 1.36 1.90
3 3 85 58 21 1.46 2.76
4 4 72 77 26 0.93 2.96
6 6 104 114 37 0.91 3.08
8 8 142 150 42 0.94 3.57
As the number of partitions are increased, communication + synchronization over-
head dominates design level parallelism and speed degradation takes place (0.93, 0.91
and 0.94 for 4, 6 and 8 partitions respectively). To see the eect of the synchroniza-
tion overhead only, the communication overhead was eliminated and the simulation
was done using the conguration shown in Figure 3.5. This experiment demonstrates
that such a conguration signicantly improves the performance of multi-core sim-
ulation up to a certain number of cores. Specically, for 2 and 3 cores the speedup
approaches the number of cores. As the number of partitions, n, increases, synchro-
nization overhead starts limiting the speedup from approaching the theoretical limit
of n. Therefore, for large designs, it is better to group multiple partitions to limit the
synchronization overhead. Figure 3.6 shows speedup improvement from multi-core
simulation of RCA128 adder on two cores. The green portion in the plot represents
the degree of parallelism in the two cores. Ideally, we want to increase this degree
of parallelism as much as possible. Hence we eliminate communication overhead as
illustrated in Figure 3.5. The result of removing communication overhead is shown
in Figure 3.7, which shows that the degree of parallelism has increased almost twice,
resulting in a speedup that approaches n = 2
Hence, as expected we conclude that minimizing (or removing) communication
overhead is benecial for the performance of multi-core simulation. Synchronization
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Figure 3.6. Multi-core Simulation of RCA128 on 2 cores (with comm and synch
overhead)
overhead can be greatly reduced by choosing the right number of partitions. In the
next section, we propose a generic method to minimize communication overhead for
boosting performance of multi-core simulations.
3.4 Prediction-based Multi-Core Simulation
3.4.1 Basic Idea
In principle, parallel HDL simulation with multi-core technology looks more promis-
ing than the original distributed parallel HDL simulation distributed among net-
worked PCs or multi-processors. In multi-core distributed parallel simulation, inter-
module communication can be accomplished by a straightforward memory read/write.
However, for large number of cores, this quickly increases the global communication
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Figure 3.7. Multi-core Simulation of RCA128 on 2 cores (no comm overhead)
and synchronization overhead between the partitioned modules. NUMA architecture
in particular poses serious problems to parallel event-driven HDL simulation, due to
its sensitivity to the partitioning overhead, caused by non-uniform memory access
cost.
Figure 3.8 shows a conceptual conguration of NUMA, where local memory access
is much faster than the remote memory access. For example, memory access of CPU
core 4 to remote memory is much slower than to its local memory. This causes se-
vere performance degradation in parallel simulation, where extensive communication
and synchronization takes place between a large number of local simulations. This
situation becomes worse when the number of processor cores and the number of the
partitioned local modules for local simulation increase.
In our work we use the approach of [16] [39] to partition the gate-level design
along the module boundary, but add a local (in the partition) higher level predictor
model to reduce the communication overhead between the partitions. This is based
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on a recently proposed technique using accurate stimulus prediction [27] [35] [36] [8].
The key idea of this approach is to predict input stimulus for each partition and apply
it locally instead of the actual input coming from the other partition. The predicted
input stimulus is obtained by simulating the design at a higher level of abstraction
(such as RTL) than the one being simulated (such as the functional gate-level) .
Figure 3.8. NUMA hardware conguration
During reference simulation such as RTL, all inputs and output responses of each
partition are stored (dumped) on a disk to serve as input stimulus for the actual
gate-level simulation Note that modern simulators allow parallel dumping option on
multi-core machines. Therefore, parallel dumping does not aect the performance of
RTL simulation and this dumping overhead can be ignored. The other aspect is the
disk space to store (dump) the stimulus which is ample in the current computing
machines. During the gate-level simulation the input stimulus is obtained from the
RTL predictor instead from the other partitions. Table 3.4 shows the accuracy of
RTL stimulus as predictor at the register boundary. A cycle by cycle comparison is
done between the RTL and functional gate-level simulations at the clock boundary for
all registers in the design. Cadence Comparescan tool was used to compare register
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values at the clock cycle boundary. The high accuracy of the RTL prediction shows
that it can act as good signal predictor for gate-level simulation.
Figure 3.9 shows simulator architecture conguration for two partitions. In this
conguration each gate-level module uses predicted inputs from RTL by default, while
their actual outputs are compared against the predicted RTL outputs. A multiplexer
at each module selects between the predicted inputs and actual inputs. As long as
the prediction is correct, remote memory access that imposes communication and
synchronization between local simulations is eliminated. Only when the prediction
fails, are the actual input values, coming from the other local simulation, used in
simulation.
Table 3.4. Accuracy of RTL predictor at the register boundary
Design A: Total # of B: # of RTL vs functional Lower Bound on
Name registers GL register match prediction accuracy
VGA Controller 1611 1611 100 %
AC-97 2219 2219 100 %
PCI 1773 1773 100 %
AES-128 530 530 100 %
Figure 3.9. Gate-level simulation using accurate RTL prediction
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3.4.2 Dealing with Mismatches
According to Kim et al. [27], when mismatch happens each local simulation
must roll back to the nearest checkpoint: a design state saved periodically during
simulation when predicted inputs are being used. When parallel simulation enters
the actual phase (predicted inputs are no longer used) , it will try to return to
the prediction phase as soon as possible to attain maximum speed-up. However, this
approach has not been conrmed experimentally. We found that checkpointing of the
design state during gate-level simulation is very costly in terms of time and space as it
involves dumping of vast amounts of simulation data to the disk. Moreover, simulation
rollback impedes the performance of parallel gate-level simulation. If rollback happens
frequently due to mismatches, performance advantage of prediction-based simulation
is lost. Therefore, in our work we emphasize and concentrate on prediction accuracy
and make a best eort to achieve that. If a mismatch occurs, simulation is paused and
switched back to the original gate-level simulation conguration (with its unavoidable
synchronization and communication overhead) by disconnecting the RTL predictor
and rolling back to the last good state provided by RTL. Note that the RTL state is
already saved (dumped) during the reference simulation. Then, the original gate-level
simulation is run to the point where mismatch occurred, to determine and debug the
cause of mismatch. After xing the gate-level netlist the simulation is restarted in
the predictive mode. We already described how to quantify the accuracy of RTL
prediction by running Comparescan against all RTL and gate-level design registers.
Another approach is to run Functional Equivalence Checking between RTL and gate-
level design at the partition boundary and apply prediction to only those signals
that exist in both, the RTL and gate-level netlists. Note that functional equivalence
checking is typically performed earlier in the design cycle, so there is no additional
overhead introduced by this process. If RTL and gate-level designs are identical at the
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partition boundary, communication between the partitions, as shown in Figure 4, can
be eliminated using RTL predictor. Thus, the two simulations can run independently.
3.5 Architecture of Prediction-based Gate-level Simulation
The eect of running RTL model of the entire design in every partition to act as
predictor for local gate-level simulation, as described in [27], has not been quantita-
tively measured in practice. We have run a series of experiments and found that this
approach is prohibitively expensive both in terms of memory and instrumentation.
Instead, we propose running only the required portion of the entire RTL design in
every partition (the portion of RTL that provides stimulus to a given partition and
compares the response of the partition). Note that this stimulus and response for
each partition is already saved during original RTL simulation. Figure 3.10 shows
the architecture of local simulation for a gate-level design partitioned into four blocks.
3.6 Experiments on Real Designs
We measured the performance of gate-level simulation of three Opencores [32]
designs: AES-128, JPEG and 3DES. Table 3.5 shows simulation performance on
single-core simulator. The designs are synthesized with Synopsys Design Compiler
using TSMC 65nm standard cell library. Single-core and multi-core versions of Synop-
sys VCS simulator were used to simulate all gate-level designs on octa-core Intel CPU
with NUMA architecture. Two partitioning schemes were explored. The rst is static
partitioning based on the area of the synthesized logic. Module instances weighted
in terms of their synthesized area are grouped to form two or more partitions. The
second partitioning scheme is dynamic one based on RTL simulation proling. In
this scheme, RTL simulation of the design is run with proling option to nd the
most time consuming module instances. These module instances then become par-
titions in the gate-level simulation. One could also run short gate-level simulation
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Figure 3.10. Architecture of parallel GL simulation using accurate RTL prediction
with proling option to nd the time consuming module instances. It turned out
that static partitioning hardly improved simulation performance and hence was not
used for more experiments. Tables 3.6, 3.7 and 3.8 show performance improvements
of AES-128, JPEG and 3DES with parallel simulation.
Tables 3.6, 3.7 and 3.8 show that prediction based parallel gate-level simulation
improves the performance of original parallel gate-level simulation by removing com-
munication overhead between the partitions. These tables echo our ndings, presented
in Section 3, that it is worth removing communication overhead; and that the syn-
chronization overhead increases with the number of partitions. These results also
show the right number of partitions (3 for AES, 2 for JPEG, and 3 for 3DES) as a
point beyond which the synchronization overhead reduces speedup from approaching
50
Table 3.5. Single core simulation performance
Design Synthesized area Single core GL
Name in NAND2 sim time T1 (min)
AES-128 18400 160
JPEG 968788 183
3DES 96650 254
VGA 144189 612
PCI 20709 17
AC97 53140 4
Table 3.6. Multi-core simulation performance of AES-128
AES-128 Partitioning MC sim MC sim pred MC sim MC pred sim
(# of partitions) Scheme T2 (min) T3 (min) speedup speedup
(T1/T2) (T2/T3)
2 area-based 192 149 0.83 1.28
2 instance-based 165 102 0.96 1.61
3 instance-based 125 50 1.28 2.51
4 instance-based 142 62 1.12 2.29
6 instance-based 144 69 1.11 2.08
8 instance-based 139 75 1.15 1.85
Table 3.7. Multi-core simulation performance of JPEG encoder
JPEG encoder Partitioning MC sim MC sim pred MC sim MC pred sim
(# of partitions) Scheme T2 (min) T3 (min) speedup speedup
(T1/T2) (T2/T3)
2 area-based 180 160 1.01 1.14
2 instance-based 110 57 1.63 1.93
3 instance-based 74 28 2.47 2.64
4 instance-based 69 25 2.65 2.76
5 instance-based 70 26 2.61 2.69
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Table 3.8. Multi-core simulation performance of Triple DES
3-DES Partitioning MC sim MC sim pred MC sim MC pred sim
(# of partitions) Scheme T2 (min) T3 (min) speedup speedup
(T1/T2) (T2/T3)
2 instance-based 248 227 1.02 1.10
3 instance-based 254 124 1.0 2.04
the theoretical limit, the number of CPU cores. JPEG encoder is one such design with
less communication between partitions to begin with. In this case, removing commu-
nication overhead can improve simulation performance only slightly. Nevertheless,
the speedup approaches the number of cores for n = 2.
3.7 Dealing with Resynthesized and Retimed Designs
Code changes, synthesis, and various optimizations can transform gate-level netlist
to a point that RTL and gate-level netlist may not be 100% pin compatible at the block
or module level boundary. To account for this fact, we assume that RTL prediction
can only be used for 50% - 80% of the gate-level signals at the partition boundary.
For those 50% - 80% signals RTL can act as a signal predictor. To nd out which
RTL signals can be used as predictor for gate-level simulation, Equivalence Checking
can be used. We used Synopsys Formality equivalence checking tool for this purpose.
Note that functional equivalence checking is typically performed earlier in the design
cycle, so no additional overhead is introduced by this process. Also, as mentioned
in Section 4, one can run Cadence Comparescan tool to nd equivalent pins between
RTL and gate-level netlist. Table 3.9 shows the performance of benchmarks with
RTL prediction used for 50% and 80% signals during gate-level simulation.
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Table 3.9. RTL prediction-based Multi-core functional GL simulation of bi-
partitioned designs
Design Partitioning MC sim MC sim MC sim MC sim 50% MC sim 80%
Name Scheme T2 (min) 50% pred 80% pred pred speedup pred speedup
T3 (min) T4 (min) (T2/T3) (T2/T4)
AES-128 instance-based 165 125 110 1.32 1.50
JPEG instance-based 110 94 73 1.17 1.50
3-DES instance-based 254 175 148 1.45 1.71
3.8 Conclusion
With the increased presence of multi-core processors, most high-performance work-
stations and PCs have adopted NUMA advanced memory architecture. We conducted
a series of experiments showing that a straightforward application of multi-core sim-
ulation on such architecture does not bring the expected improvement in simulation
performance. This is mostly due to communication and synchronization activity
performed by the simulators. To this end we presented a solution to greatly reduce
communication and synchronization overhead in a distributed event-driven functional
gate-level simulation for multi-core NUMA machines. It is achieved by performing
simulation with a highly accurate stimulus prediction that comes from a higher level
(in this case, RTL) model. Apart from eliminating the communication overhead be-
tween partitions using predictor, choosing small number of partitions also reduces
synchronization overhead. The proposed technique is generic and works independent
of the partitioning scheme. Further the performance cost of dumping can be ignored
as new simulators have the option of parallel dumping on multi-core machines.
3.9 Appendix A: Proling
In this section, we show simulation prole of the Opencores [32] benchmarks. The
proling shows which benchmarks are good candidates for multi-core simulation and
which ones are not. We used Cadence Incisive 13.1 simulator for proling the bench-
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marks. The following Tables show the simulation prole of the ve benchmarks.
Tables 3.10, 3.11 and 3.12 show that these benchmarks have good inherent paral-
lelism marked by low testbench activity and high design activity. The tables also
show the modules which are most active. These are ideal candidates for multi-core
simulation. For example from Table 3.10, aes sbox can be simulated on one CPU
core and aes key expand 128 can be simulated on the other CPU core.
On the other hand, Tables 3.13, 3.14 and 3.15 show designs with low inherent
parallelism marked by high testbench activity and low design activity. These designs
are not good candidates for multi-core simulation and multi-core simulation of such
benchmarks can result in speed degradation as will be shown in Appendix B.
Table 3.10. Simulation prole of AES-128 benchmark
Most Active Module % Activity
aes sbox 24.2
aes key expand 128 12.4
testbench 3.9
aes rcon 2.8
simulation overhead 9.8
3.10 Appendix B: Simulation Plots
This section shows simulation plots of the benchmarks conrming results of Ap-
pendix A. The plots of AES, triple DES and JPEG show parallel activity which is
exploited by multi-core simulator. The other benchmarks have little parallel activity.
The conventions for interpreting various segments of this and the following graphs
are as follows [38]:
 Any information about master partition (that contains testbench) starts with
M. Any information related to slave partitions (design partitions other than
the testbench) start with P or S.
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Table 3.11. Simulation prole of Triple DES benchmark
Most Active Module % Activity
key sel 21.3
des3 12.5
crp 11.7
des 7.7
testbench 10.5
simulation overhead 7.4
sbox1 3.7
sbox2 3.6
sbox3 3.4
sbox4 3.3
sbox5 3.6
sbox6 3.4
sbox7 3.6
sbox8 4
Table 3.12. Simulation prole of JPEG benchmark
Most Active Module % Activity
y hu 18.1
cr hu 17.9
cb hu 17.7
y dct 8.5
cb dct 7.7
testbench 4.3
simulation overhead 1.4
cr dct 7.6
 checker 6.6
fo out 5.9
RGB2YCBCR 1.2
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Table 3.13. Simulation prole of PCI benchmark
Most Active Module % Activity
testbench 62.8
simulation overhead 4.8
pci target32 sm 3.5
pci out reg 2.9
pci target32 interface 2.4
pci unsupported 2.2
pci bridge32 2
WB MASTER BEHAVIORAL 2
pci pci decoder 1.8
Table 3.14. Simulation prole of VGA benchmark
Most Active Module % Activity
testbench 36.8
simulation overhead 25.5
vga fo 13.8
vga col proc 7.5
vga fo dc 4
vga pgen 3.2
vga wb master 2.7
Table 3.15. Simulation prole of AC97 benchmark
Most Active Module % Activity
testbench 48.2
simulation overhead 23
ac97 soc 8.3
ac97 rst 4.4
ac97 codec sout 1.6
ac97 codec sim 1.3
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 The M1 segment in the left hand most column accumulates the time spent by
the master process executing its events. This time does not run in parallel with
the slave processes, but runs sequentially by itself. This time should be small
relative to the S1 times.
 The M2 segment in the left hand most column accumulates the time spent by
the master process waiting for all slaves to communicate their synchronized
value changes for the delta. This time should be as large as possible.
 The M3 segment in the left hand most column accumulates the time spent by
the master process propagating values changes received during the M2 segment.
This time, like M1, also does not run in parallel with the slave processes. This
time should be as small as possible.
 The M4 segment in the left hand most column accumulates the time spent by the
master process sending updated port signal values and next time information
to each of the slave processes. This time should be as small as possible.
 The S1 segments in the slave columns accumulates the time spent by the slave
processes executing their respective events. These times have the potential of
running in parallel with all the other S1 slave times. These times should be
large relative to the M1 and S3 times.
 The S2 segments in the slave columns accumulates the time spent by the slave
processes sending updated port signal values and next time information to the
master process. These times should be as small as possible.
 The S3 segments in the slave columns accumulates the time spent by the slave
processes waiting for the master to send its updated port signal values. These
times should be as small as possible.
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Figure 3.11 shows that the parallel activity in the slave partitions are not uniform
and the simulation performance is low. It takes 192 minutes to simulate AES-128
which is worse than single-core simulation time of 160 minutes. Figure 3.12 shows
the CPU utilization during this simulation. It shows that approximately (130=200)%
CPU utilization which is not that high. Ideally this ratio should be be close to 200%
for bi-partitioned design running on two CPU cores.
Figure 3.11. Bi-partitioned (area-based) AES-128 multi-core simulation time
Figure 3.13 shows another simulation of the same design where partitioning is done
based on the number of module instances. Also the number of partitions is increased
from two to three. It shows that parallel simulation activity in all slave partitions is
uniform and the simulation performance is much better than the earlier case. It takes
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Figure 3.12. Bi-partitioned (area-based) AES-128 multi-core simulation CPU uti-
lization
125 minutes to simulate AES-128 with this partitioning on a multi-core simulator.
Hence the speedup is 160=125 = 1:28. Figure 3.14 shows CPU utilization for this
partitioning during simulation. It shows that the utilization is close to (180=200)%
for 2 CPUs.
Figure 3.15 shows the simulation performance of JPEG design for area-based
partitioning. It shows that the parallel activity in slave partitions is very unbalanced.
As a result the simulation time turns out to be 180 minutes which is worse than
single-core simulation time of 167 minutes. Figure 3.16 shows the CPU utilization for
this partitioning. It shows that simulation is utilization only half (100=200)% of the
resources. Ideally the CPU utilization should be close to 200%.
Figure 3.17 shows the simulation performance of JPEG for instance-based par-
titioning. It shows that the parallel simulation activity inside slave partitions are
relatively well balanced. The simulation time is 93 minutes. Hence, the speedup
compared to single-core simulation is 167=93 = 1:79 which is quite signicant. Fig-
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Figure 3.13. Tri-partitioned (instance-based) AES-128 multi-core simulation time
Figure 3.14. Tri-partitioned (instance-based) AES-128 multi-core simulation CPU
utilization
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Figure 3.15. Bi-partitioned (area-based) JPEG multi-core simulation time
Figure 3.16. Bi-partitioned (area-based) JPEG multi-core simulation CPU utiliza-
tion
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ure 3.18 shows the CPU utilization for this partitioning. It shows that the CPU
utilization is close to (165/200)% which is quite signicant.
Figure 3.17. Bi-partitioned (instance-based) JPEG multi-core simulation time
It is also shown that for CPU-bound applications like AES and JPEG, speedup
does not increase linearly with the number of cores. This is due to synchronization
overhead that increases with the number of partitions. As a result, speedup saturation
is evident in Figures 3.23 and 3.24. This conrms our experimental results tabulated
in Section 3.3.
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Figure 3.18. Bi-partitioned (instance-based) JPEG multi-core CPU utilization
Figure 3.19. Bi-partitioned (instance-based) Triple DES multi-core simulation time
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Figure 3.20. Tri-partitioned (instance-based) VGA multi-core simulation time
Figure 3.21. Oct-partitioned (instance-based) pci multi-core simulation time
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Figure 3.22. Oct-partitioned (instance-based) ac97 multi-core simulation time
Figure 3.23. Multi-core simulation performance of AES-128
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Figure 3.24. Multi-core simulation performance of JPEG
3.11 Appendix C: Designs Unsuitable for Multi-core Simu-
lation
In the previous Appendices, we mentioned that designs with low design activity
(less computation and more input/output) like VGA, PCI and AC97 lack inherent
parallelism. This makes them unsuitable for multi-core simulation. We tabulate their
multi-core simulation results in this section for the sake of completion of the discussion
on multi-core simulation. Tables 3.16, 3.17 and 3.18 show the simulation degradation
using multi-core simulation.
Table 3.16. Multi-core simulation performance of VGA (T1 = 612 min)
VGA Partitioning MC sim Speedup
(# of partitions) Scheme T2 (min) (T1/T2)
2 instance-based 1643 0.37
3 instance-based 1591 0.38
4 instance-based 1796 0.34
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Table 3.17. Multi-core simulation performance of PCI (T1 = 17 min)
PCI Partitioning MC sim Speedup
(# of partitions) Scheme T2 (min) (T1/T2)
2 instance-based 83 0.2
4 instance-based 79 0.2
6 instance-based 99 0.17
8 instance-based 100 0.17
Table 3.18. Multi-core simulation performance of AC97 (T1 = 4 min)
AC97 Partitioning MC sim Speedup
(# of partitions) Scheme T2 (min) (T1/T2)
2 instance-based 48 0.08
4 instance-based 49 0.08
6 instance-based 47 0.08
8 instance-based 65 0.06
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CHAPTER 4
EXTENDING PARALLEL MULTI-CORE VERILOG HDL
SIMULATION PERFORMANCE BASED ON DOMAIN
PARTITIONING USING VERILATOR AND OPENMP
4.1 Introduction
In the previous Chapter, we used Synopsys VCS multi-core simulator [40] to im-
prove performance of functional gate-level (zero-delay) simulation. We observed some
speedup for designs having inherent parallelism. We also concluded that communica-
tion, synchronization and design partitioning were barriers to speedup and scalability.
It needs to be restated that VCS multi-core simulator [40] partitions the design across
multiple CPU cores and allows only this type of partitioning. The type of partitioning
allowed by VCS multi-core is known as functional partitioning [14]. In this type of
partitioning, the focus is on the computation that needs to be performed rather than
the data that is input to the computation. The original computation is partitioned
into dierent sub-computations that are performed in parallel.
In contrast, the partitioning scheme which relies on partitioning the data is called
domain partitioning [14]. In this Chapter, we shall explore this type of partitioning.
4.2 Simulator Internals
Commerical simulators like Synopsys VCS [40] and Cadence Incisive [1] are pro-
prietary simulators and do not allow end user to look into simulator inner workings.
Tweaking commercial simulators from inside is almost impossible. Nevertheless the
simulator simulates a design in three stages [4] :
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1. Compilation;
2. Elaboration; and
3. Execution.
During the compilation stage, HDL design is subjected to macros preprocessing
and syntax error checking. After successful completion of preprocessing and error
checking, the design is parsed into an internal parsed form, convenient for the next
stage processing but not visible to the user.
In the elaboration stage, the internal parsed representation of the HDL source
is expanded starting from the root or top level module. The hierarchy of the HDL
design is traversed and instantiations of the submodules are replaced by the actual
modules all the way to the primitive level. This means that all submodules that have
instantiations are expanded as well until primitive level is reached. If there are no
optimizations, like dead code elimination or constant propagation, the design is ready
for the next stage.
In the execution stage, the design, still being invisible to the user, is passed to a
code generator that generates code like C/C++ or similar, that can be turned into an
executable form by a compiler like GNU C/C++ compiler [3]. Figure 4.1 describes
inner workings of a simulator.
Synopsys VCS [40] simulator internally converts HDL design into C/C++ code
and then compiles the design using GNU C/C++ compiler. This can be veried
by simulating the design and looking at the simulation log which can be redirected
to a le during simulation or examined directly from the screen. The existence of
csrc directory as a result of simulation also proves the point. This directory is cre-
ated whenever VCS simulation is run. Also user can create simulation executable
by entering the csrc directory and running the command make product. However,
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Figure 4.1. HDL simulator internals
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tweaking the C/C++ code generated by VCS is dicult because of its cryptic nature
and external library dependencies which are not visible to the user.
In order to overcome the aforementioned diculties in tweaking simulator inter-
nals, we chose opensource simulator Verilator [41] which translates Verilog HDL into
C/C++ code and then compiles the C/C++ code to generate simulation executable.
Verilator has gained a lot of popularity and is being used across the EDA industry by
major companies. Besides being opensource and free, it is extremely fast compared
to commercial simulators. Details about Verilator performance, pros and cons can be
checked at [41].
4.3 Parallelizing using OpenMP
Open Multi-processing (OpenMP) [7] is an application programming interface
(API) library for parallel programming shared-memory machines using C/C++ or
Fortran. It is relatively easily to perform parallel programming using OpenMP as
its syntax is easy and requires only a few changes to convert a serial program into a
parallel program. Its other major competitors are:
1. Posix threads (Pthreads), which requires full manual eort for parallel program-
ming.
2. Message passing interface (MPI), which is primarily used for distributed mem-
ory systems.
Our goal is to perform parallel HDL simulation by domain partitioning using
OpenMP. Figure 4.2 shows how to extend HDL simulation by adding parallelization.
4.4 Results
It turns out that single core simulation performance of Verilator is much better
than that of commercial simulators like Synopsys VCS. This performance can be
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Figure 4.2. Extending Verilator for parallel programming
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further improved by adding parallelization using OpenMP. The combination of the
two created the best parallel HDL simulator capable of handling RTL and functional
gate-level (zero-delay) designs. Tables 4.1, 4.2, 4.3 and 4.4 show performance of AES-
128 and RCA-128 RTL and functional gate-level simulations respectively. Figures 4.4
and 4.3 compare the speedup of RTL and GL0 simulation for RCA-128 and AES-128
designs.
Table 4.1. RTL simulation of AES-128 with 65000,00 vectors using Verilator and
OpenMP
Number of Wall clock Speedup
threads time (sec)
1 367 1
2 186 1.97
3 126 2.91
4 128 2.86
6 117 3.13
8 111 3.30
Table 4.2. Gate-level (zero-delay) simulation of AES-128 with 65000,00 vectors using
Verilator and OpenMP
Number of Wall clock Speedup
threads time (min)
1 126 1
2 63 2
3 43 2.93
4 46 2.73
6 41 3.07
8 38 3.31
4.5 Dependencies in the Testbench
There are designs, where testbench cannot be partitioned as shown in the previous
section. Such a testbench is reactive, where the state of the testbench depends upon
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Table 4.3. RTL simulation of RCA-128 with 65000,00 vectors using Verilator and
OpenMP
Number of Wall clock Speedup
threads time (sec)
1 19 1
2 23 0.82
3 16 1.18
4 14 1.35
6 12 1.58
8 9 2.11
Table 4.4. Gate-level (zero-delay) simulation of RCA-128 with 65000,00 vectors
using Verilator and OpenMP
Number of Wall clock Speedup
threads time (min)
1 11 1
2 6 1.83
3 3 3.66
4 4 2.75
6 3 3.66
8 2.8 3.92
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Figure 4.3. Speedup of RCA-128 with Verilator using OpenMP
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Figure 4.4. Speedup of AES-128 with Verilator using OpenMP
the state of DUT. We experimented with such a design to see how its performance
degrades when simulated in parallel. We took AES-128 design and congured it such
that one of its output feeds back into one of the inputs. This causes dependency as
one cannot encrypt two plain texts in parallel because the second plain text needs
the output of the rst one. It was observed that despite dependencies, the perfor-
mance of the design was not worse than a single threaded simulation. Hence, in the
presence of dependencies, OpenMP still keeps the performance comparable to single
threaded simulation. Note that this is not the case with functional partitioning where
dependencies cause performance degradation, which is worse than running single core
simulation.
Figures 4.5 and 4.6 show comparison of a single core simulation performance
of Verilator and VCS at RTL and functional gate-level. These gures show that
Verilator beats VCS by huge margin and seems to be the best way to perform parallel
simulation. Also, we extended the capability of Verilator to make it multi-core using
OpenMP. Figure 4.7 compares the multi-core performance of Verilator and VCS for
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AES-128 design. This clearly shows Verilator performs much better than VCS in
multi-core simulation as well.
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Figure 4.5. Performance comparison of Verilator and VCS at RTL
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Figure 4.6. Performance comparison of Verilator and VCS at functional gate-level
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Figure 4.7. Multi-core performance comparison of Verilator and VCS at RTL and
functional gate-level for AES-128
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CHAPTER 5
ACCELERATING RTL SIMULATION IN TEMPORAL
DOMAIN
Simulation of the Register transfer level (RTL) model is one of the rst and manda-
tory steps of the design verication ow. Such a simulation needs to be repeated often
due to the changing nature of the design in its early development stages and after
consecutive bug xing. Despite its relatively high level of abstraction RTL simulation
is a very time consuming process, often requiring nightly or week-long regression runs.
In this chapter, we propose an original approach to accelerating RTL simulation that
leverages parallelism oered by multi-core machines. However, in contrast to tradi-
tional parallel distributed RTL simulation which distributes simulation to individual
processors, the proposed method accelerates RTL simulation in temporal domain by
dividing the entire simulation run into independent simulation slices, each to be run
on a separate processor core. It is combined with fast simulation in C/C++ or higher
level language that provide the required initial state for each independent simulation
slice. This chapter paper describes the basic idea of the method and provides some
experimental results showing its eectiveness in improving RTL simulation perfor-
mance.
RTL simulation is used to verify the functionality of RTL design. As the design is
at an early stage in the design ow, RTL description may keep changing to accommo-
date more enhancements or as a result of bugs caught during RTL simulation. Hence,
RTL simulation is a must and it is done as exhaustively as possible using directed
and constrained random simulation. RTL regressions are run on nightly or weekly
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basis to keep RTL in a bug-free state. Depending upon the size and complexity of
the design, RTL regression may take a few hours to several weeks to run. It should
be noted that RTL simulation is much faster than gate-level functional (zero-delay)
and gate-level timing simulations. Even then, designers want to simulate RTL faster,
leveraging multi-core machines. In this chapter, we discuss the idea of accelerating
RTL simulation and propose a few approaches that can potentially improve RTL
simulation.
5.1 Introduction
5.1.1 Issues with Co-Simulation
An approach of using design model at a higher level of abstraction for simulation
of a design model at a lower level of abstraction has been already used in industry
[28]. However, its application is limited to the selected portions of the design. For
example, instead of simulating an entire design at the gate-level, parts of the design
are simulated at the gate-level, while rest is simulated at RTL. This co-simulation
approach works faster than pure gate-level simulation, but slower than pure RTL
simulation. Also, this approach does not parallelize the entire gate-level or RTL
simulation. Such methods are applicable to processor designs, and to the designs
that rely on higher level models, such as Instruction Set Architecture (ISA). Some
designs, such as SoC, may not have such architectural models, which makes the
problem further dicult.
5.1.2 Issues with Multi-Core Simulators
Recently commercial EDA tool vendors have introduced multi-core simulators
that run on multi-core machines. Unfortunately, these simulators have limited suc-
cess because of high cost, communication and synchronization over-head mentioned
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earlier, inability to support Verilog PLI (Programming Language Interface) and new
SystemVerilog testbench features.
5.2 Temporal Parallel Simulation
5.2.1 Preliminaries
RTL simulation performance can be improved if dependencies in RTL simulation
are removed somehow. We discuss two types of dependencies
1. Time dependency : Before simulating the entire RTL design at a particular time
t, the design must be simulated at all times from 0 to t  1.
2. Spatial dependency : At a particular time t, one component of RTL design de-
pends upon the value from another component of the RTL design.
In this work, we concentrate on removing the time dependency in simulation of
a design. Temporal parallel simulation (TPS) exploits time dependency while PDES
exploits spatial dependency in a design. In TPS, simulation time intervals are made
independent by pre-computing the initial state of each time interval. This allows TPS
to achieve full parallelism by avoiding communication and synchronization overhead,
inherent in PDES.
To provide a correct initial state of each time interval (slice) for parallel RTL
simulation, we follow a two-step approach [27][TCAD] proposed earlier for gate level
simulations.
1. Reference Simulation: Simulation that provides initial state of each time slice
in TPS. Normally, this simulation is much faster.
2. Target Simulation: Simulation of a time slice that uses initial state provided
by reference simulation. Normally, this simulation is slower compared to the
reference simulation.
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The basic idea of TPS is illustrated in Figure 5.1. It shows fast reference simu-
lation to provide the initial state of each slice for target simulation run. MULTES
[27][TCAD] applied this idea to speed up gate-level timing simulation by using fast
RTL simulation as reference. The initial states were obtained from checkpoints saved
during reference simulation and then restored for gate-level target simulation. It was
speculated [27] that this idea could be used for RTL simulation as well, but the di-
culty was to nd a suitable higher-level design model such as ESL (Electronic System
Level), that could be used as reference for RTL simulation. The diculty comes
mostly from solving state matching problem between the ESL and RTL models mak-
ing this approach impractical. Instead, in this work we compute the initial states for
the RTL simulation slices, using a higher level model such as C/C++ or SystemC
simulation, "on the y" as they are needed by the RTL simulation. This approach
has additional advantage that it avoids saving and restoring the initial states, which
would add time and space to the process.
Figure 5.1. Temporal Parallel Simulation (TPS) concept
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The number of target simulations that can be run in parallel is determined by the
number of CPU cores available. The theoretical performance of TPS, measured in
total simulation time Ttps can be expressed by Equation 5.1 where
Ttps =
nX
i=1
(Tref (i) + Ttarget(i)) (5.1)
 Tref (i) denotes the time to run reference simulation to provide the initial state
for target simulation of the ith time slice.
 Ttarget(i) denotes the target simulation time for the ith time slice.
5.2.2 Integration with the current ASIC/FPGA design ow
We should mention that the concept of reference simulation is compatible with
the standard ASIC and FPGA design ow where design is successively rened from
a higher level of abstraction to a lower level of abstraction. Thus, any simulation at
a lower level of abstraction (target simulation) can be performed in parallel using a
higher level of abstraction (reference simulation) as proposed in Figure 5.1. In this
work, we use C/C++ as reference simulation to enable parallel RTL target simulation.
We assume SystemC, C/C++ or any higher level model of the design is already
available, as many designs are rst simulated in C/C++ in the early design phase.
Furthermore, there are Open source tools, such as Verilator [41] that can convert
RTL description into equivalent C/C++ description. Once the C/C++ model for the
design is available, there is no need to translate the Verilog testbench into C/C++
testbench. A C/C++ model can be invoked directly from RTL via PLI, which is a
standard practice in the industry [28], as shown in Figure 5.2. Figure 5.2 shows how
testbench can invoke C/C++ model to obtain the initial state of any slice in time.
82
Figure 5.2. Temporal RTL simulation setup
5.3 Exploring Circuit Unrolling option for Parallel Simula-
tion
In addition to parallelizing simulation by dividing it into a number of simulation
slices, we also investigated another direction in speeding up RTL simulation. Namely,
we considered replacing iterative simulation of a single frame by simulation of a xed
number of frames F of the circuit, forming a larger combinational circuit.
Figure 5.3 [4] shows a circuit whose output f at a given time depends on the value
of output k of the ip-op. Initially the value of k is 0. The value of f determines
the value k of the ip-op in the 2nd clock cycle. This value of k in turn determines
the new value of f in the 2nd clock cycle, which then determines the new value of
k for the 3rd clock cycle, and so on. Hence, to determine the value of f in the nth
clock cycle, the value of k needs to be known in the (n  1)st clock cycle. Sequential
simulation over n clock cycles naturally resolves this problem.
Figure 5.4 [4] shows the circuit in Figure 5.3 unrolled twice. Note the absence of
the ip-op. The value of j in the rst clock cycle provides signal k for the second
cycle, etc. The two circuits are described dierently at RTL but they produce identical
values of f in every clock cycle. Note that there is no clock in the unrolled circuit in
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Figure 5.4, which makes the simulation faster. The verication engineer must create
a virtual clock in the testbench to make sure that input signals are applied at the
appropriate time.
Figure 5.3. simple circuit for RTL simulation
Figure 5.4. simple circuit unrolled twice for RTL simulation
Extending this idea further, the circuit can be unrolled for several time frames, F .
Unrolling the circuit oers some advantages in simulation, as it replaces the sequential
circuit by a combinational one, which can be simulated faster. Furthermore several
cycles of the original circuits can be simulated simultaneously. While the time needed
to simulate each set of F time frames will be longer than for a single frame, the number
of simulation cycles needed to simulate the design over some simulation time ts will be
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reduced to ts=F . We experimented with this idea by observing the eect of unrolling
the circuit on the simulation speed. Table 5.1 compares the simulation performance
of the circuits shown in Figures 5.3 and 5.4 on a single-core machine. It shows that
circuit unrolled twice is 1.2 faster than the original circuit. Results of unrolling
over larger number of frames F will be presented in the next section, together with
analyzing the eect of size of the simulation slices on the simulation speedup.
Table 5.1. Performance comparison of iterative and unrolled circuits
#
of Iterative Unrolled 2x
clock circuit circuit
cycles T1 (sec) T2 (sec)
(Billions)
1 12 10
2 24 20
3 36 30
4 48 40
5 60 50
5.4 Experiments and Results
5.4.1 Setup
We will now combine the idea of unrolling the circuit over a xed number of time
frames, F with the parallel simulation scheme described in Section 5.2 and observe
their eect on simulation speedup. We simulated the circuit in Figure 5.3 for an
unroll factor F = 2, 4, 6, 8, 10, and 12 on an a quad-core Intel machine with 8GB
RAM. In our experiments we used Cadence Incisive Verilog simulator; the reference
simulation in C is invoked using Verilog PLI.
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5.4.2 Simulation of Small Custom Design Circuit
In the rst set of experiments we used the example circuit in Figure 5.3. The
circuit was simulated on a two CPU cores, using the simulation conguration shown
in Figure 5.5. Core 1 simulates RTL for "odd" slices: 0   i, 2i   3i, etc., where
i is a suciently large number of clock cycles, while core 2 performs simulation for
"even" slices: i 2i, 3i 4i, etc. The rst slice starts with a known initial state and is
directly subjected to RTL simulation (for time TRTL). At the same time, core 2 starts
simulating the second slice (i to 2i) starting at the initial state at time i. This initial
state is provided by fast C reference simulation (Tc). To simulate next slice (2i - 3i)
at the rst core, additional processing is needed to provide it with the required initial
state. It is composed of two components: i) fast "testbench forwarding" (Tf ) to bring
the testbench to a state where it is ready to feed the design with correct stimulus; and
ii) the actual C simulation (Tc). While the C simulation time Tc remains constant,
the testbench forwarding time Tf increases linearly with the number of time slices as
it must always execute the testbench from the beginning. This makes the number
of slices per core an important factor. Ideally, we want to keep the sum Tf + Tc
much smaller than TRTL to gain speedup over traditional RTL simulation. Figure 5.5
also shows comparators to make sure that reference value from C/C++ simulation
matches the actual value from RTL simulation.
5.4.3 Simulation by varying the Unroll factor (F)
Tables 5.2, 5.3 and 5.4 show that, as the number of frames per simulation cycle
(unroll factor F ) increases, simulation speedup improves further. It approaches 2 for
the case when F=12 and when the number of slices is 4. Note that these tables show
the worst case time reported from the two cores.
Figure 5.6 summarizes these results in a plot for 1 billion clock cycles for a 2-core
machine. Specically, it shows a family of speedup plots for unroll factors ranging
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Figure 5.5. RTL acceleration setup
from 1 to 12, as a function of the total number of slices. Note that the plot for F=1
(single frame) the greatest speedup is for 2 slices (one per each core) and then drops
as the number of slices increases. This is dictated by an added overhead introduced
by switching between C and RTL and the lower slice granularity for this iterative
(single frame) case. At the same time, the speedup improves locally (around 4 slices)
for the cases when the frames are unrolled several times, osetting this overhead.
Figure 5.7 shows the relationship between the speedup and the number of frames F
as a family of plots.
Table 5.2. RTL simulation speedup for single-frame circuit
# Traditional # of Forwarding C sim RTL sim Speedup
of clock RTL Sim slices time time time T0/(Tf+Tc+Trtl)
cycles time Tf (sec) Tc (sec) Trtl
(billions) T0 (sec)
1 764 2 0 104 465 1.64
1 764 4 0,47 49 600 1.27
1 764 10 0,19,35,53,75 19 694 1.10
2 1492 2 0 197 933 1.60
2 1492 4 0,92 99 1200 1.24
2 1492 8 0,46,93,140 50 1242 1.20
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Table 5.3. RTL simulation speedup for circuit unrolled 2 times.
# Traditional # of Forwarding C sim RTL sim Speedup
of clock RTL Sim slices time time time T0/(Tf+Tc+Trtl)
cycles time Tf (sec) Tc (sec) Trtl
(billions) T0 (sec)
1 764 2 0 367 328 1.09
1 764 4 0,170 47 409 1.22
1 764 10 0,18,38,58,110 30 446 1.09
2 1492 2 0 720 644 1.09
2 1492 4 0,268 152 836 1.18
2 1492 8 0,47,95,227 73 919 1.09
Table 5.4. RTL simulation speedup for circuit unrolled 4 times.
# Traditional # of Forwarding C sim RTL sim Speedup
of clock RTL Sim slices time time time T0/(Tf+Tc+Trtl)
cycles time Tf (sec) Tc (sec) Trtl
(billions) T0 (sec)
1 764 2 0 345 302 1.18
1 764 4 0,150 72 362 1.30
1 764 10 0,16,37,56,107 30 301 1.14
2 1492 2 0 650 603 1.19
2 1492 4 0,245 145 742 1.31
2 1492 8 0,48,98,228 72 827 1.17
Figure 5.6. RTL simulation speedup as a function of number of slices for dierent
unroll factors.
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Figure 5.7. RTL simulation speedup as a function of number of frames for dierent
slices.
5.4.4 Simulation by varying the number of cores
In this experiment, we vary the number of cores to see their impact on simulation
performance. In this conguration, the original simulation time is divided into a
number of cores, so there are as many slices as cores. For example, if number of
cores are 4, the simulation is divided into 4 slices that are run simultaneously. This
is shown in Figure 5.8. Clearly, the speedup is determined by core 4 which has the
slowest run time among all the cores because it spends most of the time in testbench
forwarding. This issue is addressed in the next section.
Table 5.5 shows the speedup in RTL simulation as a function of the number
of cores for the simulation conguration shown in Figure 5.8. Figure 5.9 show the
speedup plot for Table 5.5. It shows that speedup factor saturates around 10 cores.
Thus increasing cores beyond 12 and more is not useful for this design. Figure 5.10
shows speedup against the number of cores when the circuit is unrolled by a factor
of 4, 6 and 8 time frames.
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Figure 5.8. Parallel RTL simulation across multiple CPU cores
Table 5.5. Eect of varying number of cores on RTL simulation time
# # of Traditional Parallel
of clock cycles RTL sim RTL sim Speedup
CPU (billions) time time T1/T2
Cores T1 (sec) T2 (sec)
2 1 764 435 1.75
2 2 1492 988 1.51
4 1 764 270 2.82
4 2 1492 532 2.80
6 1 764 211 3.62
6 2 1492 421 3.54
8 1 764 187 4.08
8 2 1492 375 3.97
10 1 764 164 4.65
10 2 1492 328 4.54
12 1 764 154 4.96
12 2 1492 309 4.82
16 1 764 150 5.09
16 2 1492 292 5.10
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Figure 5.9. RTL simulation speedup as a function of the number of cores
Figure 5.10. RTL simulation speedup as a function of the number of cores for
dierent unroll factors
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5.5 Muti-core Architecture of Temporal RTL Simulation
We propose an architecture of temporal RTL simulation that exploits multi-core
architecture of the underlying hardware. The basic setup is shown in Figure 5.11.
The new architecture shows that Electronic System Level (ESL) simulation runs as
an independent thread on a CPU core. This thread simulates the design at ESL level,
checkpoints the state and spawns RTL simulation of a slice on a free CPU core. At
the end of each time slice simulation, ESL thread checks for horizontal state matching
(whether for slice i + 1 beginning state of ESL matches the state of RTL for slice i
at the end ). If there is a state matching between slice i and slice i+1, for every
time slice i, ESL is known to be accurately predicting the initial state of slice i+1 for
every time slice i. This mode of the simulation is called "Prediction Mode", where
ESL simulation correctly predicts the initial state of each time slice. If, on the other
hand, horizontal state matching fails for a slice i+1, the simulation result of slice i+1
is discarded and then slice i+1 is re-simulated using the state from previous slice
i rather than the ESL. This mode of the simulation is called the "Actual Mode".
The actual mode imposes re-simulation overhead but it aects simulation of only the
slice/s which experience state mismatch while not aecting the rest of the simulation.
In traditional simulation, the whole simulation needs to be restarted if there is a
simulation mismatch or discrepancy.
5.5.1 Load Balancing in the Multi-core Architecture
The proposed architecture also provides load balancing. The width of the time
slice that is simulated at each core may not be identical. The average number of cores
that are busy at any time can be controlled by the ESL thread. As soon as a core
is free, it is selected by the ESL thread to simulate the next time slice by providing
it with the initial state. Figures 5.12 and 5.13 illustrate the case of load balancing
for the simple circuit shown in Figure 5.3. Figure 5.12 shows simulation of a design
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Figure 5.11. Multi-core architecture of temporal RTL simulation
on four cores. Tref represents the time to provide the initial state for a time slice to
be simulated at RTL. Figure 5.13 shows simulation of the same design on two cores.
Note that the width of the RTL time slice in Figure 5.13 is twice the width of the
RTL time slice in Figure 5.12. It turns out that two-core conguration simulates the
design faster than the four-core conguration. This is because four-core conguration
is not load-balanced. Core 4 in a four-core conguration should be simulated the least
amount of time as it takes the longest time Tref to provide it with its initial state. On
the other hand, the 2-core conguration does not have this issue. Table 5.6 compares
the simulation results. We used Cadence Incisive simulator 13.1 for RTL simulation
on a quad-core Intel CPU with 8GB RAM. From this experiment, we conclude that
simulating a design on large number of cores does not necessarily lead to speedup.
Proper load balancing is necessary to get the best possible speedup.
5.5.2 Simulation of industry standard design
In the second set of experiments we applied our parallel RTL simulation method-
ology to AES-128 design [32]. Figure 5.14 shows the design conguration used in this
experiment.
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Figure 5.12. Temporal RTL simulation on four cores
Figure 5.13. Temporal RTL simulation on two cores
Table 5.6. Load Balancing on simple circuit by varying number of cores
# # of Traditional Parallel
of clock RTL sim RTL sim Speedup
CPU cycles time time T1/T2
Cores (Billions) T1 (sec) T2 (sec)
2 1 764 435 1.75
2 2 1492 988 1.51
4 1 764 570 1.34
4 2 1492 1280 1.16
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Figure 5.14. AES-128 design in CBC mode
The 128-bit input vectors are: plain text (PT), key and initialization vector (IV).
The output vector is 128-bit cipher text (CT). As can be seen, the design is similar
in structure to the simple circuit shown in Figure 5.3. To accelerate cipher text
computation, we used C model of the design together with RTL to parallelize the
computation across multiple machines (cores). In this experiment we used a two-
core machine, and the simulation run was partitioned into 5 slices (three on the rst
core and two on the second) as this oered the best overall simulation performance.
Figure 5.15 shows this conguration. The results shown in Table 5.7 indicate that
the simulation performance was capped at about 1.7 speedup on the 2-core CPU.
Figure 5.15. AES-128 simulation conguration on two cores
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Table 5.7. AES-128 speedup with parallel simulation
# # of # of Traditional Parallel
of time plain RTL sim RTL sim Speedup
CPU slices texts time time T1/T2
Cores (millions) T1 (sec) T2 (sec)
2 5 0.1 5 5 1.00
2 5 1 52 33 1.57
2 5 10 517 340 1.52
2 5 100 4200 2700 1.55
5.6 Conclusion
This chapter presented an approach of accelerating RTL simulation targeting
multi-core CPUs. It presented a new technique for accelerating RTL simulation based
on temporal partitioning of the simulation and using higher level model (C/C++)
to provide the initial states for the individual simulation slices. We showed that sim-
ulation can be accelerated by making intelligent choices in terms of the number of
slices, number of CPU cores, and by unrolling the circuit by a number of time frames
per simulation cycle. To the best of our knowledge, this is the rst attemp that has
considered RTL simulation acceleration using temporal partitioning with higher level
model (C) targeting multi-core machines.
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CHAPTER 6
ACCELERATING GATE-LEVEL TIMING SIMULATION
6.1 Introduction
Traditional dynamic simulation with back-annotation in standard delay format
(SDF) cannot be reliably performed on large designs. The large size of SDF les
makes the event-driven timing simulation extremely slow as it has to process an ex-
cessive number of events. In order to accelerate gate-level timing simulation we pro-
pose a fast prediction-based gate-level timing simulation that combines static timing
analysis (STA) at the block level with dynamic timing simulation at the I/O inter-
faces. We demonstrate that the proposed timing simulation can be done earlier in
the design cycle in parallel with synthesis.
6.1.1 Issues with Simulation
As already mentioned in Chapter 1, the dominant technique used for functional
and timing simulation is event-driven HDL simulation [28]. However, event-driven
simulation suers from very low performance because of its inherently sequential na-
ture and heavy event activities in gate-level simulation. As the design gets rened into
lower levels of abstraction, and as more debugging features are added into the design,
simulation time increases signicantly. Figure 6.1 shows the simulation performance
of AES-128 design [32] at various levels of abstraction with debugging features en-
abled. As the level of abstraction goes down to gate or layout level and debugging
features are enabled, simulation performance drops down signicantly. This is due
to a large number of events at the gate-level or layout level, timing checks and disk
access to dump simulation data.
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Figure 6.1. Drop down in simulation performance with level of abstraction + de-
bugging enabled
This work addresses the issue of improving performance of event-driven gate-level
timing simulation using static timing analysis (STA) as "timing predictor" at the
block level [9]. We propose an automatic partitioning scheme that partitions the
gate-level netlist into blocks for SDF annotation and STA. We also propose a new
design/verication ow where timing simulation can be done early in the design cycle
using cycle-accurate RTL.
6.2 Hybrid Approach to Gate-level Timing Simulation
6.2.1 Basic Concept
We present a new approach to improve performance of gate-level timing simulation
[9]. The basic idea is to use static timing analysis (STA) as timing predictor at the
block level. It uses worst case delay, captured by STA, instead of the actual cell delays
for annotating block-level timing during simulation. This idea is illustrated in Figures
6.2 and 6.3. Figure 6.2 shows gate-level timing simulation of a design consisting of two
blocks, with timing simulation accomplished with SDF back-annotation applied to the
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entire design. However, for large designs, such SDF back-annotation will negatively
impact the performance of gate-level timing simulation.
To improve the performance of gate-level timing simulation, we propose a hybrid
approach, shown in Figure 6.3, where only gate-level block2 is SDF back-annotated.
Gate-level block1 is analyzed by STA tool which reports the maximum delay inside
the block. Only this value is back-annotated during simulation as dsta at the output
of block1. This type of timing annotation is termed as selective SDF annotation.
Note that STA can be performed on the gate-level block1 as part of the whole design
or separately if input/output (I/O) delays are modeled appropriately.
Essentially, block1 is simulated in functional (zero-delay) mode i.e., without SDF
back-annotation, while block2 is simulated with SDF back-annotation. In case of
multiple blocks, the proposed STA based timing prediction approach can be used for
majority of the blocks to speed up gate-level timing simulation. Designers typically
know the timing critical blocks in a design where selective SDF back-annotation can
be used to quickly verify design timing.
Figure 6.2. Gate-level timing simulation with full SDF back-annotation
6.2.2 Design Partitioning for Gate level Simulation
Partitioning of gate-level netlist into blocks for SDF annotation and STA is a
challenging problem as verication engineer may not have insight to identify timing-
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Figure 6.3. Hybrid Gate-level timing simulation with partial SDF back-annotation
critical blocks. Furthermore, partitioning schemes are often manually done. This may
cause a problem when dealing with huge gate-level netlists. Often gate-level netlist
is attened and hierarchy is not preserved. We propose a partitioning scheme based
upon STA that is fully automated and works for at or hierarchical gate-level netlist.
This is one of the most important contributions of this chapter.
The main goal of STA is to calculate slowest (critical path) in the design. One
can choose to report not only the most timing critical path but the next most timing
critical path and so on. STA report then reports these timing critical path/s and the
associated module instances. See Figures 6.4 and 6.5 for most timing critical paths
in VGA and AES-128 designs [32]. Since these paths are time critical, one would
always want to do SDF back-annotated timing simulation on these module instances
to make sure that their timing conforms to STA results. In brief, one can include all
the module instances that are in the timing critical path/s for SDF back-annotation.
We call this group of instances Block2, as shown in Figure 6.3. All the other module
instances can be considered not timing critical. These module instances shall be
simulated in function-al (zero-delay) mode. This group of instances is called Block1.
However, one needs to run STA on Block1 to nd out their worst case delay dsta as
shown in Figure 6.3. All of this can be automated in a ow as shown in Figure 6.6.
Sample timing constraint le tfile is shown in Figure 6.7 for AES-128 design [32].
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Figure 6.4. Static Timing Analysis (STA) of VGA controller design
101
Figure 6.5. Static Timing Analysis (STA) of AES-128 controller design
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Figure 6.6. Automated partitioning and simulation ow for hybrid gate-level timing
simulation
Figure 6.7. Sample timing constraint le (tle) for AES-128 design
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6.2.3 Integration with the existing ASIC/FPGA Design Flow
Figure 6.8 shows the ow for this approach. The key idea is to capture peripheral
timing of each block via static timing analysis and various estimates derived from
time budgeting. As majority of the design blocks are simulated in functional (zero-
delay) mode, except at the block periphery, this should result in a signicant speedup
compared to the simulation with full SDF back-annotation.
To further improve the performance of gate-level timing simulation, the majority
of gate-level blocks can be replaced by their cycle-accurate RTL blocks with peripheral
timing captured via time budgeting or other estimates, to be explained next.
Figure 6.8. Proposed ow for hybrid gate-level timing simulation
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6.2.4 Early Gate-level Timing Simulation
The concept of early gate-level timing simulation is shown in Figure 6.9, where
gate-level Block1 is replaced by equivalent RTL. Now Block1 is simulated in RTL
instead of its gate-level model. The key idea is to perform timing simulation using
estimated timing dest early in the design cycle when all blocks have not been synthe-
sized. The estimated timing can come from time budgeting or a tool like Synopsys DC
Explorer [23]. This is in contrast to the conventional approach, where gate-level sim-
ulation is performed later in the design ow, after synthesis or place and route step,
when all the detailed delay data is available. Major simulator vendors have already
embraced the idea of early timing simulation based on the estimated delays realizing
that performing gate-level timing simulations late in the design cycle is prohibitively
slow. Verication engineers get around this problem by performing gate-level timing
simulation of only time critical blocks with few test vectors. However, they are not
able to perform full chip timing simulation with large number of test vectors, which
often leaves certain timing bugs undetected. Synopsys has recently announced a new
product called DC Explorer [23] that is based on the same idea of early design explo-
ration. It can do early synthesis, timing and other estimates with enough accuracy
for designs to start the simulation process early in the design ow. Synopsys DC
Explorer is rapidly getting adoption in the industry.
Figure 6.9. Early timing simulation using RTL with estimate of peripheral timing
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6.3 Experiments
6.3.1 Experimental Setup
We tested the proposed approach by measuring the performance of gate-level tim-
ing simulation of several Opencores designs [32] namely AES-128 , 3-DES , VGA
controller and JPEG encoder designs . We used Cadence Incisive Unied Simulator
13.1 on quad-core Intel CPU with 8GB RAM. The designs were synthesized with
Synopsys Design Compiler using TSMC 65nm standard cell library. All these de-
signs except VGA controller are single clock designs. The following Table 6.1 shows
essential statistics for these designs.
Table 6.1. Design Statistics
Design Synthesized
Name Area in
NAND2
AES-128 18400
3-DES 96650
VGA 144189
JPEG 968788
6.3.2 Results
First, we show simulation results with the AES-128 design. We start with SDF an-
notation of majority of blocks (to accommodate many timing critical paths) and then
gradually decrease the number of blocks in SDF annotation to one (to accommodate
the worst case timing path) . The module hierarchy for AES-128 is shown in Figure
6.10. Table 6.2 shows the results. It shows that signicant speedup over full SDF
annotated timing simulation can be attained.
The waveforms in Figure 6.11 illustrate the dierence between full SDF annotation
and selective SDF annotation when only one block (aes sbox4) is in STA. It shows
that signal from selective SDF annotation is delayed more than the SDF-annotated
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Figure 6.10. Instance hierarchy of AES-128 design
Table 6.2. Simulation speedup of AES-128 for variable number of blocks in SDF
annotation
# of Module Full SDF Selective
module instances annotated SDF annotated
instances in 0-delay timing sim timing sim Speedup
in SDF T1 (min) T2 (min) (T1/T2)
annotation
/17
16 test.u0.us00 172 115 1.49
16 test.u0.u0 172 84 2.04
15 test.u0.us00 to test.u0.us01 172 110 1.56
13 test.u0.us00 to test.u0.us03 172 100 1.72
9 test.u0.us00 to test.u0.us13 172 77 2.23
7 test.u0.us00 to test.u0.us23 172 56 3.07
1 test.u0.us00 to test.u0.us33 172 37 4.64
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signal due to STA delay, but contains no glitches (hence has fewer events to process
during simulation and hence faster simulation). Both signals match at the clock cycle
boundary. Similarly Figures 6.12 and 6.13 show the same eect when two (aes sbox4
and aes sbox5) and majority of the aes sboxes blocks are in STA.
Figure 6.11. Full SDF-Annotated Signal versus Selective SDF-Annotated Signal
when one block in STA (aes sbox4)
Figure 6.12. Full SDF-Annotated Signal versus Selective SDF-Annotated Signal
when two blocks in STA (aes sbox4 and aes sbox5)
In the next set of experiments, all designs were divided into two gate-level blocks,
Block1 and Block2, as shown in Figure 6.3. Block2 contains module instances from
the most timing critical path. Here, only one timing critical path is considered.
The approach has an additional advantage that it validates the result of STA which
is dependent upon manual constraints entry. If the simulation shown in Figure 6.9
exhibits timing failure, it will help debug STA constraints. Once the constraints are
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Figure 6.13. Full SDF-Annotated Signal versus Selective SDF-Annotated Signal
when majority of the blocks are in STA
corrected, STA is run again to provide the new #dsta value. This STA-to-simulation
cycle is repeated until all timing failures are debugged and removed from the simula-
tion.
Table 6.3 shows the speedup obtained using our hybrid gate-level timing simula-
tion over full SDF back-annotated gate-level timing simulation.
Table 6.3. Speedup with hybrid gate-level timing simulation
Full SDF Hybrid
Design annotated Timing
Name timing sim sim Speedup
T1 (min) T2 (min) (T1/T2)
AES-128 172 37 4.64
3-DES 196 51 3.92
VGA 812 232 3.50
JPEG 273 79 3.45
6.4 Verication of Simulation Results
In order to verify the timing correctness of the approach, we propose the following
dumping-based ow, shown in Figure 6.14. Note that this is an optional step, used
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only to verify the proposed simulation approach. In practice, verication engineer
can skip this step to reduce the verication time.
Figure 6.14. Verication ow for hybrid gate-level timing simulation
While testbench can verify functional correctness of the two simulations, the pro-
posed verication scheme helps in verifying timing correctness of the two simulations.
In order for both simulations to be timing correct, the monitored signals from the
two simulations should match at the clock cycle boundary. Unfortunately, dumping,
as shown in Table 6.4 can drastically reduce simulation performance. Further, the
amount of dumping can cause the disk to quickly become full. Therefore, it is rec-
ommended that dumping should be done for a small time interval rather than for the
entire simulation. We used small simulation intervals to verify timing correctness of
the output signals of the designs. Cadence Comparescan tool was used to compare
the dumped signals. The tool reported the signals to be matching at the clock cycle
boundary. Table 6.4 shows comparison between full SDF gate-level timing simula-
tion and proposed hybrid gate-level timing simulation for all the ip-ops/registers
in VGA and AES-128 designs. The fact that the values of the registers match at
the clock cycle boundary during the entire simulation conrms the accuracy of our
approach.
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Table 6.4. Accuracy of hybrid gate-level timing simulation at the register boundary
A:Total # B: # of Full Bound on
Design of Regs SDF timing hybrid pred
Name in design vs selective accuracy
SDF timing reg (B/A)
VGA 1611 1611 100 %
AES 530 530 100 %
6.5 New Gate-level Timing Simulation Flow
We also propose the design/verication ow in which gate-level timing simulation
is performed early in the design cycle, using estimates from time budgeting and/or
STA. Tools like Synopsys DC Explorer [23] can provide timing estimates for running
gate-level timing simulation. As already mentioned, performing gate-level timing sim-
ulation late in the design cycle is prohibitively slow and may result in design changes
back in the RTL or may require ECO. Furthermore, the idea of performing long full
chip timing simulation in a short amount of time is much welcomed by the industry.
Figures 6.15 and 6.16 show the traditional and new ow for simulation, respectively.
The obvious advantage of the new ow is rapid gate-level timing simulation early in
the design cycle so that timing checks are validated and bugs are caught early on.
Figure 6.15. Traditional simulation ow in ASIC/FPGA design
6.6 Conclusion and Future Directions
Today, system-on-chip (SoC) designs have become widespread. These designs
integrate multiple hardware cores working at dierent frequencies. Timing simulation
of such multi-clock domain designs is critical. Traditional dynamic simulation with
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Figure 6.16. Proposed ow of early simulation in ASIC/FPGA design
SDF back-annotation cannot be done on such large designs. In addition, event-driven
timing simulation is extremely slow, suers from capacity issues because of large SDF
les (exceeding 10GB for small SoC designs) and is generally done late in the ASIC
design cycle after synthesis or layout.
This chapter proposed an approach to hybrid gate-level timing simulation [9] that
makes use of STA and selective SDF back-annotation to accelerate gate-level timing
simulation. In this approach, STA acts as timing predictor for blocks which are run
without SDF back-annotation. The approach also validates the result of STA which
is dependent upon manual constraints entry. The proposed approach can be applied
to multi-clock do-main designs with clock domain crossings (CDC).
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CHAPTER 7
CONCLUSION AND FUTURE WORK
7.1 Conclusion
In the previous Chapters, we described three techniques for accelerating HDL
simulation at three levels of abstraction namely
1. Register transfer level (RTL);
2. Functional gate-level (zero-delay); and
3. Gate-level timing.
We also classied designs into three categories:
1. Designs with inherent parallelism;
2. Designs with lack of inherent parallelism; and
3. Arithmetic circuits.
Common design elements/operations in a hardware design are:
1. Arithmetic and logic operations;
2. Matrix operations;
3. Input/Output (I/O) operations;
4. Filtering/DSP; and
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5. Network dataow operations
From the above categorization, it is clear that the designs chosen in our experi-
ments encompass almost all operations and design categories. Table 7.1 categorizes
the chosen designs into the above categories.
Table 7.1. Classication of HDL designs
Designs with Designs which
inherent lack inherent
parallelism Parallelism
ALU ops AES,3-DES RCA, AC97,SHA1
Matrix ops AES
I/O ops PCI, VGA
DSP ops JPEG
Network ops
Together, application of the proposed verication techniques at the three levels of
abstraction can bring huge improvements in verication time. Table 7.2 shows the
performance improvement at each level of abstraction.
Table 7.2. Speedup at various levels of abstraction
AES 3-DES JPEG RCA-128 VGA
design design design design design
RTL 3.3 2.11
GL 0-Delay 3.3 2.04 2.76 3.92
GL Timing 4.64 3.92 3.45 3.5
7.2 Performance Gain by Opensource Simulation Software
We explored opensource simulation software Verilator [41], which translates Ver-
ilog HDL design into C/C++ and then compiles the design into an executable. Being
able to use Verilator for performance gain was one of the most challenging and re-
warding parts of the thesis. Not only were we able to run faster single-core simulation
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compared to Synopsys VCS [40], but were able to add multi-core simulation capa-
bility in Verilator by using OpenMP [7]. To the best of our knowledge, this way of
parallelization has not been explored before. We were able to increase performance of
both RTL and gate-level simulations using Verilator with OpenMP. It is worth men-
tioning that running cost-free simulation software i.e., Verilator with OpenMP on a
linux platform like Red Hat [5] and Centos [2] oers a huge nancial advantage for
researchers and companies with limited budget. This work is a contribution towards
opensource software as this thesis work has benetted from opensource simulation
software and opencores designs [32].
7.3 Future Work
The work can be extended at all the three levels of abstraction that are addressed
in this thesis. We address all three levels, i.e., time parallel RTL, gate-level timing
and multi-core RTL or functional gate-level (zero-delay) simulation.
7.3.1 Future Work in Improving Gate-level Timing Simulation
We outline a few directions of research.
The rst challenge in timing closure in modern process technologies is the varia-
tion between dierent Process, Voltage, Temperature (PVT) corners. Traditionally, it
was sucient to verify the 8 timing corners (Vmin/Vmax, Pfast/Pslow, Thigh/Tlow).
Today, due to increased variation the number of timing corners has grown. For ex-
ample, the variations between dierent layers (transistors, M1M2, higher metal, etc.)
are not correlated and combinations of fast/slow metal versus fast/slow transistors
need to be analyzed. This can be addressed using statistical static timing analysis
(SSTA) such as Synopsys Prime Time VX [6]
This work focused only on setup time violations, as we were dealing with pre-
layout verication. There can be hold time violations in any block within a chip -
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regardless if it has critical ("long") timing paths. Running simulations with a reduced
SDF le means that hold violations may not be detected. To x potential hold time
violations, it is recommended that one starts with the proposed hybrid methodology
at the post-layout stage. If there are any hold violations, x those hold violations.
In the next step, increase the number of blocks in SDF annotation gradually. If hold
violations exist, x them and then add more blocks in SDF annotation until all hold
violations are xed. In the worst case, it is possible that all blocks are SDF annotated
but the probability of this happening might be insignicant.
We showed that by using a reduced SDF le, the simulation times are signicantly
reduced. It would be interesting and challenging if someone could propose an algo-
rithm to identify a subset of the SDF that is sucient to detect all setup and hold
time violations, at all timing corners. This is very much needed today.
The verication of timing results can be tweaked more for improvements. We
ran Cadence CompareScan for some time to compare and verify values across all the
registers in a design on a cycle by cycle basis. However, how much of CompareScan
simulation is needed to say that the results are veried is not known. It is worth in-
vestigating how much eort is needed to perform the matching of full SDF-annotated
and hybrid simulation runs?
7.3.2 Future Work in Accelerating Time Parallel RTL Simulation
We demonstrated that as one increases the number of cores, the time parallel
simulation approach does not scale. The question arises, is it possible to change the
architecture or revamp the scheme to make it scalable with the number of CPU cores?
What are the potential barriers to scalability and how can they be overcome?
Another interesting idea would be to compare the horizontal state matching ap-
proaches between ESL-RTL and RTL-GL0 to nd out the similarities and dierences.
As a result, it may lead to restructure or redene horizontal state matching.
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7.3.3 Future Work in Accelerating Multi-core RTL or Functional Gate-
level Simulation
We explored both partitioning the design across multi-cores using VCS multi-core
simulator, as well as partitioning the design across number of test-vectors, which is
single program multiple data (SPMD) approach, using Verilator. It turns out that
SPMD approach is more scalable than design partitioning. Future work in this di-
rection could be design partitioning combined with SPMD approach using Verilator.
This has the potential to be the best performance-driven simulation approach if prop-
erly instrumented.
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