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Abstract 
In this paper we will present measurements taken from two different versions of the PGP 
(Pretty Good Privacy) cryptosystem running on a number of different machines under 
Fedora Linux and MS Windows XP.  The results show that there are some differences with 
other published measurements of the individual encryption algorithms and also some 
performance variation between platforms and PGP distributions. 
 
 
1. Introduction 
 
Security and performance are two key discriminators in determining the suitability of a given system. However, the two 
are not always compatible as increasing security often means adding additional measures which increase the 
performance overhead. This means a trade off often exists whereby the user must compromise on one of these factors in 
order to achieve satisfaction on the other. There are very few works which have looked at the performance of security 
measures. One such study is Lamprecht et al [9], who investigated the performance of Java implementations of various 
encryption and hash algorithms from different sources in the context of electronic trading applications. In this paper we 
focus on the performance in the use of encryption to achieve privacy in personal communication. 
 
Communication may generally be made more secure by the use of encryption. This entails the use of either a common 
key (as in secret key encryption) or a pair of keys (as in public key encryption). In secret (or symmetric) key encryption 
the same key is used to both encrypt and decrypt the data; in general this key must only be known by the participants. In 
public key encryption the sender will use the recipient’s public key to encrypt the data and only the recipient’s private 
key (known only to the recipient) may be used to decrypt it. Conventional secret key algorithms are generally secure 
with a much shorter key length than public key algorithms. As a result public key algorithms will take a lot longer than 
secret key algorithms to encrypt the same data. Hence there is a considerable performance gain to be made by 
exploiting the efficiency of secret key algorithms. However, the disadvantage of secret key algorithms is that the key 
must remain secret and therefore communicating this key can be a significant problem in itself. Public key algorithms 
have no such problem as it is assumed that anyone, even an attacker, can potentially know the public key, and only the 
recipient needs to know their private key. Therefore public key systems are much more convenient to use [3]. 
 
The remainder of this paper is organised as follows. In Section 2 a description of PGP is presented, followed by a 
description of the experimental set up employed in this study. There then follows a discussion of some of the results 
obtained, followed by some concluding remarks. 
 
 
2. PGP – Pretty Good Privacy 
 
PGP is a hybrid cryptosystem used (principally) for secure email. A hybrid cryptosystem combines the higher speed of 
secret key encryption algorithms, such as AES, Twofish, TripleDES and CAST with the convenience of public key 
cryptography such as RSA. This means that the bulk of the data which is encrypted using PGP is carried out with a 
conventional algorithm i.e. the text is encrypted using the selected conventional algorithm and only a (randomly 
generated) session key is encrypted / decrypted using public key cryptography. This combination enables PGP to 
encrypt and decrypt large amounts of data without suffering from the slower performance of a public key algorithm, 
while allowing users of PGP to communicate with publicly available keys.  
 
To encrypt a file and send it to another user, PGP creates a session key, which is a secret key and used only once, this 
key is a random number generated by PGP using the mouse movements and key strokes of the user. This session key is 
used to conventionally encrypt the cleartext, the session key is then encrypted using the recipients public key, the 
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encrypted session key is transmitted together with the conventionally encrypted ciphertext to the recipient. PGP can also 
be used for file encryption.  
 
When a user encrypts data, PGP compresses the plaintext. This strengthens cryptographic security because most 
cryptanalysis techniques identify and exploit patterns which are found in plaintext to break the algorithm, by 
compressing the plaintext files these patterns are greatly reduced. If the file is too short for compression, does not 
compress or is already compressed then PGP does not compress the file.  
 
PGP also provides a method for using digital signatures, a digital signature allows the recipient of a message to verify 
its authenticity in two ways, by reassuring the recipient that the messages origin is genuine and that the message has not 
been tampered with on the way to him. Data signatures also allow for non-repudiation of messages and information, this 
means that the sender cannot deny responsibility for the information contained in a message. Data signatures provide a 
facility that allows for authentication of information but also data integrity. Digital signatures are created by the 
signature algorithm, which uses the senders private key to create the signature and the sender’s public key is used to 
verify the message, if the information can be decrypted using the sender’s public key then it must have come from the 
sender. This process is not very efficient, it is slow and produces a large amount of data, around double the size of the 
original information, the addition of a one way hash function improves the process greatly. A one way hash function 
takes a message of nay length and produces a fixed length output, the hash function ensures that if the message is 
altered at all an entirely different output value is produced. PGP uses a cryptographically strong hash function on the 
cleartext that the user is signing, this creates a fixed length data item known called a message digest. PGP uses the 
message digest and the secret key to create the signature. When the recipient gets the message he uses PGP to 
recompute the digest thereby verifying the signature. PGP can encrypt the cleartext or not, because signing cleartext can 
be useful if some of the recipients of the message are incapable of, or just not interested in, verifying the signature. 
 
Public key cryptosystems do not need a secure means of communication to transmit keys, there is however another 
problem associated with exchanging public keys. PGP public keys are stored on freely available key servers, but how 
can any user be sure that the name they have found through searching a key server actually belongs to the person he 
thinks he is communicating with? e.g. someone posts a bogus key with the name and ID of the users intended recipient, 
this is known as a man in the middle attack. It is essential, with public key cryptosystems that the user is certain that the 
public key which he is encrypting to actually belongs to his intended recipient. Digital certificates allow the user to 
establish whether a public key truly belongs to the purported owner. A digital certificate consists of a public key, 
certificate information about the users identity e.g. the users name and user ID, a certificate also, includes one or more 
digital signatures. The presence of the digital signature on the certificate means that the veracity of the certificate 
information (name, user ID) has been attested to by another individual or organisation, which makes the public key 
contained in the certificate slightly more trustworthy. Digital certificates are distributed through Public Key 
Infrastructures.  
 
 
3. Experimentation 
 
Measurements were taken on the following machines and operating systems: 
 Fujitsu Siemens AMILLO D8820 laptop running Windows XP Home edition version 2002 service pack 2. 
Intel Pentium 4 CPU 2.53GHz  with 512Mb of RAM. 
 Dell Computers Corporation Optiplex GX260 machine running a Windows XP Operating System version 2002 
service pack 2. Intel[R] Pentium[R] 4 CPU 2.40GHz  with 512Mb of RAM.  
 Dell Computers Corporation Optiplex GX270 machine running a Linux Fedora Core2 Operating System, with 
a Intel[R] Pentium[R] 4 CPU 3.0GHz  with 512Mb of RAM.  
 Research Machines workstation PC 6500 – 128 M3815 (KT) running a Linux Fedora Core 3 Operating System 
and an Intel model 7 Pentium III 500 MHz CPU with a 512 KB cache size. 
 
The Windows machines were running PGP version 8.1 [10] and the Linux machines were running the command line 
version of PGP (PGPcmdln_6.5.8.Lnx) [11]. 
 
The specific scenarios under which data was collected were as follows: 
1. File size: 
Three sample files were used, a 700MB avi (video) file, a 52.2MB avi file and a 1KB text file. 
2. Algorithms: 
The versions of PGP offer various choices for both secret and public key algorithms, these include AES, 
CAST, TripleDES, Twofish, IDEA, DH/DSS (Diffie Hellman and Digital Signature Standard), RSA and RSA 
Legacy. 
3. Public Key Length: 
1024 bits to 4096 bits (1024 is currently the recommended minimum key length for most public key systems to 
be secure against a brute force attack). 
 
The diagnostic tool What’s Running 2.0.0.0 was used to analyse the running of the Windows based version of PGP and 
derive measurements. This software provided adequate functionality and relevant metrics which can be used to compare 
the performance of PGP across different platforms. The software enables the user to isolate individual processes and 
ascertain which process is consuming CPU time. Furthermore the software allows the user to distinguish individual 
modules which form part of a specific process, this enables the user to decide which process and module is the most 
significant when a workload is applied to PGP. This aspect of the software’s functionality allowed investigation of the 
behaviour of the PGP package more fully and identify those processes and modules which provide meaningful metrics. 
In this case the pgphk.dll module proved to be the most significant PGP module. Amongst the key metrics chosen to 
analyse the performance of PGP were, the kernel time and user time used by the pgphk.dll module. In the case of the 
Linux systems the standard monitoring tools, ps, top and lpstat allow the same metrics to be derived from the command 
line. 
 
 
4. Results 
 
Extensive measurement was taken for all the systems in the experimental set-up; a brief selection of the results is 
presented here. Results were derived for key generation, encryption and decryption, with and without compression. The 
results show some clear trends in the efficiency of the different methods available.  
 
Figures 1 and 2 show the encryption and decryption times derived for two of the public key algorithms available in the 
distributions used, namely Diffie-Hellman and RSA. The graphs show results obtained on the laptop running Windows 
XP, although similar results were obtained for the other systems. The file size here is very small, however this should 
not be a factor as the public key algorithm is only used to encrypt the random symmetric key. The results rather 
surprisingly show that Diffie-Hellman slightly outperforms RSA, this is in direct contradiction to other experiments 
comparing these algorithms [9]. However, these earlier results were derived for much larger amounts of data for which 
RSA is more efficient. In this instance the amount of data being encrypted is so small that the times are very short and 
heavily dominated by the initialisation part of the algorithms. This also explains why the key length of the public key 
algorithm appears to make very little difference to the encryption and decryption times, whereas for larger amounts of 
data this is a dominant factor and one would expect the use of longer keys to significantly decrease performance. The 
results also show a lot of variation, which might be expected as the times are short. 
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Figure 1: key encryption and decryption using Diffie-Hellman 
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Figure 2: key encryption and decryption using RSA 
 
Figures 3 and 4 show the encryption and decryption of a large file using the various symmetric algorithms available on 
the Windows PGP distribution running on a desktop PC (known as Consett) in Figure 3 and on a laptop in Figure 4. In 
these results the random key is encrypted with Diffie–Hellman with a 2048 bit key. Note that the total encryption time 
is significantly larger than the decryption time in all instances. This is possibly due in part to the file being compressed 
prior to encryption; in general compression is far slower than decompression. PGP compresses large data files in order 
to improve the overall performance, both in terms of encryption (a compressed file is smaller and so quicker to encrypt) 
and also transmission (an encrypted compressed file is smaller than the same file encrypted without compression, and 
so will be transmitted quicker). The encryption time also includes the generation of the random symmetric key. 
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Figure 3: key encryption and decryption using symmetric algorithms 
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Figure 4: key encryption and decryption using symmetric algorithms 
 
There are some small variations of the performance of these algorithms between the two machines due to their different 
characteristics. Whilst no algorithm is dramatically faster or slower than any other in either case, it is interesting to note 
that Twofish and IDEA perform slightly better on the laptop than on the desktop, whereas AES and Triple DES perform 
better on the desktop. The reasons for these differences are not clear as the operating system and PGP version are the 
same in both cases. The suspicion is that the differences in processors may subtly affect the efficiency of the algorithms. 
From results presented in [9] we would expect there to be a greater difference between the algorithms used here. In [9] 
IDEA was shown to be much faster than CAST, Two Fish, AES or Triple DES (in that order), however that difference 
is not apparent here. The most probable reason we were able to discern for this inconsistency is that the implementation 
of IDEA in PGP is possibly not as efficient as it could be. Indeed in [9] it was shown that there were sometimes 
significant differences between the performances of different implementations of the same algorithm. 
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Figure 5: key encryption and decryption using symmetric algorithms 
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Figure 6: key encryption and decryption using symmetric algorithms 
 
Figures 5 and 6 show the equivalent results for the Linux PGP distribution on a 3GHz desktop PC running Fedora Core 
2 (Figure 5) and an older 500 MHz desktop PC running Fedora Core 3 (Figure 6). In this distribution only IDEA, CAST 
and Triple DES are available. In these results there is a significant difference between the performance of PGP on the 
two machines, due overwhelmingly to the difference in CPU speed. The faster Linux machine has a CPU six times 
quicker than the other, and the measurements show this relates to a five fold reduction in execution time. It is also 
interesting to note that the faster Linux machine outperforms the Windows distributions, but again there is a difference 
in CPU speed that may account for some, nut probably not all, of this. Again there is surprisingly little difference in the 
performance of the algorithms. 
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Figure 7: Public key generation times for Diffie-Hellman 
 
We now turn our attention to the time taken to generate keys for the public key algorithms. Initial results showed the 
generation times for 1024, 2048 and 4096 bit keys were smaller than expected. Further investigation of PGP revealed 
that these key lengths are default values which arrive, canned, with PGP i.e. already produced, all they needed was to be 
assigned to a key not actually generated.  
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Figure 8: Public key generation times for Diffie-Hellman 
 
Figures 7 and 8 show the key generation times of Diffie-Hellman and RSA executed on the laptop running Windows 
XP and PGP 8.1.  The results some variation in the measured data, but at the same time a general trend of increasing 
time as key length increases. Obviously this is to be expected as the larger key sizes require operations to be performed 
with larger prime numbers. The prime numbers themselves are pre-calculated and distributed with PGP. As such the 
appreciable effort of calculating large prime numbers is not evident in the results presented. No significant difference 
was found between the time to generate keys for either algorithm. This is also to be expected as both sets of operations 
are of similar computational complexity. 
 
 
4. Conclusions 
 
The experiments conducted in this study have shown some surprising results compared to earlier studies on encryption 
performance. First we note that there is very little evidence to suggest that any symmetric algorithm out performs any 
other, whereas earlier studies have noted very large differences. It is also important to note that there was an unusually 
large difference between encryption and decryption times, although it is suspected that this is the result of additional 
mechanisms performed by PGP (compression and random key generation) rather than any difference in the performance 
of the encryption algorithms themselves. We also note that Diffie-Hellman marginly outperforms RSA, which is 
directly in contradiction with earlier findings where RSA was significantly faster. This second point might be the result 
of the initialisation phase of RSA being more costly and so on a very small amount of data (the randomly generated 
key), it becomes less efficient than Diffie-Hellman.  
 
The biggest discriminating factor in our experiments was processor speed, although there is also some evidence that the 
operating system and PGP distribution plays and additional part. In this respect the Linux distribution performed 
slightly better than might be expected from the processor speeds relative to the Windows distribution. The slowest 
machine, running Fedora Core 3 ran slightly less poorly than one might expect relative to the faster machine running 
Fedora Core 2, although this may be due to the faster machine being limited by other factors, e.g. the speed of memory 
access. 
 
There are a number of limitations to this study, not least is the limited range of systems tested. Ideally in a study such as 
this one would attempt to isolate as many factors as possible. For example one would ideally use the same physical 
machine (or identical machines) with different operating systems and configurations in order to determine the impact of 
these differences. In addition the results presented here show a significant amount of variability and some apparent 
disagreement with results previously published. As a result it would be desirable to perform more experimentation to 
determine precisely where this variation originates from. 
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