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Abstract—The generation algorithm of permutation based on 
sorting makes the Series of permutations have some special 
features. The features guide the next generation under the 
current permutation, so the algorithm can effectively control the 
process of generating permutation. And the extended 
permutation generation algorithm based on sorting can meet 
some special requirements of clustering. 
Keywords-sorting; permutation; block 
I. PREFACE 
Combination plays an important role in basic scientific 
research and is widely used in engineering technology. 
Permutation is most basic form of combination [1]. A queue 
formed by N different elements according to a certain order is 
called a permutation. The different orders of permutation make 
the difference and N different elements can form N! 
permutations. Permutations have a wide range of applications 
in solving practical problems and there are many algorithms 
accordingly. The main common classical algorithms are: 
counting, the recursive method of top-to-down and the iterative 
method of bottom-to up. Existing classical algorithm has 
greatly improved in algorithm efficiency. Heap[2] proposed a 
permutation generation method only by exchange two 
elements when generating a new permutation. He listed all the 
transposition laws for n(less than 13) elements. These laws 
were collected as a dictionary which would be used in 
generating a new permutation. The Heap method may be the 
most efficient because we can get all the permutations after 
using only N㧍-1 exchange. However, all permutations are 
generated in one time by most existing algorithms without 
intervention. All permutations need be carried out before their 
applications. We should know that for N=17, 
355689428096000 permutations should be produced. If a 
permutation program produces a new permutation each 
microsecond, the time required for N>25 is far greater than the 
age of earth [3]!  Therefore, in many case, the core of 
problem is not the efficiency in the generation but the sheer 
magnitude of N! in the results space is too huge. In 
applications, a permutation often corresponds with a specific 
application program. The purpose of the permutation 
enumeration is to provide as many options which are often 
compares in various applications. If an option reached the 
practical requirements there is no need to search to search 
others. Obviously, we cannot wait a few years for getting an 
optimum program after all permutations are generated. Thus, 
the permutation generation algorithm which can generate a 
new permutation based on the information of last permutation 
is especially important. 
This paper views the initial position of the elements as 
“digital” of an Āintā type number. The number formed by 
the initial position number of elements can be compared. This 
paper introduceV the thought of sorting and the “numbers” or 
their combinations are sorted by ascending in the permutation 
generation algorithm. The algorithm makes the resulting 
permutation has some characteristics. The features can be used 
to generate the next unique permutation according to the 
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information contained in the current permutation. At the same 
time we can make some simple controls on the permutation 
generation progress based on comparison of characteristics. 
This algorithm is also able to satisfy the partition of 
permutation and meet the clustering of elements, and after final 
analysis still has the comparison of characteristics. 
II. THOUGHT OF THE ALGORITHM 
N different elements form a queue and each element will 
have an initial position. The position number of the first 
element in the queue is specified as 0, and the position number 
of follow-up elements plus 1 according to the order. This 
algorithm does not focus on the position number of element’s 
current location, but on the initial position number. The initial 
position numbers of elements are made the first permutation 
and the second permutation is then generated from the first 
permutation, and the third is made from the second and so on. 
Finally, the different permutations of elements are generated 
according to the initial position number. Therefore, we 
generated the numbers permutations instead of elements 
permutation which does not matter and we will no more 
explain.  
The relative position is abstracted a number and numbers 
can be compared, so the permutations of the queue number can 
also be compared. We can compare permutations as comparing 
decimal numbers. A permutation made from N different 
elements will has N bits which are lower from left to right. 
Permutations with high “bit” are larger than the permutations 
with lower “bit”. This article provides that if no special 
instructions below, we will number replace the initial position 
number, that is, replace the element. 
For example, the letter queue ABCD has corresponding 
location number as 0123. Digital 0123 is the first permutation 
of the letter ABCD queue. N=4, then there will be 24 
permutations arranged in Table 1. The permutations in Table 1 
can be compared and is ascending by the order of left-to-right 
and top-to-bottom, which can be expressed as 
0123<0132<0213<…<0321<…<1320<…<2310<…<3210. 
0123 0132 0213 0231 0312 0321 
1023 1032 1203 1230 1302 1320 
2013 2031 2103 2130 2301 2310 
3012 3021 3102 3120 3201 3210 
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Permutations generated based on sorting have some special 
properties which can be used to determine the current location 
of the whole permutations place, and can eventually generated 
the next permutation. 
The main idea of the new algorithm is that permutations are 
generated in ascending order. The new permutation is 
generated from a given permutation is like this: find out the 
first element Ei of the current permutation from right to left 
whose number is smaller than it’s right one; find out the first 
element Ej from right to left whose number is larger than that 
of Ei ; exchange the element Ei and the element Ej ; sort the 
elements which are on the right side of Ei via comparing their 
number. Then a new permutation is generated. The 
permutation generation process is essentially a “traverse” from 
small to large, so there would be no permutations omitted. 
III. ALGORITHM PROCESS 
According to algorithm design and implementation, the 
main algorithm process is as follows: 
1) enter a permutation; 
2) take the second element of the permutation as the 
current figures; 
3) obtain numbers which are on the right side of and 
larger than the current number; 
4) if step (3) failed, take the first left one as the current 
number, skip to step (3); if the step (4) failed, all 
permutations in a generation is completed; 
5) if step (3) is successful, take the smallest number m, 
and exchange it with the current number; set m as the 
current number, continue with the following steps; 
6) sort numbers which are on the right side of the current 
number in the permutation Ascending; 
7) output the new permutation; 
For example, the input permutation is 47061532. Take the 
second element number of the permutation as the current 
number; obtain numbers which are on the right side of the 
current number. Since 2 <3 the current step is unsuccessful and 
the next first left number of the current number 3 is 5, take the 
number 5 as the current number. Again because the number 2 
and 3 are right and smaller than the current number 5, the step 
3) is failed. Obtain the first left number 1 of the current number 
5 as the current number. Because the number 5, 3, and 2 are all 
larger than 1 and 2 is the smallest one of last numbers, 
exchange the number 1 with 2 and set the number 2 as the 
current number; at this time the number queue becomes 
47062531. Sort the numbers 5, 3 and 1 which are on the right 
side of the current number. At last generate a new permutation 
47062135. 
When N = 5, output according to the new permutation 
generation algorithm is shown in Figure 2. 
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The new algorithm needs to collect the information of the 
input data using a number of traversal and sorting operations. 
However, we found that in the actual process of application, 
the number queue is mainly sorted in descending order, so the 
sorting time complexity is very low. What’s more, in the actual 
use, N is generally smaller than 12, so the time spent on the 
operations above is negligible. 
IV. EXTENDED 
In the actual use, we usually need to divide the permutation 
into blocks. The purpose is to block the elements within the 
same array to stay in one partition as much as possible. That is 
to arrange according to the input permutation the elements to 
generate a new permutation whose elements are clustering. 
Take 01,234,567 for example. Divide it into three parts 
012,345 and 67; make elements of the input permutation stay 
together as much as possible. Under such restrictions, in order 
to generate all the arrangement we need to modify the 
algorithm above. In fact the modified algorithm needs to call 
on the algorithm process of the last section. Therefore, we here 
use the symbol sort-permutation-process on behalf of the 
algorithm process of the previous section. 
The permutation limited generation algorithm still needs 
sorting to part in. The overall idea of permutation limited 
generation algorithm is this: Sub-permutations are generated in 
accordance with the sort-permutation-process algorithm which 
generates permutations ascending; after all the 
sub-permutations are generated we need to exchange numbers 
in different blocks. The principle of exchange of all blocks is 
to make the overall permutation in the ascending order to be 
generated after all sub-permutations are generated when no 
more sub-permutations can be generated. Therefore, generation 
algorithm of the orderly permutations whose elements are 
constrained in blocks make some difference with the algorithm 
in last section referred. Ordered arrangement of space in the 
ascending order of production is a basic, block neutrons 
arranged in ascending order of the cycle. All permutations 
generated are basically in an ascending order and the 
sub-permutations in the different blocks are also in an 
ascending order. The main steps of the extended algorithm are 
as below: 
1) enter a permutation; 
2) set the most right block as the current block; 
3) make the operation sort-permutation-process in the 
current block, if a new permutation could be 
generated, skip to step 4), otherwise skip to step 5); 
4) sort all the elements in an ascending order which are 
on the right side of the current block, and skip to step 
14); 
5) obtain the first left block b on the left side of the 
current block, if the operation is successful, set the 
block b as the current block and skip to step 3), 
otherwise continue; 
6) set the second block on the right side as the current 
block; 
7) obtain the most left number l in the current block; 
8) obtain in the left-to-right order the first lager number r 
in the elements on the right side of the current block; 
9) if the number r was found, exchange l with and skip 
to step 12), otherwise set the first right one of l in the 
current number as l; 
10) if the number l was found, skip step 8); otherwise set 
the first left block of the current block as the current 
block; 
11) if the current block could be found, skip to step 7); 
otherwise exit; 
12) sort the numbers of the current block in an ascending 
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order; 
13) sort the numbers on the right side of the current block 
in an ascending order; 
14) Output the new permutation. 
For N = 5, and two partitions are required in the 
permutation, all the results generated are shown in Table 3. 
The generation order in the Table 3 is from left to right and 
from top to bottom. For example, as input the permutation 420 
31 and the two sub-blocks can no longer create new 
sub-permutation (see previous section for details), two 
sub-blocks need to switch elements. The first number of the 
first partition block is 4, and there is no number larger than 4 in 
the second block; take the second number 2 of the first block, 
the number 3 in the second block is larger than 2, so after the 
two numbers exchanged the result is 43 021; sort the two 
blocks and the final result is 03 412. 
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V. DISCUSSIONS 
In this paper, a new permutation generation algorithm 
based on sorting is proposed. It can use the information of the 
input permutation to generate the next permutation. The new 
permutation would not be same as those which have been 
generated. Therefore, this algorithm avoids the problem that 
too much time is spent on generating all permutations before 
application, and also solves the problem that it must exit when 
the process of the classical algorithm is stopped. 
The permutations generated by the new algorithm are 
successively in time, so it can produce a very good planning 
and we can control or analyze the existing results. 
1) Determine the generation order of permutations based 
on comparison. In the second section, the “smaller” 
permutation is generated first based on the algorithm. 
The third section extends the algorithm. Compare the 
blocks of permutations from left to right. The 
permutation which contains the “larger” 
sub-permutation is generated late. 
2) The new permutation generation algorithm can be 
controlled. Given some parameters we can obtain 
specified permutations. In application, we only set the 
limits for the generation range, and permutations 
which meet requirements can be generated one by one 
based on the first permutation. 
3) The extended algorithm generates permutations with 
new properties. Elements of the generated 
permutations have the feature of clustering. If the 
permutation elements need to be close in space as 
much as possible to meet the priority issues, using 
permutation generation algorithm based on sorting 
can be good to meet the requirement, while the 
permutations still have the two features above. 
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