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Abstract 
The development of increasingly complex mechatronic, or more generally multi-disciplinary systems, is a challenge. It requires, among other 
things, efficient and computationally supported model-based conceptual design tools. One solution- and domain-independent approach 
developed to support this is a formal, functional modeling library in SysML, derived from the functional basis, that provides defined syntax and 
semantics. This paper presents a comparison of this approach with a more conventional SysML modeling approach to both evaluate the 
function model library and determine whether the two approaches should be integrated. In this comparison, current functional model 
benchmarks for representations and models are used to compare the approaches using a model of a hydrokeratome, which is a system to 
perform refractive eye surgery using a water jet. In general, the comparison shows that each approach has its strengths and weaknesses with 
respect to representation capabilities for particular applications, which leads to the conclusion that in the future the two approaches may 
complement one another well. Identified advantages of the function model library are that it is straight forward to use, generally applicably, as 
shown through the new application presented here, and enables potential for additional computer-based support, e.g. through semi-automated 
synthesis and model consistency checking. 
© 2014 The Authors. Published by Elsevier B.V. 
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1. Introduction 
The rising complexity of mechatronic systems requires 
improved approaches to support their development in 
conceptual design [1]. Further, in terms of model-based and 
computational support for the concept phase there is still need 
for improvement as identified in [2]. This is possible using 
SysML, a standardized, graphical, general-purpose modeling 
language for systems from the OMG [3] that is intended 
especially for complex systems that include more than just 
hardware, e.g. mechatronic systems. Additionally, functional 
modeling is important in supporting conceptual design as used 
in currently presented approaches [4, 5]. Functional modeling 
can be both solution-independent and domain-independent and 
can thus enhance design understanding and communication 
across multiple disciplines. The following comparison is based 
on SysML since it is a modeling language that does not 
include fixed methods or frameworks and has the potential to 
provide a common language for functional modeling 
approaches, which is currently lacking. Thus SysML enables 
more formal and standardized functional models that are 
potentially useable by its growing community. The first 
approach of the comparison is an approach for integrating 
SysML into a PLM solution to enable traceability and 
handling of complex systems [5]. The second approach is 
based on previous work by Wölkl [6] and uses libraries of 
functions and flows in SysML based on the functional basis 
[7], to support a modeling procedure similar to Pahl and Beitz 
[8]. This approach uses SysML activity diagrams and the 
library to decompose user-defined system functions with an 
established workflow [9]. Based on the functional models of 
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both approaches, single functions can be allocated to selected 
components to build a system’s target concept model.  
This paper focuses on comparing the two functional 
modeling approaches in SysML with the goal to refine them 
for their combined usage as well as to evaluate the function 
model library of the second approach. For this comparison, the 
work from Summers et al. [10] is used, which suggests initial 
functional benchmarking protocols to compare functional 
models and representations considering three different 
dimensions: representation characteristics, modeling and 
cognition dimensions and enabled reasoning activities. The 
comparison is performed using the model of a hydrokeratome, 
which is a small, yet complex system for refractive eye 
surgery. In addition to electronic controls and motors, the 
system also contains hydraulic components for the water jet 
that cuts the eye and pneumatic components for positioning 
and holding the eyeball by negative pressure. 
In this paper, the first section presents related work. Next, 
the hydrokeratome is presented, first with the more 
conventional tree-based SysML model and afterwards using 
the function model library. Section four presents the 
comparison of these two approaches with respect to the 
selected benchmarking aspects. Finally, the comparison is 
discussed and conclusions are made. 
2. Related Work 
According to the VDI 2221 [11] functional modeling 
consists of defining first the overall function and then 
decomposing it into sub-functions that are to be fulfilled by 
the product. By structuring the sub-functions, a basis is 
created for searching for solutions for the overall product. The 
function structures are usually presented with simple 
descriptions or as formal diagrams.  
Functional modeling ranges from informal to formal 
approaches. Considering different ways for how to create and 
represent function structures, several review papers on 
functional modeling have been published. For example, Erden 
et al. [12] and Deng [13], who both discuss different 
functional representations and categorize them according to 
their commonalities and differences. Vermaas [14] continues 
discussing this coexistence of different functional 
representations in engineering design methodology research, 
concluding that engineers do use different approaches side-
by-side. Functional modeling is also used in other fields, like 
the function block in software development [15] or the 
enhanced functional flow block diagram (eFFBD) in systems 
engineering [16], which are both similar to the functional 
model library approach used in this paper. For this the most 
significant related work is from Pahl and Beitz [8] and Hirtz 
[7],  who describe a function and flow-based representation 
and the functional basis of NIST, which defines a unified set 
of verbs and nouns for the functions and flows. Other 
functional modeling approaches avoid such representations 
with verbs and nouns and use for example simple textual 
descriptions in hierarchical structures, as done by Gero [17] or 
also in this paper. 
Further, there are related publications about SysML: (1) 
first regarding the general application of SysML as a 
computational product model for concept design [2], (2) 
second about conducting and supporting activity modeling in 
SysML [18] and (3) finally about functional modeling in 
SysML, in particular by Lamm and Weilkiens [19], who use a 
mixture of hierarchical structures and informal activity 
diagrams. Further work about the comparison of functional 
modeling approaches specifically in SysML is not known, 
which is a further motivation for the comparison in this paper. 
3. The Hydrokeratome and Two SysML Models 
A hydrokeratome is used for LASIK (laser in-situ 
keratomileusis) refractive eye surgeries to correct poor vision. 
In the operation process it cuts a 150 μm circular flap from 
the cornea to fold it back and expose its stromal bed, which 
then gets reshaped by a laser to correct the poor vision. The 
hydrokeratome is developed by Loof [20] to address certain 
disadvantages of common microkeratomes that use an 
oscillating blade for cutting. This blade has to be replaced for 
every cut and still causes the potential for severe 
complications because of its accuracy regarding the flap 
thickness. Therefore, the hydrokeratome uses a high-pressure 
water jet for more reliably cutting of the LASIK flap while 
having a nozzle that lasts for approximately 1000 cuts. To 
perform accurate cuts, the cutting head that gets lowered onto 
the eye to flatten the cornea before the cut, measures the 
flattening force and the diameter of the flap. The complete 
schematic structure can be seen in Fig. 1. 
3.1. Tree-Based Functional Model 
The first SysML model of the hydrokeratome contains the 
system requirements on several diagrams, to be allocated to 
system function elements. These function elements, which are 
shown in Fig. 2, then build up a functional structure and are 
allocated towards test cases or logical system elements.  
 
 
Fig. 1. Schematic structure of the hydrokeratome [20], showing the main 
components and an eye, positioned in the suction ring 
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The focus of this model is on a pragmatic, comprehensive 
functional description of a system to support interdisciplinary 
system definition and the integration into a PLM solution, as 
further discussed by Eigner et al. [5, 21]. The function 
elements, which are specialized SysML blocks, are structured 
into a functional tree using block definition diagrams and 
compositions. Their name is a freely chosen formulated 
description of their functionality, using verbs, objects and 
sometimes adverbs, as displayed in Fig. 2 that shows an 
excerpt of the functional structure of 23 functions.  
The following allocated logical system elements, which are 
also specialized blocks and may come from another design 
library, construct the target product structure on block 
definition diagrams, shown in Fig. 3. Additionally, their 
interconnections can be modeled in internal block diagrams. 
For this they contain further properties, ports and sometimes 
information about the specific part of the system’s 
functionality, or respectively behavior, in the form of 
additional diagrams.  
 
 
Fig. 2. Tree-based functional structure (excerpt), showing three functions as 
blocks with the two functions on the left containing five additional parts, 
representing further subsequent blocks. Also the function “Execute cut” has a 
notation showing allocations to a logical system element and a test case. 
 
Fig. 3. Top-level logical structure, showing the hydrokeratome with three 
main subsystems and the subsequent “Slide Unit” with its flow port interfaces 
 
Fig. 4. Activity diagram of “Slide unit”, showing a simple and informal 
network of five and actions, five inputs and one output 
Fig. 4, for example, shows an additional activity diagram 
of the “Slide Unit” from Fig. 2 with a network of multiple 
inputs, outputs and again freely named SysML actions. 
3.2. Flow-based and Library Supported Functional Model 
The intention behind the functional model in SysML using 
flows and functions from a function model library is to assist 
in the design of mechatronic systems by enabling direct 
computer-based modeling support to the point of semi-
automated design synthesis. The goal of creating a 
specifically tailored function library is to create a formal 
approach that supports knowledge reuse, consistency among 
models and modeling efficiency. For the SysML model of the 
hydrokeratome, the same requirements and logical system 
elements with their structures are used as for the previous 
model.  
The top model level consists of system use cases, which 
each contain an activity with its in- and outputs, as displayed 
in Fig. 5. These in- and outputs use flow types from the 
library of different types of energy, signal or material, as 
defined in the functional basis [7].  There are, for example, 
inputs of control signals, electrical energy and multiple 
material flows for the water and helium for cutting and the 
eye itself. Inside this top-level function there are further 
interrelated user-defined functions, which are also SysML 
activities with further diagrams. For the hydrokeratome these 
are: “Control Process”, Convert Energies”, “Position Eye”, 
“Flatten Cornea” and “Cut Eye”. The diagram of “Position 
Eye”, for example, can be seen in Fig. 6 with two elementary 
functions. These are SysML call behavior actions using the 
elementary functions “Position” and “Measure”, which are 
defined as activities in the function library [6]. The name of 
the actions gives additional information about the 
incorporated main flow, here for example the “Eye” for the 
“human” material flow from the library that is positioned. 
Further, the consistency of the flows is checked, depending on 
their inheritance relations. This means that a function, 
generally expecting an energy flow, will accept any type of 
energy, but no material or signal flow. To add further 
information to the activity diagrams, the SysML control flow 
can be added to the diagrams as well. 
By creating user-defined functions, different levels of 
abstraction are possible when performing a step-by-step 
functional decomposition until the level of only predefined 
elementary functions. In the functional model for this case 
study, a total of six user-defined functions and 33 elementary 
functions, i.e. those pre-defined in the library, are used 
together with twelve types of flows, also from the library.  
 
 
Fig. 5. (a) Three use cases of the hydrokeratome with two actors; (b) 
Corresponding to the use case “Create LASIK Cut” a main, user-defined 
function is created with in- and outputs, using flow types from the library 
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Fig. 6. Activity diagram of the user-defined function “Position Eye”,  
decomposed using two elementary functions (Position, Measure) and three 
different types of flows (Human, PneumaticEnergy, StatusSignal) 
To allocate functions to the logical system elements, the 
actions from the activity diagrams are used, since they not 
only include the function, but also the flow. This is even 
possible directly on the activity diagrams by adding 
swimlanes, which are partitions on a diagram for allocating 
model elements within. Here again, additional diagrams can 
be used to describe the behavior of single logical system 
elements in more detail, as shown in Fig. 4 for the slide unit.  
4. Comparison 
For the comparison of the two different functional models, 
there are three different dimensions to consider: 
representation characteristics, modeling and cognition 
dimension and enabled reasoning activities [10].  
4.1. Representation Comparison 
Starting with the representation, the syntaxes of the two 
approaches are compared. The first approach uses block 
definition diagrams containing hierarchically structured 
blocks and the second, library-based, approach uses nested 
activity diagrams with call behavior actions forming a 
network of object flows with the elementary functions and 
flows defined in the library.  
Other points of the representation to consider are the 
intended scope, the scalability to simple as well as complex 
applications and the related flexibility to modify and adapt the 
representation to address new problems. The representation of 
the first approach allows any scope, since it is only based on 
existing SysML syntax and semantics, and therefore has high 
flexibility regarding new applications and a good scalability 
to support both simple and complex problems. The function 
library representation mainly focuses on mechatronic systems 
with energy, signal and material flows, being more restricted 
towards its domain, however, the library supports the reuse 
and integration of old models that can be adapted to new 
problems. It also supports models of varying complexity but 
for very complex models an effective splitting of the model 
into user-defined functions aids modeling.  
Another aspect of the representation to consider is 
supporting model consistency and model validation, i.e. if 
physical consistency of the model is maintained. Here, the 
library-based model supports this through matching of flow 
interfaces and considering conservation of flow. For example, 
when using an elementary function it has pre-defined pins, or 
interfaces, only semantically suitable for certain flows, or 
subtypes of these flows, and will not accept any other type of 
flow. Also, the number of interfaces is pre-defined so that no 
flow just appears or disappears within a function. 
The last aspects of the representation are the translation-
ability and the related indexing, which means the binding to 
other engineering models and the accessibility of the right 
knowledge when needed. The binding is the same for both 
models since they share the modeling language SysML and 
their modeling tool. For the indexing, however, there are 
differences with the first model having usually one main 
diagram containing all functional information in its tree 
structure, whereas the second model uses multiple nested 
diagrams, which contain additional information besides the 
hierarchical structure. 
To conclude the representation comparison, there is with 
the first approach a simple and straightforward hierarchical 
tree-representation (see figure 2), which offers a good 
overview, high flexibility and an unlimited scope of 
applications, but has deficiencies considering ambiguity or 
consistency. The second approach uses a more complex 
network representation with predefined flows and elementary 
functions (see figure 6), resulting in less flexibility but better 
potential for model reuse due to standardized elements and 
thus, less ambiguity. Further, it offers a broad range of 
applications while offering better consistency.  
4.2. Modeling and Cognition Comparison 
Stemming from the representation, the first dimension of 
the cognition comparison, the visibility dimension, considers 
the enabled overview given by the models. As stated before, 
the tree-based approach offers a good overview with usually 
only one diagram, whereas the library-supported model uses 
multiple nested diagrams. 
The next points to consider are the interaction with the 
designer, usable design approaches and the decomposition 
across abstraction levels. For the first model, the interaction 
with the designer includes a high degree of freedom with 
freely selectable functional expressions, but being only 
manual. Modeling with library-support is faster through (re-) 
using elements from the library via simple drag & drop 
operations. Further, the library enables computational support 
as for instance through (semi-) automated decompositions 
[22] or by allocating to system elements [6]. This modeling 
support goes together with multiple common design 
approaches, such as the use of design patterns [23, 24], 
recommendations for using SysML activity diagrams [18] or 
also approaches like forward chaining, backward chaining or 
other more general recommendations on how to create 
functional models [8, 10]. Such design approaches do not 
exist to this extent for the first model without library and 
flow-based representation. Considering the last comparison 
criterion, the ability to decompose across abstraction levels, 
this model again offers great freedom for setting its 
hierarchical abstraction levels and for easily adding further 
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hierarchy levels to the decomposition tree. Similar to this, it is 
always possible with the library-supported model to replace 
elementary functions with nested, user-defined functions that 
can be decomposed further. 
Strongly linked to this criterion is the abstraction gradient, 
meaning the minimum and maximum levels of abstraction 
that can be represented. For the first model, there is only the 
recommendation that the minimum level should not be more 
detailed than roughly the level of elementary functions from 
the library. For the second model, the minimum level is the 
level of elementary functions defined in the library, although 
being adjustable in their use, and the maximum level is the 
main, user-defined function(s) with in- and outputs. 
Also linked to the modeling is the comparison considering 
the closeness of mapping, which raises the questions if and 
what modeling conventions are to be used and how intuitive 
the resulting model is. The first model does not necessarily 
need modeling conventions, although they could be helpful, 
and is more intuitive to read, which however comes with the 
danger of misinterpretations because of ambiguous 
formulations. For the second model, there are certain 
modeling conventions recommended [9] to improve the 
models and the modeling. One example is to name all used 
elementary functions according to their main flow(s), as done 
in Fig. 6 with the “PneumaticEnergy” getting measured and 
the “Eye” for the “Human” flow that is positioned. 
Another aspect to consider related to cognitive aspects is if 
premature commitment or decisions are required at a point 
when the needed information is not yet available. For the first 
model this is not an issue, but in the case of the second one, it 
can happen, for instance, when the linear motion of the 
cutting head needs to be measured. Measuring can be fulfilled 
directly using the flow of “Translational Mechanical Energy”, 
with the initial “Electrical Energy” driving the motion or also 
by using “Rotational Mechanical Energy”, if this type of 
energy appears during the transformation of electrical energy 
into motion. Therefore, all three alternatives have to be 
modeled or a modeling decision is necessary despite 
information about the best solution still missing. 
Concerning the so-called secondary notation, the linking to 
other product models or the addition of further information 
with annotations, both models have the general capabilities of 
SysML and the used modeling tool to freely set notes, 
comments, callout notations and hyperlinks inside and outside 
the SysML model. A difference, coming from SysML, is for 
example the possibility to add swimlanes to activity diagrams 
to directly include information about allocations, as 
mentioned before. 
Considering the effort that may be required to change a 
model in each representation, the first model can be changed 
quite easily and freely, but contains no control if consistency 
is maintained or other errors appear. For the second model, 
changing the model is more complicated, but using flow 
interface types and predefined functions from the library helps 
maintaining consistency. A last aspect of the cognition 
capabilities is the error proneness of the representations’ 
notations. Here, the first tree-based model easily allows 
notation errors, which can be in addition hard to identify. The 
second library-supported model includes basic consistency, 
flow compatibility and the capability to detect function 
interface related modeling errors automatically. 
Concluding the modeling and cognition comparison, the 
first approach allows modeling with a higher degree of 
freedom for the modeler, but has no additional modeling 
support, which could especially be useful for bigger or more 
complex models. The second approach has better modeling 
support through reuse of given library elements and 
consistency checking, but it also has more restrictions with its 
defined syntax and semantics, which can lead to the models 
initially being harder to understand, yet being more 
consistent. 
4.3. Enabled Reasoning Comparison 
Having already compared the change effort, error 
proneness, behavior simulation possibilities and enforced 
physics or other consistency checking with respect to the 
representation, modeling and cognitive dimensions, these 
aspects are also strongly related to a comparison of the 
enabled reasoning capabilities.  
The first point considers “how consistent and precise [...] 
the interpretation of the function models across different 
individuals, domain, and expertise” [10] is. This is supported 
with both models, since functional models are supposed to 
explicitly enhance understanding across multiple disciplines 
by definition. For the comparison, the hierarchical structure of 
the first model is easier to receive than the flow structure of 
the second model, which indicates that it may be better for 
quick interpretations through people without engineering 
background. This is also supported through its free and more 
intuitive descriptions, although they might be ambiguous, too. 
The second point of comparison considers energy or material 
conservation in the model. In the library-supported model, 
flow (material, energy, signal) consistency is maintained in 
functional decompositions of elementary functions. Also, 
flow conservation can be checked, as mentioned before. This 
applies as well for the change propagation, since changes 
propagate through the model following the flows that 
interconnect the functions. In the first approach, neither points 
are considered. 
Others aspects are analogical mapping together with 
pattern learning, with the analogical mapping meaning the 
ability to derive information by analogy for the current design 
from an analogous existing design [25] and pattern learning 
meaning the ability to support deriving repeating abstractions 
needed for the analogical transfer. Here the first model does 
not specifically support the reuse of old, analogous models 
and there are also no common patterns being created from 
repeating abstractions. Again, the second model supports at 
least the reuse of previous models through the defined 
interfaces of functions, the flows, and there are already 
different patterns existing that have been learned from similar 
models created using analogous approaches [22-24]. 
Finally, the capability to represent state transformations is 
considered. Here, both models allow the addition of SysML 
state machine diagrams for this purpose. The library-
supported model can additionally already contain certain 
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transformations within its flows, as for instance a conversion 
of a liquid “water” into the gas “steam”. 
In summary, the tree-based model contains almost no 
further reasoning capabilities and is also not intended to do so, 
because of its integration into a PLM solution. Comparatively, 
the flow-based model does have some reasoning capabilities, 
because of its higher formality in syntax and semantics. 
5. Discussion 
As mentioned by Vermaas [14], different functional 
modeling approaches often co-exist and in this case they may 
even complement each other in the future. For this, it would 
be beneficial to add the usage of the function library for the 
lower, more detailed levels of the tree-based model. By 
extending the content of the intuitive and rather free tree-
hierarchy in a structured and formal way using the library 
within nested activity diagrams, it would be possible to better 
support the selection of logical system elements, while gaining 
from the formality and the functional modeling support that 
comes with the library. For instance using SysML, the 
formality enables reuse and consistency checking, which 
might be generalizable for other languages for functional 
modeling. With the second, library-supported functional 
model, this would mean replacing the so far included highest 
level of use cases with a more detailed tree-structure of system 
function blocks.  
Considering the second result of the comparison, the 
function library evaluation, it is shown that the library is able 
to represent the new application compared to the other more 
conventional model, although containing different details and 
information. This confirms the generality of the library and its 
applicability for a range of different applications [4, 6], while 
supporting and accelerating the modeling without high 
additional learning effort, despite some extra modeling 
conventions. These advantages are enabled through the easy 
drag and drop (re-) use of predefined elements that are 
combined with a defined semantics from the functional basis, 
which reduces the model’s ambiguity and therefore improves 
the models multidisciplinary understandability. Further, there 
exist advantageous guidelines [9] and design patterns to 
directly help the modeler during functional modeling and 
decomposition [22-24]. Finally, the library unlocks, with its 
formality, potential in the future for additional computer-based 
support, e.g. through semi-automated synthesis and more 
advanced model consistency checking. 
6. Conclusion 
In this paper two approaches to functional modeling in 
SysML are compared: (1) a tree-based approach and (2) a 
more formal function and flow library-based approach. In 
summary, both approaches have advantages, with the first 
approach being more intuitive and free during the modeling 
process and the second approach having enhanced formality 
that enables model reuse, consistency checking and provides 
potential for model transformation to behavior simulation. 
Future work includes investigating integrating the two 
approaches to combine the benefits of both.  
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