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V pričujočem diplomskem delu je predstavljen prototip izdelka, ki reagira
(odda zvočni in/ali svetlobni signal) na plosk in specifično besedo. Namen pro-
totipa je ugotoviti uporabnost tega izdelka. Če bo izdelek uporaben, bo zelo
poenostavil iskanje stvari, ki jih največkrat založimo. Pričujoče diplomsko delo
predstavlja le del prototipa izdelka in v njem je predstavljena zasnova strojnega
dela tega prototipa. V diplomskem delu sta nadalje prikazana in obrazložena še
programski del strojnega dela prototipa, in sicer tako, da je na koncu potrebno
izdelati algoritem, ki prepozna glas in določi, kolikšna je podobnost s predhodno
določeno besedo, ter implementacija tega algoritma v naš program. To ni bil več
namen pričujočega diplomskega dela, zato v njem slednje tudi ni zajeto.
Ključne besede: Texas Instruments MSP-EXP430FR5739, pretvornik A/D,




This thesis presents a prototype of a product, which reacts (produces a sound
and/or light signal) to a clap and a specific word. The purpose of the prototype
is to determine the usefulness of the product. In case the product is useful, it will
to a great extent simplify the search for things that are most often misplaced.
This thesis represents only a part of the prototype; it discusses its hardware. The
thesis then shows and explains the software of the hardware, in such a way that
at the end it is necessary to create an algorithm which recognizes a voice and
determines a similarity with the earlier specific word, and the implementation of
this algorithm into our program. As this was no longer the purpose of the thesis,
the paper does not cover it.
Key words: Texas Instruments MSP-EXP430FR5739, A/D converter, UART




V današnjem svetu je potreba po avtomatizaciji in s tem pospešitvi in poeno-
stavitvi življenja vedno večja. Večkrat se zgodi, da nekatere stvari (na primer
ključe) založimo oziroma pozabimo, kam smo jih odložili. Tega se po navadi
niti ne zavedamo, dokler nismo v položaju, ko jih nujno potrebujemo. In takrat
nastane problem, saj nismo predvidevali problema izgube časa in volje pri iskanju
določenih stvari.
Za diplomsko delo smo si zato zadali cilj izdelati prototip izdelka, ki bi iskanje
stvari v zgoraj opisanem primeru precej poenostavil, saj bi oddal nek signal
(zvočni in/ali svetlobni), kadar bi zaznal njemu poznano sekvenco. Za sekvenco
smo si izbrali plosk, ki mu sledi neka specifična, vnaprej določena beseda (na
primer: ključi, denarnica, očala ...). Plosk smo izbrali, ker je zelo specifičen,
globok, prodoren in dokaj lahko prepoznan signal, ki se lahko zelo hitro loči od
signalov, ki se pojavljajo v okolju.
Za izdelek je bilo predvideno, da se bo napajal iz baterije in tukaj se je pojavilo
glavno vprašanje – kako izdelati izdelek, ki bo porabil čim manj energije. Če
se baterija prehitro izprazni, je uporabnost tega izdelka namreč precej manǰsa.
Izbirali smo razvojno ploščo, ki bi v načinu spanja porabila čim manj toka,
in sicer zaradi tega, ker smo predvideli, da bo ta izdelek večino časa v načinu
spanja. Kadar pa se bo izdelek aktiviral, bo preveril, ali je sekvenca pravilna
ali je to le napačno proženje, za kar pa je potrebnih le nekaj sekund aktivnega
načina delovanja razvojne plošče, ta pa nato preklopi nazaj v način spanja.
Sicer pa potrebujemo dokončan prototip, da lahko v praksi preverimo, koliko
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je teh ”napačnih proženj”. Izbrali smo razvojno ploščo MSP-EXP430FR5739
proizvajalca Texas Instruments.
Naša naloga pri izdelavi prototipa izdelka, ki se oglaša na plosk in specifično
besedo, je bila sestava strojne opreme in sprogramiranje te do stopnje, na kateri
pride na vrsto implementacija algoritma za prepoznavanje določene sekvence.
Ko smo dobili želeno razvojno ploščo, je bila naša naloga združiti določene
module razvojne plošče, da bodo delovali, kot smo si zamislili. Na začetku smo
najprej aktivirali analogno digitalni pretvornik (nadalje pretvornik A/D), nato
smo mikrofon z ojačevalnikom pripeljali na pin pretvornika A/D, da smo dobili
“sluh”. Zatem smo aktivirali modul UART, da smo lahko dobili pregled, kaj
zaznavamo. Na koncu smo dodali še Schmittov prožilnik, s pomočjo katerega
smo mikrokrmilnik pripeljali v aktiven način.
Začetek pričujočega diplomskega dela prinaša informacije o tem, kako deluje
modul pretvornika A/D, ker menimo, da je pri našem delu tako pomemben, da
nismo mogli mimo tega. Začeli smo torej z aktivacijo modula pretvornika A/D
in potem na tem gradili dalje.
2 Analogno digitalni pretvornik
Signali v resničnem svetu so analogni (zvok, svetloba, temperatura ...), zato mo-
rajo biti za nadaljnjo uporabo pretvorjeni v digitalno obliko. Pretvornik A/D
je naprava oz. vezje, ki pretvarja analogno veličino (po navadi je to napetost) v
digitalno število, ki predstavlja veličinino amplitudo [1].
2.1 Vzorčenje
Za primer smo si izbrali sliko 2.1. Predvidevamo, da je to audio signal, ker bomo
tudi pri našem projektu pretvornik A/D uporabljali za vzorčenje audio signalov.
X os predstavlja čas, y os pa predstavlja napetost [1].
Slika 2.1: Audio signal [1]
Naloga pretvornika A/D je, da vzema vzorce iz analognega signala v točno
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določenih časovnih intervalih. Vsak vzorec je pretvorjen v število na bazi nje-
govega napetostnega nivoja. Na sliki 2.2 lahko vidimo primer vzorčenja našega
audio signala [1].
Slika 2.2: Audio signal: primer vzorčenja [1]
Vzorčna frekvenca nam pove, koliko vzorcev zajame pretvornik A/D v eni se-
kundi. Torej, če je vzorčna frekvenca 22.050 Hz, to je 22.050 vzorcev na sekundo,
to pomeni, da je razmak v zajemu podatkov v tem primeru 43.35 µs [1].
Med digitalno analogno pretvorbo so števila pretvorjena nazaj v električno
napetost. Slika 2.3 prikazuje, kakšen je originalen signal in kakšen je ta signal,
ko gre čez pretvornik A/D in nazaj čez pretvornik D/A [1].
Kako vedeti, kakšna je najbolǰsa vzorčna frekvenca? O tem govori Nyquist-
Shannonov izrek oz. izrek vzorčenja, ki pravi, da mora biti vzorčna frekvenca
vsaj dvakrat vǐsja od najvǐsje frekvence, ki jo bomo vzorčili. Na primer, vzorčna
frekvenca CD-ja je 44.100 Hz, telefonski sistem ima frekvenco 8.000 Hz. Za naš
primer smo se dogovorili za frekvenco 4.000 Hz [1].
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Slika 2.3: Originalen signal, zajet s pretvornikom A/D, potem ko gre nazaj skozi
pretvornik D/A [1]
2.2 Resolucija
Vrednost vsake točke je shranjena v bitno število, katerega dolžina je določena
s tem, koliko biten je pretvornik A/D, kar pomeni, da je y os razdeljena na n
možnih delčkov (n = 2x, pri čemer x predstavlja število bitov pretvornika A/D,
kar prikazuje slika 2.4) [1]. Naša razvojna plošča MSP-EXP430FR5739 ima 10-
bitni pretvornik A/D.
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Slika 2.4: Razlika med 8-bitnim in 16-bitnim pretvornikom A/D [1]
3 Zasnova prototipa izdelka, ki se
oglaša na določeno sekvenco
Napravo, ki smo jo naredili, prikazuje slika 3.1. Diagram poteka naprave pa
prikazuje slika 3.2.
Slika 3.1: Shema naprave
Diagram poteka naprave nam prikazuje, da najprej poslušamo, ko pa se
nivo hrupa v okolici dvigne do določenega nivoja, pa s pomočjo Schmittovega
prožilnika zbudimo mikrokrmilnik. S Schmittovim prožilnikom poskrbimo za to,
da je mikrokrmilnik v spanju, dokler ni hrup presegel določenega nivoja. Če pa
Schmittovega prožilnika ne bi bilo, bi bil mikrokrmilnik ves čas aktiven in s tem
bi porabo energije drastično povečali. Ko se mikrokrmilnik zbudi, poslušamo na
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Slika 3.2: Diagram poteka naprave
drugem vhodu, ali je sekvenca, ki sledi, dovolj podobna željenemu ukazu ali ne.
V primeru, da ni, je bilo to napačno proženje in mikrokrmilnik gre nazaj v način
spanja. V primeru, da je nivo podobnosti dosežen, pa se aktivirata zvočni in
svetlobni signal.
3.1 Elektret mikrofon z operacijskim ojačevalnikom
MAX4466
Za mikrofon smo si izbrali elektret mikrofon z operacijskim ojačevalnikom
MAX4466, in sicer zaradi velikosti, nastavljivega ojačanja in majhne porabe moči.
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Elektret mikrofon z MAX4466 operacijskim ojačevalnikom, ki je optimiziran
za uporabo v vezjih, ki potrebujejo mikrofon z operacijskim ojačevalnikom, ima
fleksibilen vir napajanja od 2.4 V do 5 V, vendar je optimiziran tako, da ima
najbolǰse karakteristike ob napajanju 3.3 V. Izhod jo optimiziran tako, da je
pri popolni tǐsini izhodna napetost Vcc/2 [2]. Elektret mikrofon z operacijskim
ojačevalnikom MAX4466 z nastavljivim ojačanjem je prikazan na sliki 3.3, shemo
pa prikazuje slika 3.4.
Slika 3.3: Adafruit 1063 (sprednja in zadnja stran)
Specifikacije:
• Napajalna napetost: od 2.4 V do 5 V.
• Izhod: od –5 V do +5 V.
• Frekvenčni razpon: od 20 Hz do 20 kHz.
• Nastavljivo ojačanje: od 25x do 125x [3].
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Slika 3.4: Shema elektret mikrofona z operacijskim ojačevalnikom MAX4466 [3]
3.2 Razvojna plošča Texas Instruments MSP-
EXP430FR5739
Odločili smo se za razvojno ploščo Texas Instruments MSP-EXP430FR5739, pri-
kazani na sliki 3.5, in sicer iz več razlogov. Najpomembneǰsi razlog je bil poraba
moči, in sicer zaradi tega, ker naj bi se končni izdelek napajal iz baterije. Prav
to je torej v največji meri odločilo, da smo izbrali to razvojno ploščo. V prid
razvojni plošči MSP-EXP430FR5739 je odločilo še par drugih dejavnikov, kot sta
na primer dobra podpora in velika skupnost uporabnikov. Vedeli smo namreč, da
so nekateri na fakulteti že delali na Texas Instrumentsovi plošči iz iste družine in
bi nam v primeru, če bi se pojavile težave, mogoče lahko pomagali.
Slika 3.5: Texas Instrumentsova razvojna plošča MSP-EXP430FR5739
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Lastnosti naprave:
• Vgrajeni mikrokrmilnik.
– 16-bitna RISC arhitektura do 24 MHz.
– Široko območje napajalne napetosti: od 2 V do 3.6 V.
– Temperaturno območje delovanja: od –40 ◦C do 85 ◦C.
• Optimizirani načini nizke porabe.
– Aktivni način: 81.4 µA/MHz (tipično).
– V pripravljenosti (LPM3 z VLO): 6.3 µA (tipično).
– Realno-časovna ura (LPM3.5 s kristalom): 1.5 µA.
– Ugasnjeno (LPM4.5): 0.32 µA (tipično).
• Ultra nizka poraba Ferroelektričnega RAM-a (FRAM).
• Inteligentna digitalna periferija.
– 32-bitni strojni množilnik.
– 3-kanalni notranji DMA (Direct memory access).
– Realno-časovna ura (RTC) s koledarjem in z možnostjo alarmov.
– 5 16-bitnih časovnikov s tremi zajemalno/primerjalnimi registri.
• Visokozmogljiva analogna periferija.
– 16-kanalni analogni primerjalnik z napetostno referenco in s progra-
mljivo histerezo.
– 14-kanalni 10-bitni pretvornik A/D z notranjimi referencami in
vzorčenjem ter s shranjevanjem vzorcev v register.
∗ 200 ksps (kilo samples per second) pri porabi 100 µA [4].
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4 Programska oprema in programske
nastavitve
4.1 Code Composer Studio (CCS)
Code Composer Studio (CCS) je orodje za programiranje Texas Instrumentsovih
razvojnih plošč. CCS verzija 6 je orodje, bazirano na Eclipse verzijah 4.x. Za na-
mestitev CCS-ja je potrebno iti na spletno stran Texas Instrumentsa in se registri-
rati. Ko je registracija zaključena, je potrebno izpolniti še vprašalnik, ki sprašuje,
v kakšne namene bo uporabljen njihov proizvod. Po zaključku vprašalnika se
začne prenašati CCS. Po nastavitvi CCS-ja lahko začnemo z delom.
4.1.1 Prvi koraki in nastavitve
Ko odpremo CCS, nam najprej ponudi izbiro mape za delovni prostor. Potem
ko smo s tem korakom zaključili, se odpre CCS. Za nastavitev razvojne plošče
moramo izbrati določen mikrokrmilnik. Izberemo ga tako, da kliknemo na File,
potem izberemo New in zatem kliknemo na New CCS project (če že nimamo od-
prtega projekta kje drugje). Odpre se novo okno, ki je vidno na sliki 4.1, izberemo
model mikrokrmilnika in ime projekta. Ko imamo to izbrano, kliknemo gumb Fi-
nish. Odpre se nov projekt z vsemi pripadajočimi datotekami, kar prikazuje slika
4.2. Nato lahko začnemo s programiranjem.
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Slika 4.1: Nastavitve novega projekta
Slika 4.2: Nov projekt
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4.2 Inicializacije in začetne nastavitve
Ko smo imeli nastavitve izbrane, smo del po del začeli graditi svoj projekt. Pe-
riferija, ki smo jo potrebovali za projekt, je modul pretvornika A/D, časovniki,
prekinitve in modul UART. V glavnem programu so funkcije, ki se kličejo samo
ob inicializaciji programa oz. zagonu programa. To so:
• nastavitve portov,
• nastavitev ure,
• inicializacija modula UART,
• inicializacija pretvornika A/D,
• inicializacija časovnika in
• zagon časovnika.
4.2.1 Nastavitve portov
1 void nastav i tevPortov ( void )
2 {
3 P1DIR |= BIT3 + BIT4 + BIT6 ;
4 P1OUT &= ˜(BIT3 + BIT4 + BIT6) ;
5 }
Koda 4.1: Funkcija nastavitev portov
Koda 4.1 nam prikazuje funkcijo, katere naloga je nastavitev portov, kjer
registru PxDIR določimo, ali so določeni biti vhodi ali izhodi. V našem primeru
smo izbrali, da so porti 1.3, 1.4 in 1.6 vhodi.
4.2.2 Nastavitev ure
Sistem ure je srce mikrokontrolerja. Če poznamo funkcionalnost srca sistema,
potem je precej lažje spoznati ostale module mikrokrmilnika (časovniki, komuni-
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kacijski vmesniki ...). Družina mikrokrmilnikov MSP430 ima zelo sofisticiran in
točen sistem ur in ta sistem dovoljuje, da deluje naprava z različnimi hitrostmi
in tudi pomaga pri zmanǰsanju porabe moči, ker lahko deluje v različnih nizko
porabnih načinih [6].
Pri naši napravi imamo tri različne sisteme ur, ki jih lahko vidimo na sliki 4.3.
Na sliki so celo štirje sistemi ur, vendar naša naprava ne omogoča XT2, zato smo
ga izpustili. Ti sistemi ur pa so:
• XT1: Nizkofrekvenčni ali visokofrekvenčni oscilator, ki se lahko uporablja
kot nizko frekvenco 32768 Hz z watch kristali, s standard kristali, z resona-
torji ali zunanjimi viri ur med 4 in 24 MHz.
• VLO: Notranji zelo nizko energetsko nizkofrekvenčni oscilator z 10 kHz
tipično frekvenco.
• DCO: Notranji digitalno kontrolirani oscilator (DCO) z izbiro treh fiksnih
frekvenc.
Moduli ur nam prinašajo štiri urine signale. Ti so:
• ACLK: Auxiliary clock. ACLK je programsko izbran kot XT1CLK ali VLO-
CLK ali DCOCLK. ACLK je deljiv z 1, 2, 4, 8, 16 ali 32. ACKL je pro-
gramsko dostopen s posameznimi moduli periferije.
• MCLK: Master clock. MCLK je programsko izbran kot XT1CLK ali VLO-
CLK ali DCOCLK. MCLK je deljiv z 1, 2, 4, 8, 16 in 32. MCLK uporablja
CPU in sistem.
• SMCLK: Subsystem master clock. SMCLK je programsko izbran kot
XT1CLK ali VLOCLK ali DCOCLK. SMCLK je programsko dostopen s
posameznimi moduli periferije.
• MODCLK: Modul ure. MODCLK uporabljajo različni periferni moduli in
izvira iz MODOSC [6].
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Slika 4.3: Blokovni diagram urinega sistema [5]
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4.2.2.1 Kontrolni registri sistema ur
1 void nastav i tevUr ( void )
2 {
3 CSCTL0 H = 0xA5 ;
4 CSCTL1 |= DCOFSEL0 + DCOFSEL1;
5 CSCTL2 = SELA 0 + SELS 3 + SELM 3 ;
6 CSCTL3 = DIVA 0 + DIVS 0 + DIVM 0 ;
7 CSCTL0 H = 0x01 ;
8 }
Koda 4.2: Funkcija nastavljanja sistema ur
Koda 4.2 nam prikazuje funkcijo, ki skrbi za nastavljanje ur. Za notranjo uro
smo izbrali 8 MHz. Pred nastavitvijo ure je potrebno najprej odkleniti register
CSCTL0 H, da lahko spreminjamo ure. To naredimo tako, da registru CSCTL0 H
priredimo vrednost CSCTL0 H = 0xA5; (šestnajstǐska vrednost). Po končanih
nastavitvah pa je potrebno register CSCTL0 H nazaj zakleniti, kar naredimo tako,
da registru CSCTL0 H priredimo vrednost CSCTL0 H = 0x01; (šestnajstǐska vre-
dnost). Spodaj so opisani postopki nastavitve ure. Po odklenitvi ure nastavimo
register CSCTL1, ki ga vidimo na sliki 4.4, kjer lahko vidimo vseh 16 bitov, opis
posameznih bitov pa lahko vidimo v tabeli 4.1.
Slika 4.4: Register CSCTL1
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Bit Polje Tip PV Opis
15-8 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
7 DCORSEL BP 0h
DCO izbira hitrosti. Za hitreǰse frekvence
mora biti bit postavljen na 1. Za nižje
frekvence pa je privzeta vrednost. Poglej
DCOFSEL za vrednosti.
6-3 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
2-1 DCOFSEL BP 3h
Izbira DCO frekvence.
Če je DCORSEL = 0:
00b = 5,33 MHz
01b = 6,67 MHz
10b = 5,33 MHz
11b = 8 MHz
Če je DCORSEL = 1:
00b = 16 MHz
01b = 20 MHz
10b = 16 MHz
11b = 24 MHz
0 Rezervirano B 1h Rezervirano. Vedno prebrano kot 1.
Tabela 4.1: Opis registra CSCTL1
Torej moramo za uro z 8 MHz registru CSCTL1 prirediti vrednost registra
CSCTL1 |= DCOFSEL0 + DCOFSEL1;. Potem ko končamo z nastavitvami
hitrosti ure, nastavimo izvor ure. Te nastavitve lahko izbiramo z nastavitvijo
registra CSCTL2, ki ga vidimo na sliki 4.5. Nastavitve registra CSCTL2 pa
lahko vidimo v tabeli 4.2. V našem primeru smo kot Auxiliary clock izbrali
zunanji oscilator (XT1CLK) z zelo nizko porabo toka, s frekvenco 32,768 Hz.
Za Subsystem master clock (SMCLK) smo izbrali notranji digitalno kontrolirani
oscilator (DCOCLK). Za podrobnosti glej tabelo 4.1.
Ko končamo z nastavitvami za register CSCTL2, izberemo še delilnike, ki
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jih izberemo z registrom CSCTL3, ki ga lahko vidimo na sliki 4.6, podrobneǰse
nastavitve pa so zapisane v tabeli 4.3. V našem primeru smo vse tri vire ur delili
z 1, torej so ostale enake hitrosti, kot so bile izbrane.
Slika 4.5: Register CSCTL2
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Bit Polje Tip PV Opis
15-11 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.




010b = Rezervirano. Prebrano kot VLOCLK.
011b = DCOCLK
100b = Rezervirano. Prebrano kot VLOCLK.
101b = XT2CLK, ko je mogoče, drugače DCOCLK.
110b = Rezervirano. Prebrano kot XT2CLK,
ko je mogoče, drugače DCOCLK.
111b = Rezervirano. Prebrano kot XT2CLK,
ko je mogoče, drugače DCOCLK.
7 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
6-4 SELA BP 0h
Izbira SMCLK vira:
enake izbire kot pri izbiri ACLK vira.
3 Rezervirano B 1h Rezervirano. Vedno prebrano kot 1.
2-0 SELA BP 0h
Izbira MCLK vira:
enake izbire kot pri izbiri ACLK vira.
Tabela 4.2: Opis registra CSCTL2
Slika 4.6: Register CSCTL3
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Bit Polje Tip PV Opis
15-11 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
10-8 DIVA BP 0h







110b = Rezervirano. Nastavljeno kot f(ACLK)/32.
111b = Rezervirano. Nastavljeno kot f(ACLK)/32.
7 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
6-4 SELA BP 0h
Izbira delilnika SMCLK vira:
enake izbire kot pri izbiri delilnika ACLK vira.
3 Rezervirano B 1h Rezervirano. Vedno prebrano kot 1.
2-0 SELA BP 0h
Izbira delilnika MCLK vira:
enake izbire kot pri izbiri delilnika ACLK vira.
Tabela 4.3: Opis registra CSCTL3
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4.2.3 Nastavitve pretvornika A/D
Teorijo pretvornika A/D smo obdelali že v drugem izmed preǰsnjih poglavij. V
tem poglavju se bomo zato posvetili sestavi modula pretvornika A/D, predvsem
pa registrom, s katerimi nastavimo modul. Dejansko bomo pozornost posvetili
samo grobim nastavitvam in opisom registrov, saj smo se dogovorili za frekvenco
zajetja podatkov, ki je 4000 Hz. Da smo dosegli točno frekvenco, smo si pomagali
s časovniki in prekinitvami, več o tem pa v poglavju Nastavitev časovnika in
poglavju Glavni program in prekinitve.
1 void nastavitevADC ( void )
2 {
3 P1SEL1 |= BIT1 ;
4 P1SEL0 |= BIT1 ;
5 ADC10CTL0 |= ADC10SHT 2 + ADC10ON;
6 ADC10CTL1 |= ADC10SHP;
7 ADC10CTL2 |= ADC10RES;
8 ADC10MCTL0 |= ADC10INCH 1 ;
9 ADC10IE |= ADC10IE0 ;
10 }
Koda 4.3: Funkcija nastavljanja pretvornika A/D
Funkcija nastavitev ADC (koda 4.3) nastavi modul pretvornika A/D. In sicer,
s P1SEL1 in P1SEL0 nastavimo tako, da je port 1.1 vhod za pretvornik A/D.
Potem se začnejo nastavitve modula pretvornika A/D. Najprej začnemo z regi-
strom ADC10CTL0, ki ga lahko vidimo na sliki 4.7, in nadaljujemo z dodatnimi
nastavitvami tega registra v tabeli 4.4 [5].
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Slika 4.7: Register ADC10CTL0
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Bit Polje Tip PV Opis
15-12 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
11-8 ADC10SHTx BP 0h
ADC10 B vzorec in zadrževalni čas. Ti biti
definirajo število ADC10CLK ciklov in periodo
vzorčenja za ADC10. Ta register lahko
spreminjamo le, kadar je bit ADC10ENC = 0.
0000b = 4 ADC10CLK ciklov
0001b = 8 ADC10CLK ciklov
0010b = 16 ADC10CLK ciklov
0011b = 32 ADC10CLK ciklov
0100b = 64 ADC10CLK ciklov
0101b = 96 ADC10CLK ciklov
0110b = 128 ADC10CLK ciklov
0111b = 192 ADC10CLK ciklov
1000b = 256 ADC10CLK ciklov
1001b = 384 ADC10CLK ciklov
1010b = 512 ADC10CLK ciklov
1011b = 768 ADC10CLK ciklov
1100b = 1024 ADC10CLK ciklov
dalje do vrednosti 1111b so vsi 1024 ADC10CLK
ciklov
7 ADC10MSC B 0h
ADC10 B več hkratnih zajemanj in prevodov.
Lahko ga spreminjamo le, ko je ADC10ENC = 0.
0b = Vzorčni časovnik zahteva zgornji vrh SHI
signala, da sproži vsako vzorčenje in pretvorbo.
1b = Prvi zgornji vrh SHI signala sproži vzorčni
časovnik, toda naslednja vzorčenja in pretvarjanja
so izvedena avtomatsko takoj, ko je preǰsnja
pretvorba zaključena.
Tabela 4.4: Opis registra ADC10CTL0, 1. del
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Bit Polje Tip PV Opis
6-5 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
4 ADC10ON BP 0h
ADC10 B on aktiviranje A/D modula.
0b = ADC10 B off
1b = ADC10 B on
3-2 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
1 ADC10ENC BP 0h
ADC10 B dovoli pretvorbo.
0b = ADC10 B ni dovoljeno
1b = ADC10 B je dovoljeno
0 ADC10SC BP 0h
ADC10 B začni pretvorbo. Programsko kontroliran
začetek pretvorbe.
0b = ADC10 B brez dovoljenja za začetek zajema
in pretvorbe
1b = ADC10 B dovoljenje za zajem in pretvorbo
Tabela 4.5: Opis registra ADC10CTL0, 2. del
V kodi 4.3 je razvidna funkcija nastavitev ADC, kjer lahko vidimo, da
določenih bitov registra ADC10CTL0 ne spreminjamo, torej imajo privzete vre-
dnosti. Bita 0 in 1 pa vidimo, ju trenutno pustimo brez dovoljenja in jima dovo-
ljenje dodelimo v prekinitvi ter tako nadzorujemo frekvenco vzorčenja. Vendar o
tem, kot smo že prej navedli, več v poglavju Nastavitev časovnika in prekinitev.
Potem je na vrsti register ADC10CTL1, ki mu dodelimo vrednost
ADC10CTL1 = |ADC10SHP;. S tem izberemo izvorni vzorčni signal – izhod
vzorčnega časovnika ali vhodni vzorčni signal direktno. Mi smo določili, da bo to
vhodni vzorčni signal direktno. Ostale bite tega registra pa pustimo na privzetih
vrednostih.
Z registrom ADC10CTL2 |= ADC10RES izbiramo, ali bomo uporabili 8-bitno
ali 10-bitno resolucijo. V našem primeru smo se odločili za 10-bitno resolucijo. Z
registrom ADC10CTL2 pa lahko določamo še preddelilnik, format shranjevanja
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in časovno frekvenco. Vendar to za nas ni pomembno, zato pustimo privzete
vrednosti.
Potem je na vrsti nastavljanje registra ADC10MCTL0, s katerim izberemo
vhodni kanal. V našem primeru smo izbrali ADC10MSTL|= ADC10INCH1; kar
pomeni, da smo izbrali kanal A1. S tem registrom pa lahko izbiramo še referenco,
vendar smo pustili privzeto vrednost, kar pomeni, da je naša referenca V(R+) =
AVCC in V(R-) = AVSS.
Z registorm ADC10IE |= ADC10IE0; dovolimo prekinitve za dokončanje
ADC10 B pretvorbe. Z registrom ADC10IE nastavljamo še ostale prekinitve,
vendar jih v našem primeru ne potrebujemo in jim tako pustimo privzete vredno-
sti, kar pomeni, da ne dovolimo ostalih prekinitev.
4.2.4 Modul UART in nastavitve
Ko smo zajeli zvok, ki smo ga prek pretvornika A/D digitalizirali, smo ga potem
lahko nadalje obdelovali. Ker pa nismo mogli vedeti, kaj in kako dobro zvok za-
jame mikrofon, smo potrebovali način, da smo lahko preverili, kaj smo posneli.
Razvojna plošča MSP-EXP430FR5739 ima za enega izmed modulov izbolǰsan
univerzalni serijski komunikacijski vmesnik ali Enhanced Universal Serial Com-




Za naš način komunikacije smo izbrali univerzalni asinhroni prejemnik/pošiljatelj
ali modul UART, ker se nam je zdel primerneǰsi in lažji za nastavitev.
Modul UART povezuje napravo z zunanjim sistemom prek dveh zunanjih pinov
(UCAxRXD, UCAxTXD). Slika 4.8 prikazuje blokovni diagram modula eUSCI A,
ko je konfiguriran za način UART [5].
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Slika 4.8: Modul eUSCI A, konfiguriran za način UART [5]
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1 void nastavitevUART ( void )
2 {
3 P2SEL1 |= BIT0 + BIT1 ;
4 P2SEL0 &= ˜(BIT0 + BIT1) ;
5 UCA0CTL1 |= UCSWRST;
6 UCA0CTL1 |= UCSSEL 2 ;
7 UCA0BR0 = 0x11 ;
8 UCA0BR1 = 0x00 ;
9 UCA0MCTLW = 0x52 ;
10 UCA0CTL1 &= ˜UCSWRST;
11 }
Koda 4.4: Funkcija inicializacije UART modula
Pri kodi 4.4 vidimo funkcijo nastavitev UART, ki nam nastavi modul UART,
da lahko komuniciramo z drugo napravo in tako lahko dobimo želene podatke
na terminal. P2SEL1 in P2SEL0 sta registra, ki nam nastavita želene pine,
na katerih potem deluje izmenjava podatkov. V našem primeru potrebujemo
samo pošiljanje, in ne prejemanje, ker bo aplikacija delovala avtonomno in ne bo
potrebno nobenih podatkov pošiljati vezju. Vendar preden pobližje pogledamo
registre, s katerimi nastavljamo modul UART, si bomo pogledali, kako sploh
dobimo informacije iz razvojne ploščice na terminal. Ker pošiljamo pretvorbe
pretvornika A/D na določen pin, potrebujemo dodatno napravo, katere naloga je
povezovanje razvojne ploščice z USB portom. V našem primeru je bila ta dodatna
naprava MCP2200. MCP2200 čip je USB-UART serijski pretvornik. Na sliki 4.9
lahko vidimo primer modula z MCP2200 čipom.
Slika 4.9: Primer modula RS232-USB z MCP2200 čipom [7]
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Ko smo povezali pošiljalni pin iz Texas Instrumentsove ploščice s prejemnim
pinom MCP2200 čipa, pridejo nato na vrsto nastavitve modula UART. Ker mo-
ramo pošiljati 4000 vrednosti na sekundo in imamo že od prej nastavljeno uro
8 MHz, smo izračunali, da bi za tekoče pošiljanje morali nastaviti baudrate na
460800 bps (bitov na sekundo). Vendar preden začnemo z nastavitvami baudrate-
a, moramo najprej odkleniti UCA0CTL1 register. To lahko vidimo zgoraj v funk-
ciji init uart, in sicer kot ukaz UCA0CTL1 |= UCSWRST;. Ko odklenemo UART
modul, lahko začnemo z nastavitvami. Najprej izberemo uro modula. To nare-
dimo z ukazom UCA0CTL1 |= UCSSEL 2;, kar pomeni, da smo si za uro izbrali
SMCLK vir. Naslednji korak je nastavljanje registrov UCA0BR0, UCA0BR1 in
UCA0MCTLW, katerih vrednosti izračunamo po spodnji formuli.
N = fmikrokrmilnika/Baudrate (4.1)
UCA0BR0 in UCA0BR1 sta 8-bitna registra. V ta dva registra vpǐsemo
celoštevilčno vrednost N. Ker je v našem primeru N manǰsi od 255, to vrednost
vpǐsemo v register UCA0BR0. V našem primeru je N = 17, kar je v šestnajstǐskem
zapisu 0x11. Registru UCA0BR1 pa priredimo vrednost UCA0BR1 = 0x11. Z
naslednjim korakom nastavimo register UCA0MCTLW. To naredimo tako, da
pogledamo ostanek števila N in glede na vrednost ostanka pogledamo v tabelo,
katera je najbližja večja vrednost tega števila. V našem primeru smo morali
registru UCA0MCTLW prirediti vrednost UCA0MCTLW = 0x52;.
Tako smo nastavili Baudrate glede na naše želje. Na koncu moramo nazaj
zakleniti register UCA0CTL1. Modul UART je pripravljen za uporabo.
4.2.5 Nastavitev časovnika
Zadnja inicializacija pa je nastavitev in zagon časovnika, kar lahko vidimo pri
kodi 4.5.
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1 void casovnikA0 ( void )
2 {
3 TA0CCR0 = 0xF9 ;
4 TA0CCTL0 = CCIE ;
5 TA0CTL = TASSEL 2 + ID 3 + MC 1 ;
6 }
Koda 4.5: Funkcija inicializacije in zagon časovnika
Nastaviti moramo še časovnik. Najprej priredimo registru TA0CCR0 = 0xF9,
kar je v desetǐskem načinu enako 249. Zakaj 249, bomo videli pri nastavitvah za
register TA0CTL. Z registrom TA0CCTL0 pa omogočimo prekinitve. Register
TA0CTL (nastavitve za register so v tabeli 4.6) nastavimo tako, da najprej izbe-
remo vir ure. V našem primeru je to SMCLK. Z bitom ID 3 delimo uro z 8. V
našem primeru je ura časovnika 1 MHz. Z MC 1 bitom izberemo način delova-
nja časovnika. V našem primeru smo izbrali, da šteje od 0 do vrednosti registra
TA0CCR0, postavi zastavico za prekinitev in potem se ponastavi. Ker smo želeli
frekvenco vzorčenja točno 4000 Hz, smo uro časovnika (1 MHz) delili z želeno
frekvenco (4000 Hz) in dobili, da za to frekvenco potrebujemo vsakih 250 (0–249)
ciklov vzeti vzorec.
[5]
Slika 4.10: Register TA0CTL
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Bit Polje Tip PV Opis
15-10 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
9-8 TASSEL BP 0h











5-4 MC BP 0h
Izbira načina delovanja časovnika.
00b = Stop način. Časovnik je ustavljen.
01b = Štetje navzgor. Časovnik šteje od 0 do
vrednosti registra TA0CCR0.
10b = Nadaljevalni način. Časovnik šteje do
0FFFF v šestnajstǐskem načinu.
11b = Gor dol način. Časovnik šteje do
vrednosti registra TA0CCR0 in potem nazaj do
0000 v šestnajstǐskem načinu.
3 Rezervirano B 0h Rezervirano. Vedno prebrano kot 0.
2 TACLR BP 0h
Počisti časovnik. Nastavitev tega bita ponastavi
TA0R, časovnikov delilnik ure in smer štetja.
TACLR bit se avtomatsko ponastavi in je vedno
prebran kot 0.
1 TAIE BP 0h
Časovnikovo dovoljenje za prekinitve. Ta bit
dovoli TAIFG bitu prekinitveno zahtevo.
0b = prekinitve niso dovoljene
1b = prekinitve so dovoljene
0 TAIFG BP 0h
Časovnikova prekinitvena zastavica.
0b = prekinitev ne čaka, 1b = prekinitev čaka
Tabela 4.6: Opis registra TA0CTL
5 Glavni program in prekinitve
Po končanih inicializacijah pregledamo glavni program in prekinitve. V glavnem
programu najprej pokličemo vse funkcije, ki jih potrebujemo pri inicializaciji. Po
inicializacijah počakamo nekaj milisekund in nato omogočimo globalne prekinitve.
Potem program skoči v neskončno zanko, ki jo lahko vidimo pri kodi 5.1.
1 whi le (1 )
2 {
3 b i s SR r e g i s t e r ( LPM3 bits ) ;
4 }
Koda 5.1: Neskončna zanka
Neskončna while zanka se ponavlja v neskončnost oziroma dokler ni kakšne zu-
nanje prekinitve (izključimo napajanje, zmanjka baterije ...). V to while zanko po-
stavimo ukaz bis SR register(LPM3 bits);, ki nam spravi mikrokrmilnik v način
spanja. V načinu spanja pa ostane toliko časa, dokler ni v okolici dosežen določen
prag hrupa (to smo obravnavali v poglavju Zasnova prototipa izdelka, ki se oglaša
na določeno sekvenco). Ko je nivo hrupa v okolici presegel določen nivo, Schmit-
tov prožilnik preklopi iz logične ”0”na logično ”1”in takrat mikrokimilnik preklopi
na aktivni način in skoči najprej v prvo prekinitev. To je prekinitev časovnika,
ki se proži na določen interval. Kot smo do sedaj ugotovili, se ta prekinitev proži
v aktivnem načinu 4000-krat na sekundo oziroma vsako četrtinko milisekunde.
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1 #pragma vecto r=TIMER0 A0 VECTOR
2 i n t e r r u p t void Timer0 A0 ( void )
3 {
4 ADC10CTL0 |= ADC10ENC | ADC10SC;
5 }
Koda 5.2: Časovnikova prekinitev
Pri kodi 5.2 lahko vidimo časovnikovo prekinitev. Ko skoči v prekinitev,
izvede ukaz ADC10CTL0 |= ADC10ENC | ADC10SC;, kar pomeni, da dovolimo
pretvorbo in začnemo zajem in ta ukaz proži prekinitev pretvornika A/D, ki jo
lahko vidimo pri kodi 5.3.
1 #pragma vecto r=ADC10 VECTOR
2 i n t e r r u p t void ADC10 ISR ( void )
3 {
4 ADC vrednost = ADC10MEM0;
5 TXData ( ) ;
6 }
Koda 5.3: Prekinitev pretvornika A/D
Program najprej skoči v prekinitev in potem priredi spremenljivki
ADC vrednost vrednost, ki je zapisana v registru ADC10MEMO. V registru
ADC10MEMO je shranjena vrednost zadnje pretvorbe. Nato pa kličemo funkcijo
TXData(), katere naloga je prenos vrednosti A/D pretvorbe na terminal. Pri
kodi 5.4 lahko vidimo prvi del funkcije TXData().
1 vrednost [ 0 ]=( (0 b1100000000 &ADC vrednost )>>8) ;
2 vrednost [ 1 ]=( (0 b0011110000 &ADC vrednost )>>4) ;
3 vrednost [ 2 ]=( (0 b0000001111 &ADC vrednost ) ) ;
Koda 5.4: Razdelitev pretvorbe A/D pretvornika na tri dele
Modul UART pošilja po 1 bit naenkrat. V našem primeru bi za eno A/D
pretvorbo UART modul poslal 10-krat. Da bi cikel pošiljanja A/D pretvorbe
skraǰsali, vpeljemo novo spremenljivko, to je vrednost (vrednost[0], vrednost[1]
in vrednost[2]). Spremenljivki vrednost[2] dodelimo prve štiri bite, spremenljivki
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vrednost[1] dodelimo druge štiri bite in spremenljivki vrednost[0] zadnja dva bita.
Potem pa s case stavkom v for zanki spremenimo po štiri bite v eno šestnajstǐsko
število. Kodo spremembe iz dvojǐskega sistema v šestnajstǐski lahko vidimo pri
kodi 5.5.
1 f o r ( j =0; j<=2; j++)
2 {
3 switch ( vrednost [ j ] )
4 {
5 case 0b0000 :
6 hex [ j ]= ’ 0 ’ ;
7 break ;
8 case 0b0001 :
9 hex [ j ]= ’ 1 ’ ;
10 break ;
11
12 . . .
13
14 case 0b1111 :
15 hex [ j ]= ’F ’ ;
16 break ;




Koda 5.5: Pretvorba iz dvojǐskega v šestnajstǐski sistem
Sedaj imamo vrednosti pretvorbe v šestnajstǐskem sistemu, torej v našem pri-
meru od 000 do 3FF (10-bitni pretvornik A/D od 0 do 1023). Tako nam ostane
samo še pošiljanje teh vrednosti na terminal. To naredimo tako, da najprej pona-
stavimo pošiljalni predpomnilnik, nato pa z dvema vgnezdenima while zankama
pošiljamo. Prva while zanka poskrbi, da pošljemo vse tri vrednosti. Druga while
zanka pa čaka, da se v registru UCA0IFG bit UCATXIFG postavi na ”1”, kar
pomeni, da je predpomnilnik prazen in lahko začnemo s pošiljanjem naslednje vre-
dnosti. Na koncu še ponastavimo i nazaj na 0, da je pred naslednjim pošiljanjem
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nazaj v prvotnem stanju. Kodo lahko vidimo kot kodo 5.6.
1 UCA0TXBUF=0;
2 whi le ( i <4)
3 {
4 whi le ( ! (UCA0IFG&UCTXIFG) ) ; // USCI A0 TX bu f f e r ready ?
5 {
6 i f ( i <11)





Koda 5.6: Pošiljanje A/D pretvorbe
Za vsako pretvorbo, ki jo pošljemo, smo zaradi večje preglednosti dodali še en
prazen prostor, da zlahka ločimo med vrednostmi. Kodo, ki nam doda presledek,
lahko vidimo kot kodo 5.7.
1 UCA0TXBUF=0;
2 whi le ( i <1)
3 {
4 whi le ( ! (UCA0IFG&UCTXIFG) ) ; // USCI A0 TX bu f f e r ready ?
5 {





Koda 5.7: Pošiljanje presledka
Na koncu dodamo še eno for zanko, s katero nastavljamo, koliko vrednosti nam
prenese, dokler ne preklopi nazaj v način spanja. Vrednosti, ki so bile poslane,
smo dobili na terminal. Za terminal smo si izbrali program RealTerm, in sicer
zaradi tega, ker lahko vrednosti, ki jih dobimo na terminal, na enostaven način
shranimo v tekstovno datoteko, pa tudi zaradi enostavnega nastavljanja drugih
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parametrov. Terminal RealTerm lahko vidimo na sliki 5.1.
Slika 5.1: Terminal RealTerm
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6 Analize
6.1 Primer vzorca
Za obdelavo vzorcev smo hkrati posneli vzorce s Texas Instrumentsovo razvojno
ploščo prek Adafruitinega mikrofona z operacijskem ojačevalnikom ter s Philip-
sovim namiznim mikrofonom LFH9172/00, ki ga lahko vidimo na sliki 6.1.
Slika 6.1: Philipsov namizni mikrofon LFH9172/00 [8]
Na slikah 6.2 in 6.3 vidimo vzorec plosk in nato besedo, v tem primeru je bila
beseda knjiga. Oba posnetka sta posneta istočasno, ker smo ju potrebovali za na-




Slika 6.2: Vzorec proženja z mikrofonom Adafruit z operacijskim ojačevalnikom.
Slika 6.3: Vzorec proženja s Philipsovim namiznim mikrofonom
V prihodnje bo tak vzorec izgledal malo drugače, saj bo mikrokrmilnik začel
s snemanjem, šele ko bo dosežen določen nivo hrupa. Zamǐsljeno je, da bo plosk
prožilni signal in bo torej prvi del ploska odrezan, to pa zaradi tega, ker je po-
treben določen čas, da mikrokrmilnik preklopi iz načina spanja v aktivni način.
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Da bi predvideli, približno koliko časa nam bo obesek deloval, brez da bi zamenjali
baterijo. smo naredili približen izračun porabe moči. Predvidena baterija je
baterija CR2032, ki jo lahko vidimo na sliki 6.4. Baterija ima kapaciteto 225
mA/h in deluje pri napetosti 3 V.
Slika 6.4: Baterija CR2032 [9]
Po podatkih proizvajalca razvojne plošče (Texas Instruments) je poraba v
aktivnem načinu 81.4 µA/MHz, poraba v najnižjem načinu spanja pa 0.32 µA.
Izmerjena poraba Adafruitinega mikrofona z ojačevalnikom pa od 0,23 mA do
0,5 mA. Porabo Schmittovega prožilnika smo zanemarili. Adafruitin mikrofon
z ojačevalnikom je v aktivnem stanju neprestano, ker posluša in tudi zbudi mi-
krokrmilnik iz načina spanja. Ko je določena meja hrupa v okolici presežena,
se mikrokrmilnik zbudi. Za izračun smo predvideli, da naj bi bilo napačnih in
pravilnih proženj skupaj približno 20/dan. Za točno število so potrebna nadalj-
nja testiranja, ki pa jih nismo opravili. Predvidevali smo, da bo vsako proženje
trajalo 5 sekund. Ker je poraba v aktivnem načinu 81.4 µA/MHz in imamo uro
nastavljeno na 8 MHz, pomeni, da mikrokrmilnik porabi 651,2 µA. V aktivnem
načinu bo le približno 100 sekund na dan (kar smo predvidevali), ostali čas pa
bo poraba 0,32 µA (po podatkih proizvajalca v najnižjem načinu spanja). To
pomeni, da bo povprečna poraba mikrokrmilnika približno 1,07 µA. Za povprečje
porabe mikrofona in ojačevalnika smo vzeli 0,3 mA (odvisno od hrupa okolja).
Iz tega smo izračunali grobo oceno časa delovanja, ki naj bi znašala 745 ur ali




Tekom naloge se je pojavilo kar nekaj problemov, ki pa smo jih na koncu uspešno
rešili. Na začetku smo uporabili razvojno ploščo proizvajalca NXP serije Kinetis,
bazirano na ARM-ovim M0+ jedru, vendar se je izkazalo, da ni najprimerneǰsa,
ker ni namenjena nizko energijskim aplikacijam. Pri naši aplikaciji pa je po-
memben vsak miliamper, saj to pomeni dalǰse delovanje, ker napajanje prihaja
iz baterije. Menimo, da je bila menjava razvojne plošče dobra odločitev. Žal je
nadaljnje delo pokazalo, da tudi trenutna plošča ni ravno izdealna za našo apli-
kacijo. Če bi še enkrat izbirali, bi izbrali podobno razvojno ploščo, ki bi imela
več biten pretvornik A/D, ker bi z njo dobili natančneǰse vzorce. Vendar bi to
verjetno pomenilo, da bi morali uro procesorja povečati, kar bi se zopet poznalo
pri porabi energije. Iz tega sledi, da je nekje potrebno narediti kompromis, kaj
želimo. Za mikrofon z ojačevalnikom smo si izbrali kar Adafruit 1063 vezje z
mikrofonom in ojačevalnikom, s katerim smo bili zelo zadovoljni. Lahko bi dobili
še kaj bolǰsega, vendar bi bila potrebna dodatna testiranja in dodatni nakupi.
Za prehod iz spanja v aktiven način delovanja smo si pomagali s Schmittovim
prožilnikom, ki nam služi kot zbujevalni signal in na ta način lahko, preden akti-
viramo način spanja, izklopimo skoraj vso periferijo. Če ne bi imeli Schmittovega
prožilnika, bi morala razvojna plošča nenehno poslušati, kaj se dogaja v okolici
in ali se vmes pojavi določena sekvenca. Tako pa smo naredili majhen obhod s
Schmittovim prožilnikom, ki zelo zmanǰsa porabo energije, kar je bila tudi naša
prioriteta, kako doseči čim dalǰse delovanje z eno CR2032 baterijo.
S tem projektom smo se naučili uporabljati orodje Eclipsa, na katerem bazirajo
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programska orodja, kot so na primer CodeWarrior (Kinetis) in Code Compo-
ser Studio (Texas Instruments). Ta projekt nam je omogočil, da smo poglobili
svoje znanje C jezika. S CodeWarrior orodjem smo imeli nekaj težav, saj večino
stvari oziroma registrov nastavljamo prek nekakšnega čarovnika in izbiramo prek
padajočih seznamov (hitrost ure, inicializacije modulov ...). Pri orodju Code
Composer Studio pa registre nastavljamo tako, da jim priredimo želene vredno-
sti. Ta način je mogoče časovno manj prijazen, ker se je potrebno bolj poglobiti v
tabele registrov, vendar menimo, da lahko na ta način bolje spoznamo delovanje
mikrokrmilnika in se veliko več naučimo.
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