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1. Bevezetés 
 
 Kétségtelen, hogy a digitális hangtechnológiák teljes mértékben megváltoztatták 
a  média minden ágának a készítését és terjesztését, az azelőtti analóg módszerekhez 
képest. A zenei világ hozzáférhetőbb lett, mint valaha, és széleskörű innovációknak 
örvendhetünk a zenekészítés és előadás terén, mindeközben a régi technológiák egyre 
olcsóbbak és hatékonyabbak.  
 Az egyik legfontosabb aspektusa a zenének az ember biológiájából adódóan a 
zeneművek sztereó képe, ami a hangforrások észlelt elhelyezkedéseinek az összességét 
jelenti. Ennek a képnek a manipulálásával je entős hangulatbeli különbségeket, 
pszichoakusztikai illúziókat lehet elérni, ami mondhatni az ambiens zene alapját képezi. 
 Ezt a manipulációt, mint minden más effektust (pl. kompresszor, kórus, looper, 
torzítás, auto-tune), plugin formájában valósítjuk meg. A plugin-nak  nevéből adódóan 
is egy hosztra van szüksége, ez zenei plugin-ek esetén általában egy DAW (Digital 
Audio Workstation), amin keresztül használhatjuk a őket, legyen az effekt-plugin vagy 
hangszer-plugin (szintetizátorok, MIDI sampler-ek). 
 
 Az általam írt program célja egy olyan plugin megvalósítása, ami a bemeneti jel 
sztereó képét valós időben képes dinamikussá és „szélesebbé” tenni, tehát élő-, 
koncertkörnyezetben is alkalmazható. Ezt binaurális trükkökkel és pszichoakusztikai 
jelenségekkel érjük el, amiket már jól bevált plugin-típusok segítségével 
implementálok. 
 A plugin megvalósításához pontosabban szükség van egy, a sztereó bemenetet 
szélső és középső sávokra bontó (Mid/Side amplifier), egy késleltető (Delay), valamint 
egy hangmagasság-változtató (Pitch Shifter) plugin elkészítésére is. Mindezek az 
építőmodulok önállóan is használhatóak, szintén valós időben, és széleskörűen 
alkalmazhatóak. 
 Összefoglalva a projekt eredménye egy multiplatform plugin-család, melynek 
hasznát lehet venni egy zenedarab mixelésénél, egy album master-elési stádiumában és 
élő előadásoknál is. 
 A plugin a C alapú, nyílt forráskódú LADSPA-ra (Linux Audio Developer’s 
Simple Plugin API) épül, amit több széleskörűen használt DAW is támogat. Ezek közül 
az ingyenes Audacity volt, amit használtam fejlesztési és tesztelési környezetnek. 
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 A dokumentum feltételezi az olvasóról azt, hogy tisztában van a C programozási 
nyelvvel annyira, hogy a dolgozatban felhasznált nyelvi elemekt számára ne jelentsenek 
újdonságot, valamint a matematikai analízissel annyira, hogy a Fourier-
transzformációban és eredményében lévő matematikai elemek ne szükségeljenek 
hosszabb részletezést. 
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2.  Felhasználói dokumentáció 
 
 Ebben a fejezetben az átlagos felhasználó szempontjait és ismereteit figyelembe 
véve fogom bemutatni a program moduljait, azok elméleti háterét, valamint a plugin 
használatához szükséges környezetet, a telepítésének a menetét és a használatát. 
 
2.1. A LADSPA plugin modell 
 
 A LADSPA plugin-eket az API header fájljában  megtalálható 
LADSPA_Descriptor nevű struktúra írja le. A főbb, felhasználóknak is lényeges 
attribútumok, amik szerint osztályozhatjuk a plugin-eket a következők: 
 Unique ID – Minden plugin egy egyedi sorszámot kell kapjon, amit az API
 fejlesztőitől lehet kérelmezni. Ez az elsődleges azonosító.  
 Audio portok száma – Ezek a be- és kimeneti hangcsatornák. Eszerint egy 
 plugin lehet monó (1 be- és 1 kimenet), sztereó (2 be- és 2 kimenet),  
 analizáló (csak bemenet), generáló (csak kimenet), stb. 
 Control portok száma – Ezek az irányító csatornák, melyek szintén lehetnek be- 
 és kimenetiek. A bemeneti irányító csatornákon keresztül  irányíthatóak 
 a plugin-ek paraméterei. A kimeneti irányító csatornák általában 
 analizáló szerepet töltenek be (pl. spektrum kirajzolása). 
 Hard RT (real-time) képes – Ez jelzi, hogy egy plugin képes-e valós időben 
 működni. Ehhez a plugin futási függvénye nem használhat dinamikus 
 memóriakezelő függvényeket, külső könyvtárakat, fájlokat, valamint 
 műveletigénye nem függhet sem a bemenet, sem a plugin állapotától.  
 In place támogatás – Tud-e helyben működni a plugin, azaz lehet-e a bemeneti 
 és kimeneti buffer ugyanaz. 
 run_adding() függvény – Van-e a sima futási függvényen kívül egy olyan 
 definiálva, ami egy meglévő kimenethez adja hozzá a plugin eredményét 
 valamilyen hangerővel, nem pedig kicseréli a kimenetben lévő 
 értéket. Vannak hosztok amelyek a plugin-eket sorba kötve 
 használják (effect chain), ez a funkcionalitás az ő munkájukat könnyíti. 
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 Többek közt a fenti attribútumok alapján fogom bemutatni a program 4 
különálló plugin-ját:  
 a sztereó bemenetet szélső és középső sávokra bontó (Mid/Side amplifier) 
plugin-t 
 egy késleltető/visszhang (Delay) plugin-t 
 egy hangmagasság-változtató (Pitch Shifter) plugin-t 
 és az ezeket együttesen használó fő effekt plugin-t (Stereophilium) 
  
 Fel fogok tüntetni processzorigény metrikákat is, melyek egységesen ugyanazon 
a 44.1 kHz-es bemeneten futtatva voltak mérve, Audacity 2.3.0-ban egy Intel Core i3-
5005U 2.00 GHz-es processzorral. Az értékek nyilván relatívak és tartalm zzák a hoszt 
működtetéséhez szükséges processzorigényt is, tehát csupán szemléltetés végett vannk 
feltüntetve. Láthatóan a plugin-ek modern környezeteken futtatva nem okozhatnak 
problémát. Memóriaigényeket nem fogok feltüntetni, mivel konsta s, kis méretű 
buffereket használok, amelyike ből a legnagyobb is 220.5 kB méretű. 
 
2.2. A program moduljai 
2.2.1. A Mid/Side amplifier plugin 
 A plugin-család legegyszerűbb tagja. Egy sztereó bemenetet nkódol egy, a 
szélső információkat tartalmazó sávra (ami cask az egyik csatornában található meg) és 
egy (nagyrészt) középső információt tartalmazó sávra (ami közös a két csatormában). 
 Alapötletként azt használjuk ki, hogy a két sztereó bementet kivonva 
egymásból a közös rész, ami középen van, eltűnik. Ezzel ellentétben a két sávot 
összeadva pedig a középen lévő információ dominál..  
1. Ábra: A Mid/Side plugin folyamatábrája  
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 Ez lehetővé teszi, hogy külön változtassuk a panned (nem középre mixelt) és a 
középre mixelt sávok hangerejét. Így pl. szélesíthetjük a sztereó képet a szélső adatok 
hangosításával vagy kész darabok mixelését tanulmányozhatjuk, ha teljesen kivonjuk a 
középső sávokat. 
 Tehát kell két erősítési fokozatot irányító control port, ezek a midGain és 
sideGain lesznek. Ezen kívül a plugin tartalmaz még egy harmadik control portot, egy 
kapcsolót (mode), amivel be lehet állítani, hogy a kimenetet dekódolva kapjuk meg (bal 
és jobb sáv), vagy középső és szélső sávokra bontva (ha esetleg külön szeretnénk 
mixelni a kettőt). Utóbbi esetben mégegyszer lefuttatva a plugin-t visszakapjuk a 
dekódolt sávokat. 
 
Unique ID 5621 
Audio portok 2 input/2 output 
Control portok 3: sideGain, midGain, mode 
Hard RT Támogatott 
In Place Támogatott 
run_adding() function Támogatott 
CPU használat 3,4% 
1. Táblázat: A Mid/Side plugin attribútumai 
Irányító csatornák: 
 sideGain: az oldalsó információ erősítési fokozata decibelben1 
 midGain: a középső információ erősítési fokozata decibelben 
 mode: a dekódolás kapcsolója:  
 0 – a csatornákat nem dekódoljuk (mid/side csatornákat kapunk vissza) 
 1 – a csatornákat dekódoljuk (bal/jobb csatornákat kapunk vissza)  
 
 Mint az a táblázatból látható, a plugin tud valós időben, helyben, és a 
kimenethez adva is működni. A processzorigény minimális, hisz mintánként csupán pár 
lebegőpontos összeadásra és szorzásra van szükség.  
                                               
1Fontos megjegyezni, hogy a két erősítési fokozatot irányító csatorna értéke a bemenethez viszonyított 
erősítést/csillapítást jelöli, nem pedig abszolut hangerőértékeket. 
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2.2.2. A Delay plugin 
 A második plugin egy monó2 késleltető, ami kvázi feedback loop-ként működik, 
így véges (maximum 20) visszhangot tudunk vissza- / a bemenethez adni. 
 Mivel a visszhangok száma véges, tehát a feedback loop nem végtelen, ezért 
nem feltétlenül kell a visszhangok hangerejét csökkenteni a káosz elkerülése végett 
(viszont az opció  nyilván jelen van). 
                                               
2Ettől függetlenül használható sztereó bemeneteken is, ekkor mindkét bemeneti csatornára példányosul 
egy Delay plugin 
2. Ábra: A Mid/Side plugin felhasználói felülete 
3. Ábra: A Delay plugin működésének folyamatábrája 
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 A késleltetés idejét 2 és 50 ms közé (és a késleltetések számát 1-re) állítva az 
úgynevezett Haas-féle precedencia-effektust kapjuk meg, ami miatt a hallgató egy 
hangként hallja a két bejövő hang összességét, még ha különböző helyről is halljuk 
őket. Ezt fogjuk többek közt alkalmazni a fő effect plugin-ben is. 
 
 
Irányító csatornák: 
 time: a késleltetés ideje másodpercekben (maximum 5) 
 level: a visszhangok csillapításának a mértéke minden szubszekvens 
 késletetésnél, decibelben 
 number: a visszhangok száma (maximum 20) 
 wet: a késleltetések és a bemenet keverésének az arányát dry/wet arányban 
 szokás megadni, ahol a dry jelöli az eredeti jelet és a wet az eredményt. 
 Tehát 0 értéknél csak az eredeti bemenetből, 1 értéknél pedig csak a 
 kapott eredményből áll a kimenet. 
 
 Ez a plugin is képes valós időben, helyben, illetve kimenethez adva az 
eredményét működni, viszonylag kis processzor- és tárigénnyel. 
Unique ID 5622 
Audio portok 1 input/1 output 
Control portok 4: time, level, number, wet 
Hard RT Támogatott 
In Place Támogatott 
run_adding() function Támogatott 
CPU használat 5,3% 
2. Táblázat: A Delay plugin attribútumai 
4. Ábra: A Delay plugin felhasználói felülete 
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2.2.3. A Pitch Shifter plugin 
 A harmadik plugin egy hangmagasság-változtató (Pitch shifter), aminek a 
segítségével a bemenet harmonikus és tempóbeli tulajdonságait helyben hagyva tudjuk 
megváltoztatni a hangmagasságát. 
 Általában véve hangmagasságbeli változás időhosszbeli változással járna és 
fordítva (gyorsabban lejátszva magasabb frekvenciákat kapun ), viszont ez ritkán 
hasznos. Ezért a hangmagasság változtatást a frekvenciatartományban végezzük. Ehhez 
a bemenetet Fourier-transzformáljuk, amivel az időtartománybeli jelünk spektrumát (a 
jel frekvenciatartománybeli ábrázolását) tudjuk kiszámolni. Mivel a digitális zene 
formátumából adódóan kvantált, ezért a Diszkrét Fourier-transzformációra (DFT) lesz 
szükségünk. Pontosabban mi ennek egy gyorsított változatát h sználjuk (FFT – fast 
fourier transform), mivel az eredeti algoritmus műveletigénye nem engedné meg a 
valós idejű használatot. Az általam használt FFT a Cooley-Tukey féle radix-2 DIT 
algoritmus. 
 Miután a frekvenciatartományban elvégeztük a megfelelő shift-elést és 
szintetizáltuk az új spektrumot, az inverz FFT-t alkalmazva kapjuk meg az időbeli 
eredményünket.  
 A plugin a bemenetet blokkonként dolgozza fel, amiket ablakoknak hívunk 
(melyek 1024 minta nagyságúak). Ahhoz, hogy a plugin elkezdhesse működését, a 
bemenetből egy ablaknyi szegmenst először kell beolvasson, csak ezután kedődik a jel 
feldolgozása. Így az ablak nágyságának megfelelő késéssel kell feltétlenül számolni, 
tehát az eredményt egy ilyen ablak méretével eltolva kapju  vissza (az első ablaknyi 
kimenet pedig nullértékű lesz). Ez az általában használt 44.1 kHz-es mintavételezési 
gyakoriságnál 23 milliszekundumos késést jelent, ami még valós idejű, koncert 
környezetben is elfogadható. 
5. Ábra: A Pitch Shifter plugin működésének folyamatábrája 
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 Így kapjuk meg egy ablaknyi bemenetnek a pitch shift-elt eredményét, azonban 
az algoritmus periodicitásán való alapja miatt az ablak szélein szakadási pontok3 
keletkeznek. Ezért az ablakot úgy mozgatjuk, hogy ezek átf djék egymást, és egy simító 
ablakfüggvényt alkalmazunk rajtuk. A plugin négy különböző simító ablakot kínál 
(négyszög, Hann, Hamming, és Blackman-Harris). Ezek közül az első nem mondható 
valódi simító ablaknak, így torzított eredményt generál, szemléltetésképp van benne.  
 Példának okáért az alábbi ábrán látható a négyszög-, illetve a Hann 
ablakfüggvény, valamint egy általuk generált spektrum:  
  
 Ahogy látható, a négyszög ablakfüggvénye sokkal zajosabb, a spektrális 
szivárgás jóval nagyobb, de cserében pontosabban mutatja a csúcsfrekvenciát, mint a 
                                               
3 Ez annyit jelent, hogy az eredmény nem folytonos, ami glitch-nek nevezett anomáliákban hallható. 
7. Ábra: A Hann ablakfüggvény [13] 
6. Ábra: A négyszög ablakfüggvény [13] 
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Hann ablakfüggvény. Helyzethez alkalmazkodva kell választanunk, hogy mikor melyik 
ablakfüggvényünkt használjuk. 
 A hangmagasság-változás mértékét zenei egységekben adhatjuk meg, 
félhangokra és centekre bontva. 12 félhang tesz ki egy oktávot, és 100 cent tesz ki egy 
félhangot. A plugin +/- 13 félhang távolságot képest változtatni. Ennek köszönhetően a 
plugin képes teljesen új hangzást adni dolgoknak, és kis méretű változtatásokra is, 
például egy fals énekrész korrigálására, vagy úgynevezett microshift-elésre.  
 Található még a plugin-ban egy keverési arányt irányító csatorna is (wet), amivel 
a kimeneti csatornában keverhetjük a kapott eredményt a neki megfelelő bemeneti 
jellel. Ennek segítségével egy harmonizálóként is funkcionálhat a plugin (pl. keverve a 
bemenetet és a 7 félhanggal feljebb emelt verzióját Gregorián-kórus hangzást 
kreálhatunk). 
 
 A plugin, mint az összes többi Pitch Shifter, messze nem tökéletes. Definíció 
szerint matematikailag lehetetlen tökéletesen izolálni valós jelek frekvenciáit, aminek az 
okát a határozatlansági elvhez vezethetjük vissza, mivel a frekvencia és az idő 
konjugált párt alkot. Változó mennyiségű fázis-hibák bekövetkeznek, frekvenciák 
majdnem eltűnhetnek, ha a hullámok fázisból kiesettek (phasse cancellation). Emellett 
a kimenet amplitúdója is változhat, ez viszont könnyen korrigálható.  
 Ennek ellenére, összességében az eredmény stabil, tehát miután kiválasztottuk a 
hangmagasság-változtatás mértékét a plugin mellékhatásai statiku ak és vártak. 
 
 
Irányító csatornák: 
 semitones: a hangmagasság-változtatás mértéke zenei félhangokban 
 cents: a hangmagasság-változtatás mértéke zenei centekben 
Unique ID 5623 
Audio portok 1 input/1 output 
Control portok 4: semitones, cents, window, wet 
Hard RT Támogatott 
In Place Támogatott 
run_adding() function Támogatott 
CPU használat 7,5% 
Latency (késés) 1024 minta 
3. Táblázat: A Pitch Shifter plugin attribútumai 
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 window: a használt ablakfüggvény kapcsolója:  
 1 – négyszög ablak 
 2 – Hann ablak  
 3 – Hamming ablak 
 4 – Blackman-Harris ablak 
 wet: a pitch shift-elt eredmény és az eredeti bemenet keverésének arányát 
 dry/wet arányban szokás megadni, ahol a dry jelöli az eredeti jelet és a 
 wet az  eredményt. Tehát 0 értéknél csak az eredeti bemenetből, 1 
 értéknél pedig csak a  kapott eredményből áll a kimenet. 
 
 A gyors Fourier-transzformáció algoritmusának köszönhetően ez a plugin is 
képes valós időben, helyben, illetve kimenethez adva az eredményét működni. A 
processzorigény egy kicsit nagyobb, mivel az algoritmus már nem lineáris 
műveletigényű, és sok trigonometrikus függvényt használ. 
 
2.2.4.  A Stereophilium plugin 
 A fő effekt plugin, mely a találó és kreatív Stereophilium nevet kapta, 
kombinálja az eddig bemutatott három plugin funkcionalitását egy egyszerűen 
alkalmazható sztereó effektus eléréséhez. 
 A plugin először a Mid/Side plugin-ban használt módszerrel felbontja a sztereó 
bemenetet szélső- és középső sávokra. A szélső sávot rákötjük egy Delay plugin-ra, ami 
egy rövid idejű késleltetést alkalmaz (40 ms) a sávon, ezzel precedencia-effektust 
keltve. A középső sávot két különböző Pitch Shifter plugin-ra kötjük, melyek azonos 
8. Ábra: A Pitch Shifter plugin felhasználói felülete 
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mennyiségű pár centtel le- illetve felemelik a hangmagasságot, amit croshift-elésnek 
hívunk. Az egyik microshift-elt eredménytsávot a bal-, a másikat a jobb kimenethez 
adjuk hozzá. 
 A kapott eredményeket egy alacsony frekvenciájú (általában maximum 20 Hz) 
oszcillátor segítségével mozgatjuk a két sáv között, ezzel dinamikussá téve a már 
“szélesebb” és “mélyebb” sztereó képet. 
 
 
 
 A plugin az eredmény különböző részeinek a hangerejének, illetve az oszcillátor 
frekvenciájának az irányítására ad lehetőséget, így külön külön is alkalmazhatóak az 
effektusok. Továbbá az oszcillátor 0 Hz-nél kikapcsol, és kiegyenlíti a két kimenetet, 
ezzel megszüntetve a dinamikát. 
 A Pitch Shifter működéséből eredően ez a plugin is ugyanannyi késéssel 
működik, ami ~23 ms az általános 44.1 kHz-es mintavételezési gyakoriságnál. 
 
 
 
9. Ábra: A fő effekt plugin működésének folyamatábrája 
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Irányító csatornák: 
 originalGain: a bemenet erősítési fokozata decibelben5 
 delayGain: a Haas-effektust realizáló késleltetés erősítési fokozata decibelben 
 pitchShiftGain: a microshift-elt sávok erősítési fokozata decibelben 
 LFO_Frequency: az oszcillátor frekvenciája Hz-ben 
 
 Természetesen ennek a plugin-nak a legnagyobb a processz rigénye, viszont 
még mindig elég kicsi, hogy a mai processzorok könnyen futtathassák valós időben is. 
Emellett a helyben és kimenethez adható funkciót is megtartotta. 
 
                                               
4 Ez az érték magába foglalja az aleffektek processzorigényét is. Ebből látszik, hogy a hoszt működtetése 
teszi ki a feltüntetett értékek jelentős részét.  
5Ahogy a Mid/Side plugin eseténél,  az erősítási fokozatok értékei a bemenethez viszonyított 
erősítést/csillapítást jelölik, nem pedig abszolut hangerőértékeket. 
Unique ID 5624 
Audio portok 2 input/2 output 
Control portok 
4: originalGain, delayGain, pitchShiftGain, 
LFO_Frequency 
Hard RT Támogatott 
In Place Támogatott 
run_adding() function Támogatott 
CPU használat 13,2%4 
Latency (késés) 1024 minta 
4. Táblázat: A fő effekt plugin attribútumai 
10. Ábra: A Stereophilium plugin felülete Audacity-ben 
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2.3. A program használata 
2.3.1. Környezeti feltételek 
A program használatához mindösszesen három dolog szükséges: 
 A LADSPA SDK, ami a LADSPA honlapjáról[1] ingyenesen letölthető 
 Tetszőleges C fordító, amely megfelel az ISO C99 szabvány specifikációinak 
 Egy LADSPA plugin-ek futtatását támogató hoszt 
 Ez utóbbinak egy listája megtalálható szintén a LADSPA honlapján, valamint a 
LADSPA SDK tartalmaz egy Linuxos operációs rendszer alatt futtatható egyszerű 
hosztot is (applyplugin.c), mellyel futtatni lehet egy plugint egy bemeneti .wav fájlon. 
 Személy szerint én az ingyenes Audacity-t ajánlom hosztnak, mely a mai napig 
széleskörű használatnak és fejlesztői támogatásnak örvend. A plugin használatát is ezen 
a hoszton fogom szemléltetni.  
 
2.3.2. Fordítás és telepítés 
 Mint az kiderülhetett már a bevezetőből, a 4 plugin-nak 4 különböző fordítási 
egység felel meg, valamint egy 5. fordítási egységben, a main.c-ben található a plugin-
eket az API-val összekötő kód. 
 Windowsos operációs rendszer alatt egy .dll kiterjesztésű, megosztott könyvtárat 
kell készítenünk. Ez például az ingyenes GCC szabad fordítóprogram-gyűjtemény 
segítségével a következőképpen történik: 
gcc -shared -o DN.dll main.c midSide.c delay.c pitchShifter.c 
stereophilium.c 
 
 Ahhoz, hogy a kapott DN.dll nevű fájlt használni tudjuk, mindössze a választott 
hosztunk plugin-mappájába kell helyeznünk. 
 A plugin nyilván Linuxos operációs rendszereken is működik, fordítása hasonló 
módon történik, csupán a Windowsos .dll helyett .so (shared object) kiterjesztésű a 
megosztott könyvtár, így ilyen fájlt kell készítenünk.  
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2.3.3. Használat 
 Ha a hosztba sikeresen betöltöttük a plugin-családot, a használ tuk megegyezik 
az összes többi LADSPA plugin-éval. Ez Audacity esetén a következőképp folyik: 
1. Betöltjük  a plugin-csomagot: 
  
11. Ábra: Audacity használata: plugin-csomag betöltése 
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2. Elkészítjük/betöltjük (drag and drop) a használni kívánt sávokat, majd kijelöljük 
azt, amelyiken a plugin-t használni szeretnénk, és megnyitjuk  azt: 
 
 
 
12. Ábra: Audacity használata: plugin megnyitása 
19 
 
3. Ez előhozza a már fent látott alapértelmezett LADSPA GUI-kat, melyek 
használata magától értetődő: 
 
 Az Effect Settings panel tartalmazza a control portokat, amivel a plugin 
paramétereit irányíthatjuk. 
 A Manage fül alatt menthetjük el a jelenlegi paramétereket preset-ként, 
állíthatjuk alaphelyzetbe őket, stb. 
 A Start Playback gomb elkezdi a valós idejű alkalmazását a plugin-nak, azaz 
elkezdi lejátszani a kijelölt sávrészt, alkalmazva rá a plugin-t, közben pedig 
lehetőségünk van  a paramétereket változtatni. A Skip Backward és Skip 
Forward gombokkal hátra- illetve előre tudunk ugrani a lejátszásban. 
 Az Enable kapcsolóval tudjuk be- és kikapcsolni a plugin-t, így összevethetjük 
valós időben a plugin hatását a bemenettel. 
 Az Apply gombbal a teljes kijelölt sávrészekre alkalmazzuk a plugin-t a jelenlegi 
paramétereivel. 
  
13. Ábra: Audacity használata: a LADSPA GUI 
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3. Fejlesztői dokumentáció 
 
 Ebben a fejezetben részletesebben fogom ismertetni a plugin-ek működésének 
megértéséhez szükséges elméleti hátteret: a digitális jelfeldolgozás alapjait, a LADSPA 
plugin-ek architektúráját, majd az általam készített plugin-eket működtető 
algoritmusokat és adatszerkezeteket fogom bemutatni. Ezután a program tesztelési 
tervére is kitérek, végezetül pedig röviden vázolom a program továbbfejlesztésének pár 
lehetséges útvonalát. 
 
3.1. A digitális jelfeldolgozás alapjai 
3.1.1. Az analóg hullámok 
 A hangok a levegő molekuláinak valamilyen rezgés általi mozgásával 
keletkeznek. Az így létrejövő légnyomás változását felírhatjuk az idő egy folytonos 
függvényeként[5], ezeknek a grafikus reprezentációját pedig hullámformáknak hívjuk 
(waveform). Hullámformákról beszélhetünk még többek közt elektromos jelek és 
anyagfizikai mozgásjelenségeknél is. 
 A hullámformák tanulmányozása egy rendkívül fontos területe a fizikának. 
Röviden azt mondhatjuk, hogy a hullámformák segítségével  magyarázhatóak a 
hullámok fizikai térben való terjedésének a jelensége. A hullámformák főbb-, 
számunkra fontos karakterisztikái: 
 Amplitúdó : A hullám pillanatbeli eltérése az egyensúlyi állapottól. 
Csúcs-amplitúdónak (peak-amplitude) nevezzük ennek a 
maximális/minimális értékét. 
 Frekvencia: A jelciklus ismétlődésének a száma egy adott 
időintervallumon. (SI-beli mértékegysége a Hertz, ami az egy 
másodpercenkénti ismétlődések számát jelöli). 
 Fázis: A hullám pillanatbeli relatív értéke a ciklus teljes periódusát 
tekintve. Szögekben fejezzük ki az idő függvényében, 2π jelöli a ciklus 
egy teljes periódusát. 
 Harmonikus tartalom : A hullámformát alkotó egyszerűbb szinusz-
hullámok, amikre felbontható. 
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3.1.2. Az analóg jelek digitalizálása 
 Ahhoz, hogy a hanghullámokból eljussunk az mp3-ig, először is egy 
transzduktorra (transducer) van szükségünk. Ez egy olyan eszköz, ami egy 
energiaformát (jelen esetben a légnyomásértékeket) egy másikba alakít át (elektromos 
jelekké). Ezeken alapszik többek között a mikrofonok és a hangszórók működése is. 
 A kapott elektromos jelet egy ADC (analog to digital converter) alakítja digitális 
jellé. Ez az eszköz nagyon gyors frekvenciával leméri az elektromos jelet. A mérés 
eredményeit mintáknak  (sample), a folyamatot mintavételezésnek (sampling), ennek a 
frekvenciáját pedig mintavételezési gyakoriságnak (sampling rate), amit Hz-ben 
mérünk. A kapott minták értéktartománya még mindig folytonos,  így az értéküket is 
diszkretizáljuk, más szóval kvantáljuk. 
 
 
 
 Folytonos függvények diszkretizációja nyilván információvesztéssel jár, ezért 
ennek a két lépésnek a paraméterei határozzák meg a kapott digitális jel minőségét és 
pontosságát. 
 Az első ilyen paraméter a mintavételezés gyakorisága, ugyanis ez egy felső 
határt szab a helyesen reprezentálható frekvenciákra. Ez az úgynevezett Nyquist-
14. Ábra: Analóg jel digitalizálása [3] 
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frekvencia, amit a Nyquist-Shannon tételből kaphatunk meg. Eszerint a legmagasabb 
frekvencia, amit szeretnénk digitalizálni, legfeljebb feleakkora lehet, mint a 
mintavételezés gyakorisága. Ez könnyen belátható, hiszen azt kell feltételeznünk két 
egymás utáni mintáról, hogy a jel a legrövidebb távolságot tette meg közöttük. Ha 
viszont a jel gyorsabban váltakozik, mint ahogy azt a mintavételezésünk egyértelműen 
rögzíteni tudná, akkor ezeket hibás, úgynevezett álfrekvenciákként (alias frequencies) 
észleljük. 
 
 
 
 Ezek az álfrekvenciák harmonikus torzítást vezetnek be, ezért nnek elkerülésére 
a mintavételezés előtt általában egy úgynevezett low-pass filteren vezetjük át a jelet[4]. 
Ez az eszköz egy megadott határon felüli frekvenciákat (cut-off frequency) nem enged 
át.  
 
15. Ábra: A Nyquist-határ feletti frekvencia digitalizálása 
A piros hullám jelöli a bemeneti jelet, a szaggatott a mintavételezés utáni digitális jelet [7] 
16. Ábra:  Az aliasing effektus [4] 
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 A második fontos megkötés a digitális jel dinamikus távolsága (egy minta által 
felvehető legnagyobb és legkisebb (abszolut) érték aránya), amit a kvantálás pontossága 
ad meg. A leggyakrabban használt, 16-bites felbontás 96,3 dB dinamikus távolságot 
képes reprezentálni, mig a 24-bites felbontás 144,5 dB-t. Ha a digit lizált jel meghaladja 
a digitális formátum dinamikus távolságát, a jel torzítódik. Ezt nevezik clipping-nek. 
 Példának okáért a CD minőség 44100 Hz mintavételezési gyakoriságú és 16 
bites a dinamikus távolsága. 
 
3.2. A LADSPA plugin-ek működése 
 
 A digitalizált jel manipulálására szolgálnak a zenei plugin-ek, amiket hosztok 
segítségével futtathatunk. A LADSPA feladata a plugin és a hoszt közti összeköttetést 
megteremteni. Ezt, a már a fentebb említett LADSPA_Descriptor struktúrával teszi meg, 
ami a plugin-t azonosító adattagokon kívül (egyedi azonosítószám, címke, készító, 
szerzői jog, stb.) tartalmazza még a plugin csatornáinak az információit a következő 
adattagokban: 
 PortCount: Az összes csatorna száma (audió és irányító csatornák is) 
 PortDescriptors: Ez a tömb tartalmazza a PortCount számú csatornák fajtáját, 
 azaz, hogy be- vagy kimeneti csatorna-e, és, hogy audio vagy irányító 
 csatorna 
 PortNames: A csatornák neveit tartalmazó tömb, amik a felhasználói fe ületen is 
 fel vannak tüntetve 
 PortRangeHints: A csatornák intervallumára megkötéseket javasolhatunk6 a 
 hosztnak, ez a tömb ezeket tartalmazza. Itt adható meg, hogy az irányító 
 csatornák logaritmikusan legyenek  feltüntetve, csak egész számokra 
 állíthatóak legyenek, és az alaphelyzeti értékük. 
 
 A csatornákon keresztül adódik át az információ a hoszt és a plugin között, 
lebegőpontos számok formájában, amit LADSPA_Data néven használ az API, viszont a 
közérthetőség kedvéért float-ként fogok rá hivatkozni. Emellett a LADSPA_Descriptor 
tartalmazza még a plugin-t működtető függvényeket. Ezek paraméterül 
                                               
6 A hosztok nem feltétlenül veszik figyelembe a javaslatot, ezért a plugin-ek nem feltételezhetik, hogy a 
megkötések feltétlenül teljesülnek. Ezek csupán a felhasználóbar t ki lakítást segítik. 
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LADSPA_Handle-ként kapják meg és adják tovább a valódi plugin struktúráját, és név 
szerint a következőek: 
 instantiate: Ez a függvény példányosítja a plugin belső adatszerkezetét és 
 foglalja le a buffereihez szükséges memóriát. A plugin megnyitásánál 
 hívódik meg, itt rögzítjük a mintavételezési frekvenciát. 
 connect_port: Ez a függvény a plugin megfelelő csatornáját egy paraméterül 
 kapott mutató  helyére állítja. 
 activate: Ez egy opcionális függvény ami a plugin minden futtatása előtt 
 meghívódik. Itt töröljük a plugin-ek memóriáit, hogy ne az előző 
 használatból megmaradt bufferekkel induljanak. 
 run: A plugin-t futtatja a bemeneti csatornájára állított adatok egy paraméterül 
 megadott nagyságú blokkján. 
 run_adding: A run fügvénnyel analóg működő opcionális funkcionalitás, 
 amely annyiban különbözik, hogy a kimenettel keverjük a futási 
 eredményt, nem pedig kicseréljük. 
 set_run_adding_gain: A run_adding funkcionalitással együtt kötelező megadni. 
 Ezzel a fügvénnyel állítható be a hangerő amivel a run_adding függvény 
 hozzáadja az eredményét a kimenethez. 
 deactivate: Az activate fügvénnyel párhuzamos opcionális függvény, ami az 
 utolsó futtatás után hívódik meg. 
 cleanup: A plugin által használt memória felszabadításáért felelős függvény. 
 
 
17. Ábra: A LADSPA_Descriptor struktúrája  
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A LADSPA_Descriptor-ok a plugin-könyvtár betöltésénél példányosulnak az 
ON_LOAD_ROUTINE szekcióban, ami jelen esetben a m in.c állományban található.  
 
3.3. A Mid/Side amplifier plugin működése 
 
 A plugin-család 0-ás indexű tagja, a LADSPA_Descriptor-a a 
midSideDescriptor. Maga a plugin a MidSide struktúrával valósul meg (ez adódik át 
LADSPA_Handle-ként). A szerkezete a midSide.c és midSide.h állományokban van 
definiálva, és a következő: 
 
 
  
 
  
 Mint látható, mindössze a sztereó be- és kimeneti csa ornákhoz kellő 4, illetve az 
irányító csatornához kellő 3 adathelyre mutató pointer-t és a run_adding függvény által 
használt hangerőt tartalmazza. A plugin nem használ buffereket, így activate/deactivate 
függvénye sincs. 
 A működése alapötlete, hogy a két bemeneti sávot kivonva egymásból 
megkapjuk azt az információt, ami csak a bemenetek egyikében található meg. Ez 
alapján: 
 side = (left – right)/2 
 mid = (left + right)/2 
 A side sávban tehát a csak a szélső információk találhatóak meg, a mid sávban 
pedig a középső információ kétszer nagyobb hangerővel található meg, mint a szélső 
információk. Ebben az alakban elvégezzük a kívánt hangerőmódosításokat (egyszerű 
szorzás a megfelelő erősítési faktorral), majd a mode paraméter szerint visszaadjuk a 
mid és side sávokat, vagy dekódoljuk őket a következőképp:  
 left = mid + side 
 right = mid - side 
18. Ábra: A Mid/Side plugin struktúrája  
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3.4. A Delay plugin működése 
 
 A plugin-család 1-es indexű tagja, a LADSPA_Descriptor-a a delayDescriptor. 
Maga a plugin a Delay struktúrával valósul meg (ez adódik át LADSPA_Handle-ként), 
aminek a szerkezete a delay.c és delay.h állományokban van definiálva, és a következő: 
 
 
 A plugin csatornáin kívül a késleltetési bufferek helyei, méretei, és a bufferen 
lévő írófej jelenlegi helyzetét (egy index) is eltároljuk, valamint a mintavételezés 
gyakoriságát. 
 A bufferek számát a MAX_DELAY_NUMBER konstans adja meg, a méretük 
pedig a MAX_DELAY_TIME konstanstól függ. A bufferek mérete elég nagy kell legyen, 
hogy legalább ennyi időnek megfelelő számú mintát tudjon tárolni. További kikötés, 
hogy a buffer mérete 2-hatvány legyen, ezzel jelentősen gyorsíthatjuk a működést. 
Mivel a buffereket „ciklikusan” használjuk, ezért minden bufferelemre való 
hivatkozásnál az & (éselő) bitművelettel a buffer index-intervallumába toljuk az 
indexeket (a kevésbé hatákony % maradékoperátor helyett). Ezeket a buffereket és az 
írófejet minden futás előtt az activate függvényben alaphelyzetbe állítjuk. 
 A buffereket szintes szerkezetben használjuk, tehát mindegyik buffer egy 
visszhangnak felel meg: a 0 indexű buffer az első késleltetést tartalmazza, a következő 
szint az 1 indexű buffer, ami a második késleltetést tartalmazza, és így tovább.  
  
 
 A futási függvény minden bemeneti mintára a következőképpen számolja ki a 
kimeneti értéket: 
19. Ábra: A Delay plugin struktúrája  
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 Összeadjuk egy akkumulátorba a kért, number számú visszhangot, amelyek a 
bufferekben a writeInd indexen találhatóak. 
 Ezt keverjük a wet csatornában megadott arányban a bemeneti mintával és 
kiküldjük a kimeneti csatornán 
 A buffereket közben a level csatorna értéke szerint halkítva a következő bufferbe 
helyezzük, a writeInd indexétől a kívánt időmennyiségű késleltetésnek 
megfelelő mintamennyiséggel eltolva. (az elsődleges visszhang pedig a bemenet 
lesz). 
 Végül léptetjük a writeInd írófejet és a be- és kimeneti blokkokat.  
 
Mindezt képletekkel felírva, bármely bemeneti mintának megfelelő kimenet i mintának a 
kiszámolása a következőképp néz ki: 
 
       ∑                            
                                                  ; 
         n: 2,3..number                                     
 
ahol Buffern  az n-edik buffert jelöli. A delay a kívánt késleltetés hosszát jelöli 
mintákban, az Input és Output pedig a be- és kimeneti mintát. 
 Ne feledjük, hogy a bufferek hivatkozásainál van még egy & művelet, hogy 
ciklikusan használhassuk őket, tehát amikor elérjük a buffer utolsó indexét, onnan 
visszakerülünk a buffer elejére.  
  
28 
 
3.5. A Pitch Shifter plugin működése 
 
 A plugin-család 2-es indexű tagja, a LADSPA_Descriptor-a a 
pitchShifterDescriptor. Maga a plugin a PitchShifter struktúrával valósul meg (ez 
adódik át LADSPA_Handle-ként), aminek a szerkezete a pitchShifter.c és pitchShifter.h 
állományokban van definiálva, és a következő: 
 
 Mint azt az ábra mutatja, a plugin csatornáin kívül bufferek sokasága található a 
struktúrában, valamint két metódus: az egyik a gyors Foutier-transzformációé, a 
másikkal pedig egy szám utolsó k bitjét megfordítja. Emellett látható még, hogy a 
komplex számokat is elláttuk egy struktúrával (Complex), amin definiáltuk az 
amplitúdó és fázis függvényt, valamint komplex számok összeadását, kivonását, és 
szorzását. 
 Ahhoz, hogy elkezdhessük bemutatni a plugin működését, előbb tisztában kell 
lennünk a fő működtető algoritmusával, a gyors Fourier-transzformációval (FFT). 
  
20. Ábra: A Pitch Shifter plugin struktúrája  
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3.5.1. A diszkrét Fourier-transzformáció 
 Induljunk ki a jól ismert Fourier-transzformációból: 
   ∫                 
  Ezzel a függvénnyel a jelünket, ami felhírható az idő függvényében, mint  x(t), 
átalakíthatjuk a frekvencia egy X(f) függvényévé. Az így kapott eredményt hívjuk a jel 
spektrumának, ami az összetett bemeneti jelet alkotó egyszerűbb hullámokat leíró 
információkat tartalmazza (amplitúdó, frekvencia, fázis). 
 Ahhoz, hogy ezt a digitális jelünkon alkalmazhassuk, diszkretizálnunk kell a 
függvényt, így megkapva a diszkrét Fourier-transzformációt[6]: 
    ∑                  
 ahol N jelöli a minták számát,    az n-edik mintaelemet, k pedig a frekvencia 
diszkretizálásából adódó frekvenciapontokat, amit kosaraknak hívunk és belőlük is N 
darab van. Fontos megjegyezni, hogy, bár mi csak valós részű jelekkel fogalkozunk, a 
képletben megjelenő     és    komplex számokat jelölnek.           
A fenti jelölést bevezetve észrevehetjük, hogy megjelennek az N-edik egységgyökök,      alakban. Ezeket twiddle faktoroknak hívjuk. A twiddle faktorok kiszámíthatóak 
használat előtt, viszont ez még mindig N darab komplex szorzást jelent valós időben 
mind az N frekvenciakosárra nézve, tehát a DFT műveletigénye nagyságrendileg    . Ez valós idejű alkalmazást nem tesz lehetőve, ezért egy javított algoritmusra 
lesz szükségünk. 
 
3.5.2. A gyors Fourier-transzformáció 
 A gyors Fourier-transzformáció, vagy FFT röviden (Fast Fourier transform) 
nem egy konkrét metódust jelöl, hanem algoritmusoknak azon csportját, melyek N 
hosszú mintasorozat DFT-jét         nagyságrendű műveletigénnyel képesek 
kiszámolni. 
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 Ezek közül a legelterjettebbet, a Cooley-Tukey radix-2 DIT (decimation in time – 
oszd meg és uralkodj)[6] algoritmust mutatom be, valamint használom a plugin keretein 
belül. 
 Az algoritmus használatához először megkötést kell tennünk a mintavektor 
méretére: ez 2-hatvány kell legyen7, azaz    . 
 Az algoritmus kiinduló ötlete az, hogy felbonthatjuk a DFT-ben szereplő 
szummát páros és páratlan indexű tagokra: 
    ∑               ∑         
    
     ∑             
    
   
  ∑                     ∑           
    
    
 
Vegyük észre a twiddle faktorokon a következő összefüggéseket: 
 periodikusak:           
 szimmetrikusak:              
 és a vektorok hosszát felezve egy feleakkora elemszámú DFT együtthatóit 
kapjuk meg:           
                                               
7 Ha ez nem igaz a bemeneti jelre, akkor kibővíthetjük 0-sokkal 2-hatvány hosszúságúra, ezzel nem 
befolyásoljuk az eredményspektrumot. Ezt a módszert hívják zero-paddingnek.  
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Mindezek az egységgyökök ábrázolásából rögtön egyértelműek: 
Ennek ismeretében felírhatjuk a DFT-t két N/2 nagyságú DFT-vel 
    ∑                     ∑            
    
    
 ∑             ∑               
    
   
    
         
 
ahol k=0..N/2-1,    és   jelölik a páros- és páratlan számok N/2 nagyságú 
DTF-jét. A fentebb leírt összefüggéseknek köszönhetően         értéke is 
kiszámolható ezek függényeként, így a vektor teljes hosszát lefedhetjük: 
        ∑                            ∑                
    
    
 ∑                          ∑                  
    
   
    
    
21. Ábra: Twiddle faktorok N=8 esetén [6] 
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 ∑              ∑                
    
   
    
         
  
Ehhez felhasználtuk, hogy:                  
 
Összefoglalva, k=0..N/2-1:               
                     
   
  
 Tehát a DFT teljes egészét lefedtük két feleakkora DFT-vel. Ezt a módszert 
rekurzívan alkalmazhatjuk míg 2 nagyságú DFT-kig jutunk, melyek kiszámítása 
rendkívül egyszerű: 
       (  )          (  )                   (  )          (  )          (  )           
 
 Továbbá, mivel az M. szint k. és l. eleme csakis az (M-1). szint k. és l. elemétől 
függ, a függvény in place is képes működni, azaz elegendő egy buffert használnunk. 
A teljes folyamatot ábrázolva az úgynevezett DFT pillangó rajzolódik ki: 
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Ahhoz, hogy ezt a „pillangót” rekreálhassuk, észre kell vennünk, hogy bal oldali 
számok éppen fordított  bit-sorrendben  sorakoznak. 
Pl.    esetén a fent látható sorozat:  
0, 4, 2, 6, 1, 5, 3, 7 ↔ 000, 100, 010, 110, 001, 101, 011, 111, 
amit megfordítva: 
 000, 001, 010, 011, 100, 101, 110, 111 ↔ 0, 1, 2, 3, 4, 5, 6, 7. 
  
 Ezeket az indexeket, mint az N-edik egységgyököket, előre ki tudjuk számolni, 
így az algoritmus valós műveletigénye N/2 komplex szorzásra és N komplex 
összeadásra és kivonásra egyszerüsödik az összes      szintre, tehát sikerült elérni a 
22. Ábra: A radix-2 DIT FFT algoritmus folyamatábrája N=8 mint ára [6] 
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kívánt         nagyságrendű műveletigényt, ami már alkalmas valós idejű 
használatra. 
 
3.5.3. Az inverz diszkrét Fourier-transzformáció 
 Az előzőleg bemutatott függvény ellentétes irányú párja. Diszkrét 
frekvenciatartományú komplexsorozatot transzformál egy diszkrét időtartománybeli 
komplexsorozattá[6]: 
   ∑                
 A feljebb bemutatott módszerrel analóg módon levezetve megkapjuk ennek a 
függvénynek is a radix-2 gyorsított változatát, az iFFT-t: 
                
                      
   
Mint látható, a kapott algoritmus csupán a twiddle faktorok képzetes részének 
előjeleiben különböznek (ami a komplex számok trigonometrikus alakjából  rögtön 
adódik, hisz a koszinusz függvény páros, a szinusz függvény pedig páratlan). Emiatt 
könnyen implementálható egy metódusban a transzformáció mindkét iránya. 
 
3.5.4. A rövid idejű Fourier-transzformáció  
 Ahhoz, hogy hasznát vehezzük a fentebb bemutatott algoritmusnak, a bemeneti 
jelünket szegmensekre (frame) kell bontsuk, mivel időben lokalizáltan van szükségünk 
a frekvenciaadatokra (a teljes bemenet spektrumával nem sokat kezdhetünk). Ezt a 
metódust rövid idejű Fourier-transzformációnak, vagy STFT-nek (short-time Fourier 
transfrom). 
 Ehhez a bemeneti jelet egy ablakfüggvénnyel szorozzuk meg, ami a 
szegmensen kívül eső részeken null értékű. Attól függően, hogy milyen ablakfüggvényt 
használunk, különböző mennyiségű spektrális szivárgással kell szembesülnünk, ami 
elkerülhetetlen. 
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 Kezdetnek vizsgáljuk az ablak méretét. Attól függően, hogy mekkorára 
választjuk az ablakot, változik az eredményspektrum frekvenciafelbontása. Minél 
kisebbre választjuk az ablakot, annál pontosabb lesz az időtartománybeli felbontás 
(hisz kisebb időintervallumokon könnyebb lokalizálni), viszont annál pontatlanabb lesz 
a frekvenciafelbontásunk (hisz annyi frekvenciakosár jut a frekvenciatartományra, 
ahány mintából áll az ablak, tehát minél kisebbnek választjuk az ablakot, annál nagyobb 
frekvenciatartományokat kell lefedjenek a kosarak).A frekvencia és idő ezen kapcsolata 
a Heisenberg-féle határozatlansági elv egyik ikertételééből, a Fourier-féle 
határozatlansági elvből ered[12], ugyanis a frekvencia és az idő konjugált párt alkotnak 
(mint a pozició és a momentum), azaz létezik egy fizika  határa a pontosságnak, amivel 
mindkettőt egyszerre mérhetjük[11].  
 
23. Ábra: Az STFT ablak méretének a hatása a spektrum pontosságán [11] 
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 Beszélnünk kell továbbá az ablakfüggvényről. Ezek határozzák meg a valódi 
frekvenciák pontos behatárolhatóságát, valamint a spektrális szivárgást, ami abból ered, 
hogy a frekvenciakosarak nem csak a saját tartománybeli frekvenciákat jelzik, hanem 
korreláltak , így egy bemeneti frekvencia több kosárra is hatássl van. A felhasználói 
dokumentációban már látott téglalap- és Hann-, valamint a plugin-ban implementált 
további 2 simító ablakfüggvények és mintaspektrumjaik:  
24. Ábra: A négyszög ablakfüggvény [13] 
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26. Ábra: A Blackman-Harris ablakfüggvény [13] 
 
 
 
27. Ábra: A Hann ablakfüggvény [13] 
25. Ábra: A Hamming ablakfüggvény [13] 
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 Bár mondhatni, hogy a Hann ablakfüggvény a legelterjettebb, ahogy látható 
mindegyik ablaknak megvanak a maga előnyei és hátrányai. A négyszög ablakkal 
kaphatjuk meg a legpontosabb csúcsokat, viszont nagyon nagy mennyiségű spektrális 
szivárgás miatt a gyengébb frekvenciák elárnyékolódnak. Ezzel ellentétben a Blackman-
Harris ablak remekül kiiktatja az oldalsó lebenyeket, viszont a csúcsfrekvencia közeli 
frekvenciák észlelhetetlenek. 
 A valódi frekvenciák pontosabb behatárolásához az STFT ablakát nem az ablak 
méretével mozgatjuk minden szegmens után, hanem úgy, hogy ez átfedje valamilyen 
arányban az előző ablakot. Ez az overlap faktor, melyet  általában 4-nek választunk 
meg, ami 75%-os átfedésnek felel meg. Nyilván minél nagyobb ez a faktor, annál 
pontosabban tudjuk a frekvenciákat behatárolni, viszont annál nagyobb lesz a számítási 
idő is. Ennél talán nagyobb probléma, hogy az átfedéses ablakok szakadási pontokat 
eredményeznek, ami glitch-ként észlelhető anomáliákhoz vezet. Ennek kiküszöbölésére 
a szintetizált eredmény hullámainak a fázisát is figyelemben kell tartanunk. Ezzel pedig 
nekiláthatunk a Pitch Shifter plugin működésének a tanulmányozásához. 
 
3.5.5. A pitch shift-elés lépései 
 A fent ismertetett elméleti háttér ismeretében már vizsgálhatjuk a Pitch Shifter 
plugin működését:  
 A bemenetet egy bufferbe (inputBuffer) gyűjtjük amíg az eléri az STFT 
ablakának a méretét (FFT_SIZE = 1024 minta). Míg ezt eléri, addig 0-t küldünk 
a kimeneten, ez a plugin késése (avagy latency). 
 Ha a bemeneti buffer elérte az STFT ablak méretét, akkor onnan egy működési 
bufferbe (buffer) helyezzük át, alkalmazzuk rajta a simító ablakfüggvényt 
(window) és elvégezzük a hangmagasság-változtatást, ami lejjebb lesz 
részletezve. 
 Az eredmény amplitúdóját korrigáljuk , és ismét alkalmazzuk az 
ablakfüggvényt, majd egy akkumulátor bufferbe (outputAccum) gyűjtjük. A már 
lefedett mintablokkokat (azaz a jelenlegi ablak első lépéstávolságnyi mintáját) 
egy kimeneti bufferbe (outputBuffer) helyezzük, ahonnan később a kimeneti 
csatornára helyezzük az eredményeket. 
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 Minden frame után az ablakot léptetjük (emlékeztetőül a lépéstávolságot az 
overlap faktor határozza meg), azaz a bemeneti és akkumulátor bufferek 
tartalmát lépéstávolságnyival hátra-shift-eljük. 
 
Az STFT szegmensein végzett hangmagasság-változtatást három lépésre oszthatjuk fel: 
1. Analízis: Ebben a részben számoljuk ki a bemeneti jel összetevőinek 
amplitúdóját és valós frekvenciáját. Először a bufferen futtatjuk a 
fastFourierTransfrom függvényt, amelynek a bufferen kívül paraméterül kell 
adni a fent említett N-edik egységgyököket tartalmazó tömböt, a fordított bit-
sorrendet tartalmazó indextömböt, valamint azt, hogy FFT-t vagy iFFT-t 
végezzen a metódus a bufferen.  
 Miután futtattuk az FFT-t a bufferen, végigiterálunk a frekvenciakosarak 
első felén (valós jel esetén a második fele csak az első fél konjugáltjait 
tartalmazza fordított sorrendben), és kiszámoljuk az általuk mutatott hullámok 
magnitúdóját és valódi frekvenciákat. Az előbbit a komplex számok jól ismert 
hosszképletével, míg az utóbbit a hullám fázisával fogjuk kiszámolni. 
 Miután kiszámoltuk a kosár fázisát (egy egyszerű tangens művelet), 
kivonjuk ezt a kosár előső ablakban mért fázisával, amit a phaseBuffer-ben 
tárolunk. Ezt a fáziskülönbséget összehasonlítva a várt fáziskülönbséggel 
(amit akkor észlelnénk, mikor a valódi frekvencia épp a kosárfrekvencia lenne) 
kiszámoljuk a várt különbségtől való eltolódást. Ezt az értéket a [-π,+π] 
intervallumba tolva, majd elosztva ez előbb említett várt fáziskülönbséggel 
megkapjuk a fázis relatív eltérését a várttól, amely arány megegyezik a valódi 
frekvencia kosárfrekvenciától való relatív eltérésével, így megkaptuk a kosár 
által mutatott valódi frekvenciát. 
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2. Processzálás: Ebben a részben dolgozzuk fel a kiszámolt adatokat: a 
hangmagasság-változtatás mennyiségének megfelelő  shift-elt frekvenciákat  és 
a hozzájuk tartozó magnitúdókat másik kosarakba helyezzük. Az új kosár 
megtalálásához a kosár indexét is megszorozzuk a shift-elési rátával, ennek az 
egészrésze lesz az új kosár indexe. Az eredményeket a spektrumBuffer-ben 
tároljuk, ami komplex számoknak egy tömbje, viszont ez ne zavarjon meg 
senkit, nem komplex számokat tárolunk benne, hanem magnitúdó-frekvencia 
párokat.  
 
3. Szintézis: Ebben a részben készítjük el az új, hangmagasság-változtatott 
spektrumot, amiben a fázisokat úgy állítjuk be, hogy ne keletkezzen k szakadási 
pontok.  
 Ehhez a processzálási rész eredményein végigiterálunk, és az analízis 
részben végzett átalakítások fordítottját végezzük el: Kiszámoljuk a valós 
frekvencia kosárfrekvenciájától való relatív eltérését. A várt fáziskülönbség 
segítségével vissza tudjuk számolni a valódi fáziskülönbséget. A kosár eddigi 
fázisösszegéből (amit a phaseAccumulator bufferben tárolunk) ki tudjuk 
számolni, mely fázis fog eleget tenni ennek a szükséges fáziskülönbségnek. A 
fázis és a magnitúdó ismeretében szintetizáljuk az új spektrumo  a komplex 
28. Ábra: A pitch shift-elés analízis részének a folyamatábrája 
41 
 
számok trigonometrikus alakjával (a valós részüket koszinuszhullámokkal, a 
képzetes részüket szinuszhullámokkal). 
 Ezen a spektrumon alkalmazzuk az iFFT-t, és ezzel megkapjuk a 
bemeneti jel ablakának pitch shift-elt eredményét.  
 
 
  
29. Ábra: A pitch shift-elés szintézis részének a folyamatábrája 
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3.6. A Stereophilium plugin működése 
 
 A plugin-család 3-as indexű tagja, a LADSPA_Descriptor-a a 
stereophiliumDescriptor. Maga a plugin a Stereophilium struktúrával valósul meg (ez 
adódik át LADSPA_Handle-ként), aminek a szerkezete a stereophilium.c és 
stereophilium.h állományokban van definiálva, és a következő: 
 
 Mint ahogyan azt várhattuk, a plugin csatornáin kívül tartalmaz egy Delay és két 
Pitch Shifter plugin struktúrát is. Ezek mindegyikéhez tartozik egy buffer ill tve egy, a 
paramétereiket tartalmazó tömb. Itt kihasználjuk, hogy a plugin-ek képesek in place, 
azaz helyben is működni, tehát egy buffer elegendő a használatukhoz. Ezentúl a 
struktúra tartalmaz még két-két be- és kimeneti buffert is és egy indexet, amiben azt 
tároljuk, hogy jelenleg hol tartunk a buffer feldolgozásában. Végül pedig megjelenik 
egy új struktúra, a LowFrequencyOscillátor is, melynek két adattagja van: a 
frekvenciájához tartozó fázis lépés mérete mintánként, valamint a jelenlegi lépésszám. 
A két metódusának segítségével állítható be a struktúra frekvenciája, illetve léptethető 
az oszcillátor, ami vissza is tér az értékével.  
 
30. Ábra: A fő effekt plugin struktúrája 
43 
 
3.6.1. A Haas-effektus 
 A Haas-effektus, más nevén precedencia-effektus vagy az első hullámfront 
törvénye egy binaurális pszichoakusztikai jelenség, mely szerint, ha egy hangot elég 
rövid időn belül követ egy másik hang (az úgynevezett visszhang-küszöb alatt), akkor 
egyetlen hangjelenségként észleljük  és ennek az észlelt térbeli elhelyezkedése az első 
érkező hangéval egyezik meg. 
 Tehát, ha két hang érkezése közti időintervallum ebbe a “fúziós zónába”[9] esik 
(~2−50 ms között), akkor az első hang forrása fogja dominálni mindkét hang 
lokalizációját, még, ha hangosabb is a második hang akár 10 dB-el[9]. A végeredmény 
egy, az eredetinél sokkal mbiensebb/“tágasabb” hangzás. 
 
 Ezt a jelenséget kihasználva rendkívül hatásosan lehet szél síteni/mélyíteni egy 
zenedarab sztereó képét, és teret teremteni a hangszerek között, a hanganyag hangszíni 
tulajdonságait nem változtatva. 
 Ez az egyik módszer, amivel a fő effekt plugin sztereó hangzást ér el, és ez a 
Delay plugin feladata. A másik használt módszer a microshift-eléses felbontás: egy 
középső sávot le- és felemelve pár centtel, majd a kapott eredményeket szétosztva a 
sztereó kimenetek között egy sokkal vastagabb és mélyebb sztereó képet kapunk. 
 Összefoglalva tehát a plugin szétosztja a sztereó bemenetet szélső és középső 
sávokra, a Mid/Side plugin-ban ismeretetett módon, majd a szélső sávon egy rövid 
késleltetésú Delay plugin-t alkalmaz, a középső sávot pedig két Pitch Shifter plugin-nal 
microshift-el. 
 Az eredményeket egy alacsony frekvenciájú oszcillátorral a sztereó kimenet 
két sávja között egyensúlyozzuk, ezzel a sztereó képet diszkréten, de észlelhetően 
dinamizálva. Ahogy a bal csatornán nő a késleltetett sáv hangereje, úgy a jobb csatornán 
csökken. A microshift-elt sávok esetén eközben ennek pont a fordítottja történik, így 
megtartjuk a hangerő egyensúlyt a két sáv közt. Az oszcillátornak hála a zenei 
atmoszférát életre kelthetjük, a hangforrások mozgását szimulálhatjuk és a darab 
hallgatását sokkal magával ragadóbbá tudjuk tenni. 
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Emlékeztetőképp, a plugin felhasználói dokumentációban már bemutatott 
folyamatábrája: 
 
 
 
31. Ábra: A fő effekt plugin működésének folyamatábrája 
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3.7. Tesztelés 
 A program moduljaihoz különálló, önműködő fekete doboz teszteseteket írtam, 
tehát a plugin-ek belső struktúráját közvetlenül nem manipuláljuk, csak a függvényeiket 
alkalmazzuk véletlenszerű bemeneteken. A tesztek egymásra épülve a plugin-ek, 
valamint segédfüggvényeik működésének helyességét igyekeznek ellenőrízni.  
 A tesztesetek futtatásához egy, az ISO C99 szabvány specifikációinak megfelelő 
C fordító, valamint a LADSPA honlapjáról letölrhető LADSPA SDK szükségesek. 
Fordításuk Windowsos és Linuxos operációs rendszer alatt ugyanaz a Delay plugin 
példájában: 
gcc .\tests\pitchShifter_Test.c .\pitchShifter.c –o delay_Test  
 
 Ennek eredménye az önállóan futtatható delayTest, amelyet futtatva a konzolra 
kiírja a kapott eredményeket: 
 
 
3.7.1. A Mid/Side plugin tesztesetei 
 A Mid/Side plugin tesztesetei az irányító csatornák függvényében ellenőrzik a 
véletlenszerű bemeneti mintákon a kimeneten kapott ereddményt. A tesztesetek: 
 Mindkét csatornát eredeti hangerejével átengedjük 
 Mindkét csatorna hangerejét minimalizáljuk 
 A két bemeneti csatorna ugyanaz 
 A két bemeneti csatorna tartalmaz különböző információt 
 A kimeneti módot enkódolásra és dekódolásra állító kapcsoló működése 
32. Ábra: Az egyik önűködő tesztnek a kimenete 
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A tesztek tehát lefedik az paraméterek szélsőséges eseteit és a várt eredményekkel 
összevetve ellenőrzik a kimenet helyességét. 
 
3.7.2. A Delay plugin tesztesetei 
 A Delay plugin tesztesetei az irányító csatornák függvényében ellenőrzik a 
véletlenszerű bemeneti mintákon a kimeneten kapott ereddményt. A tesztesetek: 
 A bemeneti csatornát eredeti hangerejével átengedjük 
 A bemenetet késleltetjük egy véletlenszerű időmennyiséggel 
 Két visszhangot kérünk a bemenetre -10 dB hangerővel 
 A bemenetet véletlenszerű arányban keverjük az eredménnyel 
 
A tesztek így a paraméterek szélsőséges eseteit lefedik és a várt eredményekkel 
összevetve ellenőrzik a kimenetet. 
 
3.7.3. A Pitch Shifter plugin tesztesetei 
 A Pitch Shifter plugin tesztelésénél külön teszteljük  a Fourier-transzformációs 
függvényt a plugin működésén kívül. A bemeneteknek itt a frekvenciája véletlenszerű, 
hisz teljeszen véletlenszerű bemenetből nem tudunk következtetéseket levonni. A 
tesztesetek: 
 Egy véletlenszerű frekvenciáju szinusz hullám spektrumát inverz Fourier-
transzformálva a helyes koszinusz hullámot kapjuk 
 A legelterjettebb hullámformák a megfelelő spektrumot eredményezik-e 
Fourier-transzformációt követően (szinusz-, négyszög-, fűrészfog-, és 
háromszöghullámok). 
 A Pitch Shifter a bemenetet átengedi a teljes hangerejévl 
 A Pitch Shifter a bemenet hangmagasságát helyben hagyva a megfelelő 
spektrumú kimenetet generálja. 
 A Pitch Shifter hangmagasság-változtatás mellett a megfelelő spektrumú 
kimenetet generálja. 
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Emellett grafikus spektrum analizátorral is ellenőrízzük a plugin eredményeit: 
 
  
  
33. Ábra: 440 Hz-es szinusz hullám és ennek 2 félhanggal felemelt eredményhullámának 
spektruma. A főfrekvencia helyesen A4-ről B4-re kerül. 
34. Ábra: Összetett bemenet és ennek fél hanggal feljebb emlt eredményének a 
spektruma. A csúcsfrekvencia helyesen G3-ról G#4-re került 
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 Mint látható, bár a plugin közel sem tökéletes, a kapott eredmények a kívánt 
kimenethez elég közeli eredményeket generálnak, hogy alkalmazható legyen a plugin. 
 
3.7.4. A Stereophilium plugin tesztesetei 
 A fő effekt plugin tesztelése kitér az alacsony frekvenciás oszcillátor 
működésére, illetve teszteli az irányító csatornáinak függvényében a plugin eredményét. 
A tesztesetek: 
 Kikapcsolt állapotú oszcillátor eredménye 
 Véletlenszerű frekvenciájú oszcillátor eredménye 
 A plugin a bemenetet eredeti hangerejével átengedi 
 A plugin a késleltetett eredményt engedi csak át  
 
Mivel ez a plugin csak az előzőeket alkalmazza egy oszcillátorral kombinálva, ezért ez 
kevés tesztelést szükségel (és kevés tesztelésnek is hagy helyet). Ezek a tesztesetek 
kellően lefedik a szélsőséges eseteket, a plugin működése ezen felül az őt alkotó 
alplugin-ek működésére bomlik.  
 
 
 
35. Ábra: Négyszög hullám és ennek 50 centtel felemelt eredményének a hullámformája. 
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3.8. Továbbfejlesztési lehetőségek 
 
 A plugin-ek továbbfejlesztésének és bővítésének lehetőségei végeláthatatlanok, 
további hozzájuk adható funkcionalitásoknak csak a kreativitás szab határt. Emellett a 
LADSPA készítőitől 40 egyedi azonosítót kapott a plugin-csomagom, szóval további 
plugin-ek hozzáadása is lehetséges. Példának okáért felsorolok pár lehetséges jövőbeli 
célkitűzést a plugin-családnak, amit a jelenlegi architektúra támogat: 
 Elsősorban egy egyedi felhasználói felület készítése, ami megkülönbözteti az 
ide tartozó plugin-eket a többitől. 
 Monó pluginek sztereó verziójának készítése. Bár jelenleg is a várt módon 
működnek sztereó bemeneten is a monó plugin-ek, ez radikálisan növelné 
beállítható paraméterek számát, ezzel nagyobb szabadságot adva a 
felhasználónak. 
 A Delay plugin bővítése visszhang típusokkal, amelyek jobban rekreálják 
egy bizonyos tér atmoszféráját. Például egy high-pass filter hozzáadásával a 
fafelületek mély frekvenciás abszorpcióját lehet szimulálni. Emellett 
bővíthető még pl. egy egyszerű végtelen feedback móddal. 
 A Pitch Shifter plugin-t felhasználva rendkívül egyszerűen készíteni egy 
kórus vagy akár egy flanger effektust is, hisz ugyanazon a 
frekvenciatartománybeli shift-elésen alapszanak. Továbbá a Pitch Shifter 
fejleszthető lenne még beépített amplitútó korrigálással, valamint 
átalakítható teljesértékű fázis vokóderré, ami a hangmagasság-változtatás 
mellett időbeli nyújtásra/összenyomásra is képes (állandó frekvencia 
mellett). Ez nyilván megvalósíthatatlan valós időben, viszont a jelenlegi 
Pitch Shifter eredményét resample-elve (azaz interpolációval az eredményül 
kapott mintablokkot másik mintavételezési gyakoriságúra alakítjuk) nem sok 
munkát venne igénybe. 
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 A jelenlegi architektúrát elhagyva, a lehetőség megvan a plugin-ek portolására is 
elsősorban más hosztokra, illetve más API-ra is. A LADSPA manapság már 
meglehetősen elavultnak számít, és jelenleg fejlesztés alatt áll a második verziója, az 
LV2 . Ettől függetlenül, a plugin-ek fejlesztése remek rálátást adott az eddigi API-k 
előnyeire és hátrányaira, ami lehetőséget adna akár egy saját plugin-hoszt interfész 
létrehozására. 
 LADSPA-nál maradva pedig egy, kifejezetten erre az architektúrára fejlesztett 
valós idejű hoszt készítése is hasznos lenne, mint a VST plugin-ek számára a 
Cantabile. 
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4. Konklúzió 
 
 Összességében tehát sikerült megvalósítani a célként kitűzött hatású, 
multiplatform plugin-csomagot, mely működésének helyességét bizonyítani igyekszik a 
fejlesztői dokumentációban részletesen kifejtett elvárásoknak való megfelelés, illetve a 
jól nyomon követhető tesztek. 
 Mint az a továbbfejlesztési lehetőségeknél röviden bemutatásra került, rengeteg 
fejleszthető aspektusa van még a programnak. Ennek ellenére a plugin-ek jelenlegi 
állapotukban is széles körben használhatóak, és az elvárásoknak eleget tesznek, a fő 
effektus plugin pedig egy egyedi kombinációja a jól ismert és elterjedt késleltető és 
hangmagasság-változtató effektusoknak. Továbbá a valós idejű funkcionalitásnak 
köszönhetően nem csak studió környezetben, hanem élő-, koncertkörnyezetben is 
egyszerűen alkalmazhatóak. 
 Kétségtelenül, ez a projekt egy rendkívül jó kiindulópontot nyújtott a zenei 
szoftverek fejlesztésére, ésrálátást adott a jelenlegi architektúrák hiányosságaira, ezzel
több téren is rámutatva a további lehetséges effektusok és innovációk határtalan 
sokaságára.  
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