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Cílem této práce je ověřit funkčnost synchronizace objektových databází přes CoreData
a Datastore. Ověření funkčnosti synchronizace objektových databázi jsem provedl pomocí
dvou zařízení a experimentálního serveru. V předložené bakalářské práci jsem vytvořil kni-
hovnu DB2iCloud, která poskytuje abstraktní rozhraní CoreData pro Datastore. Přínosem
této práce je vytvoření knihovny DB2iCloud v demonstrační aplikaci a ověření funkčnosti
CoreData a Datastore.
Abstract
The goal of this work is to verify the functionality of the synchronization object databases
via CoreData and Datastore. Verification of functionality synchronization object database I
made using two experimental devices and the server. In the present bachelor thesis I created
the library DB2iCloud, which provides an abstract interface for CoreData Datastore. Be-
nefits of this work is to create a library DB2iCloud in the demo application and verification
of CoreData and Datastore.
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Předložená bakalářská práce se zabývá problematikou synchronizace objektových databází
na platformě iOS. Motivací této práce byla poměrně neutěšená situace ve sdílení a verzo-
vání dokumentů mezi zařízeními (mobilními i desktopovými) jednoho uživatele. Speciálním
případem dokumentu je souborové uložiště systémem podporovane databáze Sqlite 3. Nad
databazí Sqlite 3 firma Apple Inc. vybudovala abstrakci charakteru OO databáze známé
pod jménem CoreData. Firma Apple Inc. poskytuje princip synchronizace dokumentů (UI-
Document /NSDocument) mezi zařízeními, který v knihovnách Apple dlouhodobě funkční
a je všeobecně považována za robustní.
Postupem času se ukázalo, že databáze SQLite 3 uložená v souboru UIDocument fun-
guje nespolehlivě. Jelikož se daná problematika netýká pouze úzkého okruhu vývojářů,
začali při tvorbě aplikací vývojáři používat i řešení od konkurenčních firem. V předložené
bakalářské práci se také zabývám i řešením Datastore od konkurenční firmy Dropbox, Inc.,
které bylo vytvořeno jen pár měsíců před začátkem zpracování předložené bakalářské práce.
Integrace Datastore do aplikace pro iOS/OS X bohužel není tak přímočaré jako použití fir-
mou Apple Inc. propagované CoreData. Vývojáři mobilních aplikací se snaží garantovat
uživatelům dlouhodobou koncepčnost a robustnost uložení jejich dat v aplikacích, proto
nastává otázka, které řešení zvolit. Toto je výchozí bod předkládané bakalářské práce.
Cílem předložené bakalářské práce je ověřit funkčnost iCloud. Dále proběhne prozkou-
mání a ověření alternativního řešení Datastore. Ověření funčnosti proběhne za pomocí expe-
rimentální infrastruktury vytvořené v této práci. Obě řešení budou použity v jednoduché de-
monstrační aplikaci, která bude umožňovat uživateli zvolit si řešení dle svých preferencí. Pro
vložení obou řešení do jedné aplikace bude vytvořena knihovna DB2iCloud, která umožní




Rozbor tématu a použitých metod
Předložená bakalářská práce se zabývá problematikou synchronizace objektových databází.
Podrobněji se zabývá podporou efektivity a stability synchronizace objektové databáze.
Cílová platforma pro předloženou bakalářskou práci je iOS verze 7. Operační systém iOS
je určen pro mobilní zařízení, jmenovitě iPhone, iPad a iPod touch. Tuto platformu vyvíjí
firma Apple Inc.. Pro cílovou platformu bude vyvinuta demonstrační aplikace, jejichž účelem
bude otestovat synchronizaci databáze.
Firma Apple Inc.. dodává pro vývoj mobilních aplikací nástroj jménem Xcode, který
poskytuje vývojáři grafické prostředí. Mobilní aplikace pro platformu iOS jsou implemen-
továny převážně v jazyce Objective-c[1]. Grafické prostředí je realizováno knihovnou Cocoa
Touch.
2.1 Struktura a činnost typické aplikace s persistentním ulože-
ním dat
Druhým bodem práce je vytvořit aplikaci obsahující souběžně různé typy synchronizace
databáze. Zadaní předložené bakalářské práce nedefinuje konkrétní téma demonstrační apli-
kace, a proto jsem se rozhodl zvolit mobilní peněženku, která vhodně prezentuje různé typy
vazeb v objektové databázi. Mobilní peněženka je určena pro zaznamenávání výdajů uživa-
tele. Demonstrační aplikace je založena na návrhovém vzoru od Apple Inc.. Návrhový vzor
se nazývá Model View Controller (MVC) [8] je určen k programování aplikací na platformu
iOS. Veškeré knihovny předpokládají použití tohoto vzoru.
Model View Controller je objektový vzor používaný pro tvorbu aplikací na platformě
iOS. Návrhový vzor je graficky znázorněn na Obrázku 2.1. Vzor obsahuje tři základní
elementy:
• Komponenta Model - Stará se o uložení a správu dat.
• Komponenta View - Množina jednoduchých grafických prvků, která je uspořádána do
grafického rozhraní.
• Komponenta Controller - Slouží k propojení komponenty View s komponentou Model.
V této práci se budeme především zajímat o komponentu Model.
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Obrázek 2.1: Model View Controller 1
2.1.1 Komponenta Model
Hlavním účelem komponenty Model je zapouzdřit data v aplikaci. Dále obsahuje veškerou
jeho logiku pro práci s daty. Může mít vztahy s ostatními komponentami Model. V pří-
padě jakýchkoli změn uvnitř komponenty Model je o události informována komponenta
Controller. Komponenta Model může představovat charakter ve hře nebo diář s kontakty.
Většina komponent Model komunikuje s persistentním uložištěm.
2.1.2 Komponenta View
Druhým elementem je komponenta View. Jedná se o množinu grafických prvků, jejichž
cílem je pouze zobrazovat uživatelské prostředí uživateli. View není zodpovědné za ukládání
dat, a rozhodně by nemělo jakkoliv komunikovat s komponentou Model. Oba elementy
předpokládají co největší míru znovupoužitelnosti. Druhým velmi významným cílem View
je informovat aplikaci o uživatelských akcích.
2.1.3 Komponenta Controller
Komponenta Controller je prvkem mezi komponentou View a komponentou Model. Jejím
cílem je řídit, reagovat na události a zajišťovat změny v komponentě Model nebo kom-
ponentě View. Komponenta Controller přijímá uživatelské reakce z komponenty View a
na jejich základě komunikuje s komponentou Model, která pak následně vyhodnotí danou
událost a informuje o výsledku komponentu Controller. Následně jsou změny přeneseny do
komponenty View.
2.1.4 Grafické rozhraní aplikací na iOS
Na platformě iOS jsou prvky většinou zobrazeny pomocí tabulek. Grafická třída pro zob-
razení tabulky se nazývá UITableView. Příklad grafického zobrazení je na Obrázku 2.2.
Na třídě UITableView demonstruji návrhový vzor Model -View -Controller. UITableView
představuje komponentu View z návrhového vzoru a předpokládá propojení se dvěma zá-
kladními objekty:
• Reference dataSource - zdroj dat pro tabulku, který představuje komponentu Model.
1Převzato z internetové stránky https://developer.apple.com/library/ios/documentation/
general/conceptual/CocoaEncyclopedia/Model-View-Controller/Model-View-Controller.html
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• Reference delegate - objekt který reaguje na změny v UITableView. Reference Delegate
odpovídá komponentě Controller
Obrázek 2.2: Vlevo je zobrazena kolekce záznamů, vpravo je zobrazena editace jednoho
záznamu.
Reference dataSource poskytuje pro třídu UITableView zdroj dat, ve většině případů se




Druhým důležitým prvkem je reference delegate, který slouží k reakcím na uživatelské
prostředí. Například metody, které reference delegate většinou implementuje:
• tableView:willSelectRowAtIndexPath:
• tableView:heightForRowAtIndexPath:
2.2 Princip Ubiquity v Apple Inc. knihovnách
Při vývoji mobilních zařízení vznikla potřeba mít uživatelská data na všech zařízeních. Jako
reakci na potřebu sdílet data napříč všemi zařízeními jednoho uživatele, představil Apple
Inc. řešení v podobě Ubiquity souborů. Do češtiny bychom mohli název Ubiquity přeložit
jako všudypřítomnost. Řešení funguje na principu, při kterém každé zařízení obsahuje lo-
kální kopii dat a mezi zařízeními jsou přenášeny pouze změny. Ubiquity soubory nejsou
proto rozdílné od souborů, které nejsou synchronizovány.
2.2.1 Princip Ubiquity
Princip Ubiquity je definována následovně[4]:
• Uložení dat ve speciální složce, která je označena pro synchronizaci dat.
• Aplikace obsahuje rozhraní, kterým operační systém informuje aplikaci a nových změ-
nách.
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• Aplikace provádí čtení a zápis do souboru.
• Operační systém automaticky synchronizuje data uvnitř této složky s ostatními zaří-
zeními.
Vhodným příkladem pro princip Ubiquity je třída UIDocument. Třída UIDocument je
základní třídou pro správu dat dokumentů na systému iOS. Soubor je přenášen po částech,
aby operační systém nemusel přenášet při každé drobné úpravě celý soubor na server. Třída
UIDocument představuje soubor složený z různých komponent. Jedna komponenta může
reprezentovat například jeden obrázek nebo text. V takovémto případě jsou na iCloud server
přeneseny pouze metadata a změněné bity. Tento proces probíhá i při stahování dat z iCloud
serveru.
Změny dat, které dorazí na server ze zařízení, rozešle server na ostatní zařízení v nezmě-
něné podobě. Tím je zabezpečeno, že server nepoškozuje přenášená data. Jednou z výhod
přenosu souboru po částech představuje zmenšení objemu přenášených dat. Přenášená data
obsahují informace o čase vytvoření změn. Pokud nejsou data doručena ve správném pořadí,
mohou nastat konflikty. Například:
• Uživatel modifikuje jeden záznam současně na dvou zařízeních.
• Jedno zařízení neobsahuje nejnovější verzi dat a jsou provedeny úpravy. Při stahování
nastane konflikt, protože stejná data byla upravena na dvou zařízeních.
Vzhledem k tomu, že se tato práce nezabývá konflikty objektových databází, je zde daná
problematika zmíněna pouze pro úplnost.
2.3 Princip činnosti objektové databáze
Objektová databáze je složena z objektů a vztahů mezi nimi. Objekty je potřeba uložit
do persistentního uložiště. Uložení je problematické realizovat, protože vazby mezi objekty
v databázi jsou realizovány pomocí ukazatelů v paměti. Z tohoto důvodu, jsou objektové
databáze uloženy zpravidla jako relační.
Pro pochopení činnosti objektové databáze je nejprve nutné zmínit pojem entitně relační
model [10], ze kterého vychází objektové databáze v knihovně od Apple Inc.. Pro správu
relační databáze se používá jazyk SQL. Existují čtyři základní operace v relační databázi:
Vložení entity. Příklad v jazyce SQL
INSERT INTO ‘název_tabulky‘ (‘klic1‘, ‘klic2‘)
VALUES(’hodnota1’, ’hodnota2’)
Úprava entity. Příklad v jazyce SQL
UPDATE ‘název_tabulky‘ SET ‘klic‘ = ’hodnota’
Smazání entity. Příklad v jazyce SQL
DELETE FROM ‘název_tabulky‘
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Operace selekce. Příklad v jazyce SQL
SELECT * FROM ‘název_tabulky‘
Příkazy pro úpravu, smazání a selekci entit mohou obsahovat predikát. Pro převod entitně
relačního modelu na objektovou databázi musíme provést následující kroky:
• Každá entita představuje jednu třídu v objektovém modelu.
• Atributy entity jsou totožné s atributy objektů.
• Cizí klíče, které jsou primitivní hodnotou, jsou nahrazeny ukazatelem na cílový objekt.
Objektová databáze taktéž obsahuje metody pro manipulaci s objekty. Metody jsou velmi
obdobné.
Vložení objektu. Příklad v jazyce Objective-c
Expense *expense = [NSEntityDescription insertNewObjectForEntityForName:
@"Expense" inManagedObjectContext:self.managedObjectContext];
Smazání objektu. Příklad v jazyce Objective-c
[context deleteObject:[self.fetchedResultsController objectAtIndexPath:
indexPath]];
Selekce objektů. Příklad v jazyce Objective-c
NSFetchRequest *fetchRequest = [[NSFetchRequest alloc] init];




NSArray *fetchedObjects = [self.managedObjectContext executeFetchRequest:
fetchRequest error:&error];
Zásadní rozdíl je mezi úpravou objektu v objektové databázi a úpravou záznamu v rela-
ční databázi. V objektové databázi představuje pouhá změna atributu úpravu databáze,
na rozdíl od relační databáze, kde musí proběhnout explicitní příkaz pro změnu hodnoty.
Metoda pro listování objekty je velmi podobná relační verzi a taktéž obsahuje predikát a
řazení výsledných objektů.
Nevýhoda objektové databáze ve správě paměti je při načtení všech objektů do operační
paměti. Protože představují velkou zátěž operační paměti, zvláště na mobilních zařízeních.
Proto je nutné dbát na to, aby celá databáze nebyla načtena do operační paměti. Dále
můžeme ušetřit paměť tak, že nebudeme ihned načítat objekty, které jsou v relaci s načte-
nými objekty, ale načteme je, až je budeme opravdu potřebovat.
Tato práce se zabývá dvěma databázovými řešeními. Apple Inc. nabízí řešení v podobě
iCloud, který je přístupný přes CoreData. CoreData představuje abstrakci objektové data-
báze, která je vytvořena na relační databází SQLite 3. Další zkoumané řešení je od Dropbox,
Inc., které ovšem představuje pouze relační databázi, a i to je ještě velmi benevolentní k da-
tabázovým omezením.
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2.3.1 Úvod do knihovny CoreData
CoreData[7] je abstrakce, která vytváří objektovou databázi. CoreData databáze je fyzicky
realizována přes databázi SQLite 3 a je určena pro menší velikosti databází. CoreData ob-
sahuje třídu pro popis datového modelu. Datový model lze upravovat z grafického prostředí,
které poskytuje aplikace Xcode. Při překladu aplikace je datový model převeden na objekt
a vložen do zdrojového kódu aplikace. V datovém modelu lze vytvářet entity, neboli ob-
jekty, a je možné objekty mezi sebou propojovat vazbami, měnit typy vazeb, počet a datový
typ atributů. Atributy mohou být následujících typů: nedefinovaný, Integer16, Integer32,
Integer64, Decimal, Double, Float, String, Boolean, Date, BinaryData, Transformable, Ob-
jectID.
Objektová databáze je složena z objektů, které představují standardní objekty z ob-
jektového programování. Pro lepší správu databáze Xcode obsahuje i grafické znázornění
datového modelu. Z datového modelu lze následně dané entity vyexportovat a získat třídy
se základními atributy, tyto třídy lze rozšířit o metody vztahující se k daným datům. Co-
reData představuje pouhou abstrakci objektové databáze, proto data nejsou uloženy přímo
v objektu.
Načítání dat z CoreData probíhá velmi obdobným způsobem, jako čtení dat z relační
databáze. Nejprve je vytvořen dotaz, který obsahuje jméno čtené entity, což lze přirovnat
k jménu tabulky v SQL dotazu. K dotazu pro CoreData může být později přidán predikát.
Poslední částí tohoto dotazu je řazení objektů. CoreData může vrátit jedním dotazem
pouze jednu třídu. Samozřejmě zde můžeme nalézt i agregační funkce. Dotaz pro CoreData
je následně přetransformován do SQL dotazu, poté je předán do SQLite 3 databáze a
vyhodnocen.
2.3.2 Úvod do knihovny Datastore.
Firma Dropbox, Inc. nabízí své uložiště s názvem Datastore[11] jako alternativu k uložišti
iCloud od firmy Apple Inc. Uložiště vzniklo na základě negativního hodnocení iCloud. Hie-
rarchie uspořádání dat v Datastore je reprezentována na Obrázku 2.3. Jednotlivé záznamy
se mohou lišit. Jedna tabulka může mít rozdílné záznamy, protože Datastore neobsahuje da-
tový model. Jednotlivé atributy jsou přístupné přes klíč a mohou nabývat jen definovaných
datových typů[11]: String, Boolean, Integer, Floating point, Date, Bytes, List.
Obrázek 2.3: Hierarchie uložení dat v Datastore.
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Jednotlivé záznamy v Objective-c jsou reprezentovány jako NSDictionary. NSDictionary
je struktura, která představuje kolekci klíč-hodnota. Rozhraní nenabízí žádné řešení pro
uložení relací mezi záznamy. Proto je potřeba nad uložištěm vytvořit dodatečnou logiku.
Tímto tématem se budeme podrobněji zabývat v kapitole koncepce 3.
Kromě atributů záznamu definovaných uživatelem, je přidán ještě atribut nazývající
se Id. Hodnota atributu Id je generována automaticky při vložení záznamu a představuje
unikátní identifikátor každého záznamu.
Datastore taktéž nabízí obdobu SQL dotazu pro listování záznamy. Dotaz obsahuje
název tabulky v Datastore a může obsahovat predikát pro filtrování záznamů. Filtrování
záznamů v Datastore je ale mnohem více omezené než běžný SQL dotaz. Filtr je jednoduchý
slovník s definicí klíč-hodnota. Záznam je vyřazen pokud se neschoduje alespoň v jedné
hodnotě je vyřazen z vyhledávání.
Protože Datastore neobsahuje datový model, jsou až na jednu výjimku omezení data-
báze definována velikostí dat nikoliv počtem jednotlivých prvků. Omezení Datastore udává
Tabulka 2.1.
Maximální velikost jednoho záznamu 100 Kib
Maximální počet záznamů obsahující jeden datastrore 100 000
Maximální velikost datastore 10 Mib
Maximální velikost synchronizovaných dat 2 Mib
Tabulka 2.1: Omezení Datastore.
Počet záznamů v Datastore je omezen na 100000, nicméně je pravděpodobnější, že dříve
dosáhneme maximální velikosti Datastore, která je 10 Mib, což představuje přibližně 104 Kib
na jeden záznam. Dalším podstatným omezením je maximální velikost jedné synchronizace.
Toto omezení můžeme nejvíce pocítit, když je přihlášeno nové zařízení a pokusí se stáhnout
Datastore, který přesahuje 2 Mib. Zařízení pak nemůže začít pracovat korektně, protože
neobsahuje žádná data a nemá možnost jak je získat. Jedinou možností by bylo stahovat
obsah po částech. Což ovšem vyžaduje další logiku.
2.3.3 Srovnání CoreData s Datastore
CoreData a Datastore srovnám v následujících kategoriích:
• podpora vývojářské firmy,
• komfort pří vývoji,
• efektivnost jednotlivých uložišť,
• okamžik uložení dat.
Firma Apple Inc. představila své řešení v roce 2011. Firma Apple Inc. se snaží o co největší
využití iCloud ve všech svých produktech a CoreData je jedním za základních prvků, pro
vývoj mobilních aplikací na platformu iOS a OS X iOS. Datastore byl představen firmou
Dropbox, Inc. v červenci roku 2013. Vzhledem k tomu, že řešení existuje velmi krátce, nelze
odhadnout životnost. Pokud se tedy snažíme dosáhnout co největší trvanlivosti řešení je
vhodnější zvolit řešení, které nabízí firma Apple Inc.
Druhým bodem srovnání je komfort programátora při vývoji. CoreData představuje
plnohodnotnou objektovou databázi s datovým modelem. Řešení od firmy Dropbox, Inc.
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nabízí pouze práci s tabulkami a jednotlivými záznamy typu NSDictionary, což nepředsta-
vuje uživatelsky příliš přívětivé řešení. Efektivnost jednotlivých typů uložišť je předmětem
této práce a bude rozvedena níže.
Jednotlivé uložiště ukládají obsah při různých událostech. CoreData uloží aktuální data
při explicitním zavoláním metody save:, po dokončení uložení dat na disk jsou data pře-
nesena na vzdálený server. Ukládání dat v Datastore je provedeno okamžitě po provedení
změny v záznamech. Změny na serveru je nutné do aplikace stáhnout zavoláním metody
sync:. Čtvrtým bodem zadání je otestovat jednotlivé typy uložišť. Z toho důvodu se může
hodnocení pro jednotlivé uložiště v závěru práce lišit.
2.4 Spojeni aplikace a databáze
Databáze v aplikaci představuje komponentu Model v rámci návrhového vzoru Model -View -
Controller. Každá komponenta Controller bude mít přístup k vlastní komponentě Model,
který představuje pouze objekty, které jsou pro danou komponentu Controller relevantní.
Před samotným propojením aplikace s databází je nutné se rozhodnout pro konkrétní roz-
hraní. S ohledem na to, že CoreData je jen abstrakce nad objektovou databází a že lze toto
abstraktní rozhraní přizpůsobit pro různé databáze se budeme zabývat hlavně CoreData.
Obrázek 2.4[3] popisuje projení jednotlivých objektů, které tvoří CoreData. Objekty
mají návrhový vzor Singletone. Třída NSManagedObjectModel jenž není zobrazena na Ob-
rázku 2.4 slouží pro popis datového modelu v CoreData. Pro práci s daty nás především
zajímá třída NSManagedObjectContext.
Obrázek 2.4: Propojení NSManagedObjectContext s NSPersistentStoreCoorinator2.




Tato třída reprezentuje entitu v datovém modelu. Jednotlivé třídy jsou odvozeniny této
třídy, která uchovává hodnoty atributů a relace konkrétní třídy. NSManagedObject u relací
využívá takzvaný faulting[3] pro snížení velikosti použité paměti. Při načtení objektu z da-
tabáze nejsou načítány cílové objekty v relacích a je pouze vložena značka, která označuje,
že objekt ještě nebyl načten. Cílový objekt je načten v případě, že někdo přistoupí na danou
relaci.
Každá třída načtená přes CoreData, je potomek NSManagedObject a představuje je-
den záznam z databáze. Běžně nemusíme implementovat metodu pro přístup do databáze.
NSManagedObject v sobě obsahuje metodu valueForKey:, která po zadání klíče vrací hod-
notu pro daný klič v tomto záznamu. Protože třída obsahuje většinou nějaké atributy ke
kterým nechceme přistupovat pomocí funkce valueForKey. Tento způsob neověřuje datový
typ výstupu a kompilátor chybu nedokáže včas odhalit. Proto můžeme v dané třídě vy-
tvořit property s typem @dynamic. Tato akce pouze zabrání kompilátoru, zobrait varování,
že programátor ví co děla, protože daný atribut nemá definovanou metodu setter a metodu
getter.
Jakmile někdo přistoupí na daný atribut objektu, je nejprve ověřeno, zda obsahuje
metodu setter nebo metodu getter. V případě, že je v objektu nenalezne zeptá se ro-
diče zda jej neobsahuje. Pokud poslední rodič neobsahuje hledanou metodu, pak je před
tím než je vyvolána výjimka ještě ověřeno, zda metoda nereaguje na valueForKey: nebo
setValue:forKey:.
2.4.2 Třída NSPersistentStoreCoordinator
Třída NSPersistentStoreCoordinator vyžaduje alespoň jedno persistentní uložiště a řídí
průběh načítání dat. Dále vlastní objekt třídy NSManagedObjectModel, který reprezentuje
datový model, je napojen na objekt třídy NSManagedObjectContext, což je aktivní, persis-
tentní uložiště, nad kterým lze provádět změny dat.
2.4.3 Třída NSManagedObjectModel
NSManagedObjectModel je třída popisující datový model, který je složen z různých tříd a
vazbami mezi nimi. Každá třída má atributy, které mohou nabývat různých datových typů.
Běžnými zástupci jsou číslo, řetězec a datum. Dále definuje relace mezi třídami. Relace
mohou být seřazené nebo neseřazené a mohou mít vazby typu 1:1, 1:N a N:M.
2.4.4 Třída NSManagedObjectContext
NSManagedObjectContext je zodpovědná za správu NSManagedObject a to včetně faulting.
NSManagedObjectContext používá návrhový vzor Singletone a zprostředkovává listování
jednotlivými objekty, což představuje ekvivalent k operaci SELECT v SQL.
2.4.5 Propojení CoreData s aplikací
Při zobrazení dat z CoreData je propojen UITableView dataSource s objekty navrácenými
z dotazu pro výpis objektů, které navrátil objekt NSManagedObjectContext.
Nejprve jsou vybrány všechny objekty z CoreData, které se mají zobrazit. Následně
jsou propojeny s dataSource. Při změně dat v CoreData je potřeba vybrané objekty aktu-
alizovat a novou verzi zobrazit v uživatelském prostředí. UITableView k zobrazení využívá
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delegete, který definuje například formát buněk. Tuto funkcionalitu je potřeba implemen-
tovat do každého UITableView, které zobrazuje dynamická data. Z tohoto důvodu existuje
NSFetchResultController, který danou činnost automatizuje.
2.4.6 Třída NSFetchResultController
Třída NSFetchResultController se stará o propojení UITableView s CoreData. Při každé
změně dat v CoreData jsou volány události, které oznamují, že daný atribut bude a byl
změněn. Toho šikovně využívá třída NSFetchResultController, která zajišťuje zobrazení dat
navrácených z dotazu pro CoreData. Další vlastnost třídy NSFetchResultController je rea-
govat na změny, které se dějí s objekty, takže kdykoliv je provedena nějaká změna, je přímo
zobrazena ve výsledcích dotazu. Změnou se rozumí změna hodnoty atributu nebo i smazaní
celého objektu.
Každý řádek tabulky reprezentuje jeden objekt. O uložení dat se stará CoreData, který
je objektovou databází. Vložené informace do formuláře jsou souběžně zapisovány přímo
do objektu. Objekt je vytvořen již při zobrazení formuláře, za cílem nově vložená data do
formuláře zapisovat do objektu. Z tohoto důvodu je možné, že po vložení dat budou ihned




2.5 Databáze je synchronizovaná
2.5.1 Předpoklady pro CoreData
Pro synchronizaci databáze přes iCloud je potřeba nastavit následující:
• soubor s databází je přemístěn do složky, která je přidělena operačním systémem,
• oznámit třídě NSPersistentStoreCoordinator, že se jedná o synchronizovaný objekt
při přidání nové instance třídy NSPersistentStore.
Předchozí nastavení způsobí, že data jsou synchronizována směrem z aplikace. Pro sta-




NSPersistentStoreCoordinatorStoresWillChangeNotification je oznámeno v případě, že se
bude měnit NSPersistentStore. Je velmi pravděpodobné, že důvod změny NSPersistentStore
nastal, protože uživatel změnil iCloud účet. Jakmile je akce dokončena, následuje oznámení
NSPersistentStoreCoordinatorStoresDidChangeNotification [9].
NSPersistentStoreDidImportUbiquitousContentChangesNotification oznámení je vyvo-
láno v případě, že proběhlo stažení nových dat ze serveru. Nová data je potřeba importovat
do existujícího CoreData, s využitím metody mergeChangesFromContextDidSaveNotifi-
cation:, kterou poskytuje třída NSManagedObjectContext.
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2.5.2 Předpoklady pro Datastore
Docílení synchronizace přes Datastore je mnohem více komplikované. Pokud pomineme






Dále je potřeba nastavit projekt tak, aby obsahoval url schéma od Dropbox, Inc. Posledním
krokem je implementovat do aplikace rozhraní pro zobrazení přihlašovací obrazovky do
aplikace Dropbox, Inc.. Ta může být umístěna v kterémkoli komponentě Controller. Ideálně
by se měla zobrazovat v kterémkoli místě aplikace tak, aby uživatel byl ihned informován
o tom, že není přihlášený a synchronizace tedy neběží. Pokud uživatel není přihlášen, pak
Datastore obsahuje lokální databázi.
Synchronizace probíhá přes metodu sync: nad třídou DBDatastore. Metoda navrací





Účelem předložené bakalářské práci je otestovat synchronizaci databází mezi zařízeními.
Testovány jsou dva typy synchronizace databáze:
• iCloud od firmy Apple Inc.,
• Datastore od firmy Dropbox, Inc..
iCloud je v demonstrační aplikaci implementován pomocí CoreData, které představuje ob-
jektovou databázi. CoreData je abstrakcí nad relační databází SQLite 3. Datastore od
Dropbox, Inc. představuje relační databázi s možností vložit libovolné atributy do jednot-
livých záznamů v tabulce. Další rozdíl oproti relační databázi představuje výběr záznamů,
jenž je velmi zjednodušen a obsahuje pouze výběr tabulky s jednoduchým filtrem.
Po prozkoumání jednotlivých rozhraní pro přístup k databázi lze konstatovat, že jsou
fundamentálně rozdílné. Z tohoto důvodu existují následující možnosti jak databáze imple-
mentovat do demonstrační aplikace:
• Rozdělit jednotlivé databáze do více demonstračních aplikací.
• Vytvořit nové rozhraní, které bude vystavěno nad existujícími rozhraními.
• Vytvořit nové persistentní uložiště pro Datastore, které bude propojeno s CoreData.
Nejvíce smysluplným řešením je vytvořit nové persistentní uložiště pro CoreData. Z důvodů:
• Aplikace je implementována s rozhraním CoreData, které představuje jeden ze zá-
kladních kamenů tvorby aplikací na iOS.
• Řešení dává uživateli možnost později změnit uložiště bez dodatečných úprav v apli-
kaci.
• Návrh aplikace bude jednotný pro všechny typy uložiště.
• Uživatel pracuje s rozhraním, které může podrobně znát z jiných aplikací.
• Uživatel je zcela od abstrahován od rozhraní Datastore.
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Nad Datastore bude v demonstrační aplikaci vytvořena abstrakce v podobě knihovny před-
stavující NSPersistentStore. Knihovna se bude nazývat DB2iCloud.
Demonstrační aplikace bude založena na návrhovém vzoru, který se nazývá Model View
Controller a je určen pro vývoj aplikací na iOS. Komponenty Model v aplikaci představují
databázová uložiště, které budou rozšířeny o experimenty. Druhou částí v návrhovém vzoru
je komponenta Controller, která je unikátní pro každou obrazovku aplikace a bude zasílat
potřebné zprávy jednotlivým komponentám View. Uživatelské rozhraní se řídí doporučením
Apple Inc. pro tvorbu aplikací[2].
Data v demonstrační aplikaci jsou uloženy dvěma různými způsoby. První způsob uložení
dat je v databázi SQLite 3, nad kterou je abstrakce v podobě CoreData. Druhý způsob
uložení dat je Datastore od firmy Dropbox, Inc., který je připojen přes knihovnu DB2iCloud.
V obou případech jsou databáze dostupné přes rozhraní CoreData. Jakmile je potřeba na-
číst nebo uložit data, je operace realizována přes rozhraní CoreData, přes které proběhne
požadovaná operace. Po dokončení změn odešlou jednotlivé uložiště data na své vzdálené
servery, odkud jsou data následně přeneseny na ostatní zařízení.
3.1 Knihovna DB2iCloud
Pro Datastore je potřeba vyvinout knihovnu, která abstrahuje rozhraní Datastore. Knihovna
vytvořená v předložené bakalářské práci se nazývá DB2iCloud. Základní vlastnost knihovny
DB2iCloud představuje použití abstraktního rozhraní CoreData pro přístup do Datastore.
Programátor nemusí rozlišovat v implementaci zda abstrakce CoreData je vystavěna nad
SQLite 3 uložištěm nebo Datastore.
Knihovna DB2iCloud je dalším typem NSPersistentStore třídy. Objective-c umožňuje
vytvořit vlastní třídu NSPersistentStore, která je odvozena od třídy NSIncrementalStore[5].
V případě jakýchkoliv operací s daty přes CoreData rozhraní přenese změny do knihovny
DB2iCloud, která je propojená z rozhraním pro Datastore. Synchronizace dat přes Datastore
s využitím knihovny DB2iCloud probíhá s následujícími kroky:
• Knihovna DB2iCloud rozdělí objekty na jednotlivé typy a pro každý typ vytvoří novou
tabulku v Datastore.
• Hodnoty a názvy atributů daného objektu jsou vloženy do tabulky podle typu objektu.
• Po dokončení nahrávání dat na server Datastore jsou data rozdistribuována na další
zařízení.
• Data jsou stažena ze serveru Datastore a přes knihovny DB2iCloud převedena do
CoreData.
Knihovna DB2iCloud je navržena obecně, nikoli pouze pro účely předložené bakalářské
práce. To sebou nese komplikaci v podobě chybějícího datového modelu v Datastore. Z to-
hoho důvodu knihovna DB2iCloud využívá datový model z CoreData. Knihovna vyžaduje
datový model z důvodu rozdělení dat do jednotlivých tabulek v Datastore a pro rozpoznání
relací v jednotlivých třídách. Datový model není uložen společně s daty do Datastore. Co-
reData taktéž neukládá datový model do SQLite 3 databáze, takže zvolené řešení se neliší
od návrhu řešení firmy Apple Inc. Knihovna DB2iCloud je realizována přes třídu NSIncre-
mentalStore[5], která představuje rodičovskou třídu pro knihovnu DB2iCloud. Přetížením








Účelem první metody executeRequest:withContext:error: je provádět načtení objektů
z persistentního uložiště. Atributy metody mohou obsahovat predikát podle kterého jsou
objekty vybírány. Druhý účelem metody je uložit objekty předané v atributu do persistent-
ního uložiště. V tomto případě proběhne zápis do Datastore. V případě kdy jsou načítány
objekty z uložiště metoda může navracet až čtyři různé typy výsledků:
• Pole objektů.
• Pole identifikátorů objektů.
• Pole primitivního datového typu NSDictionary, ve kterém jsou hodnoty uloženy ve for-
mátu klíč hodnota.
• Celkový počet vyhovujících objektů.
Druhou metodou, kterou je potřeba implementovat je newValuesForObjectWithID:with-
Context:error:. Cílem metody je načíst právě jeden objekt z persistentního uložiště. Klíč
podle kterého je objekt vyhledán je identifikátor objectID, který je unikátní v rámci Co-
reData. Metoda vytváří nový objekt reprezentující jeden záznam v CoreData a naplní
jej hodnotami z persistentního uložiště. Rozhraní je implementováno v Objective-c. Tato
metoda v případě potřeby zabezpečuje převod dat mezi datovými typy. Část převodu již
proběhla ve vlastním rozhraní Datastore, které data navrací již ve vhodných třídách.
Další metodou, kterou je třeba implementovat je newValueForRelationship:forObje-
ctWithID:withContext:error:. Totožně s předchozí metodou přijímá jako parametr iden-
tifikátor objectID. Dalším parametrem metody je relace na cílový objekt. Účelem metody
je navrátit cílový identifikátor objectID, nebo v případě relace 1:N navrátit kolekci cílových
identifikátor objectID. Převod relací je popsán na Obrázku 3.1.
Předposlední metodou, která je obsažena v daném rozhraní je obtainPermanentIDs-
ForObjects:error:. Tato velmi jednoduchá metoda převádí objekty na jejich unikátní
identifikátory v rámci persistentního uložiště.
Účelem metody loadMetadata: je vrátit unikátní identifikátor pro daný typ persistent-
ního uložiště s klíčem NSStoreUUIDKey a název typu persistentního uložiště pod klíčem
RSDropboxPersistentStoreType. Hodnoty jsou navráceny v NSDictionary. Pokud by persi-
stentní úložiště obsahovalo nějakou konfiguraci, tak by proběhla právě zde.
3.2 Přesun dat mezi uložišti
Koncepce pro převod dat mezi perzistentními uložišti již vychází z předpokladu, že uložiště
Datastore je abstrahováno knihovnou DB2iCloud. Převod probíhá mezi dvěma totožnými
CoreData uložišti, což představuje řadu výhod. Například není potřeba převádět datové
typy. Základním předpokladem je znalost datového modelu, který je součástí CoreData.
Datový model poslouží k výčtu existujících tříd a vztahů mezi nimi. Algoritmus pro převod
dat ze zdrojového uložiště do cílového uložiště je znázorněn na Obrázku 3.2.
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Obrázek 3.1: Převod atributů z Datastore na relace v CoreData. Značky odkazují na kód
programu.
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Kapitola implementace demonstrační aplikace popisuje začlenění jednotlivých uložišť do
demonstrační aplikace. Demonstrační aplikace umožňuje měnit datové uložiště za běhu
programu.
4.1 Inicializace demonstrační Aplikace
Třída NSUserDefaults představuje programové rozhraní pro interakci s výchozím nastave-
ním aplikace. Třída NSUserDefaults používá návrhový vzor Singletone. V třídě NSUser-
Defaults je zaznamenáno nastavení, které se ukládá do persistentního uložiště a při startu
aplikace je nastavení načteno z persistentního uložiště. Demonstrační aplikace při prvním
spuštění nastaví výchozí datové uložiště iCloud.
Při startu demonstrační aplikace proběhne zvolení aktuálního datového uložiště podle
hodnot z třídy NSUserDefaults. Třídy CoreData jsou inicializovány metodou Lazy Eva-
luation[6]. Princip metody Lazy Evaluation realizuje vytvoření instance objektu v nejzazší
možný moment.
4.2 Knihovna DB2iCloud
CoreData obsahuje mechanismus pro vytváření uživatelských persistentních uložišť. Jednot-
livé persistentní uložiště jsou vytvářeny jako potomci třídy NSIncrementalStore. Knihovna
DB2iCloud se skládá z tří základních částí.
• Rozhraní pro připojení k Datastore.
• Metody rozhraní třídy NSIncrementalStore.
• Správa překladových tabulek.
Knihovna DB2iCloud obsahuje kromě předchozích tří částí ještě doplňkové metody. Roz-
hraní pro připojení k Datastore slouží pro správu uživatelského účtu. Rozhraní taktéž
umožňuje správu dat v Datastore a oznamuje událost nově příchozích dat. Cílem rozhraní
třídy NSIncrementalStore je:
• Vytvoření objektů z dat, které poskytuje Datastore.
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• Vytvoření relací mezi daty.
• Uložení dat.
• Selekce dat.
Knihovna DB2iCloud slouží k převodu dat z Datastore do CoreData. Nejdůležitější částí
převodu je překlad persistentních identifikátorů v Datastore na persistentní identifikátory
v CoreData. Překlad mezi identifikátory je realizován dvěma objekty třídy NSMapTable. Ka-
ždý z objektů vytváří překlad v jednom směru přesunu dat mezi uložišti. Třída NSMapTable
je struktura typu klíč-hodnota, kde klíčem může být libovolný objekt. Příklad vytvoření




V CoreData jsou objekty databáze realizovány za pomoci třídy NSManagedObject. Knihovna
DB2iCloud, realizovaná přes třídu NSIncrementalStore přímo nevytváří objekty třídy NSMa-
nagedObject ale vytváří objekt třídy NSManagedObject po částech.
Nejprve je vytvořen objekt třídy NSIncrementalStoreNode, která reprezentuje atributy
třídy NSManagedObject. Při vytvoření objektu třídy NSIncrementalStoreNode je při inici-
alizaci do instance třídy NSIncrementalStoreNode vložen objekt NSDictionary obsahující




Data knihovny DB2iCloud jsou uložena v Datastore, přestože Datastore neobsahuje datový
model. Dále proběhne načtení pouze atributů, které jsou v datovém modelu CoreData.
Datový model je reprezentován třídou NSManagedObjectModel a jednotlivé elementy v da-
tovím modelu jsou definovány v třídách NSEntityDescription. Vložení jednotlivých atributů
entity datového modelu do třídy NSDictionary můžeme implementovat například následu-
jícím způsobem:
DBRecord *item = <Instance DBRecord>
NSDictionary *attributes = [(NSEntityDescription *)description
attributesByName];
for (NSString* key in attributes) {
[objectFields setObject:[[item fields] valueForKey:key] forKey:key];
}
Objekt je vytvořen v metodě newValuesForObjectWithID:withContext:error:. Core-
Data používá pro načítání relací mezi objekty mechanismus zvaný faulting. Mechanismus
faulting vytváří relace z databáze při přistoupení na relaci. Načítání relací v třídě NSMa-
nagedObject je realizováno metodou newValueForRelationship:forObjectWithID:with-
Context:. Metoda newValueForRelationship:forObjectWithID:withContext: na zá-
kladě typu relace navrací identifikátor objektID cílového objektu nebo pole identifikátorů
ObjektID v případě relace typu 1:N. Algoritmus pro převod relací je popsán v kapitole 4.2.
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4.2.2 Operace selekce a uložení dat
Knihovna DB2iCloud realizuje operaci selekce a uložení dat pomocí metody s execute-
Request:withContext:error:. Knihovna DB2iCloud řeší operace selekci a uložení samo-
statně. Operace jsou realizovány následujícími metodami:
• executeFetchRequest:withContext:error: - Slouží k selekci objektů.
• executeSaveRequest:withContext:error: - Slouží k uložení objektů.
Metoda executeFetchRequest:withContext:error: realizuje selekci dat z databáze. Se-
lekce probíhá načtením všech objektů z Datastore a následným vyřazením dat, které nevy-
hovují predikátu. Příklad filtrování objektů:
for (DBRecord *item in records) {
NSManagedObjectID *objectID = [permanentIDtoObjectIDTable
objectForKey:[item recordId]];
NSManagedObject *object = [context existingObjectWithID:
objectID error:&err];





Z předchozího příkladu je patrné, že metoda executeFetchRequest:withContext:error:
nerealizuje vytvoření objektu třídy NSManagedObject. Na základě typu argumentu me-
tody jsou navráceny například vyhovující objekty nebo jejich počet. Metoda execute-
Request:withContext:error: s požadavkem na selekci je zavolána třídou NSManagedOb-
jectContext metodou performFetch:.
Metoda executeSaveRequest:withContext:error: uloží změny v CoreData do Da-
tastore. Argumentem metody je NSDictionary obsahující objekty, které byli nově vytvořeny,
upraveny a smazány. Metoda nejprve vytvoří prázdné objekty v Datastore, následně je aktu-
alizuje souběžně s upravenými objekty a v závěru vymaže objekty, které mají být smazány.




V metodě insertObjects:withContext:error: je realizováno vytvoření nového objektu
v Datastore. Vytvoření nového objektu zajišťuje třída DBTable. Vytvoření nového záznamu
v Datastore je realizováno metodou insert: třídy DBTable. Příklad vložení prázdného
záznamu:
DBRecord *base = [table insert:[NSDictionary dictionary]];
Změna hodnot záznamu proběhne aktualizací atributů instance třídy DBRecord, který
představuje jeden záznam v Datastore. Smazání záznamu z Datastore realizuje metoda
deleteRecord třídy DBRecord. Příklad smazání záznamu z Datastore:
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[item deleteRecord];
Metoda executeRequest:withContext:error: s požadavkem na uložení je zavolána z ob-
jektu NSManagedObjectContext metodou save:.
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Kapitola 5
Experimenty s datovými uložišti
Cílem experimentování je porovnat různé aspekty synchronizace prostřednictvím iCloud a
Datastore, nad kterými je vystavěna knihovna DB2iCloud. Experimenty budou ověřovat
dva různé aspekty synchronizace:
• Spolehlivost - představuje schopnost přenést dané změny ze zařízení A do zařízení B
bez poškození nebo ztráty dat. Spolehlivost je vyjádřena v procentech korektně pře-
nesených vzorků ze všech vzorků v rámci experimentu.
• Rychlost - představuje dobu v sekundách, za kterou je přenesen jeden objekt ze zaří-
zení A do zařízení B. Během experimentu se předpokládá, že data nebudou poškozena
nebo ztracena při přenosu mezi zařízeními.
5.1 Experimentální infrastruktura
Experimentální infrastruktura se skládá ze:
• Dvou zařízení s operačním systémem iOS (např dvě zařízení iPhone) - mezi zařízeními
bude probíhat přenos dat.
• Experimentálního serveru - řídí tok dat a zaznamenává experimentální statistiky.
• Technické zázemí pro iCloud firmy Apple Inc. a Datastore firmy Dropbox, Inc.
Pro potřeby experimentování s jednotlivými uložišti je v demonstrační aplikaci vytvořena
třída RSTests. Třída zajišťuje přenos dat mezi aplikací a experimentálním serverem a ná-
sledně přijatá data v aplikaci uloží do aktuálního datového uložiště. Další funkcionalitou
je zaslání kopie aktuálních dat na experimentální server. Experimentální server běží na
serveru Apache. Aplikace je napsaná v jazyce PHP5 a data jsou ukládány do MySql data-
báze. Experimentální server uchovává historii experimentů a umožňuje dané experimenty
opakovat.
5.2 Koncepce experimentů
Cílem předložené bakalářské práce je ověřit spolehlivost a rychlost iCloud a Datastore.
Z tohoto důvodu demonstrační aplikace umožňuje provádět experimenty s uložišti. Díky
knihovně DB2iCloud můžeme veškeré experimenty implementovat pro CoreData.
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Cílem experimentů je zachytit co nejvíce různých variant dat. Proto datový model
demonstrační aplikace je uzpůsoben tak, aby obsahoval všechny vlastnosti pro experimenty.
Datový model je zvolen tak, aby obsahovat tyto skutečnosti:
• vazby mezi entitami 1:1, 1:N, N:M,
• dědičnost entit,
• cyklické vazby mezi entitami.
Základní myšlenkou experimentů je zaznamenání časového okamžiku při vložení dat ze
serveru do zařízení, ve kterém běží demonstrační aplikace. Poté nastane synchronizace. Po
dokončení synchronizace zařízení, které získalo nové data je odešle a server. Server opět
zaznamená časový okamžik a porovná příchozí data s originálními zda jsou všechny a zda
jsou totožná. Experimentální data pro iCloud a Datastore budou totožná, aby se zamezilo
výkyvům v naměřených hodnotách z důvodu rozdílných dat.
5.2.1 Spolehlivost přenosu
Cílem experimentu spolehlivosti přenosu je ověřit, zda uložiště dokáže přenést určitý počet
objektů bez poškození nebo ztráty dat. Data experimentu jsou definovány datovým mode-
lem, který je znázorněn na Obrázku 5.1. Experiment obsahuje tři variace datového modelu
za účelem zjištění změny rozložení dat na synchronizaci. Variace datového modelu jsou:
• Úplný datový model znázorněn na obrázku 5.1.
• Datový model neobsahující dědičnost objektů.
• Datový model bez vazeb mezi objekty a dědičnost.
Experiment probíhal s různě velkou množinou objektů a jsem si vědom toho, že výsledky
mohou platit pouze pro tento datový model dat. Databáze je definována jako kolekce ob-
jektů On (5.1).
Obrázek 5.1: Datový model demonstrační aplikace.
DBES = {O1, O2, . . . , OX} (5.1)
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Vzdálená databáze DBV D reprezentuje vzdálené uložiště (iCloud, Datastore). Symbol DBES
reprezentuje databáze experimentálního serveru s originálními objekty. Naproti tomu DBKES
reprezentuje taktéž databázi experimentálního serveru ale s daty přijatými ze zařízení. Da-
tabáze jsou složeny z objektů s zástupným symbolem OX . Symbol ES reprezentuje experi-
mentální server. Následující postup se odehrává na dvou zařízeních iOS, které si navzájem
nepředávají řízení. Předávání řízení se děje prostřednictvím technické infrastruktury Apple
Inc. Jednotlivé kroky znázorňuje Obrázek 5.2 a jsou následující:
Obsluha experimentu vydá pokyn zařízení B k vymazání veškerých existujících dat ze
vzdálené databáze DBV D.
1. Po 20 sekundách obsluha experimentu aktivuje skript na zařízení A, které následně
provede:
2. Zařízení A stáhne data D pro aktuální experiment z experimentálního serveru ES a
data D vloží do lokální databáze DBA zařízení A. Experimentální server ES uloží čas
odeslání dat do zařízení A.
3. Zařízení A vyvolá synchronizaci lokální databáze DBA se vzdálenou databází DBV D.
Zařízení B zareaguje po blíže nespecifikovaném čase na pokyn vzdálené databáze DBV D
následujícími kroky:
4. Zařízení B synchronizuje nově příchozí data ze vzdálené databáze DBV D do lokální
databáze DBB.
5. Po dokončení synchronizace zařízení B odešle veškerý obsah lokální databáze DBB
na experimentální server ES.
Experimentální server ES zareaguje na pokyn zařízení B:
6. Experimentální server ES porovná data odeslaná do zařízení A s daty přijatými ze
zařízení B.
Obrázek 5.2: Průběh experimentu spolehlivosti přenosu.
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Jednotlivé podmínky, které jsou splněny po jednotlivých krocích jsou definovány v Tabulce
5.1. Operace 6. v popisu si nastíníme detailněji. Experimentální server ověří shody mezi
počtem přijatých objektů a odeslaných objektů (5.3), ověření shody mezi počtem atributů
všech přijatých objektů a počtem atributů všech odeslaných objektů (5.6).
1 DBA =?, DBB =?, DBV D = ∅, DBES = vstup
2 DBA = DBES
3 DBV D = DBA
4 DBB = DBV D
5 DBKES = DBB
Tabulka 5.1: Podmínky, které jsou splněny po jednotlivých krocích experimentu spolehli-
vosti přenosu.
Obj(DB) = počet objektů v databázi (5.2)
Attr(O) = počet atributů v objektuObj(DBES) = Obj(DBKES) (5.3)
{O1, O2, . . . , OX} = DBES (5.4)







V databázi jsou nahrazeny ukazatele relací demonstrační aplikace za ukazatele používané
experimentálním serverem. Ověření shody hodnot atributů jednotlivě pro každou dvojici
odeslaného a přijatého objektu.
n = 1, 2, ..., Obj(DBES) (5.7)
∀n : On = Zn (5.8)















Cílem experimentu rychlosti přenosu je zjistit průměrnou dobu přenosu jediného objektu
mezi dvěma zařízeními. Před zahájením prvního experimentu jsou na experimentálním
serveru vygenerována data pro všechny přenosy. Vzdálená databáze DBV D reprezentuje
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vzdálené uložiště (iCloud, Datastore). Symbol ES reprezentuje experimentální server. Ex-
periment rychlosti přenosu má následující průběh:
Obsluha experimentu aktivuje skript na zařízení A, které následně provede:
1. Zařízení A zahájí experiment stáhnutím záznamu X z experimentálního serveru ES.
Experimentální server ES zaznamená čas stažení záznamu Z.
2. Zařízení A transformuje záznam X do lokální databáze DBA,
3. Synchronizační proces přenese záznam X ze zařízení A na vzdálený server DBV D,
Zařízení B zareaguje po blíže nespecifikovaném čase na pokyn vzdálené databáze DBV D
následujícími kroky:
4. Zařízení B stáhne záznam X ze vzdáleného serveru DBV D do lokální databáze DBB.
5. V zařízení B je vygenerováno oznámení N o změnách v lokální databázi DBB. Ozná-
mení N obsahuje informaci o nově příchozím záznamu X. Zařízení B nově příchozí
záznam X odešle na experimentální server ES, který zaznamená čas příchodu dat.
Jednotlivé podmínky, které jsou splněny po jednotlivých krocích jsou definovány v Ta-
bulce 5.2.
1 DBA = ∅, DBB = ∅, DBV D = ∅, DBES = vstup
2 X ∈ DBA
3 X ∈ DBV D
4 X ∈ DBB
5 X ∈ DBKES
Tabulka 5.2: Podmínky, které jsou splněny po jednotlivých krocích experimentu rychlosti
přenosu.
5.2.3 Přenos souboru třídy UIDocument
Na základě toho, že dokument třídy UIDocument nabízí možnost uložení libovolných dat,
mohli bychom vytvořit obdobnou knihovnu pro přístup do třídy UIDocument přes abs-
traktní rozhraní CoreData. Na základě výsledků následující sekce ovšem zjistíme, že daná
knihovna postrádá smysl, protože představuje totožnou funkčnost jako CoreData s uložištěm
Sqlite 3, které již funguje spolehlivě.
Pro úplnost zadání předložené bakalářské práce, je proveden experiment pro ověření
předpokladu bezproblémové funkčnosti přenosu objektů typu UIDocument. Experiment
pouze sleduje korektnost přenášených dat a dobu jednotlivých přenosů.
5.3 Výsledky experimentů
Jednotlivé uložiště jsou podrobeny 30 experimentům spolehlivosti přenosu a 60 experimen-
tům rychlosti přenosu. Experiment spolehlivosti přenosu obsahuje tři různé verze dato-
vého modelu. Tato práce byla motivována původně nejasným a nefunkčním stavem iCloud.
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Krátce po započetí předložené bakalářské práce byla služba iCloud aktualizována a opra-
vena, což představuje pravděpodobný důvod aktuální funkčnosti. Ostatně funkčnost potvr-
zují i výsledky experimentů spolehlivosti přenosu.
Úspěšnost experimentů spolehlivosti obou platforem je 100%. Nad to Graf 5.3 zobrazuje
časové charakteristiky přenosu různého počtu objektů přes iCloud. Jelikož iCloud nevyka-
zoval podobně lineární průběh doby přenosu, byla série experimentů provedena dvakrát.
Graf 5.3 zobrazuje tři podtypy experimentu spolehlivosti přenosu. Experiment s úplným
datovým modelem a experiment s datovým modelem neobsahující dědičnosti se od sebe
velmi neliší, ale odstranění vazeb mezi objekty v datovém modelu má pozitivní vliv na
rychlost synchronizace.
Graf 5.3: Doba trvání přenosu dat přes iCloud.
Graf 5.4 popisuje průběh totožného experimentu přes Datastore. Synchronizace menšího
množství dat přes Datastore je o mnoho rychlejší. Při větším množství se rozdíl postupně
zmenšuje. Na Grafu 5.4 lze pozorovat, že přenos relací mezi objekty má zanedbatelný vliv
na dobu trvání přenosu.
Provedené experimenty poukázali na podstatné omezení Datastore, které dokázalo v ex-
perimentu spolehlivosti přenosu synchronizovat maximálně 1000 objektů. Při větším množ-
ství objektů v jedné synchronizaci bylo překročeno omezení 2 MiB dat při jedné synchro-
nizaci a synchronizace skončila neúspěšně. Datastore je rychlejší, ale vzhledem k velkému
množství omezení, je určen jen pro menší databáze nepřesahující 1000 objektů. iCloud do-
káže přenést větší databáze než Datastore, ale je řádově pomalejší.
Dalším typem experimentu je zjistit rychlost přenosu jednoho objektu mezi zaříze-
ními. Graf 5.5 znázorňuje 60 experimentů, kde každý z experimentů přenášel různý objekt.
Z Grafu 5.5 je patrné, že přenos dat přes Datastore je řádově rychlejší a doba přenosu se
příliž nemění.
Experiment přenosu souborů třídy UIDocument zjistil průměrnou dobu přenosu jednoho
objektu. Bylo provedeno 10 experimentů a průmerná doba přenosu je 35,8 sekundy, čož je
výrazně délé než synchronizace Sqlite 3 databáze.
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Graf 5.4: Doba trvání přenosu dat přes Datastore.




Cílem předložené bakalářské práce bylo zdokumentovat současný stav spolehlivosti syn-
chronizace databáze CoreData prostřednictvím iCloud. Stav této synchronizace byl srovnán
s funkčním ekvivalentem CoreData tj. Datastore firmy Dropbox, Inc.
Nejdůležitější bodem předložené bakalářské práce bylo vytvořit knihovnu DB2iCloud.
Knihovna DB2iCloud umožňovala vývojářům mobilních aplikací abstrahovat Datastore a
přistupovat k Datastore přes objektové rozhraní CoreData. Vývojáři mobilních aplikací
mohou při vytváření aplikací kdykoli změnit typ uložiště bez nutnosti dalších změn v apli-
kacích. S použitím této knihovny DB2iCloud jsem sestavil jednoduchou testovací aplikaci
s takovým datovým modelem, aby byly zahrnuty veškeré formáty vazeb mezi entitami (1:1,
1:N, N:M). Demonstrační aplikace umožňovala možnost změny uložiště za běhu bez ztráty
dat.
Druhou částí předložené bakalářské práce byly experimenty, které prokázaly funkčnost
iCloud pro synchronizaci databáze CoreData. Dále na základě výsledků experimentu bylo
patrné, že synchronizace menšího objemu dat byla řádově rychlejší přes Datastore než přes
iCloud. Při větším množství dat rozdíl nebyl tak patrný. Výsledky experimentů taktéž
odhalili nevhodnost Datastore pro větší databáze z důvodu omezení Datastore.
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