This paper presents a network-based analysis approach for the reconfiguration problem of a self-reconfigurable robot. The self-reconfigurable modular robot named "AMOEBA-I" has nine kinds of non-isomorphic configurations that consist of a configuration network. Each configuration of the robot is defined to be a node in the weighted and directed configuration network. The transformation from one configuration to another is represented by a directed path with nonnegative weight. Graph theory is applied in the reconfiguration analysis, where reconfiguration route, reconfigurable matrix and route matrix are defined according to the topological information of these configurations. Algorithms in graph theory have been used in enumerating the available reconfiguration routes and deciding the best reconfiguration route. Numerical analysis and experimental simulation results prove the validity of the approach proposed in this paper. And it is potentially suitable for other self-reconfigurable robots' configuration control and reconfiguration planning.
Introduction
Being low cost, modularized, redundant, and shape or structure changeable, the self-reconfigurable modular robots have been widely used in real applications, such as deep ocean exploration, space exploration, urban search and rescue, mining and military intelligence [1] [2] [3] [4] [5] [6] [7] [8] [9] [10] [11] [12] [13] [14] [15] [16] . Self-reconfigurable robots are usually composed of multiple homologous or heterologous modules. These modules can be reassembled to form various structures. How to develop the self-reconfigurable modular robot leads many challenges to the researchers. Most challenges are originated from controlling and planning of the dynamic topology of the complex network of modules or configurations or both.
The robot's topological configuration directly reflects the robot's kinematic/dynamic performance. Configuration control is a core problem in robot locomotion or manipulation since the self-reconfigurable modular robot has many connected modules and each module usually has its brain/controller . Centralized control technique or distributed control technique have been widely applied in the configuration control for the reconfigurable systems [3, 4, 6, 21, 22, [31] [32] [33] . For a self-reconfigurable robot, the possible configuration number grows exponentially with the increase of module number [16] [17] [18] [19] [20] [21] [22] . Reconfiguration planning may be the most difficult problem because both global topology and local topology of the self-reconfigurable modular robot have been taken into consideration in dynamic reconfiguration. In refs. [34] [35] [36] , the transition graph is built with its vertices being the various shapes and its edges being elementary changes from one shape to the next. In ref. [37] , Casal presented a planning architecture for reconfiguration that allows a self-reconfigurable modular robot to transform between two arbitrary configurations by a connectivity planner and a motion planner. Stoy [38] used cellular automata and gradients to control self-reconfiguration based on the idea of "seeds produce growth". In ref. [39] , a multi-layered planner for the motion of modules in an uniform group of I-Cube self-reconfiguring modular robotic system was presented. It combines distributed approaches at the high-level with low level trajectory computation for the actual modules which can be completed in O(n) steps where n is the number of the cubes in the system, and pre-defined rules for link motions. Besides algorithmic research, other theoretical analyses related to the reconfiguration planning have also been addressed. In refs. [34] [35] [36] 40] , configuration metrics and upper bounds are applied to the automatic self-reconfiguration of metamorphic systems to examine the near-optimal reconfiguration of a metamorphic robot. Vassilvitskii [41] provides complexity analysis for their distributed reconfiguration algorithm. The configuration space for metamorphic systems named shape complex has also been discussed [42] . However, there is hardly a universe technique for reconfiguration analysis. Currently, graph theory has been widely applied in dealing with the problems which can be modeled with paths and formed by traveling along the edges of a certain graph [23] [24] [25] . Some researchers had successfully modeled modular robots by graph in configuration representation and even enumeration [18, [26] [27] [28] [29] . We have primarily proposed a network-based technique to find the center configuration of a reconfigurable robot [17] . In this paper, we intend to model the reconfiguration planning problem by network and graph theory. We use a weighted and directed graph to represent all non-isomorphic configurations. Each reconfiguration is represented by a directed path with nonnegative weight. Since the planning of self-reconfiguration usually aims to find and decide the best path to change from one configuration to another configuration, we first enumerate all reconfiguration routes and then decide the best. As a representative application in the selfreconfigurable modular robot, we use AMEABA-I in Shenyang Institute of Automation (SIA) to demonstrate the approach's efficiency.
2 Network-based modeling for the configurations of self-reconfigurable robots
Related works in graph/network-based modeling
Graph and networks are closely related and have a widespread application in optimization. Basic elements in the networks are nodes and the arcs with various weights. There are a huge number of networks in the real world: telephone networks, transportation networks (rail, air, water, or road), electricity circuit, and water or gas supply. Graph theory and related algorithms are very useful for analyzing these networks. Fundamental problems of graph and network optimization include the maximum flow, the shortest path, the minimum cost flow, the minimum spanning tree, the center location, and the other issues. In the classical applications, they can be used to determine the shortest path between two given nodes and to identify the center location in the network system.
In self-reconfigurable robot systems, each module has a controller, a set of connection links or ports to connect to other modules, and other information interchanges with the adjacent modules. The connection links or information interchanges between two modules create a link between them, which represents a physical or logical connection, a constraint, or a communication channels between the connected modules. The modules and their interconnections can be represented by a graph for the self-reconfigurable robots in which nodes and edges are the modules and links respectively [46] . Some researchers had successfully modeled modular robots by graph in the configuration's representation [6, 26, 27, 29] . In the graphic representation of self-reconfigurable modular robots, their relationship can be seen clearly with corresponding nomenclatures in the middle column of Table 1 . The graphic representation technique has been used to discover the possible configurations or to deal with the dynamic topology of modules' network, the difficulties in global synchronization, and the communication among modules. In ref. [17] , we extended the application of network for reconfigurable module robots as shown in the right column of Table 1 . We used the weighted and directed graph as a modeling representation of these configurations. Each configuration was defined to be a node in the configuration network. And each transformation from one configuration to another was represented by a directed path with nonnegative weight. Other applications to the various configurations had also been discussed since each configuration has an internal state and a sequence of actions or motions linking other configurations. In refs. [35, 36] , the configuration space of a metamorphic robot is viewed as a C-space graph where each vertex represents a single configuration of the robot, and each edge represents the fewest transformations required to get from one configuration to the next closest one. The motion planning problem for metamorphic robots can be formulated as the shortest path in this configuration space graph. While in this paper, we will mainly discuss the route matrix, the reconfigurable matrix and the best reconfiguration route based on the configuration network.
Reconfiguration principle of AMOEBA-I
To improve the adaptability of the link-type mobile robot, we have proposed a novel self-reconfigurable structure as shown in Figure 1 . This type, with offset joints at the modules' lateral sides and with the link arm between the adjacent modules, has enough flexibility to change shape. The module body is a mobile system while the link arm and joints play important roles in reconfiguration process. In Figure 1 (a), the link-type with two modules is in a line type, while in Figure 1 (c), it is in a row type. From line-type to row type, both the Yaw joint and Pitch joint rotate 180 degrees in sequence. When the number increases, the non-isomorphic configurations increase exponentially [16] . No matter how many modules it has, this kind of link-type robot can produce various kinds of symmetry configurations and trim configurations, especially being in line or in row. However, the lengths of the link arm and the module body have a strict geometrical constraint [15] . With a remote wireless control system, the three-module AMOEBA-I can change its configuration from one to the other fluently [51] . As a redundancy system, AMOEBA-I has various kinds of ways to transform from one configuration into the other. Figure 2 demonstrates one process of the robot changing its configuration between the line type and the row type over concrete ground. These reconfigurations also have been experimented over the uneven grassland with success. With various configurations, AMOEBA-I can change its shape to meet the requirement of different environments and has wide applications such as urban search and rescue (USAR) and hazardous environment inspection. 
Configuration network of AMOEBA-I
The self-reconfigurable modular robot possesses various non-isomorphic configurations. Some configurations are closely related in topological relationship while some are far away. In ref. [17] , we have basically proposed the configuration network to find the center configuration. This idea will be briefly introduced in this section. As shown in Figure 3 , AMOEBA-I has 9 kinds of available configurations in the configuration network. As defined above, each configuration is a node in the network and each edge represents a configuration transformation with only one simple motion of a single module. It should be noted that not every configuration is adjacent to all the others.
It can be seen from Figure 3 that there are 12 edges in the configuration network as follows. "R"→ "p": he Pitch joint in Module A rotates clockwise 180° in left side view. For two adjacent or closely related configurations, there is usually only one simple motion or reconfiguration required in their configurations' exchange. However, for two faraway configurations, there will be many steps and many ways in their configurations' interchange. It can be seen from Figure 3 that configuration "R" is close to configuration "p" or configuration "q" because the reconfiguration between them needs merely 1 step, while it is far away from configuration "L" because the reconfiguration between them needs at least 3 steps. On the other hand, when AMOEBA-I transforms from configuration "T" to configuration "R", there are at least two reconfiguration routes, which are "T-q-R" and "T-p-R" respectively. However, the number of possible reconfiguration routes from configuration "L" to "R" will be numerous. Thus, how to enumerate all these available reconfiguration routes and how to find the best route, which is challenging and interesting, are crucial in the reconfiguration planning.
Enumeration of the available reconfiguration routes
Given all these non-isomorphic configurations for the self-reconfigurable robot, we represent them with a configuration network which is a directed graph G = (V, E) where nodes set V contains exactly all these non-isomorphic configurations and edges set E contains all the edges connecting adjacent configuration nodes. Since configuration transformation happens in the same self-reconfigurable robot platform, we can safely assume that G is a connected network. And it is a simple graph without self-loops and repeated nodes. In the configuration networks, there are mainly three components nodes, edges and costs that are defined as in Table 1 respectively. Moreover, we define adjacency matrix as follows [17] . Definition 1 (Adjacency matrix). For a directed configuration network G= (V, E) with n configurations, A is an n×n matrix whose entry A (i, j) is 1 if the ith configuration can directly turn into the jth configuration or they are joined by an edge (i.e. if they are adjacent or closely related) and 0 otherwise. That is 1, (( , ) ), 0, otherwise.
A configuration network is easily represented by the above matrix. This is useful for representing networks in a form that can be manipulated by computer programs. In the adjacency matrix, the rows are the "from" nodes and the columns are the "to" nodes. Zeros are used to represent the fact that there is no edge directly linking those two nodes or that there is no directional configuration transformation along that direction. A given configuration network with n configurations usually has only one unique corresponding n×n adjacency matrix.
The adjacency matrix directly reflects the transformative relationship of configuration nodes. The out-degree of configuration i indicates the possibility of configuration i rapidly turning into other configurations in 1 step. It is a crucial reference for self-reconfigurable robot's emergent control in that when the robot fails out at current configuration during mission, the robot has to turn into the adjacency configuration to save itself out. Moreover, the adjacency matrix also plays an important role for enumerating all these transformative routes for two far away configurations, which will be introduced as follows.
A directed configuration network can be represented by its adjacency list or adjacency matrix. In this paper, we will use the adjacency matrix because it will help us with the identification of the topological configuration network. The adjacency matrix of Figure 3 
In this paper, the reconfiguration route or the configuration transformable route is defined to be a sequence of directed transformations connecting the adjacent configurations. The adjacency matrix shows every possible 1-step configuration transformation. In other words, the adjacency matrix shows configurations' reachability within one transformation step. However, for two faraway configurations, there may be many steps and various routes for their exchanging.
A well-known fact in graph theory is that the number of paths between vertex i and vertex j of some length k can be found by computing the kth power of the adjacency matrix [25] . For the square (n × n) adjacency matrix A and a positive integer p, then A p is A raised to power p, i.e., A multiplied by itself p-1 times. Here, matrix multiplication is in the common sense, i.e., an element of A 2 is 2 1 ( ) . . 
The matching of rows and columns in matrix multiplication corresponds to matching steps of a configuration network, and the summation counts the numbers of matching steps. Thus, each element of A 2 gives the number of 2-step reconfiguration routes between the corresponding pair (row and column) of configurations. Similarly, A 3 gives all 3-step reconfiguration routes and A 4 gives all 4-step reconfiguration routes. Thus, we can get the theorem of configuration transformative route enumeration. Theorem 1 (Reconfinguration route number). The number of reconfiguration routes of length k from configuration i to configuration j in a configuration network G with n configurations is given by the ijth element of the matrix A k , where A is the adjacency matrix of the configuration network.
In practical applications, we usually calculate all these adjacency matrices in serial powers that will show multi-step transformability at a glance. Here we will give the definition of the route matrix as follows.
Definition 2 (Route matrix). For a directed configuration network G =(V, E) with n configurations, R k is an n×n matrix whose r k ij represents the number of routes transformed from configuration i to configuration j within k steps. (4), we can enumerate the number of reconfiguration routes available to each pair of configurations by computing the route matrix. We can also automatically determinate whether a given configuration network is strongly connected or not. If the configuration network is strongly connected, there must be routes from each configuration to any other configuration. The length of these routes cannot exceed n−1 where n is the number of configurations in the network. If the length of the route is greater than n, this path would visit at some configurations at least twice. So we introduce the equation 
R
− is zero, then there are no paths from configuration i to configuration j. Therefore, the configuration network is strongly connected provided that all off-diagonal elements are non-zero. If we are merely interested in whether there is at least one reconfiguration route from configuration i to configuration j (rather than knowing how many routes), then all of these can also be done using Boolean matrices. The summation of the adjacency matrices in serial powers is done by using Boolean arithmetic in which "×" is replaced by "∧" while "+" by "∨". Thus, we can define the transformable matrix in the same manner as reachability matrix in the following ways.
Definition 3 (Reconfigurable matrix). For a directed configuration network G = (V, E) with n configurations, T k is an n×n matrix whose k ij t represents the transformation possibility from configuration i to configuration j within k steps. T k is given by 2 1 ( ) .
And 1 ( is transformable from within steps), ( , ) 0 (otherwise),
where B (·) is Boolean arithmetic.
Based on (6) and (8), we can obtain the minimum number of transformation steps required to each pair of configurations by computing the transformable matrix with the gradually increase of k.
According to the adjacency matrix and the technique mentioned above, we can get the reconfiguration routes for the self-reconfigurable robot AMOEBA-I.
It can be figured out as follows.
• When k=1, that is, for 1-step configuration transformation, the route matrix and the transformable matrix have the same value as the adjacency matrix. to analyze the cost matrix. Actually, it is a complex process to decide the cost matrix since there are too many uncertain parameters. Thus, in the calculation, we merely consider the main factors such as the time, the mean torque that decide the consumed energy, the space, and the maximum torque that related the system reliability. The cost of configuration i transforming into configuration j by 1 step is simply given by [17] 
where Ti ij , To ij , Sp ij , and Mt ij denote the time, the mean torque, the space, and the maximum torque in one-step reconfiguration from i and j respectively. Ti, To, Sp, and Mt are the time matrix, the mean torque matrix, the space matrix, and the maximum torque matrix defined in a similar manner as the cost matrix. In (11), the product of mean torque and maximum torque is square rooted to get the dimension of torque with the unit of "N·m", while the space is cube rooted to get the dimension of length with the unit of "m". The unit of time is "s". Therefore, the reconfiguration cost has a compositive unit as "s·N·m 2 ".
The dynamic performance of the self-reconfigurable robot is very complex for its redundancy and the actual environment. Therefore, in this paper, we intend to use the data from dynamic simulation of the reconfiguration under software COSMOSMotion to get the cost matrix. By combining physics-based motion with assembly information from SolidWorks, COSMOSMotion can be used in a broad span of industry application such as estimating peak motor torque, understanding robot's performance during operation, optimizing or minimizing the force imbalances in rotating systems, and the other situations [50] . Powered by ADAMS's technology, COSMOSMotion contains almost all the functionality required to make 3D dynamic simulation.
Based on the results in ref. [17] and eq. (11), we can get the cost matrix with the unit of "10 
Reconfiguration planning
It is complicated to get the best reconfiguration route when there are a large number of configurations and edges. As the number of configurations increases, it becomes progressively more and more difficult to find the optimum route. There are many classical algorithms in dealing with the shortest path problem such as Dijkstra's algorithm, Bellman-Ford algorithm, Johnson's algorithm, Floyd-Warshall algorithm, and so on [47] [48] [49] . The most popular shortest path algorithm is Dijkstra's algorithm with complexity of O(n 2 ). It can find the least cost routes from a source node to all the other nodes in the network. The pseudo-codes of the Dijkstra's algorithm are given as follows [47, 49] : 
Generally, the complexity of the shortest-path algorithms is a crucial issue for their efficiency, while in this paper we will not stress on it. We mainly apply the Dijkstra's algorithm in analyzing the single pair configurations' transformation in this paper.
As mentioned above, there are various routes for a self-reconfigurable robot to transform from one configuration to another configuration. Since the configuration transformable routes are weighted with different values, the best reconfiguration route definitely exists in these routes. This problem is equivalent to finding the cheapest route. According to the simulation results, the configuration network of AMEOBA-I with costs is provided in Figure 4 (a). There are two data over the link between two adjacent configurations. The data within the circle on the edge linked configuration i and configuration j is cost of reconfiguration from i to j, while the data within square denotes the cost of reconfiguration from j to i. For instance, on the link between configuration "L" and configuration "d", "445" represents the cost of reconfiguration from "L" to "d" while "469" denotes the cost of reconfiguration from "d" to "L".
Dijkstra algorithm is adopted in analysis of the configuration network for AMOEBA-I. We choose two best configuration transformable routes as the examples in which one is from configuration "L" to configuration "R" and the other from configuration "R" to configuration "L". We obtained the results as follows:
(1) The best configuration transformable route from configuration "L" to configuration "R" is "L-d-T-q-R" with a total cost of 21.82 s·N·m 2 which is depicted by the thick lines in Figure   4 (b).
(2) The best configuration transformable route from configuration "R" to configuration "L" is "R-q-g-d-L" with a total cost of 18.41 s·N·m 2 which is depicted by the thick lines in Figure   4 (c).
Conclusions
The self-reconfigurable modular robot usually has manifold configurations through restructuring or shape transformation. The topological relationship among these configurations plays an important role in system planning, control and optimization. This paper presented a network-based modeling approach for the reconfiguration routes of self-reconfigurable robots. The weighted and directed network had been used in the modeling of these configurations. Each configuration was defined to be a node in the configuration network, and each transformation from one configuration to another was represented by a directed path with nonnegative weights. The self-reconfigurable modular robot named "AMEABA-I" was used as an example. Several applications of the graph algorithms had been used to enumerate the reconfiguration routes and to decide the best reconfiguration route. The configuration network scheme proposed is potentially suitable for self-reconfigurable robots' configuration control, planning, and optimization. It remains a challenging problem whether we can develop optimal algorithms for the configuration network of the self-reconfigurable robot. Much work still also remains in the practical utilization of the configuration network scheme.
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