Abstract: This paper presents mapping rules to conceptually model an Entity Relationship (ER) diagram and Extended Entity Relationship (EER) diagram from OWL by identifying ER and EER constructs in OWL. OWL has been designed for the semantic web, but data in OWL format is not easy to manipulate or query. The conceptual view of OWL presented in this paper is necessary to understand OWL and OWL data, and will be used to eventually map OWL data to the relational model. Once in the relational model, OWL data can avail of mature relational database technology.
Introduction and related work
Ontology refers to the science of describing entities and how they are related (Smith et al., 2004) . Web Ontology Language (OWL), designed by the World Wide Web Consortium (W3C) in 2004, was intended to provide a language that can be used to describe classes or entities and the relationships between them (Smith et al., 2004) . The development of OWL was motivated by the key role foreseen for ontologies in the semantic web (Grau et al., 2006) , which is seen as a vision of the future. In the semantic web, information will be given explicit meaning, making it easier for machines to automatically process and integrate information available on the web. Basically, ontology is a kind of vocabulary. OWL, which is actually a family of three ontology languages, has a vocabulary, which was developed to allow both human and machine consumption.
Although OWL was initially designed for use in the semantic web, it is rapidly becoming a de facto standard for ontology development in general (Grau et al., 2006) . OWL ontologies are now under development or in use in areas as diverse as e-science,
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medicine, biology, geography, astronomy, defence, and the automotive and aerospace industries (Grau et al., 2006) . Owing to this success story of OWL, it has become very important to be able to model OWL ontologies into the ER and EER model, so that OWL data can be eventually smoothly migrated into relational databases. The ER and EER models present a conceptual way to present relational databases.
Relational database systems are well known for consistent storage, retrieval, and effective manipulation of data, and, in the foreseeable future, most data will continue to be stored in relational database systems because of the reliability, scalability, tools, and performance associated with relational database systems (Ceri et al., 2000; Kappel et al., 2001a Kappel et al., , 2001b Shanmugasundaram et al., 2001) .
The first step towards the integration of OWL and relational database systems is developing a conceptual model for OWL. The database world has modelled data for some time now. The ER model, originally developed by Chen (1976) , and extended by others like Elmasri et al. (1985) and Engels et al. (1992 Engels et al. ( /1993 to the EER, is popular as a conceptual model for relational databases, and has become the industry standard for conceptually modelling databases (Chen et al., 1999) . The ER and EER models have reached maturity such that they can be used for modelling very complex applications (Chen et al., 1999) , hence in this paper we propose to map and model OWL to the ER and EER models.
These mapping rules will provide several significant advantages:
• this is the first necessary step towards the conceptual understanding of OWL and integrating the two schemas, OWL and the relational database schema • this conceptual model will serve as the basis for the development of tools that will generate OWL to ER and EER mappers
• the ER and EER models can then be easily converted to relational databases (Bagui and Earp, 2003; Elmasri and Navathe, 2007) • a collection of OWL documents can now be viewed as a relational database.
This approach will allow for the reuse of existing relational database technology and full exploitation of the features of relational databases. Work in related areas have been done by a few. Stojanovic et al. (2002) , Rubin et al. (2002) and Li et al. (2005) worked on translating relational data into ontologies. Shen et al. (2006) worked along similar lines, presenting rules for translating relational data into ontologies. In this paper, we take the opposite approach since we believe that it is necessary to translate OWL data to relational databases. Volz et al. (2004) and Handschuh et al. (2003) , like the above-mentioned authors, also developed a prototype framework for mapping and migrating relational data to the semantic web. Xu et al. (2006) created a prototype tool, D2OMapper, to help the user create and maintain relational database schema to OWL mappings. Xu et al. (2004) developed a tool to translate the ER schema of a relational database to OWL ontology. Laborda and Conrad (2005) introduced an OWL representation format for relational data and schema components.
But, since OWL files are not easy to maintain, and query processing is not efficient using OWL files, for efficient data management and query processing, data has to be translated into relational databases. Hence, in this paper we focus on developing a set of rules to map OWL to the ER and EER schema. Once in the ER/EER model, this can easily be mapped to relational databases. Das et al. (2004) discussed moving data from OWL to a relational database. But, Das's work used SQL to extract ontology data and transfer it into a relational database. Our focus is on developing a set of rules for the mapping by identifying basic ER and EER constructs in OWL.
The rest of the paper is organised as follows: Section 2 presents an overview of the ER and EER models; Section 3 presents an overview of OWL; Section 4 presents OWL to ER and EER mappings; Section 5 presents a formalisation of the OWL constructs; Section 6 presents a complete mapping; in Section 7 the conclusion is presented.
Overview of the ER and EER models
The ER model is used to represent information in terms of entities, their attributes and relationships. Entities describe a complex structured concept like a person, place, thing or event of interest. Entities have keys. The primary key of an entity is used to uniquely identify a particular entity. Attributes are used to describe entities. Attributes can be either single value or multi-valued. And, relationships describe associations among entities. Relationships are explained in terms of their connectivity (or cardinality), and their connectivity can be indicated by one-to-one (1 : 1), one-to-many (1 : M) and many-to-many (M : N) relationships. Cardinality is related to upper and lower bounds. Participation in this connectivity by member entities may be optional (partial) or mandatory (full).
The EER model presents a superclass/subclass structure of ERs. Superclasses are generally referred to as generalisations and subclasses as specialisations. Subclasses can have overlapping or disjoint relationships and more than one superclass can be unioned into a category (Bagui, 2006; Elmasri and Navathe, 2007) .
We will use Chen-like ER diagrams, also used by Bagui and Earp (2003) and Elmasri and Navathe (2007) for our mappings. So, graphically we will use the following representations: entities will be shown in rectangles with the name of the entity inside the rectangle; single valued attributes will be shown in ovals with the attribute name inside the oval; attributes will be connected to the entity or relationship by a solid line; relationships will be shown in diamonds, connected by lines to each of the participating entities; single lines between an entity and a relationship will indicate an optional relationship (this means that the entity may or may not participate in this relationship); double lines between an entity and a relationship will indicate a mandatory relationship between the entity and the relationship (this means that every instance of this entity participates in this relationship); primary key attributes will be underlined.
Overview of OWL ontologies
In OWL, information is represented mainly in terms of classes and properties. Classes, like entities, describe a complex structured concept like a person, place, thing or event of interest. And, there are two types of properties, datatype properties and object properties. Properties that can be used to describe classes are called datatype properties. Datatype properties, like attributes, assert general facts about classes. Object properties, on the other hand, relate classes to other classes. So, object properties describe the relationships between classes. The cardinality and participation of relationships can be expressed by a combination of the many types of restrictions available in OWL ontologies, for example, owl:Restriction, allValuesFrom and someValueFrom.
Classes can be arranged in hierarchies, hence the superclass/subclass structure is inherent to OWL ontologies. Classes can be members of other classes. Subclasses can also have overlapping and disjoint relationships and unions can be created. Details of OWL's features are available at: http://www.w3.org/TR/owl-features/
OWL to ER and EER mappings
In this section, we discuss how to map OWL constructs to the ER and EER models. The OWL language has three different sublanguages: OWL Lite, OWL DL, and OWL Full. This paper is based on the constructs of OWL Full.
Mapping entities from OWL
In the ER model, entities are used to describe a complex structured concept like person, place, thing or event of interest. Entities group items or objects with similar characteristics. In OWL, classes provide an abstraction mechanism for grouping items or objects with similar characteristics. The individual objects in a class are instances of a class. In OWL, two different constructs can be used to define a class. The first construct used to define a class is owl:class. Listing 1 shows a FACULTY class:
<owl:class rdf:ID="Faculty"/>
Listing 1: Faculty Class
This would translate to a Faculty entity in the ER model. The second construct used to define a class (or subclass) is rdfs:subClassOf. An example of rdfs:subClassOf is shown in listing 8.
We state our first mapping rule to map entities:
Mapping rule 1:
A class or subclass from OWL translates to an entity in the ER model.
Diagrammatically, we will use the Chen-like ER convention, so an entity is depicted in a rectangle, as shown in Figure 1 . 
Mapping attributes from OWL
In the ER model, attributes are used to describe entities. That is, they provide specific facts about individual entities. They are generally atomic or simple in nature, meaning that they cannot be subdivided further, and are of simple data types. In OWL, datatype properties describe the individual objects of a class and provide specific facts about the individual objects in a class. Datatype properties relate individual objects to data type values. Examples of datatype properties for faculty objects would be facName and facNo. OWL does not have any predefined data types, nor does it provide special definition facilities, hence OWL allows the use of XML Schema datatypes and rdf literals (Antoniou and Harmelen, 2004) . Listing 2 shows an example of a datatype property using an rdf literal:
Listing 2: Attributes in OWL
Since datatype properties are of simple data types, they will correspond to simple or atomic attributes in the ER model. From listing 2, facName and facNo are attributes of the Faculty entity. So we state mapping rule 2 to map simple attributes:
Mapping rule 2:
Datatype properties in OWL map to simple attributes in the ER model.
Simple attributes are shown in ovals in our ER diagrams, as shown in Figure 1 . Henceforth, when we refer to attributes, we will refer to simple attributes. Any other types of attributes will be referred to as such.
Mapping keys
The ER model has the concept of keys. A primary key is an attribute that is used to uniquely identify an entity. OWL, however, does not have the concept of a primary key and does not adopt the unique names assumption. Infact, in OWL, just because two instances have different names or IDs does not imply that they are different individuals (Antoniou and Harmelen, 2004) . So, how would we determine a primary key from OWL? This will take several steps:
First, we have to select the simple attributes of the class. Second, from the set of simple attributes, for the particular class that we are trying to find the key of, we have to determine the attribute or attributes that have all values coming from that class. This will be done by the owl:allValuesFrom construct, as shown in listing 3:
Listing 3: allValuesFrom construct
In OWL, owl:allValuesFrom requires that for every instance of the class that has instances of the specified property, the values of the property are all members of the class indicated by the owl:allValuesFrom clause. So, from listing 3, we can say:
All facNos have to come from the FACULTY class.
This means that, though other classes can have the facNo property, all values have to be present in the FACULTY class. But again, there may be more than one attribute with the owl:allValuesFrom construct in a particular class. So again, there may be more than one attribute that might be a candidate for the primary key, hence we need to determine what qualities we are looking for in a primary key. Also, the owl:allValuesFrom construct implies, "for every instance of the class that has instances of the specified property…". In the ER model though, every instance has to have a primary key, so, how do we address the issue? A primary key in the ER model: i is a simple attribute
ii can have only one value
iii cannot be null iv has to be distinct in value.
Since (i) and (ii) have been taken care of above, we have to determine if there is only one value for the attribute or attributes that are possible primary keys. In OWL, this will be determined from the cardinality restrictions. The cardinality constraint in OWL puts constraints on the number of values a property can take, in the context of a particular class. The cardinality constraint describes a class of all individuals that have exactly N semantically distinct values for the property concerned, where N is the value of the cardinality constraint (Smith et al., 2004) . OWL has three cardinality constructs: owl:cardinality, owl:minCardinality, and owl:maxCardinality. owl:minCardinality describes a class of all individuals that have at least N semantically distinct values. If a minCardinality of 1 is stated on a property with respect to a class, then any instance of that class will be related to at least one individual by that property. owl:maxCardinality describes a class of all individuals that have at most N semantically distinct values for the property concerned, where N is the value of the cardinality constraint. If maxCardinality of 1 is stated on a property with respect to class, then any instance of that class will be related to at most one individual by that property.
To be a primary key, the minCardinality of the attribute has to be 1 and the maxCardinality of the attribute has to be 1, which means a cardinality of 1, as shown in listing 4 below.
Listing 4: minCardinality of 1 and maxCardinality of 1 Listing 4 shows that there can be only one facNo for every FACULTY and that every FACULTY has a facNo. Owl:cardinality of 1 would also imply a owl:minCardinality of 1 and owl:maxCardinality of 1.
Next, we have to make sure that the primary key attribute is not null. This can also be shown by a datatype property having a minCardinality value of 1, or an owl:cardinality value of 1.
Finally, we have to make sure that all the datatype properties values are distinct. This can be determined by the use of the OWL constructs, owl:allDifferent and owl:distinctMembers, which implies that instances are different instances.
We state the next mapping rule to map a primary key from OWL:
Mapping rule 3:
To map a primary key from owl, select the datatype attribute that is a simple attribute, with all the values coming from one class, and, with a minCardinality of 1 and a maxCardinality of 1, where all its values are distinct.
We will underline the primary key attribute in the ER model, as shown in Figure 1 (facNo is underlined).
Mapping multi-valued attributes from OWL
In the ER model, a multi-valued attribute means that there can be more than one attribute value per entity. In OWL this will be determined from cardinality restrictions. If a Cardinality or minCardinality of greater than 1 is stated on a property with respect to a class, then any instance of that class can be related to more than one individual by that property; hence this will be a multi-valued attribute. An example of a multi-valued attribute would be shown as per listing 5.
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Listing 5: minCardinality > 1
Diagrammatically, we will show a multi-valued attribute with a double oval, as shown in Figure 2 . Degree is a multi-valued attribute of FACULTY. So, one faculty can have more than one degree. 
Mapping relationships from OWL
In the ER model, relationships describe how entities are related. When two entities are related, it is referred to as a binary relationship. In OWL, relationships would be descriptive of how classes, C i and C j are related. Relationships in OWL are captured by object properties, which show binary relationships. Object properties relate individual objects from C i to other individual objects from C j .
Mapping binary relationships
A binary relationship means that there are two participating entity types, E i and E j , from the same or different classes, participating in a relationship R. In OWL, binary relationships would be descriptive of a set of pairs of objects, O i and O j (from classes C i and C j , respectively), from the same or different classes, being related. In OWL, ObjectProperties are used to show binary relationships. Listing 6 shows a relationship between the FACULTY and CAR classes. The domain of the drives property is the FACULTY class, and the range is the CAR class. The domain of the inverse property is_driven is the CAR class, and the range is the FACULTY class.
Listing 6: Binary relationships

Mapping binary 1:1 relationships
A binary 1 : 1 relationship in the ER model means that exactly one entity e i from entity type E i can be associated with only one entity e j from entity type E j , and that exactly one entity e j from entity type E j can be associated with only one entity e i from entity type E i . In OWL a binary 1 : 1 relationship would translate to exactly one object (O i ) from class (C i ) being associated with only one object (O j ) from class (C j ) and exactly one object (O j ) from class (C j ) being associated with only one object (O i ) from class (C i ).
But, how do we determine if this relationship (shown in listing 6) is a 1 : 1 relationship in OWL? This will be determined from the cardinality, as shown in listing 7.
The cardinality values in OWL also explain the participation ratio of a relationship. The participation ratio of a relationship will explain if an entity may or must participate in a relationship.
Listing 7: Binary 1:1 relationship
From Listing 7 we can see that the is_driven property has a minCardinality of zero with respect to the CAR class and a maxCardinality of 1 with respect to the CAR class. A minCardinality of zero implies that the property is optional with respect to this class. This would translate to a 'partial' participation relationship in the ER model. A partial participation relationship in the ER model means that the entity does not have to participate in the relationship.
A minCardinality of 1 would imply that the property is required to have a value for all instances of this class. In the ER model, this would translate to a 'required' relationship or 'full' participation relationship. A full participation relationship in the ER model means that an entity must participate in the relationship. Or, that all entities must participate in the relationship.
So, from listing 7 we can see that the CAR class can have at most 1 is_driven property associated with it, but it may have none too. So, there may be some CARs that may not be driven by a faculty. Therefore,
A car may be driven by a faculty.
This is a partial participation relationship in the ER model, shown by the 'may'.
From listing 7 we also see that the drives property has a minCardinality of 1 with respect to the FACULTY class and a maxCardinality of 1 with respect to the FACULTY class. This means,
A faculty can drive one car and can only drive one car.
The minCardinality of 1 implies a mandatory or full participation relationship in the ER model. This also means,
All faculty must drive a car.
The mandatory relationship in the ER model would be shown by the 'must'.
We state our next rule to map the participation ratio of a relationship:
Mapping rule 4:
For every ObjectProperty that is related to the range class with a minCardinality of 0, map this to a partial participation relationship. For every ObjectProperty that is related to the range class with a Cardinality of 1 or minCardinality of 1, map this to a full participation relationship.
We state our next rule to map binary 1 : 1 relationships:
Mapping rule 5:
For every ObjectProperty that is related to the range class with a minCardinality of 0 or 1 and maxCardinality of 1, or a cardinality of 1, and for it's respective inverseOf property that is related to its range class with a minCardinality of 0 or 1 and maxCardinality of 1, or a cardinality of 1, map this to a binary 1:1 relationship. Figure 3 shows the ER diagram of the binary 1:1 relationship shown in listing 7. As per the Chen model of ER diagrams, we will show partial participation with single lines in the ER diagram, and full participation with double lines, as shown in Figure 3 . Figure 3 shows a binary 1 : 1 relationship between the FACULTY and CAR entities.
Mapping binary 1 : N relationships
A binary 1 : N relationship in the ER model means that exactly one entity e i from entity type E i can be associated with only one entity e j from entity type E j , but that exactly one entity e j from entity type E j can be associated with more than one entity e i from entity type E i . In OWL a binary 1 : N relationship would translate to exactly one object (O i ) from class (C i ) being associated with one object (O j ) from class (C j ), but that exactly one object (O j ) from class (C j ) can be associated with more than one object (O i ) from class (C i ). We state our next rule to map binary 1 : N relationships:
Mapping rule 6:
For every ObjectProperty that is related to the range class with a minCardinality of 0 or 1 and maxCardinality of 1, or a cardinality of 1, and for it's respective inverseOf property that is related to its respective range class with a minCardinality of 0 or 1 and maxCardinality greater than 1, or a cardinality greater than 1, map this to a binary 1 : N relationship.
This would imply, for example, in Listing 7, that the is_driven property has a minCardinality of 0 or 1 with respect to the CAR class and a maxCardinality of 1 with respect to the CAR class. And, that the drive property would have to have a minCardinality of 0 or 1 and maxCardinality greater than 1. Figure 4 shows a binary 1 : N relationship between the FACULTY and CAR entities. 
Mapping binary M : N relationships
In ER model, a binary M : N relationship means that more than one entity e i from entity type E i can be associated with more than one entity e j from entity type E j , and more than one entity e j from entity type E j can be associated with more than one entity e i from entity type E i . In OWL a binary M : N relationship would translate to more than one object (O i ) from class (C i ) being associated with more than one object (O j ) from class (C j ), and more than one object (O j ) from class (C j ) being associated with more than one object (O i ) from class (C i ). We state our next rule to map binary M : N relationships:
Mapping rule 7:
For every ObjectProperty that is related to the range class with a minCardinality of 0 or 1 and maxCardinality greater than 1, or a cardinality greater than 1, and for it's respective inverseOf property that is related to its respective range class with a minCardinality of 0 or 1 and maxCardinality greater than 1, or a cardinality greater than 1, map this to a binary M:N relationship.
This would imply, for example, in Listing 7, that the is_driven property has a minCardinality of 0 or 1 with respect to the CAR class and a maxCardinality greater than 1 with respect to the CAR class. And, that the drive property would have to have a minCardinality of 0 or 1 and maxCardinality greater than 1. Figure 5 shows a binary M : N relationship between the FACULTY and CAR entities. 
Mapping generalisations/specialisations
Generalisations and specialisations are considered as part of the EER model. In the EER model, a generalisation is an abstraction mechanism that allows for the viewing of entity sets as a single generic entity set. The inverse of the generalisation is called specialisation. Generalisations/specialisations present a hierarchical form of the ER model, and since the hierarchical structure is inherent in the nature of OWL, mapping generalisations or specialisations is straight forward from OWL. We state our next mapping rule to map specialisation relationships from OWL:
Mapping rule 8:
A subclass in OWL maps to a specialisation class in the EER model.
In listing 8, UNDER_GRAD_STUDENT is a subclass of STUDENT, and GRAD_STUDENT is a subclass of STUDENT.
Listing 8: Specialisation classes
In the EER model, STUDENT would be the superclass or generalisation, as shown in Figure 6 . In OWL, STUDENT would be the class, and the specialisations would be the subclasses, UNDER_GRAD_STUDENT and GRAD_STUDENT. Specialisations or subclasses in the EER model can be disjoint or they may overlap. Next we discuss how to map disjoint relationships and overlap relationships.
Mapping Disjoint Relationships
A disjoint relationship in the EER model means that an entity from a superclass can belong to only one of the subclasses. That is, they can be of only one specialisation.
In OWL, two different constructs translate to a disjoint relationship in the EER model: owl:disjointWith and owl:complementOf.
The owl:disjointWith construct means that there are no members in common between the classes. This meaning corresponds with the meaning of disjoint relationships in the EER model. From listing 9 we can see that the UNDER_GRAD_STUDENT class is disjoint from the GRAD_STUDENT class. That means that there are no members in common between these two classes. So, a student cannot be an undergraduate student and graduate student at the same time. The student can only be in one of the two classes. The owl:disjointWith construct, however, does not imply a full participation between the STUDENT class and the UNDER_GRAD_STUDENT and GRAD_STUDENT classes. With this construct, a STUDENT may be an UNDER_GRAD_STUDENT or GRAD_STUDENT, but does not have to be a UNDER_GRAD_STUDENT or GRAD_STUDENT. Figure 6 shows an EER model of a disjoint relationship. As per the Chen-like diagram, in the EER model we will show the disjoint relationship with a 'd' in a circle, 'd' meaning disjoint. The subclasses will be shown by the subset symbol pointing towards the respective subclasses, as shown in Figure 6 .
The second construct that can be used to show the disjoint relationship is owl:complementOf. The owl:complementOf construct selects all individuals that do not belong to a certain class. But, in the EER translation, the owl:complementOf construct would imply a full participation relationship between the STUDENT and GRAD_STUDENT or UNDER_GRAD_STUDENT. That is, a STUDENT would have to be a GRAD_STUDENT or UNDER_GRAD_STUDENT. Listing 10 shows an example of disjoint classes with the use of the owl:complementOf construct.
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Listing 10: Full participation disjoint classes
We state our next mapping rule to map disjoint relationships from OWL:
Mapping rule 9:
In a class-subclass structure in OWL, the owl:disjointWith or owl: complementOf constructs would be used to map disjoint relationships in the EER model.
Mapping overlap relationships
In the EER model, an overlap relationship means that an entity from the superclass can belong to more than one subclass. In OWL, the owl:UnionOf construct translates to an overlap relationship in the EER model. The owl:UnionOf construct describes a class that contains those instances that occur in at least one of the class extensions of the class description in the list. As we can see from listing 11, a STUDENT can be a SPECIAL_STUDENT or an UNDER_GRAD_STUDENT or both. Listing 11 maps to Figure 7 . We will show the overlap relationship with an "o" in the circle, as shown in Figure 7 . In a class-subclass structure, the owl:UnionOf construct in OWL would be used to map overlap relationships in the EER model.
Mapping unions
In the EER model, a union is constructed when a superclass inherits from other superclasses. In OWL, the union can be mapped from the owl:UnionOf construct as well as the owl:IntersectionOf construct. Listing 12 shows an example of a union with the use of the owl:UnionOf construct.
Listing 12: Union
From listing 12, we can see that a STUDENT can inherit from the SPECIAL_STUDENT or the UNDER_GRAD_STUDENT. Why does listing 12 translate to a union whereas a listing 11 translates to a overlap relationship? When the classes that STUDENT is inheriting from are not considered a 'sub' class of STUDENT, we would have a union. In listing 12, SPECIAL_STUDENT and UNDER_GRAD_STUDENT are regular classes, and not 'sub' classes of STUDENT.
The owl:IntersectionOf construct describes a class that contains elements that are exactly the intersection of classesA and B for example. This can also be considered as a form of a union in the EER model. So, owl:intersectionOf can also be used to map a union.
Hence, we state the mapping rule to map union relationships from OWL:
Mapping rule 11:
In a class-class structure, the owl:UnionOf or owl:IntersectionOf construct in OWL would be used to map union relationships in the EER model. Figure 8 shows a union diagrammatically. Note the 'u' in the circle for the union relationship. So, a student can be a special student or an undergraduate student. 
A Complete mapping
In this section, we present a complete mapping between the two models, OWL and the EER model. In Section 6.1, we present an OWL listing. In Section 6.2 we present a brief translation of the OWL syntax, and in Section 6.3 we present the corresponding EER diagram.
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Listing 13 A Complete Mapping
Translation of this OWL mapping
As per listing 13, we have four main entities or classes, STUDENT, COURSE, FACULTY and CAR. STUDENT has attributes sname and sno, and sno is the primary key. COURSE has attributes cno and cname, and cno is the primary key. FACULTY has attributes fname, facno and degrees. Facno is the primary key and degrees is a multi-valued attribute. CAR has attributes make and tagno, and tagno is the primary key. The relationships translate to:
• Between the CAR and FACULTY entities: A car may be driven by a faculty, and a faculty may drive a car.
• Between the FACULTY and COURSE entities: A faculty may teach a course and may teach up to three courses, and a course may be taught by a faculty.
• Between the STUDENT and COURSE entities: A Student may take a course and can take up to six courses, and a course must have at least one student and can have up to M or N students, where M or N may be any number equal to or greater than 1.
TENURE_TRACK and NON-TENURE_TRACK are disjoint subclasses of FACULTY, and UNDERGRAD and SPEC_STUDENT are overlapping subclasses of STUDENT. The TEACHING_ASSISTANT and GRADUATE_ASSISTANT classes form a union with the STUDENT class. Figure 9 presents the EER diagram of listing 13.
The corresponding EER diagram
Figure 9
The Complete EER diagram
Conclusion
In this paper, we have presented a set of mapping rules that conceptually map the ER and EER diagrams from OWL constructs. Although OWL has a hierarchical structure, most of the constructs of the ER and EER models could be determined from OWL, hence OWL data can be translated to a relational database-like format. We have shown how to map entities, attributes, keys, different kinds of relationships, superclasses and subclasses from OWL. We also showed how to translate cardinalities and participation ratios of relationships, and disjoint and overlap relationships. As the mappings were presented, we presented examples of each of the constructs in OWL and the corresponding ER/EER translation, and in Section 6 we presented a complete mapping. Since OWL is rapidly becoming a de facto standard for ontology development, and more and more data will become available in OWL, we will need tools to effectively translate OWL data to relational databases to be able to easily manipulate and integrate OWL data. This work will serve as a basis for developing CASE tools to map OWL data to the ER and EER models, which can then easily be mapped to relational databases. Once in relational database format, OWL data can be easily queried, manipulated and integrated with other data.
