Abstract:-Knowledge is recognized as a strategic force in organization. Knowledge creation and management is not simply the capture and storage of information. It requires the storage and processing of associations through which meaning can be derived from the information and to represent in a knowledge base in explicit and observable form. The paper discusses issues relating to design quality, evaluation and implementation of interactive interface systems for human to have dialog with the knowledge based systems. It plays a major role in providing users capabilities of dealing with underlying system. Designing a good interface style can have a profound effect on the nature of this dialog. This study is investigated the improvement of performance by performing an actual study of thirty experimental systems developed specially for the sake of the study. Results confirm that a good interface has a great impact on the performance of knowledge base design.
Introduction
Knowledge is gaining widespread attention as a strategic tool for the Competitiveness of organizations, both in the management literature and the popular press, however, knowledge creation and management is not simply the capture and storage of information. It also requires the storage and processing of associations (rules) through which meaning can be derived from the information and to store in explicit, observable form.
Interfacing a knowledge-based system can be seen as a dialog between the knowledge base and the user. It plays a major role in providing users capabilities of dealing with underlying system. Designing a good interface style can have a profound effect on the nature of this dialog.
Design of a user interface involves determining approaches in which users interact with a knowledge-based system. The design process, can be complex and multifaceted, begins by identifying system users, through classification of them to understanding their characteristics.
Typically, an intelligent interface is required such that it should employ some kind of intelligent technique. The concept of intelligent technique may vary over time, but the following list is a fairly complete list of the kinds of techniques that today are being employed in intelligent interfaces [1, 2] :
User adaptivity: Techniques that allow the usersystem interaction to be adapted to different users and different usage situations.
User modeling:
Techniques that allow a system to maintain knowledge about a user.
Natural language technology:
Techniques that allow a system to interpret or generate natural language utterances, in text or in speech, Dialogue modeling: Techniques that allow a system to maintain a natural language dialogue with a user, possible in combination with other interaction means (multimodal dialogue),
Explanation generation
Techniques that allow a system to explain its results to a user.
Providing the above list of technologies does not capture the essential feature of the intelligent interface research area: an intelligent interface must utilize technology to make an improvement: the resulting interface should be better than any other solution, not just different and technically more advanced. There are a number of common interface styles including [1] :
• Command line interface • Menus • Natural language • Question/answer and query dialog • Voice output to guide users or answer queries • Form-fills and spreadsheets • Source documents • WIMP • Point and click • Three-dimensional interfaces WIMP interface is the most common and complex. The most promising one is mixing WIMP with natural language and/or question/answer and query dialog.
Knowledge Management
Knowledge is information that is contextual, relevant, and actionable. Having knowledge means that it can be used to solve problems. It provides a higher level of implications about data and information Knowledge management is a set of processes of elicitation, transformation of intellectual assets, and diffusion throughout an organization so that it can be shared and reused. It involves a strategy commitment to improving the organization's effectiveness and opportunity enhancement.
Knowledge management has three main functions as in figure 1.
External
structure: which captures knowledge in an external repository and organize it to discover similar knowledge? It is supported by imaging systems, databases, workflow, ..., and document management systems using clustering techniques.
Internal
structure: which identifies knowledge, usually explicit, relevant to a particular user's need? It involves mapping a particular problem, situation, and/or point of interest against the body of knowledge captured through external structure. 3. Individual competence: Which deals with knowledge management concept that is the most difficult to automate because it relies on individual capabilities to recognize where and how knowledge can be used. 
Knowledge Engineering
Knowledge engineering is the process of extracting knowledge from the expert and representing it using your expert system shell. It involves close collaboration with the expert(s) and the end user(s). Selection of a suitable expert system shell (and other tools), for a project, plays vital roles in designing efficient knowledge base.
As in most applications, the system is wasted if the user is not happy with it, so development must involve close collaboration with potential users. As mentioned in the introduction, the basic development cycle should involve the rapid development of an initial prototype and iterative testing and modification of that prototype with both experts (to check the validity of the rules) and users to check that they can provide the necessary information, are satisfied with the systems performance and explanations, and that it actually makes their life easier rather than harder.
In order to develop the initial design the knowledge engineer must make provisional decisions about appropriate knowledge representation and inference methods (e.g., rules, or rules and frames; forward chaining or backward chaining). To test these basic design decisions, the first prototype may only solve a small part of the overall problem. If the methods used seem to work well for that small part it's worth investing the effort in representing the rest of the knowledge in the same form. Expert system shells are in fairly wide use, but are often used to solve fairly simple problems, and are chosen as much for their user interface and development environments as for their inferential abilities.
Knowledge-based Systems Development
In a recent study [4] addressed the issue of spreadsheet errors and their potential impact on organizations. He reports a picture of unacceptably high error rates and significant bottom-line impact related to these errors. However, knowledge-based system development adds several additional elements of complexity, compared to spreadsheet development, which can potentially result in even higher error rates, namely [5] :
• Knowledge-based systems carry out qualitative (logic based) reasoning using non-numeric symbols whose semantics can be defined by user rules. Spreadsheets are largely quantitative with well-established semantics.
• Knowledge-based system developers will usually have little training in the "language" of knowledge-based systems, which might be a derivative of first order logic, or a similar logic oriented language. In contrast, spreadsheet developers can rely on many years of training and experience in the common "language" of spreadsheets, arithmetic.
• Most knowledge-based system shells separate development from use. That is, the knowledge base will be developed in an editor or other development environment (with limited error checking). After completion of the knowledge base, it will then be executed. This separation of development and use makes verification and correction of errors significantly more tedious, if not difficult than in spreadsheets, which are more WYSIWYG in nature and which provide Instantaneous feedback on the correctness of a formula, or on the impact of a number change.
• Rule-based knowledge-based systems frequently adopt a backward reasoning approach whose logic is not at all obvious to inexperienced developers, or to developers with experience in traditional programming languages. Taken together, these characteristics add extra complexity which affects knowledge extraction and formalization (extraction and formalization of "rules" or such), representation (especially in a backward reasoning environment), validation (in the absence of WYSIWYG and instantaneous confirmation), and learning/usage (logic with user definable semantics versus algebra). Consequently, higher error levels are to be expected than for more typical end user applications such as spreadsheets and special attention needs to be drawn to key sources of errors.
Overview of the Study
Given the apparent difficulty of end user knowledge-based system development on one hand and the increased demand for end user developed knowledge-based systems on the other hand, the decision was made to investigate the feasibility of this form of knowledge base creation. Two questions were addressed. The first question was investigated by assessing the quality and size of end user developed knowledge bases. The purpose was to determine the limits for size and reliability of end user created solutions and thus to assess how far end user knowledge-based system development can go. The second question was addressed through the review of research in the area of tacit and implicit reasoning. Its purpose was to find evidence for whether end-user developers can develop knowledge-based systems that convey useful business knowledge, regardless of design quality.
The rest of the article is organized as follows. First, an empirical analysis of end user developed applications is introduced, together with metrics for knowledge-based system quality. This is followed by a more detailed analysis of the problems encountered in end user development. The purpose of this section is to illustrate to the reader which aspects of the development process create difficulties for the inexperienced developer. Thereafter, the issue of knowledge explication is discussed. The last section extrapolates the findings to determine the limits of end user developed knowledge-based systems and discusses alternative approaches to capture the valuable knowledge of end users.
Empirical Analysis of Knowledge Base Designs
End user developers in our consideration are professionals or managers whose primary function is not information systems development. These individuals will usually select a lower-end development environment, based on simplicity and cost, and will choose application areas according to their own knowledge and interests. To study this form of development and the problems associated with it, 25 knowledge-based system development projects were analyzed. The systems were written as individual in-class projects by final year UOB students. Course participants chose problem areas to develop systems based on their individual interests.
The project counted for 40% of the participants' course grade, thus offering a strong incentive to do well. Participants also had the ability to do well, as they received clearly formulated evaluation guidelines, including a diagnostic sheet. Participants also submitted milestone reports and received feedback on their milestone reports with respect to fulfillment of the evaluation criteria.
Performance Measurement
Measuring software performance has long been recognized as a complex issue. In the software engineering literature therefore, performance is often very broadly defined as conformance to specifications and is operationalized through attributes such as those identified by McCall et al [6] . These guidelines are useful for professional software development, but much less so for end user development, where specifications may only exist in the end user developer's head.
This study therefore adopted an approach to measure three criteria which are applicable to a variety of development projects, whether systems professional or end user.
• Completeness, is related to the content of the software to be created. e • Decomposition, reflects good design thinking, but also strongly impacts maintainability of the knowledge base.
• Probabilistic reasoning, reflects a key aspect of knowledge-based systems, namely their heuristic nature. As is the practice in measurement of software quality, quality criteria (at least two of them)
were measured through different operationalizations (metrics).
The first criterion was completeness. Iit is almost impossible for end user developed applications to assert whether they are "complete", or what their level of completeness is. Consequently, two measures were chosen. One is the absolute size of the knowledge base measured through number of rules. Size can be considered a surrogate for richness of the knowledge base, as it determines the number of conditions the knowledge base can handle. This is true only for two knowledge bases of the same level of decomposition. The second operationalization is a measure of the presence of "holes" in the knowledge base, a determination of knowledge base incompleteness. A knowledge base hole exists, when there are conditions for which the knowledge base has no response, even though they belong to its domain.
For example, the knowledge base may offer investment advice for when the inflation market goes down or goes up, but not advice for a stable market. This quality criterion should be compromised by end user developed systems.
The second criterion was decomposition. Decomposition is widely accepted as a design principle in software development, in database design, and in knowledge-based system development. Design rules, such as modular design, use of Object-Oriented programming concepts, or database normalization are illustrations of this concern.
Fundamentally, designers are advised to design systems by grouping associated components together (cohesion), and to separate those that do not belong together (decoupling). To measure decomposition, three metrics were used, namely largest number of premises in a rule, levels of reasoning within the knowledge base, and the use of OR connectors. Although this criterion might be perceived as less important for user developed applications, violations of rules of decomposition will limit growth and hamper maintenance, and therefore limit the use of the developed systems as an organizational asset.
The third criterion is the use of probabilistic reasoning within the knowledge reflecting the capabilities of approximate reasoning, use of heuristics, and pursuit of multiple paths. As professionals in their field of expertise, the individuals participating in this study were aware of non-deterministic concepts. In fact, they had received formal instruction about heuristic reasoning and the mechanisms of probabilistic reasoning within knowledge-based systems. They therefore had "motive and means". Would they then follow through, and in fact implement this form of reasoning in their systems?
The study did not measure the content quality of each knowledge base. Thus, a knowledge base could "score highly" but at the same time be simple in its advice capability, if the developer chose such a direction. Knowledge bases were not allowed to be trivial, but there was clearly a range of content quality. However, it was impossible to prescribe to study participants which area to build a system for, because the purpose of the exercise was to let them build a system for an area they were highly familiar with. Hence there was no uniformity in the knowledge base content and no well justifiable way to assess content quality per se (the issue of knowledge content therefore will be addressed in this article in more general terms based on research into people's ability to express their knowledge).
The above measures are not exhaustive ones. There are others not considered such as bugs that would not allow a knowledge base to execute. A minimum qualification for all systems is that they were executable. Overall then, the performance measures used in this study covered partially the two defect areas associated with the knowledge based view of software maintenance, content and structure. When the probabilistic reasoning criterion coupled with previous measures one would expect the study to provide a multifaceted insight into the quality and performance of user developed systems.
All 30 projects were evaluated according to the six measurement criteria. The results are listed in Table  1 . Table 1 shows an overall wide range of values for the six metrics.
Project
No. Application Premises Holes Rules Levels Con.
Prob.
Reas. Although the systems developed as part of the exercise were of considerable size (average 92 rules), almost 40% had missing rules. As a result, such a system based system language") to an inquiry. This occurs, because the system does not contain a rule that governs the combination of conditions specified by the user. Although likely to be expected from an unfinished prototype, this is not necessary. Holes are frequently due to an oversight, where part of a range of values is not covered. This is an easy mistake for end users who frequently do not use knowledge formalization techniques, such as representation in decision tables. Holes become even more likely and more difficult to detect when the system is not well decomposed and therefore every rule contains many premises. Other holes exist because the novice developer assumes that specific conditions or combinations of conditions just cannot occur and therefore can be left out.
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Flat Knowledge Base
A "flat" knowledge base, like a flat organization, has few layers. The number of layers or levels in a knowledge base can be determined as follows. The top level goal is at Level 0. Rules that will satisfy the goal are Level 1, rules that are called by Level 1 rules become Level 2 rules, and so on. At one point, there are no further calls to rules (the knowledgebased system then asks the user or consults a database).
The highest level of rules then describes the depth of the knowledge base. The minimum level of depth for a knowledge base is 1 (it can be 0, if the knowledge base contains no rules at all, but a knowledge base without rules does not really qualify as such). While flatness is desirable in modern organizations, it is not necessarily desirable in knowledge bases. Especially when the knowledge base gets larger, we should expect more than one or two levels of reasoning. In fact, none of the projects listed in Table 1 contains only one level. Nevertheless, an obvious example of a flat knowledge base is for instance Project No. 24 with 133 rules and only 3 reasoning levels. A flat knowledge base is the result of little decomposition of the application problem.
Of course, the larger the number of significant values (e.g., more than two significant values of income or years-with-employer), the more pronounced the differences become. Again, more rules typically mean more development, maintenance, and verification effort. This is where holes easily appear in the knowledge base. When the number of rules becomes large one would expect to easily forget them. In the deep design, fewer rules have to be written. Furthermore, much fewer rules are written at each level, which will simplify verification.
A third disadvantage is the lack of intermediate results. This disadvantage is based on a feature of knowledge-based systems which lets them remember intermediate reasoning results of an inference, regardless of the final outcome of the inference. The intermediate results can then be used for other inferences during the same session.
Given the disadvantages associated with flat knowledge bases, why would designers actually create them? Novice developers report that flat knowledge bases are easy to design. The developer sets up a "rule template" and then produces variants, often simply through "cut-and-paste". This procedure can initially quickly produce a small knowledge base that deals with some of the relevant case scenarios. It is only later that the developer realizes how difficult it is to complete the knowledge base and to detect any existing errors in it. In contrast, creating a deep knowledge base requires more initial insight and planning. The developer has to understand how to decompose the knowledge of the domain and then implement the knowledge in decomposed form. This, of course requires more understanding of design principles, and is a skill that end user developers will rarely develop.
Rule Coupling Through OR
Some designers may consider the use of OR within knowledge base rules an efficient mechanism to reduce the overall number of rules. And it can be. After all, the use of OR allows us to combine two sets of premises that result in the same conclusion, as illustrated in Table 1 . In our set, eleven out of 30 projects used OR statements in rules. Premises should be considered related, if they refer to the same condition and differ only in the value of the decision. Consider for example the rule: IF Economy = Highly Stable OR Economy = Stable THEN ...). It differs only by the value. The guidelines of programming and database design recommend not combining unrelated elements. In our study, this is considered coupling and its value was 11.
A representation without OR has further advantages if combined with probabilistic reasoning. When premises are separated, one can attach a certainty factor to the conclusion of each separated rule and increase the cumulative confidence factor for a conclusion, as more and more evidence is gathered.
When developers use OR, it is often not to shorten the knowledge base, but because inexperienced developers draw analogies to traditional programming where both AND and OR are common ones. If AND is used in knowledge-based systems, then why not also OR? It requires some experience for novice developers to realize that writing a new rule (with the same conclusion) is identical to attaching a premise with an OR, so that the use of OR is in fact unnecessary. Unfortunately, when rules have (too) many premises, the attachment of an extra condition with an OR becomes seemingly more efficient then writing an extra rule [5] .
Lack of Probabilistic Reasoning
End user developers often do not seem to realize that the knowledge they represent is probabilistic instead of "hard and fast". As a result, rules that should be described using confidence factors are stated as certain. For example, the majority of projects (16/30) listed in Table 1 was programmed in deterministic form, even after multiple reminders to consider probabilistic reasoning. Two reasons were given for this type of representation. First, based on their verbal comments, developers apparently truly believed their tasks were non-probabilistic, even when they were obviously not. This, by itself, is an interesting issue. Knowledge-based s may recognize that the rules they know do not work all the time, and are comfortable in applying "back-up" rules, if the most likely ones do not work. At the same time, they seem to feel uncomfortable in operationalizing this method of reasoning in form of most-likely rules with high probability values and less-likely rules with low probabilities. Second, being novices, the developers considered the introduction of meaningful confidence factors too difficult [2] . They simply found it difficult to attach a specific probability (or certainty) value to a rule. It should be noted here that even experienced developers may find the assignment of factors representing the probabilistic nature of the knowledge-based s' knowledge difficult. However, they typically see the problem as one of determining the most appropriate probability values (or certainty factors) so that final conclusions are presented with meaningful probability numbers.
Implications For Knowledge Management
From the analysis our study one could conclude a number of shortcomings in the end users' ability to construct quality knowledge. It has suggested a further inability to express key problem solving knowledge as well. The implications of both these concerns are discussed below.
The projects analyzed were of considerable size and at the same time they exhibited a range of problem symptoms. Size is seemingly easier to generate than good design. Lack of probabilistic reasoning indicates that developers did not fully capture the essence of knowledge-based reasoning. Missing rules point to end user difficulties in the systematic validation of knowledge bases. Poor decomposition is evidence that developers ignored, willingly or unwillingly, knowledge base decomposition principles (thus creating future maintenance and enhancement headaches). Taken together, end user knowledge-based systems make trade-offs that qualify them as "throwaways", systems that might work at the present, but lack the features that allow them to easily grow and be maintainable. These quality concerns were encountered even though all individuals had been previously instructed in knowledge base decomposition, probabilistic reasoning, use of OR, and knowledge base verification. In addition, all projects had gone through one prior development iteration (participants submitted an early version for review and comments).
With knowledge base design and maintenance being time consuming tasks, there are obvious limits to the maximum size knowledge base a developer can create. If an end user spends about as much time per year on knowledge -based system development as the participants did in this exercise (about 50 hours on average), the resulting systems should also be of similar size. That size, around 80 rules on average, is very much in the range of systems developed at DuPont or Eastman Kodak. And while it is considerable already, 80 rules are not enough to capture significant amounts of expertise. By comparison, American Express' Authorizer's Assistant contains about 850 rules, Coopers & Lybrand's Knowledge-based ax about 3000 rules, DEC's XCON system about 10,000 rules [6] . Also, the professional systems contain well-written rules, where one well-written rule may represent the same knowledge as several poorly written ones.
The limits encountered in end user knowledge-based system development create a dilemma. On one hand, companies do not have the resources to use professional developers to codify significant amounts of end user knowledge. On the other hand, end users, while possessing the knowledge are unable to codify it themselves in a meaningful manner, using the available tools. Groupware products, such as Lotus Notes are partly suitable to overcome the dilemma, as end users are able to record their knowledge in them using "plain text". But, described in plain text, knowledge is usually ambiguous, incomplete, and cannot be easily processed. Data mining tools, such as Knowledge Seeker, which extract rules based on past data hold some promise, especially for numerical data, but are not particularly suitable for creating instance complete diagnosis knowledge-based systems.
Conclusion
Many organizations have recognized the implication of intelligent information technologies to support performing their daily activities and more effective ways. Creating intelligent systems on a large scale remain a difficult Endeavour and all famous intelligent information systems have been the product of costly professional development efforts.
This study indicates that there is little chance that similar successes can be achieved through end user developed systems. End user development will be limited in content, quality, and size and will not scale up. Companies that look for new ways to create and manage knowledge will have to search for alternative means to achieve this goal. Intelligent interface to knowledge-based systems is one of the promising technologies to enhance performance.
The study confirms that a good intelligent interface will enhance the understandability of users and provides them with a knowledgeable background.
Users who learn to describe their knowledge in a format similar to rules (instead of cases) and who learn to decompose the knowledge, into different concepts and different levels of reasoning, might provide a much better knowledge base to other organization members.
