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Abstract
This thesis aims to contribute on the motion planning and control problem of the loco-
motion of humanoid robots. For the motion planning, various methods were proposed
in different levels of model dependence. First, a model free approach was proposed
which utilizes linear regression to estimate the relationship between foot placement
and moving velocity. The data-based feature makes it quite robust to handle modeling
error and external disturbance. As a generic control philosophy, it can be applied to
various robots with different gaits. To reduce the risk of collecting experimental data
of model-free method, based on the simplified linear inverted pendulum model, the
classic planning method of model predictive control was explored to optimize CoM
trajectory with predefined foot placements or optimize them two together with respect
to the ZMP constraint. Along with elaborately designed re-planning algorithm and
sparse discretization of trajectories, it is fast enough to run in real time and robust
enough to resist external disturbance. Thereafter, nonlinear models are utilized for
motion planning by performing forward simulation iteratively following the multiple
shooting method. A walking pattern is predefined to fix most of the degrees of the
robot, and only one decision variable, foot placement, is left in one motion plane and
therefore able to be solved in milliseconds which is sufficient to run in real time. In
order to track the planned trajectories and prevent the robot from falling over, diverse
control strategies were proposed according to the types of joint actuators. CoM sta-
bilizer was designed for the robots with position-controlled joints while quasi-static
Cartesian impedance control and optimization-based full body torque control were
implemented for the robots with torque-controlled joints. Various scenarios were set
up to demonstrate the feasibility and robustness of the proposed approaches, like
walking on uneven terrain, walking with narrow feet or straight leg, push recovery
and so on.
Thesis Supervisor: Nikos G. Tsagarakis
Title: Doctor of Philosophy
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Chapter 1
Introduction
Inspired by the high versatility and adaptability of animals on rough terrains, a lot
of research has been carried out to develop legged robots which are expected to walk
and run in a natural environment[1, 17, 21, 35, 38, 49]. As a typical example of
legged robots, humanoid robot is expected to replace people to perform repetitive or
hazardous works, who has the potential of good compatibility with already existing
artificial tools and human-living environment compared with other robots. Whereas,
one principal foundation to achieve these is to realize agile, efficient, robust locomo-
tion, which has been considered as a challenging problem for a long time.
Hence, this thesis is trying to contribute on the humanoid locomotion problem, fo-
cusing on the motion planning and control based on the WALK-MAN project, which
is a 4 years integrated project funded by the European Commission through the call
FP7-ICT-2013-10. The project has the goal to develop a robotic platform (of an
anthropomorphic form) which can operate outside the laboratory space in unstruc-
tured environments and work spaces as a result of natural and man-made disasters.
Different planning technologies were explored, including model free method based
on linear regression, model predictive control (MPC) based on simplified model, and
multiple shooting method based on nonlinear model. According to the types of joint
actuators, position controlled stabilizer, impedance control, and optimization-based
full body torque control are implemented to realize stable tracking of the planned tra-
jectories. Various scenarios are set up to verify the proposed approaches, like walking
15
on uneven terrain, walking with narrow feet or straight leg, push recovery and so on.
1.1 Motivations and Objectives
According to the requirements of WALK-MAN project, a humanoid robot platform
is expected to be developed and able to operate outside the laboratory space in un-
structured environments. With respect to this target, the research about bipedal
locomotion is carried out in this thesis and aims to achieve human-like, robust, effi-
cient and agile walking.
The primary objective of this thesis is to achieve robust walking, which means the
robot should be able to automatically handle external disturbances during walking.
Typical examples are that it should be capable of making full use of ankle torques
to overcome uneven terrain and adjusting foot placements online to resist external
pushes.
The further goal is to realize efficient walking. This target can be achieved from
different directions, such as delicately designed actuators [30], smart structure design
[20] etc. Here this thesis endeavors on the realization of the straight-leg walking gait,
which is much more efficient than the bent-leg walking gait dominating the locomotion
of current humanoid robots nowadays.
This thesis focused on the motion planning and control of dynamic walking of
humanoid robots while more agile locomotion types, such as running and jumping,
are left for future work.
1.2 State of the Art
To date, many humanoid robots have been built all over the world with impressive
progresses in hardware and control[11, 27, 34, 35, 46]. Bipedal gait generation and
control for humanoid robots has been extensively studied in recent decades and some
remarkable control frameworks have been proposed and widely implemented on dif-
ferent bipedal robotic platforms[8, 14, 18, 25, 31, 51].
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(a) Raibert’s biped (b) Cassie (c) HRP-2 (d) Atlas
Figure 1-1: Typical bipedal or humanoid robots (From left to right: biped of MIT
leg lab, Cassie of Agility company, HRP-2 of AIST, Atlas of Boston Dynamics).
Inspired by biological research that the movement of legged animals can be repre-
sented very well by a Spring Loaded Inverted Pendulum (SLIP) model [16], Raibert
developed some extremely dynamic legged robots, including one-legged hopper, biped
(see Fig. 1-1 (a)) and quadruped [51]. Those robots shared a simple yet effective con-
trol philosophy, named three-part controller, in which the pelvis attitude is stabilized
by the torque applied on the hip joint and the height is regulated by the thrust energy
of support leg injected into the system during the stance phase, and the forward ve-
locity is modulated by adjusting the foot placement during the flight phase. The foot
placement is decided by a simple linear equation according to the current and desired
forward velocities of these robots. Recently, Hubicki et al. successfully developed
tether-free 3D-capable bipedal robots ATRIAS and Cassie (see Fig. 1-1 (b)) based
on similar ideas [20]. One advantage of this type of heuristic methods is that it does
not rely on model which gives it more freedom to design locomotion gaits. The price
for this benefit is that it usually involves a lot of manual parameter tunning.
Another main direction in locomotion research of humanoid robots is to perform
motion planning based on models. One of the most popular models for bipedal
walking is the Linear Inverted Pendulum Model (LIPM) [26], which can provide
analytic solution by constraining the movement of center of mass (CoM) in a plane
and therefore needs very little computational resource. It usually integrates with
preview control or model predictive control to optimize CoM trajectory with respect
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to dynamic constraints, such as Zero Moment Point (ZMP) should be always inside
the support polygon. This method is fast enough to run in real time and has been
implemented on many humanoid robots to follow the operator’s walking command
on the fly. Typical examples are the HRP-2 robot (Fig. 1-1 (c)) located in the CNRS
lab [2] and the Atlas robots (Fig. 1-1 (d)) used by CMU, MIT and IHMC teams in
the DARPA challenge [12, 23, 33].
Although LIPM as a simplified model has been popular for a long time due to its
easiness of implementation and fast computation, some important dynamic character-
istics are missing there and different complements haven been developed to improve it
further. For example, the linear inverted pendulum plus flywheel model was proposed
to consider the angular momentum of the whole system [48]. And the assumption
of CoM staying in a plane also constrains the potential movement ability that the
robots can achieve and results unnatural and inefficient bent leg walking. To address
this, vast studies have taken CoM height variation into consideration for planning
in order to generate more human-like walking motion. Howerver, introducing CoM
vertical motion leads to the nonlinear ZMP constraints. Different approaches have
been proposed to resolve the nonlinearity. One way is to define the vertical motion
beforehand, then the ZMP constraints will be still linear and could be solved via linear
approaches. Limiting CoM to a sculptured surface, CoM trajectory can be uniquely
defined along the surface satisfying the ZMP constraint[42]. Given CoM vertical oscil-
lation, analytic solution is proposed to cooperate the vertical motion with horizontal
ones [59]. Li et al. [36] proposed virtual spring-damper model to generate the vertical
CoM motion which is independent from the horizontal motions. Englsberger et al.
realized 3D walking based on the divergent component of motion[9]. Particularly, the
humanoid WABIAN [43] could perform knee stretching walking by predefining the
trajectory of support-leg’s knee joint, and it could also realize heel-contact and toe-off
motions with specially designed passive toe joints.
To handle complicated tasks involving multiple bodies of the robot inherently,
some researchers have turned to nonlinear optimization for motion planning. Sequen-
tial Quadratic Programming is exploited to naturally resolve contact constraint forces
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while simultaneously optimizing a trajectory that satisfies the complementarity con-
straints [47]. Recently, Dai et al. transformed the whole body motion planning of
humanoid robot to a nonlinear optimization problem and obtained impressive results
where the robot can complete really complex tasks such as passing monkey bars [6].
Nevertheless, these nonlinear numerical techniques are usually computer-intensive
and have to plan the trajectories off-line as well.
Another crucial advance in dynamic locomotion of legged robots is the availability
of powerful and accurate torque actuators for the joints and much faster computers
which allow full body optimization to run in real-time. Before the emergence of
torque-controlled humanoid robots, various stabilizers are proposed to improve the
walking stability for position-controlled bipedal robots. The stabilization approach
in [28] applied the full state feedback control to track the COM (position, velocity,
acceleration) based on the Linear Inverted Pendulum Model (LIPM), where the gains
were designed using the best COM/ZMP regulator [57]. Fukuda et. al explored the
genetic algorithms to train the recurrent neural networks for generating the references
for actuators based on the Center of Pressure (CoP) feedback in soles [15]. These
methods can improve the walking stability a bit, however the stiff joints of position-
controlled robots will cause big impact at landing and make them very sensitive to the
modeling error of the ground. This situation forces researchers to develop compliant
torque controlled robots.
For torque controlled robots, walking is usually considered as a multi-task motion.
It involves Cartesian trajectory tracking, body posture regulation and dynamic stabil-
ity maintaining. While dealing with multiple tasks, traditional null-space projection
based techniques could be applied to solve the problem in a hierarchical manner [55]
[54]. But these analytical techniques can not properly handle inequality constraints,
such as torque limit and friction cone limit. Researchers turn to numerical method
which is better at considering different constraints. Although detailed formulations
differ, most of approaches formulate the floating base inverse dynamics as a quadratic
programming problem with equality and inequality constraints [7, 10, 19, 22, 62].
There are mainly three types of structures to formulate the quadratic programming
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problem. One is to do trade-off between different tasks by assigning corresponding
weight to each task in the objective function while another one is to utilize priority
to clarify the importance of these tasks, named cascade structure. The third one
is called hierarchical structure, a combination of the two structures which set tasks
into distinct layers through priorities and use weight to balance the tasks in the same
layer. Compared with using strict priorities, weighting the tasks is softer and there-
fore numerically robust during optimization [13]. Hierarchical quadratic programming
is indeed more natural to specify conflict tasks in a prioritized hierarchy, however,
holds the possibility of chatter as tasks switch between being marginally feasible and
infeasible [31].
1.3 Thesis Contributions
This thesis aims to address the problem of locomotion of humanoid robots. With
regard to the core issues lying inside the humanoid locomotion, like motion planning,
control and some challenging applications, the main contributions of this thesis can
be concluded as below:
• Extend Raibert’s three-part controller to make full use of the benefit of model-
free feature while alleviating the parameter tunning issue and improving its
adaptiveness to model error and external disturbance at the same time.
• Implement the model predictive control on the CoM and foot trajectory plan-
ning for the humanoid robots and drive its potential to some challenging appli-
cations like narrow feet walking and push recovery.
• Explore the possibility of utilizing nonlinear model on motion planning in real-
time. Two nonlinear models are proposed individually for the sagittal and
lateral planes, and robust walking is demonstrated by applying the multiple
shooting method to these models.
• Different control approaches are investigated and discussed for the planned tra-
jectory tracking and stabilization according to the specific types of joint actu-
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ators. Optimization-based full body torque control framework is built to deal
with multiple tasks following their importance simultaneously.
1.4 Organization of Chapters
Following the introduction, the content of the thesis can be divided into two main
parts. The first part gives the detailed description of the motion planning technologies
implemented in this thesis, ranging from Chapter 2 to Chapter 4.
In Chapter 2, a novel foot placement control approach was proposed based on
the online linear regression analysis as an extension of Raibert’s three-part controller,
which is model free, and has the capability of adjusting the control coefficients auto-
matically and responding to external disturbances promptly. In addition, it is insen-
sitive to modeling error and able to track the desired forward velocity accurately. As
a general approach, it is successfully implemented on different robots with different
gaits, from one-legged hopping to bipedal running and walking.
Chapter 3 simplified the whole robot to a point-mass model and formulated the
motion planning of this simplified model as a quadratic programming problem through
model predictive control. The method is able to optimize CoM trajectory given pre-
defined foot placements or optimize the CoM trajectory and foot placements together.
The optimization can be solved fast enough to run in real time with sparse discretiza-
tion on the trajectories while good enough to guarantee walking stability. In order
to resist external disturbance, the details of online re-planning is studied, such as the
triggering conditions of re-planning and the trajectory transition after re-planning.
The feasibility and robustness of the MPC planner is demonstrated by the simulations
performed on the lower body of WALK-MAN robot.
The forward model concept inspired by the sensorimotor control realm is explored
in Chapter 4 and applied to the control of robust and dynamic bipedal walking.
In this chapter, good candidates of nonlinear models are studied for sagittal and
lateral planes to achieve minimum computation without downgrading much of the
accuracy. Multiple shooting method is adopted to best exploit forward simulation
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and automatically search for precise foot placement via gradient descent. With the
proposed method, a simulated COMAN sized robot was able to blindly travel across
a stair and withstand external push or continuous ball impact attacks without falling
over.
The second main part of this thesis is Chapter 5, focusing on the motion tracking
and stabilization, which can be considered as low level control part compared with the
first planning part. Different control approaches are investigated and discussed for the
planned trajectory tracking and stabilization according to the specific types of joint
actuators. CoM stabilizer is designed for the robots with position-controlled joints
while impedance control is explored to achieve compliant contact with the ground for
torque-controlled robots. Optimization-based full body torque control framework is
built to deal with multiple tasks following their importance at the same time, which
is supported by a typical example, where the WALK-MAN robot made full use of its
full body, especially the arms, to keep balancing.
In Chapter 6, the whole thesis ends with a conclusion summarizing all the ac-
complished work and some challenging problems of humanoid robots left for further
investigation in the future.
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Chapter 2
Model Free Planning: Foot
Placement Control
One of the most important control actions for the locomotion of legged robots is
to know where to place the foot [61], which affects the stability of the locomotion
remarkably. Some works have been done to study the relationship between the foot
placement and the system stability [63],[61], in which foot placement indicator and
estimator are proposed as a measurement of balance. In very early age, Raibert
has developed some amazing legged robots, including one leg hopper, bipedal and
quadruped, by regulating the foot placement[51]. Similar methods have been applied
to many other robots successfully [50], [37]. To further improve the performance
of this simple yet effective method, tabular control [52] and optimal control [58]
have been tried to combine with the existing method to deal with more complicated
situations. Whereas, both of them need large quantities of experimental data to train
the tabular or neural network insider their controller, which results slow response to
the change of internal system or external environment.
To address this problem, a novel foot placement control approach was proposed
here based on the online linear regression analysis, which requires much less empirical
data and has the capability to response to external disturbances promptly. In addi-
tion, it is able to track the desired forward velocity accurately, insensitive to modeling
error like incorrect CoM position, and compatible with different motion patterns, no
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Figure 2-1: Generic foot placement control from one-legged hopping to bipedal run-
ning and walking.
matter LIPM, SLIP or others. High adaptation is demonstrated by the successful
implementation from one-legged hopping to bipedal running and walking as shown
in Fig. 2-1.
This Chapter is organized as follows. In Section 2.1, the proposed foot placement
control algorithm is introduced. Thereafter, in Section 2.2, the method is applied to
a one-legged hopper in simulation, and compares with Raibert’s method. And then
it is extended to a bipedal robot for running and walking in Section 2.3. The chapter
ends with a summary.
2.1 Foot Placement Control Based On Online Lin-
ear Regression
One of the most successful control methods for legged robots is the three-part con-
troller proposed by Raibert, in which the body attitude is controlled by the torque
applied on the hip joint during the stance, the body height is regulated by the thrust
energy injected into the system, and the forward velocity is modulated by adjusting
the foot placement [51]. To warrant the overall performance of these controllers, it is
very critical to design the foot placement control algorithm carefully. To investigate
the relationship between the foot placement and the forward velocity, a spring loaded
inverted pendulum model (SLIP) can be utilized for primary analysis which closely
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Figure 2-2: Simplified model of legged robots.
resembles the locomotion of legged animals.
The SLIP model contains a point mass located on a spring as Fig. 2-2. In the
figure, the spring is replaced by a force, which is more generic. Its dynamic equation
can be written as (2.1), where m, k, r0, r and g are separately the mass, spring
stiffness, free length and compression length of spring and gravity constant. xf is the
distance between the end of leg and hip joint along the horizontal direction at the
first instant of the touch-down, which represents the foot placement. x, and z are the
position of the point mass along the horizontal and vertical directions while x0 and
z0 are the ones of the end of leg.
Flight : x¨ = 0; z¨ = −g;
Stance: x¨ = k(x− x0)(r0 − r)/(mr);
z¨ = k(z − z0)(r0 − r)/(mr)− g;
r =
√
(x− x0)2 + (z − z0)2.
(2.1)
Suppose the total mechanical energy is conserved, let the SLIP model hop one step
with different initial forward velocities x˙ and foot placements xf . The relationship
of foot placement, forward velocity and its change after one step can be figured out
through the multiple numerical simulations as shown in Fig. 2-3.
By observing the symmetry of running and the influence of foot placement on the
forward velocity, Raibert came up with a simple algorithm to control forward velocity
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Figure 2-3: Correlation between forward velocity and foot placement.
by the foot placement:
xf =
x˙Ts
2
+ kx˙(x˙− x˙d), (2.2)
where xf , Ts, x˙ and x˙d are separately the foot placement, duration of stance phase,
current and desired forward velocity. The item x˙Ts
2
is the neutral point where the
movement is symmetric and forward speed remains unchanged after one step. The
item kx˙(x˙− x˙d) is a feedback to displace the foot from the neutral point to stabilize
the forward speed against errors and external disturbances, and to change from one
forward speed to another. More details can be found in the work of Raibert [51].
From another perspective, Raibert’s equation (2.2) can be considered as a flat
plane representing the relationship of foot placement, forward velocity and its change
as shown in Fig. 2-3. By choosing appropriate coefficients, i.e., the duration of the
stance phase Ts and the gain kx˙, the plane can fit well into the almost linear surface
of Fig. 2-3. But the manual tunning required by Raibert’s method is quite time
consuming and hard to guarantee a high control accuracy for all different speeds.
To improve this control paradigm, here the states of robots are recorded to form
a flat plane by linear regress to represent the local region of the nonlinear surface
instead of the entire surface. Obviously, it promises more accurate and robust con-
trol performance by updating the local flat plane continuously. In other words, the
nonlinear surface can be represented better by a set of local flat plane than one plane
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with a constant global linearization.
Treating the foot placement as dependent variable, forward velocity and its change
as independent variables, the linear regression aiming to figure out their correlation
can be formulated as:
xf = k0 + k1x˙+ k2(x˙− x˙d) = k0 + k1x˙+ k2∆x˙
k0
k1
k2
 = [ I X˙ ∆X˙ ]†Xf (2.3)
The linear equation (2.3) with three coefficients (k0, k1, k2) is adopted to describe
the relationship and decide the foot placement xf according to current velocity x˙
and desired velocity x˙d. Compared with Raibert’s equation (2.2), the coefficient
k0 is added to handle possible modeling errors such as CoM offset or others which
would result in asymmetric foot placements. To perform linear regression, a set of
corresponding data measured from robot states is collected to fill into the current
velocity vector X˙, velocity change vector ∆X˙ and foot placement vector Xf .
The structure of vectors X˙, ∆X˙ and Xf is actually a queue with fix size so that
the latest data can always come in to refresh the coefficients of current local plane.
On the other side, the data stored in the queue cannot be too close to each other,
otherwise the plane would degrade to a point resulting in the loss of stability and
sensitivity due to other factors like body height and attitude regulations and ground
disturbance.
To address this issue, a filtering algorithm is developed that the latest data would
add into the queue only when its distance from all the existing data in the queue is
bigger than one predefined threshold. The requirement can be formulated as below:
|x˙new − x˙| > x˙thd, ∀x ∈ X˙
|xnewf − xf | > xthdf , ∀xf ∈ Xf
|∆x˙new −∆x˙| > ∆x˙thd, ∀∆x˙ ∈ ∆X˙
(2.4)
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Figure 2-4: Control of one-legged hopping.
where x˙thd, xthdf and ∆x˙
thd are the corresponding threshold. Their value would affect
the steady-state accuracy and the robustness of forward velocity tracking. If these
thresholds are too big, the data used to estimate the relationship will be too far
away from each other to form a precise local linear plane. On the contrary, too small
threshold cannot work well to keep the linear relationship stable. Therefore, the
thresholds should be chosen carefully to balance between steady-state accuracy and
robustness.
In addition, the size n of the queue or the vectors X˙, ∆X˙, Xf , would also have an
influence on the control performance. If n is too big, the estimated plane will refresh
very slowly and cannot response promptly to the change of the system. Nevertheless,
if n is too small, drastic updating may result in instability.
2.2 One-legged Hopping
To evaluate the performance of the proposed foot placement control, simulations of
a planar one-legged robot as Fig. 2-4 are studied in the ADAMS software. The
parameters of this robot are listed in TABLE 2.1. It consists of two parts: a body
and a telescopic leg. There are one rotary actuator in the hip joint and one spring-
damper element in the telescopic leg which can be preloaded. The body attitude is
regulated by the hip torque and the hopping height is controlled by the preload in
the flight and the release of spring in the stance phase. In this study, the preload is
constant and the hopping height will converge to different stable states corresponding
to different forward velocities.
The queue size is set as 6 for the linear regression. And the thresholds x˙thd,
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Table 2.1: Parameters of Planar One-legged Robot.
Parameter Value Parameter Value
Mass of Body 0.4(kg) Spring Stiffness 80(N/m)
Inertia of Body 1.75e-3(kg m2) Spring Damping 0.8(Ns/m)
Mass of Leg 7.8e-3(kg) Length of Leg 0.3(m)
Inertia of Leg 8.23e-5(kg m2) Spring Preload 0.07(m)
Table 2.2: Initial Data for Linear Regression Analysis of One-legged Hopping.
Num. x˙ ∆x˙ xf Num. x˙ ∆x˙ xf
1 0.000 1.000 0.030 4 0.000 1.000 0.030
2 1.000 0.000 0.092 5 1.000 0.000 0.092
3 0.000 0.000 0.000 6 0.000 0.000 0.000
xthdf , and ∆x˙
thd are 0.05 m/s, 0.03 m, and 0.05 m/s respectively. To compare with
Raibert’s method, the best control coefficients are tuned for this controller as in (2.5).
The initial data chosen for linear regression analysis are listed in TABLE 2.2 to ensure
that two methods have the same control coefficients at the beginning.
xf =
x˙Ts
2
+ kx˙(x˙− x˙d) = 0.092x˙+ 0.03(x˙− x˙d) (2.5)
The case study targets at controlling the robot to hop at three speeds, 0.1 m/s,
0.3m/s and 0.5m/s. The simulation results of the two methods are shown in Fig. 2-5.
Raibert’s method can keep a small stead-state error at the speed of 0.1 m/s while not
at another two speeds. The proposed method can update the coefficients as in (2.3)
based on the collected data during hopping and keep a very small stead-state error
for all the three speeds. Fig. 2-6 shows the update of the coefficients to eliminate
the steady-state error. The proposed foot placement control method can guarantee
high tracking accuracy and represent better the local relationship of foot placement,
forward velocity and its change, compared with the fixed one provided by Raibert’s
method.
As mentioned in Section 2.1, the coefficient k0 is added to eliminate the possible
modeling error such as unknown mass offset. To validate this, the CoM of body
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Figure 2-5: Forward velocity comparison of two methods.
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Figure 2-6: Online coefficient adaptation of one-legged hopper.
is offset as shown in Fig. 2-7. The control coefficients and the initial data for the
two methods are the same as above. The robot is expected to hop at the speed
of 0.5 m/s after 5 seconds of transition. The forward velocity tracking result in
Fig. 2-8 indicates that when the unknown mass offset exists, the steady-state error
becomes so significant for Raibert’s method that the direction of travel is inevitably
reversed. However, with the proposed approach, the robot hops first backward for
some steps to prevent falling due to the unknown mass offset, then adapts to the
foot placement estimation and recovers its hopping direction in the end. The forward
velocity converges to the desired one after a while. This process is also shown in Fig.
2-7. The online update of coefficients is shown in Fig. 2-9. The coefficient k0 is not
zero any more when the mass offset exists. The simulation result proves that the new
foot placement control algorithm is more robust and adaptive to modeling error.
In Section 2.1, the effect of the queue size n on the online regression is also
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Figure 2-7: Adaptive control of one-legged hopping with unknown mass offset.
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Figure 2-8: Forward velocity control with mass offset.
discussed. To confirm it, two simulations are performed on the mass offset robot
using queue sizes 6 and 12 individually. The different responses to the unknown mass
offset is shown in Fig. 2-10. Obviously, the result supports well the aforementioned
assumption that forward velocity with bigger queue size fluctuates less but takes more
time to reach the desired state.
2.3 Bipedal Running and Walking with Point Foot
The key point of the foot placement control with online linear regression is that the
body attitude and height are controlled by independent controllers so that the foot
placement can have an almost linear relationship with forward velocity and its change
which can be represented well by a set of estimated local linear plane. This can provide
more freedom to explore the diversity of the leg motion instead of behaving like a
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Figure 2-9: Online coefficient adaptation of one-legged hopper with mass offset.
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Figure 2-10: Comparison between different numbers of sampled data.
spring-damper. It can be applied to not only one-legged hoppers but also bipedal
robots, for both running and walking.
To verify this, a bipedal robot is built in simulation. Its mechanical parameters are
listed in TABLE 2.3. φ and θt marked in Fig. 2-1 are the knee angle and touch-down
angle. Touch-down angle θt is defined as the angle between the vertical line and the
line crossing the hip joint and the end of stance leg at the first moment of touching
down. Because the swing leg has less influence on the system than the stance one,
the discussion about bipedal controller is focused on the stance leg.
The attitude of torso is controlled by the torque in the hip joint. Instead of using
a telescopic leg with a spring-damper element as that of the one-legged robot, the
bipedal robot controls its height by the knee joint. A three-order polynomial module
(2.6) is used to plan the trajectory of the knee joint for both running and walking.
After the end of stance, the leg will retract. The equivalent stiffness and damping of
32
Table 2.3: Parameters of Planar Bipedal Robot.
Part Mass(kg) Inertia(kg*m2) Length(m)
Torso 19.8 0.3 0.4
Thigh 2.8 0.02 0.25
Shin 2.5 0.02 0.25
the knee joint are 287 Nm/rad and 5.7 Nms/rad.
φ(t) = φ(0) + φ˙(0)t
− 3φ(0)− 3φ(T ) + 2T φ˙(0) + T φ˙(T )
T 2
t2
+
2φ(0)− 2φ(T ) + T φ˙(0) + T φ˙(T )
T 3
t3,
(2.6)
where T is the stance time, φ(t) is the expected angle of knee joint at the time of t
after touching down, φ(0) and φ˙(0) are the angle and angular speed of knee joint at
the first moment of touching down, and φ(T ) and φ˙(T ) are the expected angle and
angular speed at the end of the stance phase. For walking, φ(T ) = 0 rad, φ˙(T ) = 0
rad/s, T = 0.4 s; for running, φ(T ) = −0.4 rad, φ˙(T ) = 0 rad, T = 0.3 s. φ(0) and
φ˙(0) are measured at the first moment of touch-down but φ(0) will be largely affected
by the motion of knee joint when the leg is swinging.
The difference between running and walking for the bipedal robot is the trajectory
of the knee joint. In running, φ(0) is controlled to -1 rad for all speed. But for
walking, it is controlled to a value decided by the expected velocity as the equation
φ(0) = −0.1 − 0.4vd. A simple linear equation is used here to make sure that no
energy is over injected by the knee motion to prevent the stance leg from lifting off
the ground, and there is enough clearance to touch down with an expected touch
angle. The stance time of running is a little shorter than walking, and the knee angle
of running is changing in a smaller range from -1 rad to -0.4 rad. Both are designed
to ensure that the robot can lift off the ground after stance which is necessary for
running. The trajectories of knee joint mentioned above are the simple solutions for
walking and running, yet effective while working with the proposed foot placement
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Figure 2-11: Snapshots of bipedal walking.
control algorithm.
For linear regression analysis, the touch-down angle θt represents the foot place-
ment as a dependent variable, and forward velocity of hip joint and its change as
independent variables. The distance of stance leg projected on the ground also can
be used to represent the foot placement as in the one-legged robot. But touch-down
angle is easier to calculate for the bipedal robot and it will be shown that our algo-
rithm is not sensitive to which variable is used as long as the nearly linear relationship
exists.
Linear regression is used to estimate the equation (2.7), in which θt is touch-down
angle, x˙ is the velocity of hip joint before touch-down and x˙d is the desired velocity
at the first moment of touching down of next step. k0, k1, k2 are the coefficients
calculated from a queue with size 6. The thresholds x˙th, θtht , ∆x˙
th to selectively filter
data are 0.05 m/s, 0.02 rad and 0.05 m/s.
θt = k0 + k1x˙+ k2(x˙− x˙d) (2.7)
First, the bipedal robot is controlled to walk at 0.5 m/s after 5 seconds of transi-
tion. Fig. 2-11 is the snapshot of successful walking. The walking velocity is tracked
accurately and stably. The coefficients also converge to stable values when the veloc-
ity is stable. The walking velocity and online refreshing of the coefficients are shown
in the Fig. 2-12 and Fig. 2-13.
Further, the bipedal robot is controlled to run at 1 m/s after 5 seconds of transi-
tion. Fig. 2-14 is the snapshots of stable running. With the same control algorithm,
the robot can reach the velocity accurately and stably, although there are some ve-
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Figure 2-12: Forward velocity of bipedal walking.
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Figure 2-13: Online coefficient adaptation of bipedal walking.
locity spikes in each step due to the large impacts between the leg and the ground
during the touch-down. The coefficients also converge to stable values when the ve-
locity stabilizes. The running velocity and the online update of the coefficients can
be seen in the Fig. 2-15 and Fig. 2-16.
It should be noted that the leg length of the simulated biped is 0.5m, so the
running speed of 1 m/s corresponds to a normalized speed of 2 leg/s. In other words,
a speed of 2 m/s for a human adult, which is similar to an average speed of jogging.
2.4 Natural Bipedal Walking with Sole
Following the same idea, to enable more natural walking, the basic patterns of stance
and swing legs are designed with straight leg and heel-strike toe-off features first, then
the foot placement control can be implemented to adjust the specific trajectories for
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Figure 2-14: Snapshots of bipedal running.
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Figure 2-15: Forward velocity of bipedal running.
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Figure 2-16: Online coefficient adaptation of bipedal running.
each step and keep the walking stability.
The robot studied here is a simulated planar robot comprised of 7 parts, one torso,
two thighs, two shins and two soles, as shown in Fig. 2-17(a). The robot is almost
the same with the one in previous section, only has extra soles (mass 0.3 kg, inertia
3.7e-4 kgm2, length 0.075 m) at the end of the legs. Actuators are mounted in the
hip, knee and ankle joints. γ is the pitch angle of torso. θ is the swing angle, which
is the angle between the vertical line and the line across the hip and ankle joint. θt
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Figure 2-17: Planar humanoid robot with sole and its walking pattern.
is the touch-down angle, i.e., the swing angle at the moment of touch-down. α and β
are individually the angles of knee and ankle joints. The direction convention of these
angles are defined in Fig. 2-17(a) with ’+’ and ’-’ signs. And 3rd-order polynomials
are utilized here for trajectory planning.
The touch-down event of walking is triggered when the swing leg touches on the
ground and the support leg has stayed for more than half of the expected stance
time T . At this moment, the trajectories for the upcoming walking step are planned
based on the current state and expected forward velocity, and the support and swing
leg swap. Although there is a short period of double support, this transition is not
specially planned, but taken into account while planning the trajectories of single
support phase. So the trajectory patterns of a leg can be classified according to the
walking phases.
During the stance phase, the hip actuator applies torque at the torso to track
a planned trajectory of body pitch, which is related to forward velocity in order to
imitate the leaning-forward behavior when people are walking. Meanwhile, actuators
on the knee and ankle joints are expected to extend the leg to propel. Note that when
the actual time of stance phase is longer than desired and the swing leg still does not
touch down, the stance leg will actively retract. The expected trajectories of these
angles are piecewise three-order polynomials and detailed in Fig. 2-17(b).
During the swing phase, the swing angle is controlled by the hip actuator of swing
leg to track the desired touch-down angle. Meanwhile, the leg retracts first to achieve
ground clearance, and then extends by the knee and ankle actuators. If the actual
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Figure 2-18: Forward velocity tracking and online coefficient adaption of natural
walking with sole.
Table 2.4: Initial Data for Linear Regression Analysis of Walking with Sole.
Num. x˙ ∆x˙ θt Num. x˙ ∆x˙ θt
1 1.000 0.000 0.400 4 1.000 0.000 0.400
2 0.000 1.000 0.100 5 0.000 1.000 0.100
3 0.000 0.000 0.000 6 0.000 0.000 0.000
swing time exceeds the predefined one and the touch down still does not occur, then
knee and ankle joints will remain at the same position until touch-down happens.
The swing angle is of particular interest. The swing angle trajectory should lead to
the touch-down angle θt at the end of this phase, and the touch-down angle θt should
be updated according to the proposed foot placement control algorithm in Section
2.3. The resulting swing leg trajectories can be seen in Fig. 2-17(c).
The queue size and the thresholds used for the linear regression is the same with
the robot with point foot in previous section. The initial data for the linear regression
are listed in Table 2.4. They are chosen arbitrarily and cannot promise stable walking
without online update.
The robot walked in place for 5 s to adjust the coefficients in (2.3), and then walked
at 1 m/s within a transition of 5 s. At the beginning, the velocity fluctuated because
the initial data for regression analysis was arbitrarily given. When the coefficients
were adjusted well, then the walking velocity was tracked accurately. The online
update of the coefficients and walking velocity are shown in the Fig. 2-18. Then,
the robot was controlled to walk at 1 m/s to cross an unknown step of 5 cm height.
Fig. 2-19(a) shows the snapshots of successful walking over the step. The coefficients
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Figure 2-19: Simulation of walking across uneven terrain.
refreshing and walking velocity are shown in the Fig. 2-19(e) and 2-19(c).
Further, the robot was controlled to walk up and down a slope of 0.15 rad at
0.8 m/s. The slope was known for the robot, and the ankle angle β(T ) was revised
according to the slope to ensure a good contact between the sole and slope. In
practice, the slope can also be calculated according to the orientation of sole when
it was fully in touch with the ground. Figure 2-19(b) is the snapshots of successful
walking over the slope. The coefficients refreshing and walking velocity are shown in
the Fig. 2-19(f) and 2-19(d).
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2.5 Summary
In this chapter, a unified and adaptive foot placement control algorithm is proposed
for legged robots based on the online linear regression. The essential is that if the
body attitude and height are properly controlled, the foot placement then has a
nearly linear relationship with forward velocity and its change, which can be locally
represented well by an estimated linear plane.
This control strategy permits more versatile control for the stance leg as long as
the nearly linear relationship preserves. With small quantity of measured data, the
proposed algorithm is capable of adjusting the control parameters automatically and
responding quickly to external disturbances. Its good adaptability and higher control
accuracy also outperform the empirical tuning approach. The very same controller
is able to produce stable hopping with accurate forward velocity tracking even with
unknown mass offset, as well as stable bipedal running and walking. For a bipedal
robot with sole, the controller is able to produce very natural walking with straight
leg and heel-strke toe-off features with very little revise.
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Chapter 3
Simplified Model Planning: Model
Predictive Control
Considering the poor generalization ability of model-free methods that new experi-
mental data should be collected for training a new robot which could by risky, Model
Predictive Control (MPC) based on a simplified model is exploited in this chapter.
MPC is an advanced method of process control that has been in use in the process
industries in chemical plants and oil refineries since the 1980s. Recently, more and
more applications in the area of robotics motion planning have been observed. The
main advantage of MPC is the fact that it allows the current timeslot to be optimized,
while keeping future timeslots in account. It is a good approach for locomotion to
consider the stability in the future and then decide what to do at the current mo-
ment. In MPC, the dynamic model of system is utilized to allow the system state to
evolve into future. The more complicated the model is, the more computation time
is needed. To meet the real-time requirement, simplified models, especially linear
models, are preferred compared with the full body nonlinear model.
3.1 Simplified Model
To describe the over-all dynamics of the whole robot without considering the detailed
configuration of each joint, a mass-point model of centroidal dynamics is extensively
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Figure 3-1: Simplified model.
utilized on locomotion planning. Taking the motion in the Y-Z plane (shown in Fig.
3-1) as example, the centroidal dynamics of humanoid robot can be described as:
Cy − mCzC¨y − L˙x
m(C¨z + g)
= Py ∈ conv{pi} (3.1)
where C stands for the motion of CoM and P for ZMP, m is the total mass of
robot and L is the angular momentum of the whole robot around CoM. g is the
gravitational acceleration constant. Those subscripts indicate the motion coordinate.
conv{pi} represents the convex hull of contact points.
According to the state of art, there is still no reasonable way to define the desired
angular momentum, hence the angular momentum part in the simplified dynamics
model is usually not taken into account[45]. Instead, it is preferred to be considered
in the low level controller which involves full body dynamics model and will be in-
troduced in Chapter 5. In addition, to make the equation linear, Cz and C¨z should
be known before hand. And the simplest case is to keep the CoM height constant
so that Cz = h and C¨z = 0. With the assumptions of constant CoM height and no
angular momentum, the simplified dynamic model can be rewritten as:
Cy − h
g
C¨y = Py ∈ conv{pi} (3.2)
The motion in the X-Z plane is the same with the Y-Z plane. So the dynamic
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model along all the three directions are be written as below:

C¨x
C¨y
C¨z
 =

g
h
Cx − g
h
Px
g
h
Cy − g
h
Py
0
 . (3.3)
With this simplified linear model, MPC can be implemented in real time and run
fast enough to handle external disturbance through online re-planning.
3.2 Model Predictive Control
Based on the simplified model, there are two popular ways to implement model pre-
dictive control. One is with foot placements predefined while the other one is to
optimize the foot placement and CoM trajectory at the same time. The continuous
CoM trajectory is discretized into a sequence of knots to perform optimization. One
knot contains the CoM position, velocity and acceleration [C, C˙, C¨] at one moment.
The time period between two adjacent knots is T during which CoM jerk
...
C is con-
stant. So given a starting knot and the optimized jerks along time, the corresponding
continuous trajectory can be constructed.
3.2.1 Predefined Foot Placement
For MPC with predefined foot placements, only CoM trajectory needs to be opti-
mized. Since the simplified model assumes the CoM height is constant, then only the
movements of X and Y directions need to be concerned:
min...
C
k
x,
...
C
k
y
α
2
||...Ckx||2 +
α
2
||...Cky||2 +
γ
2
||Pk+1x −Pk+1x ref||2 +
γ
2
||Pk+1y −Pk+1y ref||2 (3.4)
subject to
Pk+1x min < P
k+1
x −Pk+1x ref < Pk+1x max
Pk+1y min < P
k+1
y −Pk+1y ref < Pk+1y max
(3.5)
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Figure 3-2: Foot prints during turning.
In the above equation, the superscripts k and k+ 1 indicate the knot number,
...
C
k
x
and
...
C
k
y are the CoM jerks, and P
k+1
x ref, P
k+1
y ref are the ZMP reference positions lying in
the center of the support polygon decided by the predefined foot placements. Pk+1x max,
Pk+1x minP
k+1
y max, P
k+1
y min are the upper and lower limits of support polygon along x and y
directions which is also decided by the predefined foot placements. In order to take
the future state into consideration in the optimization, the CoM and ZMP variables
are vectors containing the current knot and the following knots in a fix-size time
window. The superscripts of the CoM and ZMP variables indicate the number of the
current knot inside. Additionally, α and γ are the weights to do trade off between
the smoothness and stability of movement.
In the optimization problem, the decision variables are the jerks of CoM trajectory
along the x and y directions. The objective is to minimize the CoM jerk and the ZMP
deviation from the center of polygon. The CoM jerk represents the smoothness of
the trajectory. Smaller jerk means a smoother trajectory. And the ZMP deviation
indicates the stability of optimized trajectory. The bigger the deviation is, the smaller
the stability margin is.
Within this control framework, the turning during walking can also be considered
straightforward. To achieve this, the planning of foot prints along X and Y directions
should be related to the turning rate as shown in Fig. 3-2.
Take left leg supporting (red foot print) and right leg swinging (right foot print)
44
as an example. Assuming the robot is expected to turn ∆θ = θk+1 − θk degrees and
move Mkx distance in x direction and M
k
y in y direction, the foot prints of next step
can be given:
 P k+1x l
P k+1y l
 =
 P kx l
P ky l

 P k+1x r
P k+1y r
 =
 P kx l
P ky l
+R(θk)
 0
−L
+R(θk+1)(
 Mkx
Mky
+
 0
−L
)
(3.6)
where Px l, Py l and Px r, Py r are the ZMP references or foot prints of left and right
legs, and their right superscripts k and k + 1 indicate the current and next steps.
And the two feet are expected to be separated 2L from each other. Since the left
leg is supporting, its foot print of next step is kept the same with the current step.
However, for the right leg, its foot print of next step is determined by the second
equation of (3.6). The first two items on the right side can be considered as the
turning center while the third item is the turning vector. R(θk) and R(θk+1) are the
planar rotation matrices along z direction. A typical example, the robot turning in
place, is shown in the snapshot Fig. 3-3.
3.2.2 Optimized Foot Placement
The potential problem lurking in the MPC given above is that the predefined foot
placements are usually given arbitrarily and don’t take the dynamics into account
which may result infeasible solution. In addition, if the robot is affected by external
disturbance, the foot placement defined before hand may not be appropriate any more.
In this case, it is better to optimize the foot placement and the CoM trajectory at
the same time so that the foot placement can be updated timely and reasonably.
Similarly, with foot placements taken as decision variables, the planning can still be
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Figure 3-3: The lower body of WALK-MAN turning in place (time interval 2 seconds).
formulated as an optimization problem of MPC type:
min...
C
k
x,F
k
x,
...
C
k
y ,F
k
y
α
2
||...Ckx||2 +
α
2
||...Cky||2 +
β
2
||C˙k+1x − C˙k+1x ref||2 +
β
2
||C˙k+1y − C˙k+1y ref||2
+
γ
2
||Pk+1x −Pk+1x ref||2 +
γ
2
||Pk+1y −Pk+1y ref||2
(3.7)
subject to
Pk+1x min < P
k+1
x −Pk+1x ref < Pk+1x max
Pk+1y min < P
k+1
y −Pk+1y ref < Pk+1y max
Fkx min < F
k
x < F
k
x max
Fky min < F
k
y < F
k
y max
(3.8)
Compared with Equation 3.4, the CoM velocity tracking errors ||C˙k+1x − C˙k+1x ref|| and
||C˙k+1y −C˙k+1y ref|| are also taken as objective to minimize. Since the foot placements Fkx,
Fky are not predefined any more, they are considered as decision variables in addition
to CoM jerks
...
C
k
x,
...
C
k
y.
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For the constraint, the ZMP should not exceed the boundary of support polygon
as said in previous section. Besides, the foot placements Fkx, F
k
x should also be inside
the reachable area.
With a sparse discretization of the trajectory, like T = 0.1 s, the MPC is fast
enough to finish all the optimization within 1 ms which should be sufficient to run in
real time, so it is able to cope well with the case of push-recovery with the optimized
foot placements as Fig. 3-4 shown. The red square is the foot print of left foot, and
the blue one is for right foot. The green solid line is CoM trajectory, and ZMP is
depicted by orange dot line. The robot is expected to move along x direction with
constant height. After push, new foot placements are generated, the CoM trajectory
is not divergent, and the ZMP always stays inside the support polygon which means
that the robot is able to keep walking with falling .
3.2.3 Consider CoM Height Change
No matter for predefined foot placement or optimized foot placement, the CoM height
is always assumed to be constant by now. Actually, it is possible to take predefined
CoM height change into account without breaking the linearity. Take a closer look
at the equation 3.1. Without considering the angular momentum, a linear equation
can still be achieved:
Cy − Cz
C¨z + g
C¨y = Cy −KC¨y = Py ∈ conv{pi} (3.9)
where Cz
C¨z+g
can be treated as a constant K when Cz and C¨z are already given from
the predefined CoM heihgt. Integrating this into the MPC control framework, it is
straightforward to make the robot walk with varying CoM height. Fig. 3-5 shows the
snapshot of the lower body of WALK-MAN walking upwards a stair.
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Figure 3-4: Push Recovery based on MPC with optimized foot placements(Above:
3D movement; Bottom: ground projection).
3.2.4 Details in Re-planning
Based on the simplified model, MPC is fast enough to run in real time and therefore
gives us the opportunity to re-plan on the fly. Considering the complexity of the real
system, to make the re-planning approach practical, there are several tricks which
should be carefully though over. The details are given below following two types of
re-planning strategies.
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Figure 3-5: The lower body of WALK-MAN walking upwards a stair (time interval
1.5 seconds).
Re-planning at a constant frequency
One strategy to perform re-planning is to keep re-planning at a constant frequency in
which no extra artificial parameter is required except the re-planning frequency. But
sometimes the frequent re-planning could make the whole system too sensitive and
result in loss of stability, because it will take the tracking error into account straightly
without cease which may result in a regenerative feedback. To reduce the sensitivity,
one way is to reshape the measured state before passing to MPC for re-planning. Take
the hyperbolic tangent function as example to reshape the measured CoM position:
∆C = Cmeasure −Cref
Creshape = Cref + S(∆C)||∆C||,
(3.10)
where Cref, Cmeasure and Creshape are individually the reference CoM position generated
by the MPC planner, the measured current CoM position, and the reshaped one
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passed to the re-planning. The hyperbolic tangent function S is one type of sigmoid
function:
S(x) = tanh(kx) =
ekx − e−kx
ekx + e−kx
(3.11)
This method could alleviate the issue of sensitivity a bit. However, it also intro-
duces the parameter k of the hyperbolic tangent function, which is cumbersome to
tune.
Re-planning by event triggering
Another way to do re-planning is by event triggering, that is to say, the re-planning
will only happen when one predefined event is triggered. Here the triggering event
is set to when the tracking error is out of a arbitrarily given threshold. The benefit
of this kind of re-planning strategy is that the dead-zone characteristic brought by
the threshold will mitigate the regenerative feedback problem a lot. This method
can also be considered as a special case of reshaping function of the first strategy,
named deadband function here. To make it clear, the hyperbolic tangent (or tanh
function) and deadband functions with different parameters are plotted in Fig. 3-
6. As the figure shows, the hyperbolic tangent function can be considered as a soft
version of the deadband function. For the hyperbolic tangent function, the mapping
gets steeper and steeper as the parameter k increases while bigger threshold in the
deadband function would enlarger the window of outputing zero.
Another issue worth mentioning is that for re-planning, which state should be
chosen to connect with desired next state to generate the trajectory between them,
the measured current state or the desired one (the ending state of previous trajec-
tory). Figure 3-7 shows an example to illustrate this issue. Blue line is for the desired
trajectory of last knot period. Since the tracking can not be perfect, at the end of
this period (0 second in figure), the measured and desired current states are different.
In order to react to possible external disturbance, re-planning should take the mea-
sured current state into account via the reshaping technologies discussed above. Here
assuming the event-triggering strategy is adopted and the tracking error exceeds the
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Figure 3-6: Tanh and deadband function(tanh function: k = 0.6, 0.8, 1.0; dead zone
function: threshold = 1.0, 1.5, 2.0).
threshold, the re-planning is triggered and generates the desired state of next knot
from current measured state based MPC. This is similar for the first constant fre-
quency strategy, and the only litter difference is that the current measured state will
be reshaped first and then passed to MPC for re-planning. The yellow line is for
the trajectory connecting the current and next desired states via quintic polynomial,
while the red is for the one connecting the current measured state and the next de-
sired state. The differences between them are depicted by the CoM trajectory (Fig.
3-7 Above)and ZMP trajectory (Fig. 3-7 Bottom).
Observing the CoM trajectory, it seems better to choose the trajectory starting
from the current desired state to make sure the desired trajectory is smooth all the
time. However, this may result in a serious problem that ZMP trajectory exceeds the
boundary of support polygon and causes the robot to fall, because directly connecting
the two state is not the case considered inside the MPC optimization and no guarantee
is given with respect to the ZMP constraint. This can be easily observed from the
ZMP trajectories (Fig 3-7), where the yellow line oscillates a lot and is much bigger
than the red one. Therefore, although the discontinuity of desired CoM trajectory
exists, it is still rational to generate the trajectory by connecting the current measured
state and next desired state. And the discontinuity can get mitigated by re-planning
less frequently or adopting the second re-planning strategy.
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Figure 3-7: Trajectories of connecting measured or desired current state with re-
planned next state(Above: CoM trajectories, Bottom: ZMP trajectories).
3.3 Simulation
In order to evaluate the performance of MPC, three simulations were designed for the
lower body of WALK-MAN robot. The information of WALK-MAN robot is listed
in the appendix A. First, the robot was expected to walk across a stair blindly to
demonstrate the robustness of tackling the ground disturbance. Thereafter, the foot
of the robot was shrunk to a stick and almost passive walking is achieved in the lateral
motion plane. At the end, the ability of re-planning on the fly is shown by the case
of push recovery. More details about these simulations are given below.
3.3.1 Walk on Uneven Terrain
Based on the MPC planner with predefined foot placements introduced in Section
3.2.1 and the optimization-based full body torque controller given in Chapter 5, the
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lower body of WALK-MAN was able to walk through a stair (height 5cm) blindly as
shown in Fig. 3-8.
(a) Walk up a stair
(b) Walk down a stair
Figure 3-8: WALK-MAN walking through uneven terrain (interval: 0.8 second).
To be noted, in this simulation, the high-level MPC planner does not know about
the existing of the stair and always assumes the ground is flat. However, thanks to
the compliant behavior brought by the full body torque control, the ground impact
caused by the imperfect ground is quite small compared with position controlled
robots. In addition, although no on-line re-planning is involved in this simulation,
the low level controller will always transform the generated global trajectories to the
local supporting foot frame and only consider the relative location of CoM and the
swinging foot with respect to the supporting foot. In this way, the planned trajectory
can work without global localization and adapt to the ground height variance. This
can also be observed from the difference between the global and local trajectories of
CoM and two feet along the forward direction as shown in Fig. 3-9. For convenience,
the forward, lateral and vertical direction would be assigned as X, Y and Z directions
respectively in the following.
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(b) Local trajectories
Figure 3-9: Global and local trajectories of WALK-MAN walking through uneven
terrain in the forward direction (blue line: CoM, red line: left foot, green line: right
foot, solid line: measured, dash line: desired).
In Fig. 3-9, the tracking data of CoM is depicted with blue line, left foot with
red line and right foot with green line. The measured and desired trajectories are
presented individually with solid and dash lines. The figure above shows that as time
goes on, there is a drift getting bigger and bigger in the global trajectories due to the
lack of global localization. However, the robot is able to keep walking because the
low level tracking only cares about the local trajectories transformed to the support
foot according to the current contact state. And the local tracking is quite good as
seen in the figure at bottom, where the spiking signal exists because the contact state
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Figure 3-10: Snapshots of WALK-MAN walking with narrow feet (interval: 0.2 sec-
ond).
switches at landing.
3.3.2 Walk with Narrow Feet
To exploit the potential of the MPC planner, a challenging task was set that forces
the robot to walk with narrow feet. The ability to walk with narrow feet may be
required in many bipedal robot cases. For instance, for bipedal robots whose ankle roll
actuators are excluded to reduce leg inertia and achieve highly dynamic motions[20],
the inability to perform the feet roll motion requires the use of feet with narrow
width to cope with lack of ability to orient the feet around its longitudinal axis.
Other examples include but are not limited to robots wearing ice skates or robots
with weak ankle actuation. On the other side, the study of this topic is also helpful
when considering the line contacts of walking on rough terrain, such as traversing
irregular jagged blocks.
With little revise on the controller of walking on uneven terrain, the lower body
of WALK-MAN was also able to walk with narrow feet ( foot size: length 0.32 m,
width and thickness 0.02 m) as shown in Fig. 3-10. The desired CoM height was set
around 0.76 meter, and the desired feet distance was 0.35 meter.
Considering the used narrow feet, in the MPC planner, Pyk+1 is expected to stay
close to Py refk+1 during single support phase, because the torque of ankle roll joint is
not available and the support polygon shrinks to a line. Hence, the two weights γ in
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X and Y directions should be different, and the one in Y direction should be much
bigger than in X direction. For the same reason, less weight is put on the tracking
of CoM trajectories in the lateral plane while more weight on forcing the torque of
ankle roll joint of support foot to zero in the low level torque controller introduced
in Chapter 5.
The tracking data of CoM (blue line) and two feet (red line: left foot, green line:
right foot) in the world frame is shown in Fig. 3-11. The measured and desired
trajectories are presented separately with solid and dash lines. The trajectories in z
direction were tracked very well, which indicates that the feature of constant CoM
height was guaranteed. The trajectories in X and Y directions drifted a bit as time
went on, because the tracking worked in the local frame of each step defined by the
stationary foot, no global localization was implemented as told before.
3.3.3 Push Recovery
As said at the beginning of this chapter, the essential reason to simplify a model for
MPC is to reduce the computation and implement it in real time. To demonstrate
this, based on the MPC planner with optimized foot placements, the lower body of
WALK-MAN was controlled to resist external push and resume stable walking by
updating foot placement and re-planning CoM trajectory online. Fig. 3-12 is the
snapshot of a successful push recovery in simulation. For the online re-planning, the
event triggering strategy is adopted and the threshold for the tracking error of CoM
positon is set as 2 cm in both X and Y directions.
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Figure 3-12: Push recovery of WALK-MAN lower body based on MPC re-planning.
Fig. 3-13 shows the tracking data of CoM (blue line) and two feet (red line: left
foot, green line: right foot) in the lateral direction in the world frame. The same
with above, the measured and desired trajectories are presented individually with
solid and dash lines. In the simulation, the external push (200N*0.1s) was exerted
three times, and as a result, the tracking error of CoM position would go out of the
threshold immediately. Thereafter, the robot would re-plane the foot placements and
CoM trajectory at the same time. As shown in Fig. 3-12, when the push was exerted
on the waist, a side step was taken on the left side of the robot to keep balancing.
Thanks to the prompt re-planning, the tracking is still very good even after the push
and the robot is able to restore normal walking within two steps after the disturbance.
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Figure 3-13: Lateral CoM trajectory of WALK-MAN under push recovery.
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3.4 Summary
In this chapter, the robot is simplified as a point-mass model and the CoM trajectory
is discretized for optimization. Two types of model predictive control are imple-
mented, one with predefined foot placements and the other one able to optimize foot
placements and CoM trajectory simultaneously. The MPC with sparse discretization,
like T = 0.1, is good enough to guarantee walking stability and also fast enough to
run in real time. Two re-planning strategies are given, re-planning at a constant fre-
quency and re-planning by event triggering. In addition, which kind of state should
be used as the starting point of re-planning is also discussed, the measured current
state or the desired one. At the end of this chapter, three simulations were performed
on the lower body of WALK-MAN robot. The feasibility and robustness of the MPC
planner is demonstrated.
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(a) CoM and foot trajectories in X direction.
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(b) CoM and foot trajectories in Y direction.
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(c) CoM and foot trajectories in Z direction.
Figure 3-11: CoM and foot trajectories of WALK-MAN in the world frame (blue
line: CoM, red line: left foot, green line: right foot, solid line: measured, dash line:
desired).
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Chapter 4
Nonlinear Model Planning:
Multiple Shooting Method
Studies on sensorimotor control reveals that the central nervous system (CNS) inter-
nally simulates forward the behaviors of the motor system for planning and control,
thus “forward” model is termed (or internal model) as a dynamic representation for
the motor system to use the current state to predict the future state [40]. Also,
forward/internal models inherit the delay property coming from sensory feedback
and motor response [39], which can be considered a-priori in the control stage while
generating a new motor command [64]. New study also proves that not only the
vertebrates, but also the invertebrates, the Plathemis lydia, whose sensorimotor con-
trol exploits the dynamic models of both itself and the prey for the prediction and
planning during the high-performance control of interception steering [41].
While recent robotics research has used inverse dynamics approach [19], similar
to the inverse models for CNS, to solve whole-body control problem, I am motivated
to investigate what types of models can be used, as those forward models in CNS,
and how to exploit forward models for planning and control that can further enhance
dynamic walking in terms of robustness and human-level of likeness. Particularly,
inspired by Raibert’s idea of controlling foot placement to balance legged robot, I
hereby proposed two nonlinear models for forward simulation to decide foot placement
more precisely through multiple shooting method with gradient descent search inside.
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It was shown that these nonlinear models have much better representation of the full
robot dynamics than the over simplified single point mass model and meanwhile is
computationally easy to realize. Therefore, more accurate foot placements can be
achieved based on these improved models compared to the previous trial-and-error
tuning of control coefficients as in [50].
This chapter is organized as follows. In Section 4.1, two nonlinear models are in-
troduced, and the mapping between the models and the real robot is also explained.
Section 4.2 presents the algorithm of using forward simulation of nonlinear models to
predict the foot placement, and the trajectories of all the joints are generated accord-
ing to the desired foot placement. In Section 4.3, several simulations are performed
to demonstrate the robust and human-like performance of the proposed method. The
chapter ends with a summary.
4.1 Nonlinear models
4.1.1 Nonlinear Model for Sagittal Dynamics
To capture the major dynamic characteristics of bipedal walking in sagittal/lateral
plane, the robot is simplified to a four-link model as Fig. 4-1 (b) shows. In this four-
link model, the support leg and the swing leg are individually modeled as a prismatic
link and a constant link. Here, using a prismatic joint to represent the revolute knee
joint is for improving the stability of numerical calculation. The dynamics of swing
motion matters, however, the dynamic property caused by the changing leg length
is much less critical. Hence, it is reasonable to model the swing leg as one link with
constant length. The foot is modeled as force wrench by applying torque to first joint.
Assuming no slippage, the equation of motion (EoM) can be written as a fix-based
robot instead of a floating base one for faster computation:
M(q)q¨ + h(q, q˙) = τ , (4.1)
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(a) Full model (b) Four-link model (c) Two-link model
Figure 4-1: Two nonlinear models derived from a full robot model.
where q is the joint angles, M(q) is inertia matrix, h(q, q˙) is the sum of centrifugal,
Coriolis and gravity forces, and τ is joint torque.
The task space vector s = [θsp l ψ θsw]
T denoted in Fig. 4-1 is concerned first.
Define the line connecting hip and ankle joints as the virtual leg. Then θsp is the
angle between virtual support leg and vertical line, l is the length of virtual support
leg, ψ is the upper body posture, and θsw is the angle between virtual swing leg and
vertical line. The joint space vector q can be transformed to the task space vector
s by a constant transformation matrix A determined by the robot parameters, such
that s = Aq and s¨ = Aq¨. Thus, the EoM can be rewritten as:
M∗(s)s¨ + h∗(s, s˙) = τ , (4.2)
where M∗(s) = M(q)A†, h∗(s, s˙) = h(q, q˙), and A† is the pseudo inverse of A.
Equation (4.2) provides options to include either closed loop control, actuator
dynamics, or both into forward simulation. The close loop control can be calculated
based on the desired and current state and generate joint torque τ , then the EoM
(4.2) can be utilized to do forward simulation to predict the future state. In the
next numerical integration step, the newly simulated state will be treated as the
current state and the computation iterates. If available, the actuators dynamics can
be added in a cascade manner after the feedback control, then the output torques of
the actuators are the input of (4.2).
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4.1.2 Nonlinear Model for Lateral Dynamics
It shall be noted that the model in Fig. 4-1 (b) and the method above can be perfectly
applied to both sagittal and lateral gait control. The only difference is the parameter
lhip that describes the separation of hips. However, interestingly, the prior comparison
study found out that the lateral dynamics has a particular feature which allows the
model to be further simplified, as depicted by a two-link model in Fig. 4-1 (c), where
the first link represents the support leg and the second link is one equivalent body
lumping the upper body and the swing leg.
For the sagittal gait, the target is to pass over the support leg and continue
to place next foot, so it includes a convergent phase and a divergent phase. The
change of support leg length affects the potential energy of the whole robot and the
future evolution of robot state. In contrast, the lateral gait needs to achieve a stable
upper body oscillation laterally, and the upper body never surpasses the stance foot
sideways. Therefore, a limited variation of support leg length will not cause the
upper body to overshoot sideway. Meanwhile, the swing leg has much smaller range
of lateral motion compared to the sagittal one, thereby the torso dynamics dominates
over the swing leg dynamics in the lateral scenario, which leads to no distinctive
difference when a two-link model is used.
In order to improve the energy efficiency, the knee joint is expected to keep as
straight as possible, similar to what humans do. So the support link in Fig. 4-1 (c)
is set as full leg length. The reduced dynamics equation can be written as below: m11 m12
m21 m22
 q¨1
q¨2
+
 h1
h2
 =
 τ1
τ2
 , (4.3)
where m11, m12, m21 and m22 are the elements of inertia matrix, q¨1 and q¨2 are the
two joint accelerations, h1 and h2 are the elements of centrifugal, Coriolis and gravity
force, and τ1 and τ2 are the two joint torques. The transformation between (θsp, ψ)
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and (q1, q2) is:  θsp
ψ
 =
 1 0
1 1
 q1
q2
 (4.4)
Given the expected posture trajectory ψ of torso with perfect tracking, a math
trick here is to consider only the first row in (4.3) and to eliminate τ2. Substitute
equation (4.4) to the first row of (4.3), and then θ¨sp can be derived as:
θ¨sp =
τ1 −m12ψ¨ − h1
m11 −m12 = f(τ1, ψ¨, θsp, ψ, θ˙sp, ψ˙) (4.5)
By using (4.5), the trajectory of support leg θsp can be obtained from the ankle
torque τ1 and the expected upper body posture ψ without considering the internal
joint torque τ2. The same knack also works for systems with four links or even more
links. Similar arguments about this kind of simplification were made via conservation
of angular momentum in [38].
4.1.3 From Nonlinear Models to the Robot
Here only address the mapping between model and robot concerning the support leg
only, and the planning of swing leg trajectory will be explained in Section 4.2.2. For
the four-link model, it is easy to map due to the same degrees of freedom. As for the
two-link model, the distance from hip to ankle joint in the robot is always changing
while the length of link 1 in the two-link model is constant. Define the hip position
and velocity from the state estimation as (xh, zh) and (x˙h, z˙h) respectively, as shown
in Fig. 4-1. θsp and θ˙sp are calculated without considering the movement along virtual
leg direction as:
θsp = arctan(−xh/zh),
θ˙sp = −x˙h cos(θsp)− z˙h sin(θsp).
(4.6)
4.2 Forward Simulation for Control
For a simple linear model like the linear inverted pendulum model, to achieve the
optimal CoM trajectory, MPC can be easily implemented. However, once the model
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is nonlinear and particularly involves discrete change of energy state as in the above
models, utilizing MPC requires a lot of computation and real-time requirement is
hard to guarantee. Instead of optimizing continuous trajectories of robot state, one
faster option to significantly reduce the computation time is to optimize only key
parameters. A great example is Raibert’s work in [51] that a stable walking was
realized by choosing foot placement at the moment of touch-down, where an intuitive
equation combining a neutral point and a feedback item was used to calculate foot
placement. One major disadvantage is that the feedback gain over the walking velocity
error needs to be tuned empirically due to the lack of dynamics information. To
address this, the proposed nonlinear models are taken into account.
4.2.1 Accurate Foot Placement Control
Foot placement primarily determines the discrete nature of step-to-step transition,
and thus the stability of walking and control of the robot movement [51],[58],[65],[66].
If foot placement has a monotonous relationship with the velocity of robot, then it is
possible to iteratively search for an appropriate foot placement fast to achieve desired
velocity and keep stable walking. Following this idea, Fig. 4-2 is drawn to show a
general result based on the two-link model, in which the length of link 1 is equal to 1
m, upper body mass is 60 kg and the gravity acceleration is 9.81 m/s2. Here define the
initial position θinisp as foot placement. With regard to the same initial velocity θ˙
ini
sp , the
velocity θ˙endsp at the end of a fix period of 0.5s changes almost linearly to the different
initial position θinisp . Hence given the robot state predicted by the forward simulation
at the end of the current step, it is very easy to use the gradient descent method to
find an appropriate foot placement for the next step to reach a desired state. This is
the essential idea of utilizing forward simulation for accurate foot placement control
in the presence of multi-body effects during very dynamic locomotion.
To determine the foot placement for next step, the initial velocity k+1θ˙inisp of next
step should be obtained first. k and k + 1 in the left superscript means individually
the current and next steps hereafter. The initial velocity of next step k+1θ˙inisp can be
derived from the predicted state (kθendsp ,
kθ˙endsp ) at the end of current step. Fig. 4-3
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Figure 4-2: Relationship between foot placement and end velocity.
(a) Straight support leg (b) Straight swing leg
Figure 4-3: Two robot configurations for touch-down.
shows the robot configurations at touch-down moment when the support and swing
legs swap. To represent the ground impact, the energy along the direction of virtual
support leg of next step is lost, and the rest produces only the angular velocity
around the new stance foot. Then θ˙inisp of next step can be calculated as in (4.7).
For narrative convenience, the switch function for both two- and four-link models is
termed as fsw(
kθinitsp ,
k+1θinisp ,
kθ˙endsp ),
k+1θ˙inisp = fsw(
kθinitsp ,
k+1θinisp ,
kθ˙endsp )
= kθ˙endsp cos(
k+1θinisp − kθendsp ).
(4.7)
Algorithm 1 is used to determine the foot placement. First, predict the robot
state (kθendsp ,
kθ˙endsp ) at the end of current step by performing forward simulation from
the current measured state. Then k+1θinisp (0) and
k+1θinisp (1) are set to specific values
to start the iteration of multiple shooting via gradient descent method. Afterwards
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Algorithm 1: Determine foot placement (Pseudo code).
Input : kθinisp ,
kθ˙inisp ,
k+1θ˙dessp .
Output: k+1θinisp
1 kθendsp ,
kθ˙endsp ← ForwardSim(kθinisp , kθ˙inisp )
2 k+1θinisp (0) = 0
3 k+1θinisp (1) = α
4 for n← 1 to N do
5 k+1θ˙inisp (n− 1)← fsw(kθendsp , k+1θinisp (n− 1), kθ˙endsp )
6 k+1θ˙inisp (n)← fsw(kθendsp , k+1θinisp (n), kθ˙endsp )
7 k+1θ˙endsp (n− 1)←ForwardSim(k+1θinisp (n− 1), k+1θ˙inisp (n− 1))
8 k+1θ˙endsp (n)← ForwardSim(k+1θinisp (n), k+1θ˙inisp (n))
9 if |(k+1θ˙endsp (n)− k+1θ˙dessp )| < ε or n == N then
10 return k+1θinisp (n)
11 else
12 ∆k+1θinisp =
(k+1θ˙endsp (n)− k+1θ˙dessp ))(k+1θinisp (n)− k+1θinisp (n− 1))
k+1θ˙endsp (n)− k+1θ˙endsp (n− 1)
13 k+1θinisp (n+ 1) =
k+1θinisp (n)−∆k+1θinisp
14 end
15 end
k+1θ˙inisp (n−1) and k+1θ˙inisp (n) are derived from the corresponding switch function (4.7).
Based on this, k+1θ˙endsp (n − 1) and k+1θ˙endsp (n) are calculated from forward simulation
using (4.2). Then, if the error is smaller than the tolerance ε or the iteration times
are more than the maximum number, the result k+1θinisp (n) is returned; otherwise,
a gradient descent method will be applied to calculate k+1θinisp (n + 1) for the next
iteration.
4.2.2 Mapping From Virtual Legs to Revolute Knees
From the algorithms mentioned above, the trajectory of θsp of support leg and
(θendsw , θ˙
end
sw ) of swing leg can be obtained. By now, the knee joint states (φsp, φ˙sp)
and (φsw, φ˙sw) are still not taken into account. As illustrated by the two robot con-
figurations at touch-down in Fig. 4-3, the support leg is expected to keep straight
during the most period of walking. In this case, the knee angle φendsp and φ
end
sw of the
support and swing legs at touch-down can be calculated given the shin length la and
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the thigh length lb:
φendsp =

pi − arccos( l
2
a + l
2
b − c2sp
2lalb
), θendsp ≥ θendsw
0, θendsp < θ
end
sw
φendsw =

0, θendsp ≥ θendsw
pi − arccos( l
2
a + l
2
b − c2sw
2lalb
), θendsp < θ
end
sw
csp = (la + lb)
cos(θendsw )
cos(θendsp )
, csw = (la + lb)
cos(θendsp )
cos(θendsw )
,
The posture of upper body is expected to always keep upright ψ = 0, then all the
measured current states (φinitsp , ψ
init, θinitsw , φ
init
sw , φ˙
init
sp , ψ˙
init, θ˙initsw , φ˙
init
sw ) and the expected
end states (φendsp , ψ
end, θendsw , φ
end
sw , φ˙
end
sp , ψ˙
end, θ˙endsw , φ˙
end
sw ) of current step are known by
now, so they can be smoothly connected by polynomials and keep continuity of the
state. An intermediate point should be added into the trajectory of φsw to lift up
the swing leg and create ground clearance for walking. Combining them with the
trajectory of θsp generated by forward simulation and the desired ψ = 0, the trajec-
tories for all joints are available. As mentioned before, this method can be applied
to the movement of both sagittal and lateral planes with the only difference on the
parameters of model.
4.3 Simulation
To evaluate the effectiveness and performance, the proposed control method was
tested in several different simulation scenarios on two simulation platforms. Both of
them showed promising results.
4.3.1 Traverse A Stair Blindly
This simulation was performed on a planar bipedal robot built in ADAMS. The
parameters of this robot are listed in Table 4.1. The ankle and knee joints were
position controlled with stiffness 1000 N ·m/rad and viscous damping 30 N ·m · s/rad
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Table 4.1: Parameters of Planar Bipedal Robot.
Part Mass(kg) Inertia(kg·m2) Length(m)
Torso 19.8 0.300 0.4
Thigh 2.8 0.020 0.25
Shin 2.5 0.020 0.25
Sole 0.35 0.001 0.1
while the hip joint was torque controlled. For the support leg, the hip torque stabilizes
the upper body posture. On the other hand, the hip torque of swing leg was used to
ensure correct foot placement. The torque applied on hip joint was calculated by a
PD controller with proportional and derivative coefficients of 500 N · m/rad and 20
N · m · s/rad. In this simulation, the four-link model with joint actuator dynamics
included are adopted and the trajectories were generated by the proposed controller
at the beginning of each step. The maximum iteration times N was 10, the tolerance
ε for terminating the iteration of forward simulation was 0.05 rad/s, the period of
one walking step was 0.4 s and the time step for forward simulation was 0.01 s.
The robot successfully walked through a stair of 5 cm height blindly in the sagittal
plane. The movement was natural and compliant as Fig. 4-4 shows. The angular
velocity θ˙sp of virtual support leg and upper body posture ψ are given in Fig. 4-5
and 4-6 separately, where the solid blue line is for the measured data, and the red
dash-dot line is the trajectory planned on-line for each step.
The Fig. 4-5 shows that the robot stepped up and down the stair at about 6
s and 9 s. When the robot was stepping up, the sole touched the ground earlier
than expected, so the planning of next step was triggered immediately. Because of
the limited torque of the under-actuated ankle joint and the early foot placement
caused by disturbance, the angular velocity of following step was not tracked very
well. However, for the next second step, a good foot placement was computed by the
control algorithm based on the nonlinear models, and the robot was able to restore a
stable state very quickly.
Similar situation happened during the step-down that the swing leg could not
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land on the ground on time and the robot tried to keep the last planned joint position
and waiting for landing. After landing with a natural leaning motion, the velocity
could not be tracked well at this step because of the unexpected ground impact.
Nevertheless, soon at the second step after the ground disturbance, the tracking
performance resumed very well.
The upper body posture in Fig. 4-6 demonstrates a good tracking of real upright
orientation with respect to on-line planned reference, although there are some small
deviations from the desired values when stepping up and down. For the step right
after the stair disturbance, the robot may not restore immediately. Whereas, the
forward model is still capable of predicting the deviation accurately. This simulation
indicates that the controller built on the forward model is very robust and is able
to predict the motion of next step precisely after disturbance and recover to desired
state within a very few steps.
4.3.2 Sagittal Push Recovery
To further study the robustness of disturbance rejection, a forward push recovery
simulation is carried out on the same platform as the previous one. In this simulation,
a push force of 100 N is applied in the center of upper body starting from 2 s and
lasted for 0.1 s as shown in Fig. 4-7. The responses of angular velocity θ˙sp of virtual
support leg and upper body posture ψ are given in Fig. 4-8 and 4-9. The definition
of data lines in these figures is the same with the previous simulation.
When exerting an external force, a large error was produced immediately in the
tracking of angular velocity of virtual support leg, because the external force was
not modeled in the controller. But at the next step where the push has finished, by
updating the prediction of the robot’s movement using the proposed nonlinear model,
the controller can restore the nominal gait by choosing a correct foot placement. For
both of these two simulations, the upper body posture was tracked strictly due to the
joint torque applied on the hip joint.
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Figure 4-4: Snapshots of crossing a stair.
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Figure 4-5: Angular velocity of virtual support leg when crossing a step.
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Figure 4-6: Upper body posture when crossing a step.
4.3.3 Lateral Push Recovery
The simulations above only concern about the movement in the sagittal plane. Here,
the Open Dynamics Engine (ODE) was set up to validate the feasibility of the pro-
posed controller in the lateral plane on a simulated humanoid robot developed pre-
viously in [22]. This robot has the same joint configuration and kinematics as the
COMAN robot. Here all the joints of this robot are set to position control mode.
According to the experience of using this robot before, the simulation results match
quite well with the experimental data.
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Figure 4-7: Snapshots of push recovery.
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Figure 4-8: Angular velocity of virtual support leg in push recovery.
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Figure 4-9: Upper body posture in push recovery
The same approach was applied by using the two-link variant as the forward model
for the lateral push recovery. The robot walks in a 3-dimensional ODE simulation,
meaning that the robot has no constraints in the sagittal plane. Therefore, a simple
trajectory generator was implemented in sagittal plane to steer the ankle for keeping
upper body upright and orient the swing foot to be parallel with the ground. For the
lateral control based on the two-link model, the trajectories were re-planned whenever
the tracking errors of θsp and θ˙sp exceeded limits of 0.1 rad and 1 rad/s or the planned
trajectories were expired. The maximum iteration times N was 5, the tolerance ε was
0.02 rad/s, the duration of one walking step is 0.4 s, and the time step for forward
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Figure 4-10: COMAN pushed by a lateral force.
simulation is 2 ms. First, a push force of 3000 N was exerted in the center of upper
body for 0.01s as shown in Fig. 4-10. The angular velocities θ˙ of left and right virtual
legs are shown in Fig. 4-11 and 4-12.
push 1 push 2
push 3
Figure 4-14: Snapshots of dynamic recovery from a series of lateral pushes in ODE
(interval 0.25s).
In Fig. 4-10 to 4-12, the robot was pushed around the moment 1.5 s, and a big
tracking error evoked in the trajectory tracking. The re-planned trajectories were
able to guide the robot to stabilize after two steps. The tracking error was quite
small when the robot was stepping in place stably.
Fig. 4-14 shows an additional aggressive test during which the robot was inter-
mittently impacted three times by a ball with mass of 1 kg and initial velocity of 10
m/s. Nevertheless, the robot was able to sprawl legs aside and place the foot swiftly
to stop falling over. So the control successfully dealt with these impacts and its good
robustness was showcased by these trials. Note that in both cases shown by Fig. 4-10
and Fig. 4-14, the robot has very straight leg feature which is comparable to hu-
mans. Because the forward model a-priori considers the kinematics into the two-step
lookahead simulation, the returned solution from the iterative search (Algorithm 1)
is always physically realizable. Hence, there is no knee singularity issue by principle.
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The coded algorithm in C++ runs each query of the iterative planning for less
than 0.5 ms, which is very efficient as the computational time shown in Fig. 4-13.
This is entirely feasible for real-time implementation.
4.4 Summary
This chapter explored the forward model concept inspired by the sensorimotor control
realm and applied the principle to the control of robust and dynamic bipedal walking.
First, good candidates of nonlinear models are studied for forward simulation, four-
link and two-link models, which are suited to meet different requirements of sagittal
and lateral gaits towards the minimum computation without downgrading much of
the accuracy. These models can also include the characteristics of the control system,
i.e. close loop control and actuator dynamics. Based on these nonlinear models,
multiple shooting methods with gradient descent search inside is utilized to best
exploit forward simulation and automatically search for precise foot placement. With
the proposed method, a planar bipedal robot was able to blindly travel over a stair and
recover from a push successfully in simulation. Furthermore, the simulated COMAN
robot was able to withstand several aggressive impact attacks without falling over.
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Figure 4-11: Angular velocity of left virtual leg.
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Figure 4-12: Angular velocity of right virtual leg.
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Figure 4-13: Time consuming of controller.
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Chapter 5
Low Level Controller for
Stabilization and Motion Tracking
Previous chapters focused on the walking pattern generation. Another important
aspect for dynamic walking is stabilization and motion tracking. Compared with the
high level planning of motion pattern, the stabilization and motion tracking is named
low level controller here. In the low level controller, not only the relative motion
of each joint should be tracked, but also the whole body movement with respect to
the world should be stabilized. According to different types of joint actuators, three
approaches of low level controllers are implemented here: CoM stabilizer for the robots
with position controlled joints, quasi-static impedance control and optimization-based
full body torque control for the torque-controlled robots.
5.1 Position Control and Stabilizer
A lot of existing humanoid robots, like well-known ASIMO[53], HRP-3[29] and NAO[56],
have position-controlled joints, where each joint is actuated individually and relatively
easy to implement in practice. To achieve accurate joint tracking, the stiffness and
damping of the joints in position control mode is usually set very high. This dis-
tributed control strategy without considering the effect between each other may work
well in the structural known environment, but easily falls into failure when the ground
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is not that perfect. In this case, a CoM stabilizer is preferred to improve the overall
tracking stability.
∆C˙ = k
Cd −C
dT
qrevised = qd + dT ∗∆q˙ = qd + dT ∗ J+com∆C˙ = qd + kJ+com(Cd −C)
(5.1)
In the equation above, C and Cd are the measured and desired CoM position, dT
is the period of the low level position control loop, k is the feedback coefficient, qd is
the desired joint position solved from high level planner by inverse kinematics, and
qrevised is the real joint position command sent to the joint actuator after revised by
the CoM stabilizer. The adjustment quantities of CoM velocity ∆C˙ and joint velocity
∆q˙ are related to each other through the sudo-inverse of CoM jacobian J+com.
The stabilizer tries to eliminate the CoM tracking error of the whole robot by
adjusting the joint position through inverse kinematics. It can work well if the joint
stiffness is very high. However, one side-effect brought by the high stiffness joints
is that even with the stabilizer, if the modeling of the ground or the tracking is not
accurate enough, the big landing impact caused by the error will cause drastic chang-
ing in the robot state and result inevitable falling. Therefore, quasi-static impedance
control and torque control methods are implemented for accurate tracking and com-
pliant behavior of humanoid locomotion based on the improved hardware of joint
actuator.
5.2 Quasi-static Cartesian Impedance Control
Impedance control has been widely applied to the interaction between robot and en-
vironment due to its ability of regulating the contact force. Considering the difficulty
of knowing the exact contact state between feet and ground, quasi-static Cartesian
impedance control is utilized here as the low level controller for the local trajectory
tracking. ”Local” means that the trajectory is for the feet with respect to the local
pelvis frame.
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5.2.1 Formulation
Quasi-static Cartesian impedance control has been proposed for quite a long time, a
brief introduction is given to cover what is used here.
Fd = Kcp · (Xd −X)−Kcd · X˙
τd = J
T · Fd
(5.2)
where X and Xd are individually the measured and desired pose of foot, Kcp and
Kcd are the assigned stiffness and damping in the Cartesian space. Fd is the desired
wrench at the end-effector while τd is the required joint torque to generate the desired
wrench Fd under quasi-static condition. J is the Jacobian of foot with respect to the
pelvis, whose transpose associates the end-effector wrench with the joint torque.
To make full use of the high frequency bandwidth of joint position control and
improve the tracking stability, a combined position and torque control was utilized
for each joint:
τ = τd + Kjp · (qd − q)−Kjd · q˙ (5.3)
where τ is the joint toque command sent to the motor, τd is the joint torque calculated
by the impedance control, Kjp, Kjd are the designed stiffness and damping for the
joint position control, q, q˙ are the measured joint position and velocity, and qd are
the desired joint position calculated by numerical inverse kinematics.
5.2.2 Walk Like A Inverted Pendulum
As an example of utilizing the impedance control, a walking pattern similar to Inverted
Pendulum Model (IPM) was realized successfully on the upper body of CENTAURO
robot as shown in Fig. 5-1. The arms of the CENTAURO robot were treated as legs
resulting to a big ratio of feet separation distance to CoM height. And the sticks at
the end of the two arms worked as narrow feet. During double support phase, the
feet separation distance is 0.35 meter while the CoM height is around 0.4 meter.
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Figure 5-1: Snapshots of CENTAURO walking (interval: 0.2 second).
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Figure 5-2: Different motion patterns with narrow feet in lateral plane.
Analysis
Compared with the narrow feet walking introduced in Section 3.3.2, the most impor-
tant difference is the walking pattern, one following the LIPM and the other following
the IPM. Before implementing the quasi-static Cartesian impedance control in details,
the pros and cons of the motion patterns based on these two models are analyzed first.
Since only the ankle roll joint is not actuated actively due to the narrow feet, the
analysis will be constrained in the lateral plane. Observing bipedal walking of an-
imals, it seems that the bigger width-height ratio, the fiercer the oscillation of the
animal’s upper body. For instance, bears and gorillas tend to shake their upper bod-
ies more than human during walking, which looks more like IPM instead of LIPM.
To understand the physical principles behind them, the characteristics of these two
walking motion patterns are studied.
In the motion pattern generated by LIPM, the CoM height is expected to be
constant, and the pelvis is always kept upright as shown in Fig. 5-2 (a). On the other
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hand, for the motion generated by IPM, the whole body is considered as one rigid
body and rotate together around the support foot during walking (see Fig. 5-2 (b)).
As mentioned before, the analysis will be given in the lateral plane.
The first thing to take care is the CoM displacement of these two models when
walking with the same feet separation distance (shorten as feet distance below), ini-
tial CoM height and step duration. Considering the most common walking style,
symmetric walking, robot motions are symmetric about the middle plane of two feet
(below called as middle plane). And CoM displacement rcom is the farthest distance
of CoM to the middle plane when its velocity decrease to zero. rft represents half of
the feet distance.
Based on the differential equations y¨ = g
h
y, φ¨ = g
r
sinφ of LIPM and IPM,
y = f(h0, y0, y˙0, t) and y˙ = f
′(h0, y0, y˙0, t) can be numerically solved to get the CoM
state after a duration t, where g is the gravity acceleration, h is the constant CoM
height of LIPM and r is the constant CoM rotation radius of IPM, h0, y0 and y˙0 are
the initial height, horizontal position and velocity of CoM. Assuming stable symmet-
ric walking, the CoM should pass through the middle plane with an equivalent but
opposite velocity after one walking step. Therefore the CoM displacement rcom can
be calculated as follow:
rcom = rft − |f(h0, rft, y˙0, T/2)|
s.t. f ′(h0, rft, y˙0, T ) = −y˙0
(5.4)
where T is the time of one walking step.
Given feet distance rft and initial CoM height h0, the CoM height of LIPM and
the rotation radius of IPM can be derived individually as h = h0, r =
√
h20 + r
2
ft.
Further, by setting the walking step time T = 1s, the farthest CoM displacement of
these two models could be figured out by equation (5.4) with respect to different feet
distance (0.02 to 1.0 meter) and initial CoM height (0.6 to 1.0 meter) as Fig. 5-3
shows.
The results agree with the intuition: CoM displacement gets larger with increasing
feet distance and it applies to both models. Comparing to IPM, the CoM displacement
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Figure 5-3: CoM displacement at different feet distances and CoM heights.
of LIPM increases faster. This would increase the risk of reaching hip roll joint limits
for the robot. Besides, one extra benefit of IPM motion pattern is that the pelvis
rotates together with the legs, which results in even less movement of hip roll joint
during walking. Considering this, using IPM to generate walking motion patterns is
a wiser choice when large feet distance involved.
Another issue to be noted is that for bipedal robots with articulated joints, the
bent leg walking of LIPM motion usually consumes more energy than the IPM case
in which the leg can be more stretched. You can get an intuitive feeling about this by
keeping your hip at a constant height during walking. You will get tired very soon,
especially for the knee joints.
Despite of the shortages discussed above, the constant CoM height of LIPM motion
pattern can be helpful for mitigating the ground impact and therefore reducing energy
loss. This is inevitable for robots with the IPM motion pattern unless energy storage
elements are implemented. To figure out the relationship among ground impact, feet
distance and initial CoM height, a series of numerical calculations were performed
whose results are shown in Fig. 5-4.
The setup of numerical calculation was the same with previous section. The
duration of one walking step was 1 second. Given a initial CoM height and feet
distance, the angular velocity of CoM passing the middle plane can be calculated out
iteratively for IPM motion, which is unique for symmetric walking. And the vertical
component of this velocity is used to evaluate the ground impact, called CoM impact
82
0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8 0.9 1
Feet distance [m]
0.00
0.20
0.40
0.60
0.80
Co
M
 im
pa
ct
 v
el
oc
ity
 [m
/s] 0.6 m
1.0 m
Five lines correspond to different initial CoM
heights (range 0.6~1 m, interval 0.1 m)
Figure 5-4: CoM impact velocity at different feet distances and CoM heights.
velocity here, because it would reverse its direction instantly along with energy loss
at that moment of support foot switch.
As shown in Fig. 5-4, the impact gets more gentle and the CoM impact velocity
decreases if the feet distance is smaller. Meanwhile, higher initial CoM can also
alleviate the ground impact.
Validation
To validate the feasibility of the quasi-static Cartesian impedance control and conform
the analysis of comparing LIPM and IPM, walking simulation is performed by using
the upper body of the Centauro robot. Instead of planning the CoM trajectory in the
global world frame, here the leg motion in the pelvis local frame is taken care more
so that the whole robot is able to rotate around the ankle roll joint of the supporting
feet passively. A state machine is introduced to describe the designed leg motion. It
includes four phases: landing, stretching, retracting and holding as shown in Figure
5-5.
Landing phase starts from the first moment that the two feet are both on the
ground and ends when one leg starts stretching. During this phase, the robot will
try to keep its current configuration aiming to absorb the oscillation of the pelvis
after the ground impact. Then, the stretching phase happens, during which, one leg
stretches and makes the robot rotate around the other foot. During this phase, the
stretch motion will inject energy to the robot system, and at the end of this phase,
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Figure 5-5: State machine of CENTAURO walking pattern.
the stretch leg may leave off the ground. Thereafter, the stretching leg will retract
to prepare for the next landing, called as retracting phase. Meanwhile, both legs will
move in forward direction to make the robot walk or turn. At the end of this walking
cycle, the period between the retracting phase and the subsequent landing is named
as holding phase, when the robot waits for landing.
Fig. 5-6 shows the desired and measured trajectories of two feet in the local
frame with respect to the pelvis, where the red and green lines are for the left and
right feet, and the solid and dash lines are individually for the measured and desired
data. The contact state is indicated by the purple dash line with three states: left
foot single support (LS), right foot single support (RS) and double support (DS). As
stated above, the leg would stretch first before swinging and then retract to the normal
length which can be seen in Fig. 5-6 (c). In the double support phase, stretching state
dominated most of the period, and landing state was very short to make the walking
motion continuous and smooth. Thereafter, the swinging leg started retracting and
the contact state switched to single support. Meanwhile, both of the feet will move
along X direction to drive the robot forward as shown in Fig. 5-6 (a). Because the
robot is not expected to move sideways, so the feet was fixed in the Y direction (see
Fig. 5-6 (b)). Since gravity compensation was not taken into account, the tracking
error of supporting leg is quite obvious during single support phase. This can be
further improved in the future.
The measured global trajectories of CoM and two feet in the world frame are
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shown in Fig. 5-7. The global desired trajectories are missing, because the motion
planning is performed in the local frame. The robot moved forward with a little
lateral drift (see Fig. 5-7 (a,b)). CoM height oscillation and ground impact were
observed from Fig. 5-7 (c) as expected.
Comparing to the simulation data in Section 3.3.2, the characteristics of these
motion patterns are distinct to each other. For the motion pattern of LIPM, the
CoM can be controlled at a certain height all the time resulting less ground impact
at landing. Its shortcoming is that the required big movement of hip roll joint is not
always possible. Despite that the CoM height of WALK-MAN is double of that of
CENTAURO, its hip roll joint movement is still much bigger. On the contrary, IPM
motion pattern can mitigate this issue a lot. As the price, the CoM height of IPM
motion would oscillate, which produces extra energy loss due to the ground impact.
5.3 Optimization-based Full Body Torque Control
Walking is actually a multi-task motion. It involves Cartesian space trajectory track-
ing, body posture regulation while maintaining dynamic balance. While dealing with
multiple tasks, traditional null-space projection based techniques could be applied to
solve the problem in a hierarchical manner [54, 55]. But this analytical techniques
can not properly handle inequality constraints, such as torque limit and friction cone
limit. Researchers turn to numerical method which is better at considering differ-
ent constraints. Although detailed formulations differ, most of approaches formulate
the floating base inverse dynamics as a quadratic programming (QP) problem with
equality and inequality constraints [7, 10, 19, 22, 62].
5.3.1 Formulation
In the optimization-based full body torque control method, the low level stabilization
and motion tracking is formulated as a quadratic optimization problem to calculate
the joint torques according to given tasks with respect to constraints, such as dynamic
feasibility, friction cone, torque limits.
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Quadratic formulation is adopted to solve whole body dynamics. Different weights
are used to balance multiple tasks in the cost function without considering strict
priorities among them. It is simple to implement and also numerically robust. Hard
constraints such as joint torque limits and friction cone limits are formulated as
inequality constraints. The details are given below, starting from the Equation of
Motion (EoM) of the whole robot:
M(q)q¨ + h(q, q˙) = STτ + JTc (q)λ (5.5)
with the inertia matrix M(q), the force vector h(q) which is sum of Coriolis, cen-
trifugal and gravitational forces and the ground reaction force λ. JTc is corresponding
Jacobian, τ is joint torque, q represents the n degrees of freedom (DoF) general-
ized coordinates which include base and body joint coordinate q = [qTf ,q
T
r ]
T, and
S = [0nr×nf , Inr ] is a selection matrix which separates the nr = n−nf actuated joints
from the nf = 6 floating-base DoFs.
EoM (5.5) relates generalized acceleration q¨, contact forces λ and joint torques
τ together. We choose X = [q¨T,λT]T as optimization variables for the following QP
problem :
min
X
n∑
i=1
ωi
2
||AiX− bi||2 (5.6)
subject to
Mf(q)q¨ + hf(q, q˙) = J
T
cf(q)λ (5.7)
τ = S(M(q)q¨ + h(q, q˙)− JTc (q)λ) ∈ [τmin, τmax] (5.8)
Jcq¨ + J˙cq˙ = 0 (5.9)
|fx
fz
| ≤ µ, |fy
fz
| ≤ µ (5.10)
d−x ≤
my
fz
≤ d+x , d−y ≤ −
mx
fz
≤ d+y (5.11)
The objective function (5.6) tries to minimize the tracking error of different tasks,
but their relative importance is decided by corresponding weight ωi. Each task is
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defined by corresponding matrix Atask and vector btask.
The constraints (5.7) and (5.8) ensure the dynamics feasibility and joint torque
availability, the subscript f in (5.7) stands for the six DoFs of floating base. (5.9)
makes sure there is no slip in contact points. The contact wrench can be expressed
as: λ = [fx, fy, fz,mx,my,mz]
T. The nonlinear friction cone is approximated by a
linear polyhedral cone in which constraint (5.10) makes the contact force stay. (5.11)
restricts ZMP stay inside support polygon which is defined by the limits [d−x , d
+
x ] and
[d−y , d
+
y ].
The tasks usually involved in walking includes: motion tasks (regulating CoM
position or tracking end-effectors’ spacial trajectory), contact force tasks (optimizing
contact force distribution) and joint torque tasks (assigning joint torques). Below are
the details about how to formulate each type of task.
Motion tasks
As the most common tasks for robots, two examples are given: CoM trajectory
tracking and end-effector trajectory tracking.
For CoM tracking, considering the centroidal dynamics [45], the system’s linear
momentum P and angular momentum L is linear with the generalized velocity q˙:P
L
 = H(q)q˙ (5.12)
with H is called the centroidal momentum matrix. Taking derivative of this equation
will give: P˙
L˙
 = Hq¨ + H˙q˙ (5.13)
It is obvious that the changing rate of momentum P˙ and L˙ is linear function of q¨.
As a result, the task matrix below could be used to track desired changing rate of
momentum:
AH = [H, 0], bH =
P˙ref
L˙ref
− H˙q˙ (5.14)
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Typically, reference changing rate of momentum could be defined as:P˙ref
L˙ref
 =
P˙des
L˙des
+ Kp
cdes − c
0
+ Kd
Pdes −P
Ldes − L
 (5.15)
with Kp and Kd the gains of the PD feedback controller.
Trajectory tracking for end-effector in Cartesian space is formulated as:
Acartesian = [J, 0], bcartesian = x¨ref − J˙q˙ (5.16)
with J the spacial jacobian matrix corresponding to the frame attached to the robot.
x¨ref is the reference spacial acceleration which can be calculated with:
x¨ref = x¨des + Kp(xdes − x) + Kd(x˙des − x˙) (5.17)
where xdes, x˙des and x¨des are desired end-effectors’ position, velocity and acceleration.
Contact force tasks
In order to realize compliant interaction between the robot and environment, contact
force tasks can be formulated to achieve desired contact forces λdes.
Aforce = [0, I], bforce = λdes (5.18)
Joint torque tasks
To directly control joint torque, the task could be formulated as:
Aτ = S[M, J
T
c ], bτ = τdes − Sh (5.19)
with τtextitdes is the desired joint torque vector.
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5.3.2 Balance with Arms
Based on the optimization-based full body torque control, the robot is able to handle
multiple tasks at the same time and do trade-off among them by tunning the weights.
One typical example to demonstrate this for humanoid robots is to balance with full
bodies, especially with arms, just like human does. Here the torque control framework
introduced above was implemented on the WALK-MAN robot. Several tasks were
assigned to achieve human-like full body balancing:
• Keep CoM in a desired position whose ground projection should be inside the
support polygon;
• Maintain a fixed configuration of upper body;
• Keep the pelvis upright;
• Regulate the centroidal angular momentum to zero;
• Distribute contact forces according to the distance between the feet and CoM.
Different weights were assigned to these tasks. Compared with others, keeping CoM
staying in the desired position had higher weight, otherwise the robot would tend
to fall if the ground projection of CoM moves out of the support polygon. Keeping
pelvis upright is a task defined in the global world frame while maintaining a fixed
configuration of upper body is defined in the local joint frame. Both of them were
considered more important than regulating angular momentum and distributing con-
tact forces. One thing should be noted that although the weight of maintaining a
fixed configuration of upper body is high, the weight for holding the shoulder joints
in place (part of the fixed configuration task) was set quite low intentionally so that
the robot will make more use of these joints to keep balancing. With above settings,
the balancing behavior of WALK-MAN robot is quite like a human. Fig. 5-8 is the
snapshot when WALK-MAN was pushed forward from behind on the pelvis.
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Figure 5-8: WALK-MAN used full bodies to keep balancing when a push was exerted
on the waist from behind(interval 0.8s).
5.3.3 Walk with Straight Leg
Many existing humanoid robots walk in an unnatural way with bent knees due to
the use of LIPM which constrains CoM in a horizontal plane, which results in high
knee joint torque and extra energy consumption. To address this issue, a simple
yet efficient control strategy is proposed here to realize straight leg walking based
on the optimization-based full body torque control. First, theoretical analysis on a
simplified model provided insight into ZMP deviations during straight knee walking.
After observing that the deviation is limited comparing to the support polygon, the
high level planning part keeps the same with the Section 3.2.1, but the robot is able
to perform straight leg walking automatically by utilizing the optimization-base full
body torque controller. By setting the desired CoM height slightly over the robot’s
reachable height, the low level controller will attempt to straighten the robot’s leg
to reach this vertical reference, in the meanwhile, also satisfy the constraints (i.e.
dynamic feasibility, friction cone, torque limits).
Analysis
For on-line planning, a simplified, especially linear model is preferred to provide
a longer preview horizon. Nevertheless, it is difficult to consider complicated con-
straints, such as the kinematic constraint of legs. To realize straight leg walking,
the idea here is using LIMP for planning but considering the kinematic constraint in
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low-level controller which involves the full body dynamic model of the robot. More
detailedly, the predefined height of LIPM is set a bit higher than the maximum reach-
able one. And then the low level controller will try its best to stretch the leg to track
the desired height but still meet the constraints. To evaluate its feasibility, ZMP
deviation caused by the proposed control strategy is analyzed below.
Assuming the reference CoM trajectory is planned based on LIPM with constant
desired CoM height h and desired ZMP at the center of foot Px,y = 0. The resulting
CoM dynamic could be derived by substituting h and C¨z = 0 to equation ((3.3)):
C¨x,y =
g
h
Cx,y
C¨z = 0
(5.20)
The ordinary differential equations (5.20) have analytic solutions [24]:
Cx,y = Cx,y(0) cosh(t/Tc) + TcC˙x,y(0) sinh(t/Tc)
Tc =
√
h/g
(5.21)
Where t is the time, Cx,y(0) and C˙x,y(0) are the initial position and velocity of
CoM. To further simplify the analysis, the CoM motions in sagittal and lateral plane
are considered separately. As mentioned above, in order to make the robot walk with
straight leg, the desired CoM height h will be set higher than the maximum reachable
one r. And this would encourage the robot to stretch the legs as much as possible.
In this case, the resulting CoM motion achieved by the low level controller will be an
arc. So the CoM position and acceleration along z direction are:
Cz =
√
r2 − (Cx,y)2
C¨z = −Cx,yC¨x,y
Cz
− (C˙x,y)
2
Cz
− (Cx,yC˙x,y)
2
(Cz)3
(5.22)
It should be noted that actually r is not constant and will change when the robot
is moving like lifting its swing leg. But here for simplicity, it is assumed constant for
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analysis. Substitute equations (5.22) into the definition of ZMP,
Px,y = Cx,y − Cz
C¨z + g
C¨x,y (5.23)
Considering Px,y = 0 for LIPM, the ZMP deviation caused by the CoM vertical
variation is
∆Px,y = Cx,y − (Cz)
4C¨x,y
(gCz − Cx,yC¨x,y − (C˙x,y)2)(Cz)2 − (Cx,yC˙x,y)2
(5.24)
According to equation (5.21), (5.22), (5.24), the deviation of ZMP is related to
the time t, initial position Cx,y(0) and velocity C˙x,y(0) of CoM, CoM’s maximum
reachable length r and the desired CoM height Cz0. To ensure the knees stretching
straight during walking, h should not be smaller than r. Here set h = r = 1 m which
is similar to the CoM height of WALK-MAN robot in its static standing posture.
Then the ZMP deviations can be calculated in sagittal and lateral planes by setting
typical initial states. The initial position and velocity for the sagittal plane are -0.3
m and 0.98 m/s while the ones for lateral plane are -0.16 m and 0.48 m/s when
left leg is supporting alone. Fig. 5-9 and 5-10 show the ZMP deviations in the two
directions. Blue solid line is the CoM trajectory and red dash-dot line is the ZMP
deviation. The maximum ZMP deviation in lateral plane is less than 1 cm, quite
small compared with foot width 16 cm while the one in sagittal plane is around 6 cm.
However since the foot size is also longer (30 cm) in sagittal plane, the deviation is
acceptable. This analysis result indicates that it is possible to plan CoM trajectory
via LIPM with an unreachable CoM height and then try to consider the constraints
neglected by the simplified model in the low level controller.
Validation
To evaluate the effectiveness and performance, the proposed control strategy was
tested on the full body of WALK-MAN robot [60] in ROS-Gazebo simulation envi-
ronment as shown in Fig. 5-11.
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In this simulation, the high level planner used MPC to generate the CoM and
foot trajectories first. Since the CoM height during straight standing was around
1.15 m, therefore the desired CoM height of LIPM was set to 1.17 m to let the low
level controller enforce leg straightening during walking. The period of each walking
step was 1.5 second, and no double-support phase was considered except the starting
and ending steps. The foot placements were determined automatically by the MPC
planner, but for the ending step, the foot placement was set the same with the starting
step in Y direction. Detailed trajectories generated by the high level planner can refer
to Fig. 5-12.
The objectives set for the low level controller in this simulation were to track the
CoM and foot trajectories, and keep upper body upright. At the same time, the low
level controller also needed to guarantee that the kinematic and dynamic constraints
were satisfied. So even when the trajectories generated by the high level planner were
not tracked very strictly, the ZMP constraints would still be satisfied by the low level
controller. Here the desired CoM height is set a little higher than maximum and the
low level controller would try to track it as well as possible.
The simulation data is shown in Fig. 5-12, where the blue solid line is the measured
data collected from the simulated WALK-MAN robot and the red dash-dot line is
the desired one. The CoM and ZMP trajectories along X direction were tracked quite
well while the ones along Y direction were a bit worse. It is because foot width is
smaller compared with its length resulting less ankle torque available to keep stable
and maintain precise tracking in y direction. Notable result in this simulation data
is the CoM tracking along Z direction, where it was not tracked strictly, instead, it
oscillated under the desired height just as expected. Besides, during walking, CoM
height sometimes was higher than the one when the robot was standing straight just
as shown in Fig. 5-12(c), because the robot needed to lift its swing leg for walking
and the maximum CoM reachable height would increase. The CoM heights at the
beginning and the end of walking were different, because the robot postures at the
two moments were not exactly the same and corresponding maximum CoM reachable
heights were different. Fig. 5-13 shows the CoM trajectory in the front Y-Z plane
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and it is quite similar with the typical butterfly shape observed in human walking
[44].
To compare the proposed control strategy with the normal LIPM one with low
CoM height, the robot was simulated again with a constant CoM height 1.1 m. The
robot can track the planned CoM trajectory very well but needs much bigger torque in
knee joints. Fig. 5-14 shows the comparison result. Blue lines are collected from the
control strategy while the red ones are for the walking with constant CoM height 1.1
m which is typical for WALK-MAN robot generating LIPM walking pattern. And
solid and dash-dot lines represent left and right knees separately. By utilizing the
proposed control strategy, the knee angles are quite close to zero and the correspond-
ing joint torques are almost half of the ones with constant low CoM height. High
energy efficiency is promised for the proposed control strategy. This simulation result
supported the raised hypothesis well and proved the feasibility of the methods.
5.4 Summary
In this chapter, with respect to different types of joint actuators, various control
algorithms were proposed to achieve accurate and stable tracking of the planned
trajectories. For the robots with position controlled joints, CoM stabilizer is devel-
oped to consider the overall tracking error of all the joints systematically, so that the
walking stability can be improved. To achieve compliant behaviors and reduce the
ground impact during landing, robots with torque controlled joints are preferred and
corresponding control strategies are chosen. The quasi-static Cartesian impedance
control is first explored to allow the robots to interact with the environment compli-
antly without knowing the exact contact state. Inverted pendulum walking pattern
was realized successfully on the upper body of Centauro robot with the impedance
control. Thereafter, the optimization-based full body torque control framework was
implemented and exhibited amazing performance when dealing with multiple tar-
gets simultaneously. Very human-like behaviors, like balancing with arms, can be
generated automatically based on the full body dynamics.
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(a) Foot trajectories in X direction.
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(b) Foot trajectories in Y direction.
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(c) Foot trajectories in Z direction.
Figure 5-6: Foot trajectories of CENTAURO in the local frame of pelvis (red: left
foot, green: right foot, purple: contact state, solid: measured, dash-dot: desired).
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(a) CoM and foot trajectories in X direction.
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(b) CoM and foot trajectories in Y direction.
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(c) CoM and foot trajectories in Z direction.
Figure 5-7: CoM and foot trajectories of CENTAURO upper body in the world frame
(blue: CoM, red: left foot, green: right foot).
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(b) Trajectory and ZMP deviation
Figure 5-9: Simplified model and ZMP deviation in sagittal plane.
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(b) Trajectory and ZMP deviation
Figure 5-10: Simplified model and ZMP deviation in lateral plane.
Figure 5-11: WALK-MAN walking with straight leg (interval: 0.5 second).
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(a) CoM trajectory in x direction.
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(b) CoM trajectory in y direction.
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(c) CoM trajectory in z direction.
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(d) ZMP trajectory in x direction.
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Figure 5-12: CoM and ZMP trajectories when walking straight (blue solid line is
measured and red dash-dot line is desired).
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Figure 5-13: CoM trajectory projected in front y-z plane.
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Figure 5-14: Knee position and torque data (blue solid and dash-dot lines are for left
and right straight legs,red solid and dash-dot lines are for left and right bent legs).
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Chapter 6
Conclusion and Future Work
On the way to reproduce the stable and versatile mobility of human on robots, this
thesis contributed on the aspect of motion planning and control in humanoid lo-
comotion. Robust walking is achieved to cross uneven terrain and resist external
disturbance. Good balancing capability is demonstrated that the robot is able to
make full use of whole body to keep balancing. Nevertheless, with regard to our
expectation on humanoid robots, there are still some advanced features missing in
the proposed control framework.
6.1 Full Body Motion Planning
As seen in Chapter 2-4, the motion planning targets only on the locomotion, and
extra consideration is needed if other motion tasks, such as reaching an apple by
arms or rotating the waist to avoid obstacles, are involved. It is much more natural
and convenient to construct a unified framework for planning to take all the bodies
of robot into account so that not only the locomotion tasks but also manipulation
tasks or any other task can be considered at the same time.
There are already some researches working toward this target. The full body
motion planning is usually constructed as a big nonlinear optimization problem which
is general enough to describe various tasks performed by humanoid robots. However,
although all kinds of nonlinear optimization technologies are implemented, how to
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compute fast enough to run in real time is still an open question. For a task which
looks not so complicated for human, it would take the robots minutes, or even hours
to solve, which is definitely not the case of human solving the problem.
To address the computation-intensive problem in nonlinear optimization, Clever
et al. tried to combine the optimal control and learning of movement primitives to
accelerate the optimization process [4, 5]. This should be a promising direction for
complicated real-time motion planning problems which involves multiple bodies of
the robot. Based on the experiences learned from past experiments, the robot is
expected to use less time and computation power to resolve problems similar to the
ones encountered before.
6.2 Stable Torque Control for Motion Tracking
As introduced in Chapter 5, the optimization-based full body torque control is amaz-
ing when dealing with multiple tasks and able to generate very human-like natural
behaviors automatically. However, there are still some issues lying behind to drive
the robot out of control now and then.
Some attempts were carried out to realize energy-efficient straight leg walking in
this thesis. The first problem encountered is the singularity issue resulting unstable
numerical computation during optimization when the leg is almost completely straight
and drives the leg Jacobian matrix ill-conditioned. One widely-used way to mitigate
this problem, which is also what I took here, is to add a damping term and consider
joint limits during the optimization [3, 32]. Most of the time, this approach works
well while the optimization solver would still give unreasonable results sometimes.
Deeper insight could be casted into the optimization theory to give a better solution
on this.
Besides the singular issue, another defect in the existing torque controller is its
short-sight. The optimization tries to minimize the objective functions only consid-
ering the current time slot which may not be proper in the long run. One straightfor-
ward way to eliminate the drawback is to construct a bigger optimization problem by
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taking more time slots into account. The same trouble encountered in the full body
motion planning shows up that according to existing optimization solvers, very long
calculation time is inevitable due to the limited computation power and therefore
impractical for real time implementing. Some efforts could be done in the future to
solve this problem along with the one emerged in the full body motion planning.
6.3 Conclusion
Based on the material above, the conclusion can be drawn here. This thesis explored
two most important aspects of humanoid locomotion, motion planning and control
(motion tracking and stabilization).
Motion Planning
For the motion planning, various methods were proposed in different levels of model
dependence. First, a model free approach was proposed which utilizes linear regression
to estimate the relationship between foot placement and moving velocity. Relying on
the estimated relationship, appropriate foot placement can be predicted according
to the current and desire velocities, and therefore the motion of all the bodies can
be figured out afterwards. The philosophy behind this method can be considered
as a unified solution to realize diverse gaits of legged robots, such as the one-legged
hopping, bipedal walking with point feet or normal soles as demonstrated. In addition,
the robustness and adaptivity to external disturbances and modeling error is also
observed within this method.
A disadvantage of model-free methods is the poor generalization ability compared
to that of model-based methods. If the robot is changed, new experimental data
should be collected to train or update the controller, which may be too risky for
real robots. To address this issue, model-based planning technologies are exploited.
The well-known simplified model, linear inverted pendulum model, is utilized to form
a quadratic programming problem following the model predictive control paradigm.
CoM trajectory can be optimized given predefined foot placements or together with
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foot placements at the same time with respect to the ZMP constraint. The elaborately
designed re-planning algorithm with sparse discretization based on the simplified
model can be fast enough to run in real time and robust enough to resist external
pushes and cross uneven terrain.
Inspired by the sensorimotor control realm, nonlinear models are proposed to
perform forward simulation iteratively following the multiple shooting method.Good
candidates of nonlinear models are studied for sagittal and lateral planes to achieve
minimum computation without downgrading much of the accuracy. And the desired
foot placement can be calculated after the numerical computation. Since a manually
designed walking pattern is predefined to fix most of the degrees of the robot, the
decision variables left for the nonlinear optimization are much less and could be solved
in milliseconds which is sufficient to run in real time. A simulated COMAN sized robot
with the nonlinear model controller insider is shown to be capable of blindly traveling
across a stair and withstand external push or continuously ball impact attacks without
falling over.
With the three proposed planning methods, most of the locomotion tasks of hu-
manoid robot can be completed. However, when coming down to motion tasks involv-
ing all the bodies of robot and considering all the kinematic and dynamic constraints
simultaneously, the existing frameworks could not do too much on this. The whole
problem turns to a big nonlinear optimization problem, which is not solvable nowa-
days under the real-time requirement. Combination with machine learning to speed
up the computation based on experience data is a promising direction for the future
research on complicated motion planning.
Motion Tracking and Stabilization
Regarding to the motion tracking and stabilization, to improve the walking stability,
CoM stabilizer is developed for the position controlled robots as a tool of considering
the tracking error of all the joints systematically. Whereas, the big landing impact
induced by the stiff position controlled joints is still inevitable and will make the
robot fall down easily if the ground modeling is not correct. The compliant behav-
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ior and precise tracking brought by the torque controlled robot is very appealing for
robotics researchers, and torque controlled robots are getting more and more popular
despite of its much higher requirements on the joint actuators. The corresponding
optimization-based full body torque control framework was implemented and exhib-
ited amazing performance when dealing with multiple targets at the same time. It
is able to generate very human-like behaviors automatically based on the full body
dynamics like balancing with arms. Sometimes, without knowing the exact contact
state of feet, quasi-static Cartesian impedance control can be a good alternative of the
optimization-based full-body torque control for torque-control robots to interact with
the environment. Hence, a short introduction of walking like a inverted pendulum
model is given based on the quasi-static Cartesian impedance control.
As one of the most popular frameworks for low level control, optimization-based
full body torque control framework works very well most of the time. Whereas, there
are still some moments when the controller can go wrong. Deep insight into the op-
timization theory and longer horizon for the optimization instead of only considering
the current time slot is expected to be investigated in the future.
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Appendix A
WALK-MAN Robot
The WALK-MAN robot simulated in the Gazebo simulation platform is consistent
with the real robot in the lab [60]. It contains 31 DoFs with height around 1.9 m
and total mass around 130 Kg as shown in Fig. A-1. It has two 6 DoFs legs and two
7 DoFs arms, and another 3 DoFs are for the waist and 2 more DoFs for the neck
joints. For the lower body of WALK-MAN used in this thesis, only the two 6 DoFs
legs and the pelvis base are included, and an extra 20 kg load is mounted on top
of the pelvis base. In the simulation, each joint is torque controlled with combined
feed-forward and feedback terms:
τ = τref +Kp(qref − q) +Kd(q˙ref − q˙) +Ki
∫
(qref − q) (A.1)
Where τref is the feed-forward joint torque, qref and q˙ref are the joint position and
velocity references. Kp, Kd and Ki are PID gains for the feedback term.
For the optimization-based full-body torque control, joint accelerations are figured
out first as the decision variables. And then the joint positions and velocities can be
integrated from the optimized joint accelerations and the current joint positions and
velocities. The integration item of PID feedback was not used here, therefore Ki was
set zero. Feed-forward torque dominates the control command while feedback gains
are so small that the robot can not even stand up without feed-forward torques. The
control frequency is set as 1 kHz for the torque control.
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Figure A-1: WALK-MAN body size specifications (all dimensions are in mm)
To be noted, in simulation, the joint command without feedback terms or pure
torque control still works, and usually is better than the one with feedback terms,
because directly adding the feedback torques to the command kind of ruin the op-
timization result. However, considering the noise and imperfect torque tracking of
the joint actuators, it is usually more stable to utilize the high bandwidth of position
feedback control.
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Appendix B
Publication
During the period of my Ph.D. study, I published six conference papers (4 first author,
2 second author) as listed below:
1. Yangwei You, Chengxu Zhou, Zhibin Li, Nikos Tsagarakis. A study of nonlinear
forward models for dynamic walking. In International Conference on Robotics
and Automation (ICRA), 2017.
2. Songyan Xin, Yangwei You, Chengxu Zhou, and Nikos Tsagarakis. Humanoid
Running Based on Centroidal Dynamics and Heuristic Foot Placement. In
International Conference on Robotics and Biomimetics (ROBIO), 2017.
3. Songyan Xin, Yangwei You, Chengxu Zhou, Cheng Fang, and Nikos Tsagarakis.
A torque-controlled humanoid robot riding on a two-wheeled mobile platform.
In International Conference on Intelligent Robots and Systems (IROS), 2017.
4. Yangwei You, Songyan Xin, Chengxu Zhou, and Nikos Tsagarakis. Straight
leg walking strategy for torque-controlled humanoid robots. In International
Conference on Robotics and Biomimetics (ROBIO), 2016.
5. Yangwei You, Zhibin Li, Darwin Caldwell, and Nikos Tsagarakis. From one-
legged hopping to bipedal running and walking: A unified foot placement control
based on regression analysis. In International Conference on Intelligent Robots
and Systems (IROS), 2015.
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6. Yangwei You, Zhibin Li, Nikos Tsagarakis, and Darwin Caldwell. Foot place-
ment control for bipedal walking on uneven terrain: An online linear regres-
sion analysis approach. In International Conference on Climbing and Walking
Robots and Support Technologies for Mobile Machines (CLAWAR), 2015.
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