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V diplomskem delu sem opisal problem varnosti spletnih portalov ter načine preprečevanja 
vdorov v spletne aplikacije. Namen diplomskega dela je poučiti programerje spletnih aplikacij 
o pomenu varnosti v spletu. V ta namen sem v prvem delu naloge opisal najpogostejše varnostne 
ranljivosti spletnih sistemov ter podal primere le-teh. Nato sem opisal glavne vidike varnosti 
ter načine preprečevanja vdorov in kraj podatkov. Posebno pozorost sem posvetil pravilnemu 
ustvarjanju uporabniških računov, predvsem gesel, njihovemu shranjevanju, uporabi in 
ponastavitvi. Opisal ter izdelal sem spletno aplikacijo za vpis uporabnika v sistem z vso 
pripadajočo funkcionalnostjo z uporabo ogrodja Laravel. Za to orodje sem se odločil, ker je 
zgrajeno sistematično in že v osnovi ponuja osnovno zaščito spletnih aplikacij. Opisal  sem, 
kako preprečiti določene vrste vdorov in kraj podatkov. Podal sem primere izvorne kode 
izdelane aplikacije, ki nazorno prikazujejo postopke avtentikacije, pošiljanja obrazcev, 
varovanja obrazcev ter tudi samo postavitev Laravel ogrodja na strežniku, saj je pri praktičnem 
delu pomembno, da se programer zaveda razlike med produkcijskim ter testnim in razvojnim 
okoljem. 
 






In this thesis I have described website vulnerabilities. The goal of the thesis is to educate and 
inform website developers about the importance of online security. To this end I have dedicated 
a chapter describing the top 10 website vulnerabilities according to OWASP. I described the 
main aspects of security and how to properly prevent system hijacks and data theft. The 
emphasis was given on how to properly generate user accounts, especially passwords – their 
saving, usage and resetting. I have described and developed a web application for user 
registration and logging by using Laravel, a web framework. I have chosen this framework 
because it is built systematically and because it offers basic level of protection out of the box. I 
have described how to prevent specific system intrusions and data theft. I have included 
examples of the test web application which clearly illustrates proper procedures of 
authentication, form submission, form security and the Laravel setup.  In practical web 
developement it is very important that the developer is aware of the differences between the 
production and the test environment. 
 




1.  Uvod 
 
V zgodnjih fazah razvoja svetovnega spleta so uporabniki menili, da je varen, vendar se je 
kasneje z raziskavami izkazalo, da temu ni tako. Strokovnjake, ki so raziskovali računalniške 
ter omrežne sisteme, so imenovali hekerji. To so bili ljudje, ki so dobro poznali in razumeli  
računalniške sisteme ter omrežja, kar jim je omogočilo identificiranje in odpravljanje težav. 
Dandanes si ljudi, ki jim pravimo hekerji, predstavljamo kot nepridiprave. Oni namreč 
poskušajo najti varnostne pomanjkljivosti v sistemih in jih izrabiti v svoj prid – dostop do 
sistema ali informacij. V večini primerov to storijo na način, da uporabijo del strani, ki ni 
varovan oziroma je ranljiv proti napadom (exploit). Večina jih uporablja že znane ranljivosti, 
vendar obstajajo tudi hekerji, ki znajo ustvariti ranljivost v sistemu. Najbolj pogosti hekerji, ki 
uporabljajo že znane ranljivosti, so dokaj površni, saj nimajo dobre predstave in razumevanja 
računalniških sistemov, omrežij, tehnologij ali programskih jezikov. Tudi del kode, ki jo 
uporabljajo, niso napisali sami. Ta tip hekerja povzroča največ škode. 
Napade  lahko razdelimo v več kategorij. V zgodnji fazi spleta (web 1.0), so bili pogosti 
napadi na strežniški strani, znani kot web shell. To je bila skripta, nameščena na strežnik, ki je 
pridobila dostop do sistema. Kasneje se je pojavil napad na podatkovne baze SQL imenovan 
SQL injection. Na ta način so hekerji pridobili pomembne (občutljive) podatke ali pa celo 
dostop do samega sistema skozi bazo. Ta način je zelo uporaben, celo bolj kot direkten napad 
na sistem, zato je tudi zelo pogost način napada tudi v današnjih časih. Zelo priljubljen način 
napada je tudi napad XSS (cross-site scripting). Pojavil se je skoraj vzporedno z napadom SQL 
injection, vendar je postal priljubljen šele par let kasneje po napadu na družabno omrežje 
MySpace. V kasnejši fazi razvoja spleta (web 2.0) sta napada XSS in CSRF postala pogosta 
načina napada. Ker so se pojavile nove tehnologije, so se temu primerno prilagodili tudi hekerji 
in s tem pridobili še druge načine napadov. Pojavili so se novi strežniški jeziki, zelo priljubljene 
so postale mobilne spletne aplikacije, zato je potrebno varnosti v spletu slediti in jo konstantno 
razvijati ter nadgrajevati [1]. 
 
V diplomski nalogi se bom osredotočil na tehnike razvoja aplikacije s strani programerja. 
Opisal bom pogoste varnostne ranljivosti, podal rešitve ter jih tudi v praktični aplikaciji 
uporabil. Izdelal bom celovito aplikacijo, ki se bo osredotočala na varno vpisovanje 
uporabnikov v sistem z vso ostalo pripadajočo funkcionalnostjo. 
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2.  Varnostne ranljivosti spletnih strani 
 
Pri obravnavanju varnosti na spletu se srečujemo z več pojmi, ki jih je potrebno natančneje 
definirati: 
 Varnost spletne strani (Internet/Website security) – Varnost spletne strani je direktno 
povezana z varnostjo v internetu, ki pogosto vključuje varnost brskalnika ter varnost 
omrežij na splošno. Namen varnosti je določiti pravila in ukrepe proti napadom preko 
interneta. Internet je ne-varen kanal za izmenjavo informacij, kar predstavlja visoko 
tveganje za vdore ter goljufije [10]; 
 Varnostna ranljivost (Security vulnerability) – Varnostna ranljivost je oslabelost v 
produktu (aplikaciji), ki bi lahko napadalcu omogočala, da ogrozi celovitost, 
razpoložljivost in zaupnost izdelka (aplikacije) [11]; 
 Napad na sistem (System attack) – Napad na sistem je poskus uničiti, izpostaviti, 
spreminjati, onemogočiti, ukrasti ali pridobiti nepooblaščen dostop do sredstev oziroma 
jih uporabiti [12]; 
 Zaščita proti napadom (Protection against attacks) – Zaščita proti napadom je 
uporaba specifičnih ukrepov, ki so namenjeni preprečitvi nepooblaščenega dostopa 
napadalca [10]. 
Organizacija OWASP  Open Web Application Security Project je ena najbolj priznanih 
organizacij za varnost v spletu. Gre za odprto-kodni projekt s ciljem izboljšave varnosti v spletu. 
Projekt OWASP ponuja veliko virov in informacij pri iskanju varnostnih pomanjkljivosti 
spletnega projekta, pisanju varnejše kode itd [1].  
Zelo koristen vir je OWASP Top 10, ki je sestavljen iz subjektivnih in objektivnih podatkov. 
Prikazuje 10 najbolj pogosto izrabljenih pomanjkljivosti, za katere bi moral poskrbeti vsak 
spletni razvijalec, preden se spletna aplikacija objavi. V nadaljevanju navajam povzetek 
najpogostejših varnostnih ranljivosti organizacije OWASP za leto 2013. 
 
2.1.  Vnos zlonamerne kode (Injection) 
 
To je najbolj pogost napad na spletno aplikacijo. Deluje na način, da napadalec poskuša na 
strežniku izvesti lastno kodo in s tem pridobiti nadzor nad sistemom ali pridobiti ključne 
podatke. To lahko napadalec stori na omrežnem ali aplikacijskem nivoju. Na omrežnem 
pomeni, da bi moral na strežnik prenesti lastno aplikacijo in jo nato pognati, na aplikacijskem 
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pa to lahko stori na bolj neopazen način. Večina napadalcev se odloči za napad preko 
aplikacijskega nivoja, saj to lahko storijo na več načinov. 
V aplikaciji vedno obstajajo deli, kjer je potreben vnos uporabnika. To je lahko iskalno 
okno, vpis uporabnika v sistem itd. V tem primeru lahko napadalec svojo kodo vnese v samo 
vpisno polje in na ta način izvede napad na bazo. Takemu načinu napada pravimo SQL injection 
[1].  
 
Primer takega napada je naslednji. Sistem pri vpisu uporabnika v sistem uporablja naslednji 
SQL stavek: 
SELECT * FROM USERS WHERE USER='$user' AND PASS='$pass'; 
Napadalec lahko nato za user vnese 
1' OR 1 LIMIT 1; -- 
Kar generira naslednji SQL stavek: 
SELECT * FROM USERS WHERE USER='1' OR 1 LIMIT 1; --' AND PASS='$pass'; 
Ker SQL dopušča samo en stavek na poizvedbo, je uporabljen del do prvega podpičja. Vse 
ostalo je komentar. Na ta način bi se poizvedba izvedla in vrnila uporabnika, kar pomeni, da bi 
sistem uporabnika vpisal. 
 
2.2.  Nepravilno ravnanje z avtentikacijo in sejami 
 
Ta varnostna ranljivost se pojavi pri avtentikaciji uporabnika sistema. V spletu aplikacije 
delujejo na način, da brskalnik komunicira z aplikacijo na strežniku s pošiljanjem sporočil preko 
HTTP protokola in obratno. HTTP protokol ne hrani podatkov o pošiljatelju med prenosi 
sporočil. Vsako sporočilo obravnava posamezno. Večina spletnih strani pa povezuje sporočila 
s specifičnim uporabnikom, kar pomeni, da so spletni razvijalci prisiljeni v uporabo lastnih 
rešitev za to nalogo.  
To se navadno naredi z generiranjem unikatnega ključa za vsakega uporabnika oz. vsak vpis 
uporabnika v sistem. Ta ključ nato povežemo z uporabnikovimi podatki in ga posredujemo 
uporabniku. Uporabnik nato pri vsaki poizvedbi poda še svoj ključ, katerega lahko aplikacija 
poveže s podatki in jih ustrezno uporabi. Ta opisan način je sam po sebi varen, vendar ga veliko 
spletnih razvijalcev izvaja napačno. 
Primer slabe implementacije je, da se za sam ključ uporablja cela števila v zaporedjih. Na 
ta način je zelo lahko predvideti ključe ostalih uporabnikov in se čez njih celo sprehoditi. Drugi 
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primer slabe implementacije je, da se ključ navaja v URL naslovu, saj uporabniki pogosto 
kopirajo in lepijo (copy – paste) povezave drugim. Na ta način lahko vsak z danim URL-jem 
predstavlja kot ta uporabnik [1]. 
 
Primer napada: 
Napadalec se vpiše v sistem. Brskalnik shrani ključ seje v piškotek: 
3100 
Napadalec vrednost prebere, in poizkuša zamenjati število z: 
3101 
Če je napad uspel, je sistem prepoznal napadalca kot uporabnika, kateremu pripada sejni ključ 
3101. Na ta način lahko napadalec zaobide celotni vpisni sistem. 
 
 
2.3.  Križno izvajanje skript (XSS) 
  
Je vrsta napada, pri kateri napadalec poskuša izvesti lastno kodo, večinoma JavaScript 
ali HTML, na spletno stran. Ta vrsta napada spada pod Injection napade, vendar je tako nevarna, 
da je uvrščena na seznam. Njena nevarnost sledi iz velikega razpona potencialnih lukenj v 
spletni strani, ki se lahko pojavijo vsakič, ko od uporabnika zahtevamo vnos in ga izpisujemo 
nazaj, kar je v spletnih aplikacijah zelo pogosto. 
Kot primer lahko vzamemo bloge, kjer uporabniki lahko pišejo lastne komentarje na 
članke ali pa celo socialna omrežja, kjer uporabniki vnašajo lastna besedila na različne načine. 
Napadalci so s tovrstnim napadom pokradli vpisne podatke v spletne strani, postavili phishing 
strani in celo ustvarili črve, ki se sami razmnožujejo po spletu [1]. 
 
Primer: 
Napadalec lahko napiše komentar na članek z naslednjo vsebino: 
<script>alert('napaden');</script> 
Ko kateri koli uporabnik obišče stran, na kateremu se nahaja ta komentar, se javascript koda 
avtomatsko zažene in odpre se okno z napisom 'napaden'. Na ta način bi lahko napadalec od 




2.4.  Nevarnosti referenc do fizičnih objektov 
 
 V spletni aplikaciji ni nikoli smiselno izdati notranjih virov, kot so poti do fizičnih 
datotek na strežniku. Če spletna aplikacija v URL naslovu navaja pot do datoteke na strežniku, 
lahko napadalec to uporabi na način, da poskuša zamenjati pot in s tem odkriti druge datoteke 
na strežniku. Lahko bi tudi uporabil kodo, ki se sprehodi po  določenem zaporedju in se na ta 
način poskuša dokopati do celotne strukture strežnika [6]. 
 
Primer: 
Napadalec opazi, da za prenos datoteke iz strežnika le ta uporablja sledeči naslov: 
http://example.com/index.php?download=basic.zip 
Vse kar mora storiti sedaj, je poskušati uganiti ime datoteke, katero želi: 
http://example.com/index.php?download=advanced.zip 
Ali pa kot opisano zgoraj, poskuša odkriti celotno strukturo strežnika in se s tem dokoplje do 
različnih podatkov. 
 
2.5.  Napačna varnostna konfiguracija 
 
Pri tem pravzaprav ne gre za vrsto napada, vendar znatno pomaga napadalcu pri odkrivanju 
možnih lukenj v sistemu. Vsaka spletna aplikacija mora biti pravilno nastavljena in 
konfigurirana.  
Največkrat pride do tovrstnih lukenj, ko se spletno stran prenaša s testnega v produkcijsko 
okolje. V spletu se napake odkrivajo s pomočjo izpisov napak, katere razvijalci vklopijo za lažje 
in hitrejše delo. Le ta nastavitev se pogosto prenese s testnega okolja v produkcijsko. Sedaj 




Spletna stran uporablja določeno ogrodje (framework) za delovanje. Le ta za lažje 
programiranje vsebuje izpis kode, kjer je prišlo do napake. Ob objavi spletne strani so njeni 
programerji pozabili izklopiti to funkcionalnost. Sedaj lahko napadalec povzroči napako z 




There was an error proccessing your request: 
<?php  
$servername = "localhost"; 
$username = "username"; 
$password = "password"; 
 
// Create connection 
$conn = new mysqli($servername, $username, $password); 
Na ta način napadalec dobi vse podatke za popoln dostop do baze, kjer se prav tako hranijo 
uporabniška gesla uporabnikov. 
 
2.6.  Izpostavljenost občutljivih podatkov 
 
Do tovrstne varnostne ranljivosti pride, ko aplikacija občutljivih podatkov ne varuje 
zadostno pred možnimi napadalci. Za veliko aplikacij so to lahko samo uporabniška gesla, 
vendar so to lahko tudi podatki o sejah, ostali vpisni podatki in celo podatki o kreditnih karticah. 
Te podatki niso dovolj varovani ali pa sploh niso. Uporaba nekriptiranih podatkov ali pa 
enkripcija podatkov s šibkim algoritmom je pravzaprav pogosta [1]. 
 
Primer: 
Tukaj lahko nadaljujemo zgodbo iz prejšnjega primera. Če bi bila gesla v podatkovni bazi (do 
katere ima sedaj napadalec dostop), shranjena v nekriptirani obliki, bi lahko napadalec uporabil 
podatke in z njimi dostopal do drugih sistemov, saj obstaja velika možnost, da uporabnik 
uporablja iste podatke tudi drugje: 
Username -> renes  
Password -> mojegeslo 
Če pa bi bili podatki kriptirani: 
Username -> renes 
Password-> J0dTGkAjQViS9xZtUVDP 
Napadalec bi moral primerjati kriptirano geslo z vrednostmi, da bi odkril geslo, kar pa lahko 




2.7.  Nepopolna funkcionalnost sistema z dostopi 
 
Pogosto so spletne aplikacije razvite na način, da uporabljajo sistem uporabnikov, ki imajo 
različne privilegije v aplikaciji. Najbolj pogosta tarča napada so administrativne funkcije 
aplikacije. Do takih napak lahko pride, ko je sistem napačno konfiguriran, ali ni bilo opravljeno 
dovolj testiranj. Napadalec, ki je navaden uporabnik sistema, lahko samo z spremembo 
parametra v URL naslovu pridobi pravice in dostop do funkcij, ki jih navaden uporabnik nikoli 
ne bi smel imeti [6]. 
 
Primer: 
Administrator za vnašanje vsebine uporablja sledeči URL: 
 http://example.com/admin.php 
Napadalec lahko poskuša odkriti podobne naslove s poskušanjem. Ko odkrije dotično stran, ga 
le ta vpraša za vpisne podatke. Napadalec ustvari lasten račun, se vpiše v sistem in poskusi 
ponovno. Sedaj mu sistem vrne vsebino spletne strani admin.php. Na ta način lahko nato ureja 
vsebine ali pa celo dostopa do vpisnih podatkov za podatkovno bazo.  
 
2.8.  Ponarejanje zahtev med spletnimi mesti (CSRF) 
 
To je zopet napad, ki za napad izkorišča HTML protokol, specifično del, ki ne hrani 
podatkov o pošiljatelju. Brskalnik bo avtomatično poslal vse piškotke, ki jih hrani za spletno 
stran nazaj strani vsakič, ko na strežnik pošlje zahtevo. To vključuje piškotke, ki hranijo 
avtentikacijske žetone zanjo. 
Če uporabnik prejme prirejeno email sporočilo ali pa je zvabljen na lažno stran, je brskalnik 
zelo lahko pretentati, da pošilja zahteve kateri koli spletni strani. Stran prejme zahtevo, vidi, da 
zahteva vključuje pravi avtentikacijski piškotek in predvideva, da jo je uporabnik zares želel 
poslati. 
V spletu veliko spletnih strani uporablja avtentikacijo z piškotki, kar jih avtomatično ogrozi 
z možnostjo tovrstnega napada [3]. 
 
Primer: 




Napadalec išče uporabnike, ki so trenutno vpisani v spletno stran example.com. Ob obisku 
strani z zgornjim komentarjem, bi se poslala zahteva na stran example.com. Na ta način bi 
napadalec lahko nakazal denar na svoj račun, vendar se tega sam uporabnik ne bi zavedal. 
 
2.9.  Uporaba aplikacij/komponent z znanimi ranljivostmi 
 
Na spletu je ogromno že pripravljenih aplikacij, ki omogočajo lažjo uporabo in nastavitev. 
Za napadalce so to zelo lahke tarče, saj so napake in varnostne ranljivosti v aplikacijah že znane. 
Večinoma so tarče naključne, saj napadalci iščejo strežnike z dotično verzijo aplikacije z 
dotično napako, katero želijo izrabiti. Veliko spletnih razvijalcev uporablja že pripravljene 
aplikacije ali dele aplikacij, katerih niti ne poznajo dobro in jih prav tako ne posodabljajo. 
Tovrstna varnostna ranljivost lahko povzroči malo ali pa veliko škode, celo prevzem 
sistema in podatkov. Zelo pogost primer tovrstnih napadov je blog aplikacija Wordpress [1]. 
 
2.10.  Nepotrjene preusmeritve 
 
Za spletne aplikacije je značilno, da najbolj enostavne in nedolžne funkcije aplikacije vodijo 
do presenetljivo škodljivih ranljivosti. To velja predvsem za to varnostno ranljivost. 
Do napada pride, ko je del sistema izrabljen za preusmerjanje uporabnika na ranljive strani. 
Primer tega je, ko dotična stran v spletni aplikaciji preusmerja uporabnika glede na parameter 
podan v URL naslovu. Uporabnik od tretje osebe prejme povezavo, ki vodi na pravilen spletni 
naslov, vendar ga kasneje aplikacija preusmeri na ranljivo spletno stran [1]. 
 
OWASP top 10 je samo seznam najbolj pogostih ranljivosti spletnih aplikacij. Lukenj je še 
veliko več, vendar kljub temu se večina napadalcev osredotoča ravno na te, saj so najbolj 
razširjene in enostavne za izrabo. 
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3.  Varovanje spletnih strani 
 
 Za izdelavo lastne aplikacije za registracijo ter vpis uporabnikov v sistem je potrebno 
predvideti možne varnostne ranljivosti. Zelo pogosto lahko preberemo v knjigah ali člankih, da 
se je za predvidevanje potencialnih lukenj napada potrebno »postaviti v kožo napadalca«, 
vendar je to pravzaprav nemogoče. Spletni razvijalec je v popolnoma drugačnem poklicu ter 
okolju. Pravzaprav ob razmišljanju kot napadalec se zlahka zvabiš v lažen občutek varnosti, 
kjer misliš da si se zadostno varoval, vendar se nisi. Obstaja tudi možnost, da narediš več škode 
kot dobrega. 
 V naslednjih poglavjih bom predstavil potrebne funkcionalnosti vpisnega sistema ter 
kako funkcije pravilno in učinkovito varovati. Predstavil bom tudi druge možnosti in razložil 
njihove razlike in uporabe. 
 
3.1.  Pristnost uporabniškega gesla 
 
Vsaka aplikacija za vpis uporabnika v sistem potrebuje za vpis uporabnika določene 
podatke. Najbolj pogosta sta uporabniško ime in geslo. V temu poglavju se bomo osredotočili 
na geslo, ki je zelo pogosto tarča napada. 
 
3.2.  Kompleksnost uporabniškega gesla 
 
 Pogosto si uporabniki za geslo nastavljajo zelo preproste besede, fraze, zaporedja, 
datume ipd. Taka gesla je zelo lahko uganiti. Enemu izmed napadov uganjanja gesel pravimo 
Brute Force Attack. Napadalec programu za napad ukaže, da poskuša vse možne kombinacije 
ali pa mu poda seznam najbolj pogostih gesel in fraz s katerimi lahko uganja uporabniške račune 
[2].  
 Zaradi tega tipa napadov je uporabnik velikokrat prisiljen v izbiro gesla, ki je sestavljen 
iz vsaj 8 znakov, vsebuje male ter velike črke, številke in posebne znake. Prav tako je lahko 
vsako geslo, z dovolj časa, ugotovljeno. Cilj je prisiliti uporabnika v izbiro dovolj 
kompleksnega gesla, da je čas, katerega bi potrebovali za ugotovitev gesla, prevelik. Kot 
kompleksnost gesla si lahko predstavljamo število možnih kombinacij, ki bi jih morali 
ugotoviti, da bi ugotovili geslo. Za primer lahko vzamemo geslo ki je dolgo 4 znake in 
sestavljeno iz številk. Ker je možnih številk 10 in ima geslo 4 znake, pomeni, da je potrebno 
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poskusiti  10^4 (10000) znakov, kar je dokaj majhno število poskusov. Če pa za geslo 
uporabimo števila (10 znakov), majhne (26 znakov) ter velike (26 znakov) črke angleške 
abecede, je možnosti za en znak 62. Torej je število poskusov 62^4 (14.776.336). Število 
kombinacij lahko povečamo z povečanjem same dolžine gesla. Če dolžino povečamo na 6 je to 
62^6 (56.800.235.584) kombinacij. Če pa kot primer vzamemo geslo, ki je sestavljeno iz vsaj 
8 znakov, vsebuje male ter velike črke, številke in posebne znake je možnih kombinacij 94^8 
(6.095.689.385.410.816). 
 Koliko časa je potrebno za ugotovitev na ta način sestavljenega gesla, je odvisno od 
število poskusov na čas. Povprečen računalnik z uporabo grafične kartice izvede približno 10 
milijonov poskusov na sekundo. To pomeni, da bi za geslo z 94^8 možnih kombinacij 
potreboval ~19 let. Vendar testi kažejo, da že računalniki z približno 20 grafičnimi karticami 
dosegajo 100 bilijonov poskusov na sekundo, torej bi za isti primer potreboval ~101 minut. 
Super računalniki še znatno povečajo število poskusov in zmanjšajo čas ugotavljanja. 
 
3.3.  Najboljša praksa gesel 
 
Poleg kompleksnosti gesla je še veliko ostalih tehnik, ki so dobra praksa v varnosti 
vpisnega sistema. 
 
3.3.1.  Zahtevanje minimalne dolžine gesla 
 
Minimalna dolžina gesla je najmanjše število znakov iz katerega je zgrajeno geslo. 
Priporočena minimalna dolžina gesel je 12 znakov. Prav tako je bolje povečati dolžino gesla 
kot pa možnosti znakov, saj ima eksponent (dolžina gesla) večjo rast (po formuli X^Y, kjer je 
Y dolžina gesla in X število možnih znakov) [2,5].  
 
3.3.2.  Zahtevanje minimalne kompleksnosti gesla 
 
Geslo je lahko sestavljeno iz več različnih vrst znakov. Od uporabnika lahko zahtevamo 
da vnese vsaj določeno število znakov iz specifične kategorije. Na primer, lahko zahtevamo, da 
geslo vsebuje vsaj 3 male črke, 2 velike, 1 številko in 1 znak. 
 Daljše kot je geslo in bolj ko je kompleksno, težje si ga je zapomniti. Dobra praksa je 





3.3.4.  Zahtevanje edinstvenosti gesla 
 
 Ob menjavi uporabniškega gesla lahko preprečimo uporabo gesel, ki jih je uporabnik že 
nekdaj uporabil. Večina aplikacij hrani zadnjih 8 gesel, je pa samo število odvisno od 
zahtevnosti aplikacije [3]. 
 Lahko gremo pa korak dalje in hranimo vsa gesla, ki so jih uporabniki kadarkoli 
uporabljali in preprečimo uporabo teh gesel ostalim uporabnikom. To pomeni, da dva 
uporabnika v istem sistemu ne moreta imeti enakih gesel, poleg tega pa tudi uporabnik ne more 
uporabljati starih gesel ostalih uporabnikov. 
 Pomembno je tudi, da se hrani seznam napadenih in najpogostejših gesel, in se 
uporabniku prepreči njihovo uporabo. Če se zgodi, da uporabnik že uporablja takšno geslo, pa 
je potrebno, da ga o tem obvestimo in zahtevamo menjavo gesla. 
 Prav tako je pomembno, da preprečimo uporabo zaporedij v geslih. Zaporedja so lahko 
številčna ali besedna, kot primer: '9876543' ali pa 'enadvatri'. 
 Zelo pogosto si uporabniki nastavljajo svoja gesla z uporabo svojih uporabniških imen, 
kar je potrebno preprečiti. Kot primer je lahko uporabniško ime 'janeznovak' in geslo 'janez123' 
ali pa celo 'janeznovak123'. 
 
3.3.5.  Pravilno shranjevanje gesel 
 
 Uporabniška gesla je potrebno pravilno shranjevati v podatkovno bazo v varni obliki. 
Gesla se nikoli ne sme shranjevati v navadni (plain text) obliki. 
 
3.3.6.  Enkripcija proti zgoščevanju 
 
Enkripcija in zgoščevanje (hashing) sta algoritma, ki geslo spreminjata v obliko 
(naključnih) znakov, vendar se med seboj razlikujeta. Enkripcija je algoritem, ki vzame geslo 
in ga s pomočjo ključa spremeni v znake in ga shrani v bazo. Nato pri preverjanju uporabnika 
aplikacija iz baze pridobi enkriptirano geslo, ponovno uporabi isti ključ, spremeni znake nazaj 
v geslo in gesli med seboj primerja. To je ranljivost v sistemu, saj nekje obstaja ključ s katerim 
se lahko odpre geslo, katerega je povrh še potrebno skrbno varovati [7].  
Zgoščevanje (hashing) je enosmerni algoritem, kar pomeni, da geslo spremeni v znake, 
katere potem ni možno spremeniti nazaj v geslo. Zgoščeno geslo se nato shrani v podatkovno 
bazo, katerega pri preverjanju primerjamo z novim zgoščenim geslom uporabnika. Če sta obe 
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vrednosti enaki, se geslo ujema. Za pravilno in varno shranjevanje gesel se vedno uporablja 
zgoščevalni algoritem [7]. 
 
3.3.7.  Algoritem zgoščevanja Bcrypt 
 
 Bcrypt je enosmerni algoritem zgoščevanja, ki uporablja sol (salt) – geslu dodan del, ki 
je naključen. Uporaba soli je priporočljiva, saj zelo oteži delo napadu s pomočjo seznama. Če 
bi dva uporabnika izbrala enako geslo, bi znaki z uporabo algoritma bili isti, kar bi napadalcu, 
ki ima zgoščene vrednosti pomagalo. Z uporabo soli pa lahko dva uporabnika uporabljata isto 
geslo, pri tem pa sta zgoščeni gesli med seboj različni [8]. 
Bcrypt uporablja več krogov pri zgoščevanju gesla. To pomeni, da za vsako geslo 
uporabi algoritem večkrat. Rezultat prvega zgoščevanja se poda kot geslo drugemu krogu, 
rezultat drugega tretjemu itd. Namen uporabe krogov je, da otežimo delo napadalcem, ki 
uporabljajo brute force napad ali napade, ki s časom odkrijejo geslo. Več krogov zgoščevanja 
direktno pomnoži količino procesorske moči, ki je potrebna za napad. Zgoščevanje enega gesla 
z 10.000 krogi ni težava sistemu, vendar ko to naredi napadalec, ki poskuša odkriti v celotnem 
polju gesla, se učinek zgoščevanja pomnoži z 10.000. 
Zaradi omenjenih lastnosti je Bcrypt najbolj pogosto uporabljen in znan zgoščevalni 
algoritem. Z njegovo uporabo pravzaprav onemogočimo možnost odkritja gesel za večino 
napadalcev. Seveda pod pogojem, da je samo geslo dovolj kompleksno. 
 
3.4.  Uporabniški račun 
 
 Z znanjem pravilnega in varnega shranjevanja gesel lahko sedaj izdelamo del, ki ustvari 
uporabniške račune, jih omogoči, ponastavi in dovoli uporabniku vpis v sistem. 
 
3.4.1.  Ustvarjanje računa 
 
 Ko oseba želi uporabljati določen sistem, ji je potrebno ustvariti uporabniški račun. To 
storimo z obrazcem na spletni strani, kjer od uporabnika zahtevamo vpis njegovega e-mail 
naslova in gesla (tega vpiše dvakrat za potrditev). Za njegove vpisne podatke lahko nastavimo 
njegov e-mail naslov ali pa mu ponudimo poleg ostalih tudi izbiro uporabniškega imena. 
Zahteva se pošlje strežniku, ki jo nato obdela. Najprej je potrebno preveriti pravilnost vpisanih 
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podatkov in preveriti, ali uporabnik z istim e-mail naslovom ali uporabniškim imenom še ne 
obstaja. Geslo se zgošči in z ostalimi podatki shrani v podatkovno bazo. Zaradi varnostnih 
razlogov v bazi hranimo polje za omogočanje računa. Torej ustvarimo ne-omogočen 
uporabniški račun. Na e-mail naslov se uporabniku pošlje navodila, kako omogoči svoj 
uporabniški račun. Za omogočanje računa je pomembno generirati unikaten ključ. Ključ mora 
biti povezan z identifikatorjem uporabniškega računa. Sedaj je uporabniški račun ustvarjen in 
potrjen, kar pomeni, da se uporabnik lahko vpiše v sistem. 
 
3.4.2.  Vpis uporabnika v sistem 
 
 Uporabnik izpolni obrazec s svojim uporabniškim imenom ali e-mail naslovom in 
geslom. Strežnik zahtevo sprejme in preveri pravilnost podatkov. Če podatki ustrezajo, geslo 
zgošči in ga skupaj z uporabniškim imenom ali e-mail naslovom primerja s podatki v 
podatkovni bazi. Če se podatki ujemajo, pomeni, da lahko uporabnika vpišemo v sistem. 
 Za uspešen vpis je potrebno nastaviti vse piškotke ali seje in nato poslati zahtevo za 
preusmeritev uporabnika z ustreznim sporočilom. 
 
3.4.3.  Pozabljeno geslo 
 
 Velikokrat se zgodi, da uporabniki pozabijo svoje geslo, zato je pomembno ponuditi 
funkcijo ponastavljanja gesla. To lahko storimo samo na način, da uporabniku pošljemo 
ustrezna navodila, kako to storiti, na njegov e-mail naslov. Če uporabnik nima dostopa do 
svojega poštnega predala pomeni, da ne more dokazati svoje identitete (razen v primerih, kjer 
ob registraciji spletna stran vzame razne druge podatke, kot so ime, priimek, dan rojstva, 
številka osebnega dokumenta itd.) Da bi vedeli, kateri uporabniški račun oz. njegovo geslo želi 
uporabnik ponastaviti, ga je potrebno povprašati po uporabniškem imenu ali e-mail naslovu. 
Dobra praksa je ponuditi ponastavljanje gesla z obema možnostima, kjer je samo eno polje 
obvezno. Ponovno je potrebno ustvariti naključen ključ, ga povezati z identifikatorjem 
uporabniškega računa in nastaviti čas ustvaritve. Čas je pomemben del, saj s tem lahko 
onemogočimo ponastavitev gesel, katerih ključ je star več kot eno ali nekaj ur. S tem omejimo 
čas, ki ga ima napadalec na voljo za uganitev naključnega ključa. 
 Ko uporabnik sledi navodilom na e-mail naslovu, spletna stran zahteva vpis novega 






da napadalec uporablja program, ki omogoča izbiro polj te vrste. Iz tega razloga je priporočljiva 
uporaba te funkcionalnosti skupaj z ostalimi rešitvami. 
 
3.5.3.  Honeypot 
 
 Napadalce, ki samo izpolnjujejo polja, lahko prelisičimo na način, da »podtaknemo« par 
podobnih polj v obrazcu, katere z stilom skrijemo (torej so nevidni uporabniku). Ko strežnik 
obdeluje zahtevo, lahko preverimo, ali so polja bila izpolnjena. Če so, pomeni, da obrazec ni 
izpolnila oseba in zahteve ne obdelamo. Ta funkcionalnost se je izkazala za zelo učinkovito, 
vendar jo lahko določeni napadalci obidejo, saj lahko v strukturi strani preverijo, katera polja 
so skrita. To lahko preprečimo na način, da polja ne skrijemo, vendar ga samo odmaknemo 
zunaj vidnega polja spletne strani. Na ta način uporabnik še vedno ne vidi polja, računalnik pa 
ne prepozna razlike med navadnim in tovrstnim poljem [4]. 
 
3.5.4.  CSRF žeton 
 
 CSRF žeton ne služi ravno preverjanju identitete uporabnika (obrazca), temveč 
preverjanju identitete zahteve. To je zelo pomembno, saj smo brez njega odprti proti CSRF 
napadom, ki spadajo pod OWASP top 10. 
 Žeton generiramo z uporabo ključa (salt). Nato pri izpisu obrazca vanj dodamo skrito 
polje z vrednostjo žetona. Ob obdelavi zahteve preverimo, ali je žeton prisoten in njegovo 
vrednost. S tem lahko potrdimo, da je zahteva res prišla z našega strežnika oz. s strežnika, 
kateremu dovolimo pošiljati zahteve [3]. 
 
3.5.5.  Validacija poslanih podatkov 
 
 Po validaciji same zahteve je potrebno preveriti pristnost poslanih podatkov in preprečiti 
napade z izrabo podatkov. 
 Zelo pogost napad pri pošiljanju obrazcev je SQL injection. Napad lahko preprečimo na 
več načinov. En izmed načinov je uporaba funkcije mysql_real_escape_string, vendar njena 
uporaba ni dovolj, da preprečimo napad. Drug način je uporaba že v naprej pripravljenih SQL 
stavkov, ki samo vstavljajo spremenljivke. To pomeni, da tudi če napadalec poskuša vnesti 
svojo kodo, se bo vnesla samo kot spremenljivka in ne zlepila kot v navadnem primeru. Najbolj 
priporočljivo pa je, da se vsak podatek iz obrazca posamezno preveri. Če od uporabnika 
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sprejemamo telefonsko številko, lahko nastavimo, da sistem samo sprejme cela števila za dano 
polje. Za mail lahko preverimo ali ima pravilno strukturo – besedilo, kateremu sledi znak @ in 
nato domena. Podobno lahko storimo za vsa polja. Ko vsa polja prestanejo preverjanje, se 
izvede poizvedbe na podatkovni bazi. 
 Pravilnost podatkov se lahko preveri tudi preden je obrazec poslan. To lahko storimo z 
javascript-om na isti način kot v strežniškem jeziku. Vendar jih med seboj nikakor ne smemo 
pomešati. Preverjanje na strežniški strani je obvezno oz. priporočljivo, vse ostalo pa samo 
pripomore k uporabniški izkušnji. 
 
3.5.6.  Varno pošiljanje podatkov 
 
 Zelo pomembno je, da so podatki v prenosu med uporabnikom in strežnikom ustrezno 
varovani oz. enkriptirani. Edini varen način, da to storimo je z uporabo SSL certifikata preko 
HTTPS protokola. Slaba lastnost je, da je SSL certifikat potrebno kupiti od pooblaščenih 
agencij. Pomembno je, da pri uporabi SSL certifikata tega uporabljamo na celotni spletni strani 
in ne samo pri vpisovanju uporabnika v sistem. 
 
3.6.  Seje in piškotki 
 
 Uporabniki za vpis v sistem potrebujejo e-mail naslov ali uporabniško ime in geslo. Ko 
aplikacija preveri uporabnika in potrdi njegove podatke je vpis v sistem končan in uporabniku 
lahko prikažemo željeno stran. Nedopustno, celo absurdno bi bilo za vsako zahtevo poslano 
strežniku ponovno preverjati te podatke, zato je potrebno vzpostaviti nekakšno povezavo med 
uporabnikom in sistemom. Vzpostavimo jo pri uspešnem vpisu uporabnika v sistem s pomočjo 
ključa seje, SessionID. 
 Strežnik vzpostavi sejo in shrani relevantne informacije o uporabniku. Ker strežnik 
hrani seznam sej vseh uporabnikov, mora brskalnik sporočiti strežniku, katero sejo naj uporabi. 
Najbolj pogosta rešitev za ta namen je uporaba piškotkov, cookie. Shranjevanja ključa seje na 
strani uporabnika je zelo nevarno, saj lahko napadalec ukrade ključ in se strežniku izdaja z njim, 
kar mu omogoči popoln dostop do dotičnih funkcij na voljo uporabniku. Na ta način napadalcu 
ni potrebno poskušati uganiti gesel. Takemu napadu pravimo ugrabljanje sej, session hijacking. 
To lahko preprečimo tako, da ključ seje zavarujemo, torej enkriptiramo. Napadalec lahko 
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poskuša uganiti ključ seje oz. ponuditi enkriptiran ključ, vendar je možnost enkriptiranih ljučev 
tako velika, da je to pravzaprav nemogoče [2]. 
 Veliko spletnih strani ustvari ključ seje pri vpisovanju uporabnika v sistem, vendar so 
izjeme, kjer je potrebno ključ ustvariti tudi, če uporabnik ni vpisan v sistem. Kot primer so 
spletne trgovine, pri katerih strežnik ustvari ključ seje za spremljanje vrednosti nakupovalnega 
vozička. Na ta način omogočimo uporabniku nakupovanje, še preden se vpiše v sistem. Seveda 
je za dokončanje nakupa potreben vpis v sistem [2]. 
 V takih primerih je potrebno ob vpisu v sistem ustvariti novi ključ seje, saj bi drugače 
uporabljali že zaseden ključ, ki predstavlja neznanega nakupovalca in ne vpisanega uporabnika 
sistema. Ključ seje se nikoli ne sme ponovno uporabiti oz. ustvariti, saj bi to odprlo nova vrata 
napadalcu. Prav tako, bi na ta način dovoljevali, da brskalnik narekuje ključ seje [2]. 
 Najbolj pogosti napad na seje je kraja sej oz. ključa seje. Kraja seje omogoča napadalcu, 
da se sistemu predstavi kot uporabnik, kateremu je ukradel sejo. Pogost napad s krajo sej se 
imenu XSS. Napadalec poskuša pretentati brskalnik uporabnika na način, da izvede 
napadalčevo javascript kodo. Ta koda se nato izvede in pošlje piškotke napadalcu. Ta nato 
pregleda, ali kateri od piškotkov vsebuje ključ seje. Če ga, se na spletno stran vpiše kot 
normalen uporabnik, v piškotku zamenja ključ svoje seje z ugrabljenim ključem in že se lahko 
izdaja z identiteto svoje žrtve. Prav tako so piškotki lahko ugrabljeni med pošiljanjem zahtev. 
Kot že omenjeno zgoraj, je edini pravilen in delujoč način preprečitve takega napada uporaba 
certifikata SSL in HTTPS protokola [2]. 
 
3.6.1.  Kako ostati vpisani v sistem 
 
Pogosta je uporaba »zapomni si me« gumba ob vpisu uporabnika v sistem. Načeloma je 
njihova implementacija nevarna in odsvetovana. Po eni strani,je funkcionalnost varna enako 
kot navadni vpis uporabnika v sistem, ko uporabniki vedo, kako pravilno ravnati s 
funkcionalnostjo; po drugi strani pa gre za ogromno varnostno tveganje v rokah večine 
uporabnikov, ki uporabljajo javne računalnike, se pozabijo izpisati, ne vedo, kaj so piškotki in 
kako jih izbrisati [4]. 
Uporabniki so že zelo navajeni na uporabo te funkcionalnosti, zato je njena 
implementacija zaželjena. Potrebno je premisliti glede na tip spletne strani, ali je dopustno 
uporabiti to funkcionalnost. 
Če se zanjo odločimo, jo je potrebno implementirati z isto stopnjo varnosti kot sam vpis 




3.6.2.  Dvo-faktorska avtentikacija 
 
Ta tip avtentikacije doda dodaten sloj varnosti pri vpisu uporabnika v sistem. Po vpisu 
svojega uporabniškega imena in gesla je nato uporabnik vprašan po dodatni kodi. Dodatna koda 
je lahko enkratno generirano geslo poslano preko klica ali sporočila na telefon ali pa generirano 
z uporabo časovnega generatorja gesel (možna je tudi uporaba mobilne aplikacije). Uporabnik 
na ta način potrdi, da je on tisti uporabnik, ki je tudi ustvaril uporabniški račun [4]. 
 
3.6.3.  Zavračanje množičnih poskusov vpisa 
 
Ker je napad s poskušanjem gesel tako pogost, se ga lahko branimo na način, da zavrnemo 
vpis. Avtentikacijo lahko zavračamo za določen čas, glede na število napačnih vpisov v sistem. 
Navaden uporabnik tega sistema ne bi prepoznal, vendar bi bil le ta sistem proti napadalcem 
zelo učinkovit, saj le ti poskušajo množično število gesel na sekundo. Tem večje je število 
napačnih poskusov, večji je čas zavračanja avtentikacije. Npr: 
1 napačen poskus – 0s 
2 napačna poskusa – 2s 
3 napačni poskusi – 4s 
4 napačni poskusi – 8s 
5 napačnih poskusov – 16s 
Ta način se v praksi izkaže za zelo učinkovitega. Lahko bi pa šli še korak dlje in uporabnika 
(napadalca) ne obvestimo o času zavračanja. Časovno lahko tudi simuliramo zgoščevanje gesla 




4.  Izdelava aplikacije 
 
 V tem sklopu bom opisal postopek izdelave lastne spletne aplikacije. Za realen prikaz, 
kako naj bi delo potekalo v pravih situacijah, sem se odločil, da jo bom izdelal s pomočjo 
ogrodja Laravel 4.0.  
 
4.1.  Funkcionalnosti spletne aplikacije 
 
Izdelana aplikacija bo sistem za delo z uporabniškimi računi. Vsebovala bo možnosti 
ustvarjanja novih uporabniških računov, njihovo potrditev, vpis ter izpis uporabnikov in 
ponastavitev uporabniških gesel. Aplikacija je namenjena kot osnova za vsako spletno stran, ki 
potrebuje sistem za delo z uporabniki. Aplikacija bo vsebovala naslednje varnostne 
funkcionalnosti:  
- Preprečitev vnosa zlonamerne kode (MySQL injection); 
- Uporaba pravilnih sejnih ključev; 
- Preprečitev XSS napadov; 
- Uporaba ločenih konfiguracij aplikacije; 
- Pravilno shranjevanje in enkriptiranje občutljivih podatkov; 
- Pravilna uporaba uporabniških privilegijev; 
- Zaščita proti CSRF napadom; 
- Pravilna uporaba preusmeritev; 
- Validacija obrazcev; 
- Dodatne varnosti pri pregledovanju identitete poslanega obrazca; 
- Uporaba algoritma Bcrypt za enkriptiranje gesla. 
Aplikacija bo služila kot primer, kako pravilno varovati določene dele spletne strani, 
predvsem pri preverjanju poslanih podatkov z obrazcem. Cilj aplikacije je torej izdelati sistem 
za delo z uporabniki z nadpovprečnim nivojem varnosti. 
 
4.2.  Ogrodje Laravel 
 
Laravel je odprtokodno PHP ogrodje (http://laravel.com/), ki ga je ustvaril Taylor Otwell in 
je namenjeno za razvoj spletnih aplikacij, ki sledijo modelu MVC, kar pomeni Model View 
Controller. Za izdelavo aplikacije bomo uporabljali pet glavnih delov ogrodja – poti (routes), 
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kontrolniki (controllers), pogledi (views), modeli (models) in filtri (filters). V poteh se nahajajo 
URL-ji; metode, na katere se oglašajo; ime kontrolnika in ime metode, ki se uporablja v 
kontrolniku. Filtre uporabljamo za izvajanje kode pred ali po izvedbi glavne kode strani, ki pa 
se nahaja v funkcijah v kontrolnikih. Modeli nastavijo osnovno strukturo za lažjo uporabo tabel, 
pogledi pa vsebujejo izgled spletne strani, kar je v večini HTML koda. V prvem sklopu bom 
opisal postavitev Laravel ogrodja na strežnik [9]. 
 
4.3.  Postavitev Laravel ogrodja 
 
 Laravel za svoje aplikacije uporablja Composer (https://getcomposer.org). Composer 
naložimo na strežnik z ukazom: 
 curl -sS https://getcomposer.org/installer | php 
Ko je Composer naložen, z njegovo pomočjo ustvarimo nov projekt: 
 composer create-project laravel/laravel --prefer-dist  
Nato je potrebno prenesti Laravel datoteke, kar lahko storimo z njegove GitHub strani 
(https://github.com/laravel/laravel/archive/master.zip). Datoteke prenesemo v ustrezno mapo 
našega spletnega strežnika. Sedaj je potrebno ukazati Composer-ju, da prebere Laravel datoteke 
in prenese potrebne odvisnosti aplikacije: 
 composer install  
Ko je proces končan, je del postavitve ogrodja končan. Njegovo delovanje lahko preverimo z 
obiskom ustrezne spletne strani. Če za razvoj uporabljamo lokalno ogrodje je to lahko 





'debug' => true 
'timezone' => 'UTC' 
'key' => 'TZ_!I]R,hev#g"J].fO07VNd8xb{H5a"' 
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'driver'    => 'mysql' 
'host'      => 'localhost' 
'database'  => 'laravel' 
'username'  => 'uporabnik' 
'password'  => 'geslo' 
'charset'   => 'utf8' 
'collation' => 'utf8_unicode_ci' 
Potrebno je nastaviti gonilnik podatkovne zbirke, ki je v našem primeru mysql. Nastavimo 
vpisne podatke za dostop do podatkovne baze, navedemo ime baze ter nastavimo format zapisa. 
 
Aplikacija za potrditev uporabniškega računa in ponastavljanje gesla potrebuje 
funkcionalnost pošiljanja e-sporočil. Laravel nam olajša delo in pripravi večino konfiguracije. 
Tukaj ponovno nastavimo samo povezovalne podatke: 
'driver' => 'smtp' 
'host' => 'smtp.gmail.com' 
'port' => 587 
'from' => array('address' => 'test@gmail.com', 'name' => 'Diplomska naloga') 
'encryption' => 'tls' 
'username' => 'test@gmail.com' 
'password' => 'testnogeslo' 
'sendmail' => '/usr/sbin/sendmail -bs', 
Za testiranje aplikacije bomo uporabili Google mail. Na računu je potrebno nastaviti, da 
dovolimo uporaba zunanje SMTP pošiljanja. Pod polja username in password nastavimo 
ustrezne podatke našega računa. 
 
S tem je konfiguracija ogrodja končana. Da bi preprečili, da se naše nastavitve prenesejo 
na produkcijski strežnik ob objavi spletne strani, lahko ustvarimo local mapo v /app/config/ in 
v njej ustvarimo ustrezne datoteke – app.php, database.php in mail.php. Nato nastavitve, ki bi 
jih zapisali v zgoraj navedenih daotekah, vpišemo tukaj. Ob objavi bo ogrodje prepoznalo, da 
ni več v lokalnem okolju, in ne bo uporabilo naših nastavitev. Če se pa za objavo uporablja Git 
ali podobno ogrodje, lahko preprečimo prenos dotičnih datotek tako, da jih dodamo na ignore 
seznam.  
 
Priporočljivo je preveriti nove funcionalnosti, še preden pričnemo z izdelavo aplikacije. 











 if(DB::connection()->getDatabaseName()) { 
  echo "Povezan sem na bazo ".DB::connection()->getDatabaseName(); 
 } 
 else { 





Za pošiljanje elektronskih sporočil Laravel ponuja klic funkcije, ki omogoči simuliranje 
pošiljanja sporočil. Aplikacija si v log zapiše, da je bila pošta poslana, čeprav se ne pošlje. To 
lahko storimo na naslednji način: 
Mail::pretend(); 
 




 $data = array('sporocilo'=>'To je test.'); 
 Mail::send('emails.test', $data, function($message) 
 { 
   $message->to('test@ex.com', 'Rene')->subject('Test'); 
 }); 
}); 
Preden lahko testiramo, je potrebno ustvariti pogled – view za elektronsko sporočilo, ki je 




Datoteka ima pred končnico dodan del 'blade', kar ogrodju pove, da datoteka uporablja orodje, 
ki ga ponuja Laravel za svoje predloge. Sedaj lahko obiščemo domačo stran, ki bi nam morala 
poslati (lažno) elektronsko sporočilo. 
 
4.5.  Ustvarjanje podatkovne baze z uporabo Laravel migracij 
 
Preden lahko začnemo s pisanjem aplikacije, moramo zasnovati in izdelati podatkovno bazo. 
Laravel CLI orodje nam ponuja enostavno ustvarjanje migracij. Migracije so skripte, ki se 
nahajajo v mapi app/database/migrations/ in služijo za lažje delo s podatkovno bazo. 
Omogočajo nam, da ob prenosu aplikacije na drug strežnik samo z enim ukazom poženemo 
izdelavo podatkovne baze z enako strukturo. Prav tako je možno tudi povrniti stanje baze v 
primeru napake. Migracijo se lahko ustvari s preprostim ukazom: 
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php artisan migrate:make create_users_table 
S tem nam aplikacija ustvari datoteko v mapi migrations z 'create_users_table' in pred njega 
tudi pripne datum ter uro ustvaritve. Sedaj lahko dopišemo željena polja za tabelo. Končana 
migracija je sledeča: 
use Illuminate\Database\Migrations\Migration; 
class CreateUsersTable extends Migration { 
 /** 
  * Run the migrations. 
  */ 
 public function up() 
 { 
  Schema::create('users', function($table) 
  { 
   $table->increments('id'); 
   $table->integer('group_id')->default(1); 
   $table->string('username')->unique(); 
   $table->string('password'); 
   $table->string('email')->unique(); 
   $table->boolean('activated')->default(0); 
   $table->boolean('banned')->default(0); 
   $table->string('remember_token',100)->nullable(); 
   $table->timestamps(); 
   $table->softDeletes(); 
  }); 
 } 
 /** 
  * Reverse the migrations. 
  */ 
 public function down() 
 { 
  Schema::drop('users'); 
 } 
} 
Na isti način nato poleg tabele uporabnikov ustvarimo še ostale potrebne migracije – 
potrebujemo tabelo za uporabniške skupine, omogočanje računov ter ponastavljanje gesel z 
naslednjimi strukturami: 
 users (id, group_id, username, password, email, activated, banned, remember_token, 
created_at, updated_at, deleted_at) 
 user_groups (id, group_name, rank, created_at, updated_at) 
 password_resets (id, user_id, type, value, token, created_at) 
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 account_activations (id, user_id, token, created_at) 
Sedaj je potrebno nastaviti potrebne uporabniške skupine ter uporabnika, ki je del skupine z 
polnim dostopom. To lahko storimo z uporabo tako imenovanih seed-ov, ki se nahajajo v mapi 
app/database/seeds/. Ustvarimo datoteko z imenom UserGroupTableSeeder.php z sledečo 
kodo: 
class UserGroupTableSeeder extends Seeder 
{ 
 public function run() 
 { 
     DB::table('user_groups')->delete(); 
     User_Group::create(array( 
         'id'     => 1, 
         'group_name'     => 'Normal users', 
         'rank' => 0 
     )); 
 
     User_Group::create(array( 
      'id'     => 2, 
         'group_name'     => 'Administrators', 
         'rank' => 1 
     )); 
     User_Group::create(array( 
      'id'     => 3, 
         'group_name'     => 'Root', 
         'rank' => 2 
     )); 
 } 
} 
In še datoteka UserTableSeeder.php: 
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class UserTableSeeder extends Seeder 
{ 
 public function run() 
 { 
     DB::table('users')->delete(); 
     User::create(array( 
         'group_id'     => 3, 
         'username' => 'root', 
   'password' => Hash::make('rootpassrenesnezic', 
array('rounds'=>15)), 
         'email'    => 'kolos1211@gmail.com', 
         'activated'   => 1 




Uporaba User_Group::create ter User::create se nanaša na model pripadajočih tabel. Te se 
nahajajo v mapi app/models/. Najbolj pomembna polja modela so:  
protected $table = 'users'; 
protected $hidden = array('password'); 
protected $fillable = ['username','password','email','activated']; 
Prvi aplikaciji pove, katero tabelo naj uporabi (laravel uporablja določeno semantiko za 
avtomatično delovanje tabel, vendar je svetovano tabelo določiti ročno). Drugo polje je seznam 
skritih polj – to so le ta, katera je potrebno skriti pred uporabnikom pri izpolnjevanju polj. 
Zadnje polja pa določa imena dovoljenih polj za množično vpisovanje v tabelo. Ravno to se 
dogaja ob izvajanju kode User::create. Aplikacija bo na ta način sprejela le dovoljena polja, ne 
glede na podane parametre. 
 Sedaj, ko so datoteke pripravljene, je potrebno, da composer naloži nove model-e v 
aplikacijo: 
composer dump-autoload 
 In nato poženemo migracije: 
php artisan migrate 
Ter ustvarimo tabele: 
php artisan db:seed 
Potrebno je še preveriti, ali so se vse tabele ustvarile, kot smo pričakovali. To lahko storimo z 
direktnim vpogledom v podatkovno bazo ali pa uporabimo orodje phpmyadmin. Sedaj lahko 




4.6.  Izdelava uporabniškega sistema 
 
 Sprva bomo izdelali vpisni del aplikacije, ki je najpomembnejši del avtentikacijskega 
sistema. 
 
4.6.1.  Izdelava vpisnega dela 
 
 V datoteki routes.php je potrebno nastaviti, da se aplikacija oglaša na spletni naslov 
/login. Za deklaracijo je potrebno nastaviti tip metode poizvedbe (GET, POST), URL pot, kateri 
kontrolnik uporablja stran, ter metodo v danem kontrolniku. Vse to lahko storimo na sledeči 
način: 
Route::get('login', array( 
 'before' => 'guestOnly', 
 'as' => 'login', 
 'uses' => 'AuthenticationController@showLogin' 
)); 
 
Poleg omenjenih parametrov smo tudi definirali parameter 'before' in parameter 'as'. Parameter 
'before' navaja, da vsakič, ko naredimo poizvedbo na dano spletno stran, se bo najprej izvedla 
podana funkcija. V tem primeru bomo kasneje napisali funkcijo, ki preveri, ali je tisti, ki je 
podal zahtevo, nepoznan uporabnik – ni vpisan v sistem. Če bi bil, bi ga želeli preusmeriti na 
prejšnjo stran. Parameter 'as' pa predstavlja ime spletne strani oz. poizvedbe. To je zelo 
uporabno, če želimo kasneje spremeniti URL pot spletne strani. To lahko naredimo brez skrbi, 
da aplikacija kasneje ne bi delovala, saj se za preusmeritve lahko navezujemo na ime strani. 
 Sledi kreiranje datoteke kontrolnika v mapi app/controllers/ z imenom 
AuthenticationController.php s sledečo kodo: 
class AuthenticationController extends BaseController { 
} 
 
V razredu sedaj definiramo metodo, ki se oglaša na prvo vpisno stran: 
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public function showLogin() 
{ 
 return View::make('authentication.login'); 
} 
Koda v metodi pa se uporablja za prikaz html dela spletne strani, ki se nahaja v mapi app/views. 
Generira se pogled authentication.login - authentication je mapa v views mapi ter login ime 






    {{ Form::open(array('url' => Request::url())) }} 
  <h1>Login</h1> 
  @if($errors->has()) 
   <div> 
    <ul style='color: red; margin: 0;' 
class="moveLeft"> 
     {{ $errors->first('username', 
'<li>:message</li>') }} 
     {{ $errors->first('password', 
'<li>:message</li>') }} 
    </ul> 
   </div> 
  @elseif (Session::has('message')) 
   <div> 
    <p style='color: red'>{{ Session::get('message') 
}}</p> 
   </div> 
  @endif 
  <p> 
      {{ Form::label('username', 'Uporabniško ime') }} 
      {{ Form::text('username', Input::old('username'), 
array('placeholder' => 'janeznovak')) }} 
  </p> 
  <p> 
      {{ Form::label('password', 'Geslo') }} 
      {{ Form::password('password') }} 
  </p> 
  <p>{{ Form::submit('Submit!') }}</p> 
  <br><br> 
  <p> 
   Ste pozabili geslo? Kliknite {{ HTML::linkRoute('reset 
password', 'tukaj') }} za ponastavitev. 
  </p> 
 {{ Form::close() }} 
@stop 
Zgoraj je definirana uporaba predloge za glavo ter rep strani. Prav tako je določeno, v kateri del 




 'before' =>'guestOnly|csrf', 




$rules = array( 
 'username'    => 'required|min:3', 
 'password' => 'required|alphaNum|min:3' 
); 
 
$validator = Validator::make(Input::all(), $rules); 




 return Redirect::route('login') 
  ->withErrors($validator) 




 // ostala koda 
} 
Če podatki ne ustrezajo podanim parametrom, uporabnika preusmerimo nazaj ter podamo 
sporočilo, kaj je bilo narobe, če podatki ustrezajo, pa preverimo ali uporabnik obstaja. V 
primeru, da ne obstaja, se ga ponovno preusmeri, drugače se geslo zgošči in primerja z geslom 
iz baze, ki spada k danemu uporabniku glede na uporabniško ime. 
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$userdata = array( 
 'username'     => e(Input::get('username')), 
 'password'  => e(Input::get('password')) 
); 
 
if (Config::get('authentication.requireAccountConfirmation') == true) 




 if (Session::has('redirect')) 
 { 
  $redirect = Session::get('redirect'); 
  return Redirect::to($redirect); 
 } 
 else 





 return Redirect::route('login') 
  ->withMessage('Uporabniško ime in geslo se ne ujemata.') 
  ->withInput(Input::except('password')); 
} 
Seveda se v primeru neujemanja ponovno preusmeri, vendar če se podatki ujemajo nam Laravel 
že avtomatično ustvari sejni piškotek in uporabnika vpiše v sistem. Nazadnje še uporabnika 
preusmerimo na domačo stran (lahko mu tudi sporočimo uspešen vpis ob obisku). 
 
4.6.2.  Izdelava filtrov 
 
 Kot sem že navedel, so filtri zelo uporabni pri poenostavljanju ponavljajoče 
funkcionalnosti. Njihova implementacije je preprosta in učinkovita. Nahajajo se v filters.php v 
mai app/ . Poleg filtra csrf, ki je že napisan, je potrebno napisati filtre, ki bodo preprečili pogled 
strani obiskovalcem, ki so namenjene samo uporabnikom (filter poimenovan 'userOnly') ter 
pogled strani uporabnikom, ki so namenjene samo obiskovalcem (poimenovan 'guestOnly'). 
Za preverjanje, ali je uporabnik obiskovalec in ni vpisan v sistem, lahko uporabimo funkcijo, 





 if (Auth::guest()) 
 { 
  if (Session::has('logout')) 
   return Redirect::route('home'); 
  else 
   Session::flash('redirect', Request::url()); 
 




  if (Route::currentRouteName() == 'logout') 
   Session::flash('redirect', URL::previous()); 
 } 
}); 
Ostala koda prisotna v filtu skrbi za preusmerjanje uporabnikov v določenih situacijah, ko 
smejo oz. ne smejo dostopati do strani. 
Za preverjanje, ali je obiskovalec vpisan v sistem, nam Laravel prav tako ponuja funkcijo – 
Auth::check(). Filter guestOnly je podoben prejšnjemu, njegova funkcija je ravno obratna: 
Route::filter('guestOnly', function() 
{ 
 if (Auth::check()) 
 { 




  if (Session::has('redirect')) 
   Session::keep(array('redirect')); 
  else if (Route::currentRouteName() == 'login') 
  { 
   Session::flash('redirect', URL::previous()); 
  } 
 } 
}); 
Filtri imajo veliko možnosti uporabe. Omogočajo tudi izvajanje skript po izvedbi glavne skripte 






 'before' => 'userOnly', 
 'as' => 'logout', 
 'uses' => 'AuthenticationController@proccessLogout' 
)); 
public function proccessLogout() 
{ 
 Auth::logout(); 
 Session::flash('logout', URL::previous()); 





Slika 6 - Registracija 
Najbolj kompleksen del je te funkcionalnosti je POST metoda, ki sprejema podatke obrazca in 
ustvari uporabniški račun. Kot omenjeno že prej, je najprej potrebno preveriti pristnost 
podatkov: 
$rules = array( 
 'username'    => 'required|unique:users,username|min:3', 
 'password' => 'required|alphaNum|confirmed|min:3', 
 'password_confirmation' => 'required|alphaNum|min:3', 
 'email' => 'required|unique:users,email|email' 
); 
$validator = Validator::make(Input::all(), $rules);  
if ($validator->fails()) 
{ 
 return Redirect::route('register') 
  ->withErrors($validator) 
   >withInput(Input::except('password')); 
}        
Zgornji parametri preverijo tudi, ali v sistemu še obstaja uporabniški račun z enakim 
uporabniškim imenom ali e-naslovom. Sedaj, ko vemo da so bili podatki pravilno vpisani, je 
potrebno pripraviti podatke za vnos ter generirati uporabniško geslo. Laravel za generiranje 
gesel ponuja funkcijo Hash::make. Ta uporablja bcrypt funkcijo in blowfish algoritem. Na ta 
način je podpis, ki ga funkcija ustvari različen tudi med dvema uporabnikoma z istim geslom. 
Ta del kode je sledeč: 
$userdata = array( 
 'username'     => e(Input::get('username')), 
 'password'  => Hash::make(e(Input::get('password')), array('rounds' => 
15)), 
 'email'  => e(Input::get('email')) 
); 
if (Config::get('authentication.requireAccountConfirmation') == false) 
 $userdata['activated'] = 1; 
$newUser = User::create($userdata); 
 
Izdelal sem tudi nastavitev, s katero je možno nastaviti, ali morajo uporabniki potrditi svoj račun 
ali ne. Če je programer nastavil, da ga ni potrebno potrditi, se pred vnosom nastavi polje 
'activated' na 1. Drugače je potrebno ustvariti unikaten ključ, ga shraniti v bazo in poslati 
uporabniku e-sporočilo kako omogočiti svoj račun: 
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if (Config::get('authentication.requireAccountConfirmation') == false) 
{ 
 Auth::login($newUser); 
 return Redirect::route('home') 





  $activation = array( 
   'user_id' => $newUser->id, 
   'token' => hash_hmac('sha256', str_random(40), 
Config::get('app.key')), 
  ); 
  Activation::create($activation); 
  $data = array 
  ( 
   'username'=> $userdata['username'], 
   'code'  => $activation['token'] 
  ); 
  Mail::queue('emails.authentication.register', $data, 
function($message) use ($userdata) 
  { 
   $message->to($userdata['email'], $userdata['username'])-
>subject('Registration'); 
  }); 
  return Redirect::route('register') 
   ->withMessage('Poslali smo vam e-sporočilo z navodili, 
kako končati proces registracije.'); 
 } 
Če računa ni potrebno potrditi, uporabnika vpišemo v sistem in ga preusmerimo. Drugače se 
uporabnika samo preusmeri s sporočilom, da smo mu poslali e-sporočilo z navodili kako 






  <title>Registration</title> 




  Spoštovani {{ $username }},<br><br> 
  Hvala za registriranje na naši spletni strani.<br> 
  Prosim kliknite na spodnji naslov za aktivacijo vašega 
računa.<br><br> 
  {{ Request::root().'/activate-account/'.$username.'/'.$code 
}}<br><br> 











 $activation = Activation::where('user_id', $user->id)->where('token', 
$code)->first(); 
 if ($activation) 
 { 











Isto je potrebno storiti, ko je obrazec poslan. Torej sprva preverimo ali uporabnik obstaja, nato 
ali se podatki ujemajo s podatki v bazi. Ker je uporabnik uporabil obrazec, je prav tako potrebno 
preveriti pristnost vpisanih podatkov in preveriti ali vpisan uporabnik z vpisanim geslom 
obstaja in se ujema z uporabniškim imenom podanim v URL naslovu: 
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$rules = array( 
 'username'    => 'required|min:3', 
 'password' => 'required|alphaNum|min:3' 
); 
$validator = Validator::make(Input::all(), $rules); 
if ($validator->fails()) 
{ 
 return Redirect::to(Request::URL()) 
  ->withErrors($validator) 




 $userdata = array( 
  'username'     => e(Input::get('username')), 
  'password'  => e(Input::get('password')) 
 ); 
 if ($userdata['username'] == $username && Auth::attempt($userdata)) 
 { 
  $activation->delete(); 
  $user->activated = 1; 
  $user->save(); 
  return Redirect::route('home') 
   ->withMessage('Vaš račun ste uspešno aktivirali. V sistem 
ste bili samodejno vpisani.'); 
 } 
} 
Če so bili vsi podatki pristni, uporabnika vpišemo v sistem, zbrišemo aktivacijski ključ iz 
podatkovne baze, aktiviramo račun ter uporabnika preusmerimo na domačo stran s sporočilom, 
da je bil njegov račun uspešno aktiviran. Spodaj je prikazan UML diagram, ki prikazuje 





if (e(Input::get('username')) != '') 
{ 
 $type = 'username'; 
 $resetValue = e(Input::get('username')); 
 $user = User::where('username', e(Input::get('username')))-




 $type = 'email'; 
 $resetValue = e(Input::get('email')); 
 $user = User::where('email', e(Input::get('email')))->where('activated', 
1)->where('banned', 0)->first(); 
}   
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$reset = array( 
 'user_id'=> $user->id, 
 'type' => $type, 
 'value' => $resetValue, 
 'token'  => hash_hmac('sha256', str_random(40), Config::get('app.key')) 
); 
Password_Reset::create($reset); 
$data = array( 
 'email' => $user->email, 
 'username' => $user->username 
); 
$reset['username'] = $user->username; 
Mail::queue('emails.authentication.password_reset', $reset, function($message) 
use ($data) 
{ 
 $message->to($data['email'], $data['username'])->subject('Password reset 
request'); 
}); 
return Redirect::route('reset password') 
 ->withMessage('Poslali smo vam e-sporočilo z navodili, kako ponastaviti 
vaše geslo.'); 
 
Prav tako kot pri omogočanju uporabniškega računa je tudi ob obisku obrazca za ponastavljanje 
gesla potrebno preveriti, ali so podani podatki v URL-ju pravilni. Pregledamo tudi ali podan 
uporabnik, glede na e-naslov ali uporabniško ime, obstaja, ni blokiran in ima omogočen račun. 
$user = User::where($type, e($value))->where('banned',0)->where('activated',1)-
>first(); 
Nato preverimo ali obstaja vpis v bazi, ki se ujema z podanimi podatki v naslovu: 
$password_reset = Password_Reset::where('user_id', $user->id)->where('token', 
e($token))->where('type',$type)->where('value',$value)->where('created_at', '>=', 
Carbon::now()->subMinutes(30))->first(); 
Za večjo varnost se preverja, ali je ključ star več kot 30 minut. Če je, se stran ne prikaže – torej 
je ključ neveljaven. 
 
 
{{ Form::label('youraddress', 'Address', array('class' => 'ishouldnotexist1'))) 
}} 
{{ Form::text('youraddress', Input::old('youraddress'), array('class' => 
'ishouldnotexist1')) }} 
 
{{ Form::label('yourname', 'Name', array('class' => 'ishouldnotexist2'))) }} 





 display: none; 
} 
.ishouldnotexist2 { 
 position: absolute; 
 top: -5000px; 
} 
Sedaj je pri avtentikaciji obrazca le potrebno preveriti ali je katero od polj prisotno, če je, 
pomeni, da zahtevo vpisa zavrnemo. Avtentikacija je sledeča: 
$rules = array( 
 'username'    => 'required|min:3', 
 'password' => 'required|alphaNum|min:3', 
 'youraddress' => 'size:0', 
 'yourname' => 'size:0' 
); 
V realni aplikaciji bi bilo zelo priporočljivo uporabiti tudi SSL certifikat, saj je brez njega sistem 
ranljiv za napadalce med povezavo. Prav tako, je za vsako aplikacijo potrebno oceniti raven 
varnosti in uvesti zaščito glede na potrebe spletne strani. 
 
4.7.  Testiranje aplikacije 
 
Sedaj, ko je aplikacija končana, sledi testiranje varnostnih ranljivosti. Aplikacijo lahko 
testiramo proti CSRF napadom na način, da s pomočjo dodatka v brskalniku iz obrazca 
izbrišemo skrito polje '_token' in nato obrazec pošljemo strežniku. Ko je aplikacija nastavljena 





- Izraba občutljivih podatkov (npr. gesel v navadni obliki); 
- Izraba uporabniških privilegijev; 
- CSRF napad; 
- Izraba ne-validiranih polj obrazcev; 
- Nepravilna ponastavitev gesel. 
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5.  Zaključek 
 
 Varnost v spletu je zelo zapletena tema. V diplomski nalogi sem na pregleden način 
skušal predstaviti tveganja ne-varne spletne strani. Opisal in podal sem primere najbolj pogostih 
varnostnih ranljivosti. Opisal sem pomembnost uporabe sistema zgoščevanja gesel ter 
nevarnosti, ki jih prinašajo piškotki. Podal sem možnosti varnega prejemanja in obdelovanja 
poizvedb. Vse tehnike so primerne in tudi namenjene spletnim programerjem, vendar se jih 
lahko uporablja tudi v drugih aplikacijah. 
 Opisal sem celotni postopek izdelave uporabniškega sistema z avtenticiranjem ter 
izdelal projekt po istih merilih. Z njimi sem tudi predstavil postavitev ter uporabo ogrodja 
Laravel, ki zelo pripomore k hitrejšemu in predvsem preglednejšemu pisanju kode. 
Med izdelavo projekta in pisanjem diplomske naloge sem ugotovil, da je varnost v spletu 
ključnega pomena, vendar je njena implementacija odvisna od potreb osebe oz. podjetja. Prav 
tako sem ugotovil, da nikakor ni mogoče popolnoma zavarovati spletne strani, vendar pa lahko 
preprečimo večino poskusov vdora ter kraje podatkov – ogrožajo nas večinoma samo visoko 
zmogljivi super računalniki, ne pa posamezniki, kar je bistvo v skorajda vseh primerih. Prav 
tako je vredno omeniti, da je uporaba že pripravljenih sistemov za vnašanje vsebin ali česar koli 
podobnega zelo odsvetovana, saj za sabo prinašajo varnostne ranljivosti in odpirajo vrata 
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