


















V bakalářské  práci  se zabývám návrhem systému pro ovládaní  zámku za pomocí 
















































































pomocí  čtecího  zařízení   a  převodníku RS232 a  Ethernet.  Hardware,   se  kterým můj 












Adresářová   služba (directory  service  ­  DS)   je  aplikace,  která  ukládá  a organizuje 
informace   o   uživatelích   a   zdrojích   v   počítačových   sítích.  Tato   služba   přistupuje   k 
adresáři,   nebo  může   fungovat   jako   centrální   autentizační   autorita,   která   umožňuje 
autentizaci zdrojů.
Adresářová   služba   zprostředkovává   informace   z   adresáře   administrátorům, 
uživatelům, aplikacím atd.  Dále   také  vytváří   fyzickou síťovou topologii  a protokoly. 
Adresářové   služby   jsou   vhodné   pro   účely   ve   stylu   kartotéky   (správa   uživatelů, 
telefonních čísel apod.). Naproti tomu mají některé nevýhody oproti relačním databázím 
například   kontrola   dat   (referenční   integrita),   složité   dotazy,   složité   modifikace. 
Rozšířeným příkladem adresářové služby je LDAP.
LDAP   (Lightweight   Directory   Acces   Protocol)   byl   původně   navržen   jako 
zjednodušená  varianta protokolu DAP (directory access protocol),  tj.   jako jednodušší 
přístupový   protokol   mezi   klientem   a   adresářovým   serverem   (X.500).   Hlavní 
zjednodušení   spočívá   ve   využití   protokolů   TCP/IP   jako   komunikační   vrstvy 
(minimalizovány operace, vypuštění složitých vlastností).
Postupem   času   se   protokol  LDAP osamostatnil,   byl   vytvořen   samostatný   LDAP 
server viz. kresba 1, což znamená, že LDAP neslouží pouze jako přístupový protokol k 
X.500 serveru.  Z hlediska  klienta  by mělo  být   jedno,  zda přistupuje  k  adresářovým 








• Klient   naváže   spojeni   s   LDAP   serverem.   Pro   operaci   navázaní   spojení   se 
3
Kresba 1: Protokol  LDAP
























o  user,  computer,  domain,  group  atd..   Třídy   objektů   jsou   zařazeny   do   jedné   z 
následujících tří skupin Structural, Abstract a Auxiliary. 
Jelikož může nastat situace, kdy objekt je zařazen do více objectClasses, mohlo by 
být  vyhledávání  méně  efektivní  a  ne zcela  přesné.  Z tohoto důvodu můžeme použít 
hledání   podle  kategorie  objektů   (objectCategory).  ObjectCategory  má,   na   rozdíl   od 
objectClasses,  pouze   jednu   hodnotu,   což   by  mělo   ukazovat   na   specifickou   třídu   v 
hierarchii tříd objektů.
Atributy objektů  (object attibutes) jsou vlastnosti objektů.  Atribut může obsahovat 
jednu   nebo   více   hodnot   (jméno,   příjmení,   e­mail).   Schéma   určuje,   které   hodnoty 
atributů musí být vyplněné a které jsou nepovinné. 
2.4 Jmenný model
Pro   jednoznačnou   identifikaci  objektu  a  popis  úplné   cesty  k   záznamu  (pozici  ve 
stromě)  se  používá  Distinguished Name (DN).  DN  obsahuje  jména objektu a   jména 








Kromě  DN   a  RDN můžeme   také   použít  OID   (Object   Identifiers),   což   znamená 
hierarchický,  unikátní   identifikátor,  složený   s  dekadických číslic  oddělených  tečkou. 
Tento identifikátor je běžný u X.500.
Kterákoliv část  DN je udávána jako  typ_atributu=hodnota.  Typ atributu,  který  se 









Funkční  model  LDAP serveru  přesně   popisuje,   jaké   operace  můžeme  provádět   s 




























• Jednoduchá   autentizace   –   pomocí   DN   a   hesla.   Tuto   autentizaci   je   možné 
provádět   po   bezpečném   kanále   TLS/SSL.   V   této   variantě   nejprve   dojte   k 
výměně certifikátu obou stran a po ověření těchto certifikátů  dojde k otevření 
spojení.
• Proxy   autentizace   –   využívá   existence   definovaného   uživatele,   který   má 
oprávnění  nahlížet na hesla ostatních uživatelů.  Autentizace uživatele probíhá 
přes tento mezičlánek.
• PKI   autentizace   –   pracuje   na   principu   PKI     (Public   Key   Infrastructure)  
digitálních   certifikátu,   které   jsou   uloženy   v   atributu  userCertificate.  Pokud 
uživatel   žádá   o   přístup   k   LDAP   serveru,   musí   zadat   své   heslo,   poté   je 
autentizován po srovnání digitálních certifikátů na straně klienta a serveru.
• SASL (Simple  Authentication  and Security  Layer  )   autentizace  –   jedná   se  o 





















dražší,   jelikož   obsahují   navíc   napájecí   zdroj   a   jsou   schopny   samy   vysílat   své 
identifikace. Z tohoto důvodu jsou používány pro aktivní lokalizaci. Dále aktivní RFID 









na   frekvenci   125   kHz.   Pří   vložení   bezkontaktního   identifikátoru   do 












V  zapojení   je   použit   jako   převodník   obvod  XPort.   Tento   obvod     je   kompletní 
převodník Ethernet – RS232 TTL (Sériová linka). Umožňuje snadné připojení zařízení k 
Ethernetu,  pouze připojíme sériovou linku přes tento modul k Ethernetové  sítí.  Díky 
tomuto modulu je snadné připojit zařízení k Internetu nebo firemnímu Intranetu.
4.1 Vlastnosti XPortu 









Aby  XPort   pracoval   tak   jak   je   požadováno,  musel   jsem   nastavit   jeho   základní 
konfiguraci. Jak je uvedeno výše, XPort obsahuje interní WEBové stránky, přes které 
lze  nastavit  vlastnosti  XPortu.  Na   tyto   stránky   jsem se  dostal  po  zadání   IP  adresy 
XPortu do webového prohlížeče. Zde v sekci Network jsem zaškrtl možnost Obtain IP 
address automatically  a do textového pole  DHCP Host Name:    jsem vyplnil   jméno 
XPortu jak je vidět na kresbě 4.
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DHCP Host name  (jméno XPortu) by mělo odpovídat učebně  nebo místností,  pro 
kterou   bude  XPort   plnit   funkci   odemykání.  Na  jméno  se   bude   také   odkazovat   v 
konfiguračním souboru programu, kde pro každý XPort bude zvlášť nastavení.
 Dále jsem pokračoval v nastavování XPortu v sekci  Connection, kde jsem nastavil 
Protocol  na TCP,  Remote host  na adresu serveru,  kde se   bude XPort  připojovat  v 
případě  aktivace z RFID čtečky. V poslední  řadě jsme nastavil  Remote port  a  Local  


























přístup do místnosti,  do které  chce vstoupit.  Pokud osoba má  oprávnění  vstoupit  do 
místnosti, pošle server příkaz XPortu na otevření dveří. Jestliže osoba nemá přístup do 












Dále   bylo  potřeba  vybrat   vhodný   programovací   jazyk  pro   návrh   a   vývoj   celého 




Celý systém dohromady tvoří sedm tříd  Server.cpp,  AutorizaceLDAP.cpp,  Log.cpp, 
Conf.cpp,  md5.cpp,  Mail.cpp  a  md5wrapper.cpp.  Hlavní   třída  Server.cpp,  jak  už   je 
patrné z názvu, je vlastně server, na který se připojují  klienti v podobě XPortu. Tato 
třída  má  na   starosti  obousměrnou  komunikaci   s   jednotlivými místnostmi,  u  kterých 
požadujeme autorizovaný vstup. Dále volá třídu AutorizaceLDAP.cpp, která má za úkol 
zjistit jestli osoba, která žádá o přístup do místnosti má povolení. 
Tedy třída  AutorizaceLDAP.cpp z řetězce, který jí předá   třída  Server.cpp,  zjistí ze 
školního LDAP serveru informace o osobě, která se pokouší vstoupit do místnosti. Tyto 
informace porovná s konfiguračním souborem a výsledek předá zpět třídě  Server.cpp. 
O inicializaci  a  konfiguraci  konfiguračního souboru se stará   třída  Conf.cpp,  která   se 
stará také o porovnávaní, zda má osoba právo vstoupit do místnosti.
Pokud třída Server.cpp dostane zprávu, že daná osoba nemá přístup do dané místnosti 
zavolá   třídu  Mail.cpp,  která   informuje   tuto   osobu   o   neoprávněném   přístupu 
prostřednictvím   e­mailové   zprávy.   Dále   je   tu   třída  Log.cpp,  která   má   za   úkol 
zaznamenávat   všechny   události   vzniklé   během   provozu   programu   a   tyto   události 
ukládat do speciálního souboru. Jedná se například o čase vstupu osob do   místností 
nebo neoprávněném vstupu do místnosti.






















proměnné  hostip,  jenž je následně použita ve struktuře server_addr.  Do této struktury 
musí   být   uloženo   také   číslo   portu  server_addr.sin_port  a   typ   protokolu 
server_addr.sin_family. 
Poté je nutné svázat soket se jménem, k tomu se používá funkce bind():
Funkce  bind()  obsahuje   tři   parametry,   první   parametr   je   file­deskriptor   mého 
vytvořeného soketu,  druhý  parametr   je  struktura sockaddr_in a  poslední  parametr   je 
délka   této   struktury.  Funkce  vrací   ­1  v  případě   chyby  a  nulu  v  případě  úspěšného 
svázání soketu se jménem.
Po úspěšném volaní bind() se volá funkce listen(), která slouží k nastavení soketu do 
stavu   čekání   na   příchozí   spojení.  Má   dva   parametry,   první   je   opět   file­deskriptor 
vytvořeného  soketu  a  druhý   parametr   je  maximální   počet  požadavků,  čekajících  ve 
frontě. Funkce vrací ­1 v případě chyby a nulu v případě úspěchu.
Další   funkcí  potřebnou pro úspěšné  vytvoření   soketu  na straně   serveru   je   funkce 
accept(). Tato funkce čeká na příchozí spojení. Funkce vrátí parametry prvního spojení 



















požadavek,  program se na funkci  accept()  zablokuje  do  té  doby, dokud se neobjeví 
požadavek   na   spojení.   Tato   vlastnost   není   pro   program   serveru   vhodná,   protože 






Příkazem  fd_set  se   vytvoří   datový   typ   „množina“.  Makro  FD_ZERO()  slouží   k 
vyprázdnění  množiny,  a   jako parametr   je  použit  ukazatel  na datový   typ „množina“. 
FD_SET()  je určen k vložení  prvku do množiny.  První  parametr   je vkládaný  prvek, 
druhý   parametr   je   ukazatel   na   datový   typ   „množina“.   V   mém   programu   mám 







  Parametr  nfds  je  největší   file  descriptory  ze  všech  třech  zvětšený  o  1.  Parametr 
readfds je ukazatel na množinu file descriptoru, z nichž chceme číst. Parametr writefds  
je   ukazatel   na   množinu   file   descriptorů,   do   kterých   chceme   zapisovat.   Parametr 
exceptfds je ukazatel na množinu file descriptorů, u kterých chceme zjistit, zda nastala 
nějaká chyba. Posledním parametrem je ukazatel na strukturu, udávající, jak dlouho má 














hodnoty,   zda  došlo  k chybě,  nebo  na  kolika   soketech  se  událo  něco   rozhodujícího.  
Jestliže nedošlo k chybě zjistíme funkcí  FD_ISSET(),  zda ke změně došlo na soketu, 





nevytvoří  další  spojení  a zároveň  zpracovával  už  data  přijaté.  K tomu je nutné,  aby 
aplikace   umožňovala   realizovat   více   činností   najednou.   Realizace   více   činností 
najednou je možné  dosáhnou použitím vláken nebo vytvořením podřízených procesů 
funkcí fork().
  V   programu   je   po   každém  přijmutí   dat   od   klienta   vytvořen   podřízený   proces 
využitím funkce fork(). Každý takto vytvořený proces zpracuje data, připojí se k LDAP 
serveru,  zkontroluje  oprávnění  a  výsledek pošle  klientu.  Potom se podřízený  proces 
ukončí.
Pomocí   funkce fork()  se  vytvoří  podřízený  proces.  Nadřízený  proces  pokračuje  v 
 realizaci svého kódu následujícího po volání funkce fork(). Podřízený proces realizuje 
stejný program od stejného místa. Funkce fork() vrací jiný návratový kód nadřízenému 
procesu a   jiný  podřízenému procesu.  Návratovou hodnotou v nadřízeném procesu  je 
identifikační číslo podřízeného procesu, návratovou hodnotou v podřízeném procesu je 
nula.   Díky   tomuto   faktu   je   možné   odlišit   nadřízený   proces   od   podřízeného   při 
psaní kódu.
To, že je možné mít naráz spuštěno více procesů, je umožněno neustálým přepínáním 
procesů   v procesoru.  Nikdo však nezaručuje,   jak  dlouho bude  procesor   zpracovávat 
proces. Pokud budete mít program realizovaný dvěma procesy, nebude zaručeno, jestli 
bude   dříve   zpracován   rodičovský,   nebo  podřízený  proces.  Může   se   také   stát,   že 






























































ASCII   normy.  Nejprve   je   otestována   podmínka,   zdali   řetězec   končí   znakem  0x00. 








výpočtu   kontrolního   součtu   exclusive­or   (XOR)   na   pět   znaků   dat.   Jelikož   obvod 
AXA012 přenáší  10  bajtové  pole  dat,   jsou  na  konec  přidané  dva  bajty  kontrolního 
součtu, pro pět  bajtů  jeden. V programu server zavolá  po přijetí  dat a převedení  dat 

































Celá  metoda pracuje velmi  jednoduše,  základem je cyklus,  který  prochází  řetězec 
znak  po  znaku a  každý   znak  převádí   do  dekadické   formy  tak,  aby  znak odpovídal 
hexadecimální formě. Takže znaky A – F odpovídají číslicím 10 – 15. Následně je na 
každý převedený znak aplikován XOR a výsledek je uložen do proměnné checksum.




Ovšem pokud má  výsledek jinou hodnotu než  nulu,  tak to značí,  že došlo během 





potřeba pro získání   informací  o osobě. Tato osoba přiloží  svoji identifikační  kartu k 
RFID čtečce, kde je následně sejmut identifikační řetězec a ten je po zavolání hašovací 
funkce poslán na LDAP server, kde jsou získané informace o dané osobě.      
První   a   poměrně   jednoduchý   případ   jak   se   připojit   k   LDAP   serveru   je   utilita 
ldapsearch.   Tato   utilita   se   nainstaluje   jako   součást   balíku  ldap­utils  balíčkového 







Funkce  execlp()  nespouští   příkazový   interpret,   ale   jen   daný   program.  První   dva 




z  důvodu nemožnosti  nastavení  vlastností  připojení  a  vyhledávání  v  LDAP serveru. 
Například nemůžeme nastavit timeout spojení  v případě nefunkčnosti LDAP serveru, 
dále  volání  ldapsearch  přes   funkci  execlp()  je  pomalé.  To   jsou  důvody,  proč   tento 
způsob komunikace z LDAP serverem v mém programu nevyužívám. 
Další   možnosti   přípojení   k   LDAP   serveru   je   použití   knihovny  ldap.h  přímo   v 









Pro   funkčnost   knihovny  ldap.h  je   potřeba  nejprve  nainstalovat   balíčky  libldap  a 
libldap­dev.  Tyto  balíčky   jsou nutné  připojení  k  LDAP serveru a  následný  vývoj  v 
programovacím jazyce C++. 
Ke komunikaci s LDAP serverem slouží třída AutorizaceLDAP.cpp, které je předán 
hašovaný  řetězec.  Tento řetězec je předán jako argument metodě  pripojLdap(), která 
vytváří spojení s LDAP serverem. K vytvoření spojení je použita funkce:






ldap_initialize().  Druhý   argument   je   seznam  možností,   které  můžeme   nastavit   pro 
LDAP   spojení.   V   mém   programu   jsem   použil   možnost 
LDAP_OPT_NETWORK_TIMEOUT, která indikuje maximální počet sekund, po které 
čeká program na odpověď od LDAP serveru. Těchto možností je mnohem více, avšak 







Úkolem   této   funkce   je   ověřování   klienta   na   serveru.   Pracuje   na   principu  SASL 
(Simple Authentication and Security Layer) což je obecná metoda pro přidávání, nebo 
zlepšování  ověřování  v protokolech klient/server. Pokud se nastavuje  SASL, musí  se 
rozhodnout   pro   ověřovací  mechanismus,   pro   výměnu   ověřovacích   informací     a 
ověřovací systém pro uložení informací o uživatelích.
První argument je stejný jako u předešlých funkcí LDAP struktura. Druhý argument 













argumentu   se   volí   mechanismus   ověřování,   já   jsem   zvolil   hodnotu   NULL,   tedy 




být  nastaveny na  hodnotu  NULL.  Poslední   argument  nastavuje  parametr  ověřování, 
vráceným LDAP serverem. Pokud server   nevrací  žádné  ověření,  bude nastaveno na 
hodnotu NULL. Jelikož nepoužívám žádné ověřování,  mám poslední tři argumenty ve 
funkci ldap_sasl_bind_s() nastaveny na NULL hodnotu.
Pokud   funkce   bind   proběhla   v   pořádku,   je   volána   další   funkce   pro   synchronní 
vyhledávání:  
Tato  funkce  má  dohromady  jedenáct  argumentů.  První   je  LDAP struktura určena 
funkcí  ldap_initialize().  Argument  base  představuje DN záznam, na kterém se začne 
vyhledávat. V programu je použita hodnota NULL. Argument scope  specifikuje způsob 
vyhledávání.   K   dispozici   jsou   tři   možnosti.   Možnost  LDAP_SCOPE_BASE,  která 
vyhledává   samotný   objekt,   pak  možnost  LDAP_SCOPE_ONELEVEL    vyhledávající 
přímé potomky hledaného objektu a poslední možnost LDAP_SCOPE_SUBTREE, která 
vyhledá objekt a všechny její následovníky.
Argument  filter  specifikuje filtr nebo také   řetězec, který se bude hledat na LDAP 
serveru, V programu je to haš   řetězec z RFID čtečky ve tvaru  TUOCardMD5=<haš  
řetězec>.  Argument    attrs  specifikuje,   které   typy   atributů   budou   vráceny   z  LDAP 
serveru. Pokud je zvolena hodnota NULL, znamená to, že budou vráceny všechny typy 
atributu výsledku hledaní. U argumentu  attrsonly  se nastavuje hodnota 1 pro vrácení 
pouze   typů   atributů   nebo   hodnota   0   pro   vrácení   jak   typů   atributů   tak   hodnot 




Všechny uvedené  funkce pro LDAP vrací  v případě úspěšného provedení  hodnotu 















K   procházení   výsledku   z   funkce  ldap_search_ext_s(),  jsou   určeny   funkce 
ldap_first_entry()  a   ldap_next_entry().  První   z  nich  vrací  ukazatel  na  první   záznam 
výsledku a druhá vrací ukazatel na následující záznam po funkci ldap_first_entry() nebo 




stejný   jako   u   všech   funkcí   knihovny  ldap.h.  Argument  entry  je   výsledek   vracený 
funkcemi  ldap_first_entry()  nebo   ldap_next_entry().  A   poslední   argument  berptr  
obsahuje   ukazatel   na   strukturu   BerElement.   Dále   funkce  ldap_next_attribute()  je 
ekvivalentní funkci ldap_first_attribute() až na to, že vrací další atribut v záznamu.
K získání hodnot jednotlivých atributů je zapotřebí volat funkci:  
Obsahuje   opět   tři   argumenty.   Argument  entry  je   výsledek   vrácený   funkcemi 
ldap_first_entry()  nebo   ldap_next_entry()  a   argument  attr  specifikuje   název   typu 
atributu u něhož je potřeba znát hodnotu. Výsledek je uložen do struktury berval:    
Struktura berval obsahuje  bv_len,  kde je uložena délka vrácené hodnoty a    bv_val, 
která obsahuje ukazatel na hodnotu.
Po získaní  všech hodnot je nutné  uvolnit  zdroje.  Pro uvolnění  paměti  alokovanou 
funkcí ldap_get_values_len()  se používá funkce:  




















uvolnit   a   argument  fbuf  obsahuje  hodnotu  0   jestliže   je  potřeba  uvolnit  BerElement 
strukturu   alokovanou   funkcemi  ldap_next_attribute()  a  ldap_first_attribute(),  jinak 
obsahuje hodnotu 1.   
Paměť   alokovanou   funkcí  ldap_search_ext_s()  se   uvolní   funkcí,   která   má   jako 
argument ukazatel na LDAP message alokovanou ldap_search_ext_s():
Pro ukončení synchronního spojení s LDAP serverem se používá funkce:
Tato  funkce umožňuje uzavřít   spojení   jak na straně  LDAP serveru,   tak na straně 







bylo   nutné   kompilovat   celý   program.   Stačí   pouze   změnit   údaje   v   konfiguračním 
souboru a program po spuštění načte údaje ze souboru.
Nejdříve jsem si musel promyslet jaký konfigurační soubor budu v mém programu 
používat.  Nabízela se možnost použít  obyčejný   textový  soubor a v něm mít  uložena 
data. Pak k němu přistupovat pomocí souborových streamu. Tento způsob konfigurace 
jsem posléze  opustil  pro  jeho  složitost,   sekvenční  procházení   souboru a  nemožnosti 
efektivního vytváření sekcí v klasickém souboru. Další možnost bylo spouštět program 
s parametry, podle kterých by se spustil skript pro načtení hodnot ze souboru. 
Nakonec   jsem   se   rozhodl   pro   parsrovací   knihovnu   libConfuse.   Tato   knihovna 
obsahuje  mnohé   funkce  pro  práci   s   konfiguračními   soubory.  S   touto  knihovnou   je 
možné  vytvářet seznamy pro různé  typy hodnot (string, integer, float,  boolean) nebo 
také   sekce,  které  umožňují  dělit  nastavení  do  logických  bloků.  Dále   je   jednoduché, 
podle   mého   názoru,   vytvoření   konfiguračního   souboru   a   následné   upravování 
konfiguračního souboru.














je   přidělena  daná   sekce.  Položku  allow  což   je   seznam  osob,   které  mají   oprávnění 
vstoupit do místnosti a položku deny, která má přesně opačný účel jako položka allow.  
Položky allow a deny obsahují seznamy hodnot LDAP atributů.
Pro   inicializaci   konfiguračního   souboru   ve   třídě  Conf.cpp  je   vytvořena  metoda 
parse_Conf().  Nejdříve   bylo   nutné   inicializovat   jednotlivé   sekce   v   konfiguračním 
souboru: 
K  vytvoření   sekcí   je   použita   datová   struktura  cfg_opt_t,  která   obsahuje  makra  k 
inicializaci seznamů  allow a deny a položky ip. Každé makro má tři parametry, název 
položky,   implicitní   hodnotu   a   hodnotu   flagu.   Flag  CFG_END()  ukončuje   seznam 
hodnot, musí být na konci struktury cfg_opt_t.




























Opět   se   použije   struktura  cfg_opt_t  obsahující  makra   pro   vytvoření   jednotlivých 




Dále   je   nutné   inicializovat   kompletní   konfigurační   soubor,   aby   ho   bylo  možné 
parsrovat: 





Třída  Conf.cpp  obsahuje také  metodu  kontrola_IP(char* ip_client),  která   slouží k 




sekce, které  odpovídají  učebnám. Potom v každé  sekci kontrolovat jestli  IP adresa z 
XPortu odpovídá   IP  adrese v dané  sekci.  K načtení   IP adresy z  každé   sekce slouží 
funkce  cfg_getstr().  Pokud  je  nalezena  shoda,   je  vrácen název dané   sekce  pro další 
použití. Jestliže je vrácená hodnota NULL, znamená to neoprávněný přístup.   
6.8 Syslog
Aby vytvořený   program splňoval  podmínky  zadání,  bylo  nutné  vymyslet  vhodný 




















programu. Například budeme   požadovat dohledání   informací  o vstupech do učeben 
několik dní nazpět. Také při pádu programu můžeme dohledat příčiny nestandardního 
ukončení.








nastavovat   v   souboru  /etc/syslog.conf,  kam   se   budou   zprávy   ukládat   a   od   jakých 
programů budou zprávy protokolovány. Pro tento program je důležitá položka:




tělo   zprávy  message.  Nejdříve   se   volá   funkce  void   openlog(const   char   *ident,   int  
logopt,   int   facility),   která   otevírá   spojení   syslog   deamonu.   Má   tři   argumenty, 
identifikátor  zdroje,  dále číselné  konstanty.  LOG_PID  určuje,  že se bude ukládat ID 











Pro odesílaní  e­mailu na školní  poštovní  server  je použit  protokol SMTP (Simple 


























XPortu   aby  otevřel   danou  místnost.  To   znamená,  že  by  mohlo  dojít   ke   vstupu  do 
místnosti neoprávněnou osobou.







S: 250 Hello smtp.vsb.cz
C: MAIL FROM: <nobody@vsb.cz>
S: 250 Ok
C: RCPT TO: <osoba@vsb.cz>
S: 250 Ok
C: DATA









Při   psaní   této   práce   jsem mohl   využít   nabyté   zkušenosti   z   předchozího   studia   a 
navrhnout systém pro ovládání dveřního zámku za pomoci RFID karet. Tento systém je 




připojí   na   školní   LDAP   server   a   zjistí   informace   o   osobě,   která   žádá   přístup   do 
místnosti.  Podle konfiguračního souboru je  poté  buď  povolen nebo zamítnut  přístup 
osobě do místnosti.
Snahou bylo, aby výsledný systém byl jednoduchý, stabilní a v neposlední řadě dobře 
konfigurovatelný.   K   tomu   jsem   použil   metody,   které   jsou   popsané   v   předešlých 
kapitolách.     
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