Abstract
Introduction and Motivation
Within the last decade, advances in technologies and communications to support software development, coupled with economical incentives, have facilitated the global dispersion of activities and the emergence of global software development. Software development now entails mashups of technologies and is multi-zone, multi-site and multi-cultural, with all the ensuing opportunities and challenges such scenarios present [7] . Global teams distributed across continents need to unite and work as one to integrate components and assemble applications. This not only requires reaching a consensus on the collaborative technologies used to support development and communication, but sufficient attention to integration planning at all levels.
Three years ago, faculty at Pace University, Delhi University and the Institute of Technology of Cambodia started collaborating to introduce global software development projects in their courses [3, 4, 5, 6] . The setting of the projects was such that Cambodian students acted as clients and testers, US students acted as developers and lead contractors, and Indian students were sub-contractors for a component of a larger project (for the Cambodian context).
During this period, the innovative collaborative model evolved to explore the use and perception of using different mashups of technologies for development and communication [4] , and to include a quality assurance focus through mentoring and auditing [3] . In 2007, the thirty-four students across the three countries worked together on a single software development project to be deployed in Cambodia. The wiki of the project is at: http://atlantis.seidenberg. pace.edu/wiki/gsd2007. The project was split up into smaller components that needed to be worked on independently and eventually integrated.
The goals for orchestrating one large project, as opposed to many small projects, were to: (1) Get the students thinking about and dealing with integration at disparate levels. The primary motivation was for students to experience the differences in planning and undertaking integration activities in co-located settings with the integration of globally engineered components. In addition, to experience how to plan for the integration of future requirements in subsequent releases; and (2) Get the students distributed across the three continents working as a single team with a shared goal, as opposed to working on fragmented projects with unaligned goals. The intention was to educate students about the importance of integration at a more fundamental and social level, both locally and globally, as a prerequisite for achieving technical integration.
Giving students such global software development experiences has become a growing trend [1, 2] . Less attention has been paid, however, to multi-site, multicultural set-ups that focus on getting the students to work on a single project with a variety of integration points. Our project is a first attempt at running a single distributed project for students across countries that are positioned at dramatically different levels on the offshore outsourcing playing field, a setting that presents very unique integration challenges. We seek to develop a set of best practices that can be repeated and/or adapted by other instructors interested in running global software development projects.
Section 2 provides background to our 2007 project setting. The points of integration we were concerned with exploring are presented in Section 3. Section 4 shows our findings from the experience and Section 5 outlines a suggested list of dos and don'ts for integration planning and practice on projects of this nature, be they in academic or industrial settings.
Context
This section provides a brief synopsis of the 2007 project set up to provide context for this paper.
Students and courses. The main constraints students had to face during the course of the project were time differences, Internet access difficulties for Cambodian students and semesters that were not aligned across countries.
Software to be developed. The students were to collaboratively develop a web-based application, called MultiLIB, for the management of the library of the Department of Computer Science at ITC. MultiLIB was to be used by guests, students, professors, the secretary/librarian and administrators. It was to replace an existing Excel-based system. Sub-systems. The development effort was partitioned in the following way: (a) Librarian/ Administrator side -for the management of the library policies, resources, accounts and loan transactions; (b) Student/Professor/Guest side -to view, reserve, rate and recommend resources, and to consult the status of accounts; and (c) Innovation side -to view electronic resources, such as e-books, audio and video. This latter side was to envision innovative features for version 2.0 of MultiLIB to account for other media in the future.
Teams and responsibilities. The Cambodian students were split into three sub-teams, four students to work on the student side, five on the librarian side and four on the innovation side. They acted as the clients and testers. They were to explore and validate the requirements, undertake user acceptance testing, and interact closely with the US sub-teams for iteration. The US undergraduates were split into two sub-teams of four students, one to work on the librarian side and the other on the student side. They acted as developers and lead contractors. They worked separately for the two core sides at first and then together during integration. They captured and managed the requirements, proposed design options, managed a Request for Proposal (RFP) that involved subcontracting the database design to the Indian students to leverage their expertise, implemented the software and tested it. The Indian students acted as third-party suppliers. The three Indian sub-teams of two students each submitted separate bids for the outsourced database component and subsequently collaborated on the selected bid. Moreover, outside the initial scope of the project, they decided to develop their own variant of the software that was then also assessed by the Cambodian client and compared with the US software. The US graduate students acted as SQA/integration mentors and SQA auditors to help improve and assure the quality of the US undergraduate students' work. They provided coaching sessions on software engineering practices, and reviewed the artifacts delivered and the processes used to deliver them [3] . One US graduate student was assigned to each US sub-team to act as a mentor. A third graduate student was selected as integration mentor. The auditors were organized into pairs and assigned to the two US sub-teams.
Process and technologies. All the students followed the same loose waterfall development process with feedback and iteration, all being new to the discipline. The client was continuously available for requirements clarification. While the three institutions did not have aligned semesters, they synchronized on the same milestones with two weeks of setup and team bonding concurrent with six weeks for requirements, four weeks for design, and four weeks for coding and testing. The tooling converged on Eclipse (with JUnit and Subversion) as the development platform, and java.net for issue tracking. The communication tooling comprised six mailing lists (one for each side of MultiLIB and one for each RFP), chats, blogs and four wikis (one for each side of MulitLIB and one for integration). Wikis, editable by the US and Cambodian students, contained all the documents and artifacts produced by the sub-teams, e.g., process, requirements, design, testing plans and code. Wikis were considered as the coordination backbone of the project; they increased awareness, mutual understanding, productivity and quality on the project [4] .
One System, Multiple Integration Points
Three types of technical integration activity were planned for this project, in addition to the underlying social integration that would support this.
Integration of the two core sides. The US undergraduate sub-teams were to begin by working with the corresponding Cambodian sub-team to prepare requirements for each core side of MultiLIB. Two requirements documents were to be produced. Students then needed to work together to propose architectural designs and undertake the sub-contracting process. The intention was for the sub-teams to fuse their work, yet champion the functionality related to their side within an integrative framework.
Integration of a third-party supplied subcomponent. The US students were to distribute RFP letters with timelines, expected responses and selection criteria to the three Indian sub-teams. The response was to include a proposed database design for MultiLIB, including entity relationship diagrams, associated MySQL SQL scripts and sample data. The Indian students were to be directed to the project wiki for the latest version of the requirements document to prepare their response and the process was to allow for interaction with the US project leaders for clarification. The responses to the RFP were to be evaluated, jointly by the US sub-teams, and either acceptance or rejection letters (with justifications) returned. The accepted design was to be refined and resubmitted, and the US students were to integrate this work into their own.
Integration of future requirements. The Cambodian innovation sub-team was to explore the latest technologies to disseminate and view electronic assets and so to identify future requirements for MultiLIB. The other two sub-teams were to keep abreast of this work to ensure that the requirements and designs they were proposing would be able to account for anticipated future requirements.
Social integration. Culture is often reported as a challenge in global software development, so supporting the social side of such projects has received much recent attention [7, 8, 9] . We therefore invested in socialization to encourage integration at a social level. Country-specific gifts were exchanged between the Cambodian and US undergraduates, the US graduates and the Cambodian students, and the US undergraduates and Indian students. The US and Cambodian students also exchanged videos about their lives as students. Considerable energy was spent at the beginning of the project to create a bond between the students in these two countries. Less attention was paid to the Indian/Cambodian relationship; this was intended to be invisible to the clients, so Indian/Cambodian relations were not established.
Findings
Our findings for each of these integration activities are discussed in this section. Students summarized their weekly reflections about the software engineering practices followed and communication protocols used in blogs, and also submitted post project statements on the overall experience. We quote some of their pertinent responses below.
If you don't start together, you don't finish together, irrespective of location. The US students started the project as two local sub-teams and worked independently on the requirements. However, the stakeholders, library policy, items of the library and non-functional requirements were common to the two sub-teams. Starting the design phase, the students realized that the overall architecture of the system had to be common, the user interface had to be uniform, and the RFP was to be managed and decided upon jointly. At this point, to facilitate integration, a mailing list (including all the US and Cambodian students) was created, and a shared integration wiki for common artifacts was created. There was little confidence between members of the original sub-teams in the quality of each other's work however, a problem compounded by the inability to meet as a whole team outside of class time: "Even at the end of the project specific members refused to collaborate with what the team, as a whole, decided in the first place". Integration at a local level is an uphill struggle if the members do not start as a united team from day one.
Future-proofing does not happen in the future, it has to we worked in from the start. More globally, integration potential to account for the work of the Cambodian innovation sub-team did not happen at all. While the US students attempted to account for what this sub-team was doing initially, this focus began to slip as managing the above integration aspects became paramount. Even though future requirements could be anticipated from the Cambodian work, they were eluded for the sake of expediency, and future visions for the software began to diverge. Where local concerns come to the forefront amongst a development team, the importance of release planning and change potential becomes overlooked without dedicated resourcing to keep this on track.
If you want to integrate it, document it. The US sub-team leaders were the main actors in the RFP evaluation process. They admitted that they were not the database experts in their sub-teams, but they were the most motivated members on the sub-teams and wanted to be able to respect the deadline for sending acceptance/rejection letters. The US students verified that all the deliverables were provided, compared the three data models, and weighed the pros and cons of each proposal to inform their final selection. They accepted the design that was: "well-organized, contained the required MySQL code, and was welldocumented". To convince the US team that their design could be integrated into the overall solution, the Indian students paid attention to helping their customer envisage this. Considering their experience, the Indian students said they: "felt like real sub-contractors who wanted to get a contract from a foreign company".
Design diversity can lead to better designs, but reneging on agreed process fractures constituents. Due to time and implementation constraints, the US students went on to design and develop a simplified database design based on the three original Indian designs. They learned the value of exploring options and different perspectives prior to converging on a solution. However, this turn-around led to the following passionate responses from the Indian students: "I would like to know why they did not integrate our database design as they themselves found it the best"; "This is quite unprofessional and moreover if they had any issues then we should have been made aware of it so that we could have given our support"; "It is difficult to understand the design of other students. But it is a kind of violation of the whole concept of global software development". It can be difficult to teach students to delegate; to relinquish control requires not only trust, but also a framework in which to integrate the contribution, with time scheduled for this. The consequence was that negative feelings triggered a competitive situation and a stronger sense of unity amongst the wider Indian team.
The team that communicates, values each other and shares a purpose, integrates. The six Indian students organized themselves to develop a separate version of MultiLIB, such that two students worked on the guest/student side, two worked on the professor side and two worked on the librarian/administrator side. They decomposed the work this way because they felt an imbalance in the two original core sides. The Indian students worked effectively with the two requirements documents and were able to uncover synergies and problems: "It was good to have two separate requirements documents since it helped [identify] the requirements more clearly. But at times we faced some issues regarding the inconsistency in the common parts of the two documents". The differences between the ways in which the students were introduced to the project impacted how the teams worked. Integration at a local level is facilitated when a team is committed to a shared goal at many levels.
Integration potential deteriorates with communication bottlenecks. The fact that the students were all working on one single project, were dependent upon each other and operating according to different schedules, meant that answers to questions and feedback on work was not always as timely as expected. For instance, the Indian students were waiting anxiously for the requirements document. They experienced delays in getting answers to questions sent by email when mediated through the US students and, since doubts they had were not resolved entirely, they had to make assumptions about the database design. Deviation from specified or expected requirements incurs integration risk. This situation reflects the difficulty developers experience when working solely with written requirements in isolation from the client.
Integration requires a backbone. The sub-teams were provided with separate wikis at the start of the project for instructor visibility. These served as the communication backbone on the global project [4] . However, attempting to create a specific integration wiki later in the project to share materials was a good step too late. Also, although updated by the US students, the Indian students waited for emails regarding changes and did not check the shared wiki regularly. Shared resources do not imply shared awareness. The technology support for projects of this nature needs careful design and process education before the first document on the project is even drafted.
Integration demands a champion. The local integration of the student and librarian sides of MultiLIB proved more challenging in the US than in India. This was partially due to competition between the two US sub-teams arising from the initial subdivision. For instance, they competed on the user interface look and feel. Also, they would occasionally neglect to notify each other of changes. The two project leaders, helped by the mentors, did an admirable job of the overall system integration, but this should have been explicitly tasked and planned from day one. Integration needs its leader. The Indian students, in contrast, worked together in a harmonious way with shared and delineated responsibilities.
Team integration must be nurtured and sustained at the social level; trust comes from building respect. Students on this project had difficulties in trusting each other at times. The distributed sets of students considered themselves more as local teams than as a single global team. Moreover, the co-located US teams found it difficult to reestablish themselves as a single local team after having started out with separate purposes, whereas the Indian team united even after having started out as competition rivals. The Cambodian client teams never fully engaged with the US development team after the requirements phase had completed. With two subteams competing for their approval and seemingly not always providing a united front to the client, issues surrounding perceived respect arose. Even though encouraged, the lack of communication during the RFP process prevented the Indian team from integrating with the US team. It was an opportunity that was underestimated by the Indian teams, whereas early dialog might have led to a different overall outcome.
Despite integration-related challenges, the students all cited a positive experience: "Learning about Cambodia was the best thing for me. I love learning about different cultures and I really think I will stay friends with the students from Cambodia for a long time". We created the right environment at the onset of the project to encourage social integration, but did not sustain the effort or task students explicitly to do this; what individual students took away was proportional to what they personally put in, so this was uneven.
Integration Dos and Don'ts
In this section, we consolidate our findings into a suggestion of high-level dos and don'ts for integration efforts on global software development projects. 
Conclusions
Integration, whatever the context and level, is not easy. By its very definition, it implies the bringing together of disparate pieces into a whole. The factors that serve to either support or jeopardize this process in the context of global software development need to be articulated and shared. Most of these factors are activities that need to be attended to from day one (or preferably earlier). This paper has been an attempt to provide an initial list of integration dos and don'ts for educational and industrial settings based on the experiences of running an integration-critical project.
