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CAPÍTULO I 
Introducción 
 
Actualmente, el Desarrollo de Software Dirigido por Modelos (DSDM) [1] representa uno de 
los paradigmas de desarrollo software más en boga en el ámbito de la Ingeniería del 
Software. Las tecnologías en torno a este nuevo enfoque ofrecen una aproximación 
prometedora para superar las limitaciones expresivas de los lenguajes de programación de 
tercera generación, permitiendo a los diseñadores describir sistemas cada vez más 
complejos de manera más simple, gracias a la utilización de conceptos propios de sus 
dominios de aplicación [2]. El DSDM busca, por lo tanto, elevar el nivel de abstracción 
utilizado durante las distintas etapas del ciclo de vida del software. 
El DSDM se ha aplicado de forma exitosa en varios dominios, como en el diseño de 
sistemas empotrados [3-5] o de redes de sensores [6]. Sin embargo, en el dominio de la 
robótica sólo es posible encontrar algunas referencias (la mayoría de ellas muy recientes), 
que apuntan hacia un creciente interés de la comunidad robótica en este nuevo paradigma 
de desarrollo software [7-8]. Según [9], esto se debe a la “falta crónica de normalización, 
interoperabilidad y reutilización del software”, especialmente, en áreas como la robótica. 
La herramienta HuRoME (Humanoid Robot Modeling Environment) [10] permite ilustrar de 
manera sencilla los beneficios de aplicar el DSDM en el ámbito de la robótica. Esta 
herramienta soporta, por una parte, el modelado de coreografías (secuencias de 
movimientos) para robots humanoides de la marca Robonova [11] y, por la otra, la 
generación automática del código que, una vez descargado en el robot, le permite llevar a 
cabo la coreografía diseñada.  
El presente Proyecto Final de Carrera pretende extender HuRoME en dos sentidos: (1) 
añadiendo al lenguaje mecanismos de control de flujo que permitan al diseñador describir 
coreografías más complejas y (2) adoptando un proceso diferente de DSDM para la 
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generación de código basada, en este caso, en el uso de transformaciones modelo-a-modelo 
(M2M) en lugar de transformaciones modelo-a-texto (M2T). 
1.1 Objetivos 
Los objetivos que se pretenden abordar en el presente Proyecto son los siguientes: 
• Estudio y conocimiento de las herramientas pertenecientes al Eclipse Modeling Project 
que servirán de soporte para la realización del presente Proyecto. Así como la 
adquisición del conocimiento técnico necesario para la comprensión del lenguaje que 
utiliza el robot (RoboBASIC [12]), simuladores, etc. 
• Realización de extensiones al entorno para el modelado de coreografías del robot 
Robonova basado en el paradigma DSDM (HuRoME). Estas extensiones harán que el 
entorno de modelado soporte mecanismos de control de flujo que permitan al diseñador 
describir coreografías más complejas y, por otro lado, se adoptará un proceso diferente 
de transformación, modelo-a-modelo (M2M) para la generación de modelos a partir de 
código. 
• Desarrollo de las herramientas necesarias para dar soporte a los procesos de  modelado 
gráfico de coreografías complejas para el robot Robonova y la generación automática y 
modernización de código RoboBASIC. 
• Obtención de resultados y extracción de conclusiones sobre la herramienta desarrollada 
con sus nuevas mejoras, así como su impacto en el ámbito de la robótica. Planteamiento 
de mejoras y líneas futuras de trabajo. 
1.2 Fases de desarrollo del Proyecto 
El desarrollo de este Proyecto se ha llevado a cabo siguiendo las etapas que se resumen a 
continuación: 
a) Comprensión y descripción del problema a abordar. Concepción inicial de los objetivos 
del Proyecto dirigida a perfilar la revisión bibliográfica anterior. Decisión de cómo realizar las 
mejoras tomando como base la implementación dada sobre HuRoME y en el conocimiento y 
la propia experiencia de los directores del presente Proyecto. 
b) Repaso de conceptos fundamentales del DSDM y de las herramientas Eclipse 
asociadas. Breve recordatorio del funcionamiento de las herramientas a utilizar, debido a los 
recientes conocimientos adquiridos en el curso de “Desarrollo de Software Dirigido Por 
Modelos” (DSDM) impartido en la UPCT en Julio de 2011. 
c) Estudio y análisis del robot humanoide Robonova. Estudio bibliográfico y 
experimentación práctica con el robot Robonova. Análisis del lenguaje de programación 
RoboBASIC. 
d) Desarrollo del lenguaje de modelado para definir los movimientos del robot. Repaso 
del lenguaje de modelado realizado en HuRoME y estudio de los cambios necesarios en 
este para aplicar las nuevas funcionalidades que permitirán describir coreografías mas 
complejas en el robot. 
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e) Implementación de la herramienta. La implementación básica se lleva a cabo en tres 
etapas diferentes: (1) desarrollo del entorno gráfico de modelado de coreografías conforme 
al lenguaje especificado anteriormente, (2) generación automática de código RoboBASIC, y 
(3) modernización de código existente mediante el uso de transformaciones modelo-a-
modelo (M2M) lo que posibilita la traducción de los programas a modelos. 
f) Extracción de resultados y conclusiones, redacción de la memoria. 
1.3 Organización de la memoria 
El resto de la memoria se organiza como se indica a continuación: 
Capítulo 2:  Plataformas robots humanoides.                                                                    
Capítulo 3:  Desarrollo del entorno HuRoME.                                                                    
Capítulo 4:  Guía de uso del entorno HuRoME.                                                                
Capítulo 5:  Guía de instalación del entorno HuRoME.                                                    
Capítulo 6:  Conclusiones y líneas de trabajo futuras.                                                  
Bibliografía 
Anexo I: Restricciones OCL 
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CAPÍTULO  II 
Plataformas robots humanoides 
 
En este capítulo haremos una breve revisión de algunas plataformas de robots humanoides,  
centrándonos en el robot ROBONOVA, plataforma usada en el presente Proyecto. Se repasarán 
las características físicas de cada uno, sus posibles extensiones y su lenguaje de programación, 
así como sus herramientas de soporte. 
2.1 ROBONOVA 
2.1.1 Introducción 
Robonova [11] es un robot adecuado para principiantes y que no necesita conocimientos 
avanzados en programación o informática. Utiliza RoboBASIC como lenguaje de programación, 
además  gracias a su función ‘Catch & Play'  permite programar la secuencia de movimientos del 
robot con sólo colocarlo manualmente en la posición deseada. Sus 16 servos digitales (gracias a 
su función Motion Feedback) se encargan de ir memorizando estos movimientos que más 
adelante se ejecutarán como una secuencia. En la Figura 1a se muestra la configuración típica 
que presenta el robot humanoide Robonova. 
2.1.2 Hardware del robot 
El esqueleto del robot Robonova está formado por los 16 servos digitales que hacen de 
músculos (5 por cada pierna y 3 por cada brazo), unidos por pletinas de aluminio anodizado en 
color oro que le confieren la rigidez necesaria. El resto del cuerpo lo forman piezas de plástico 
rígido que protege el circuito. Con estos tres elementos se consigue un esqueleto ligero y 
robusto que posibilita unos grados de libertad de movimientos y una gran potencia. 
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2.1.2.1 Servomotor Digital 
Un servomotor es un motor eléctrico que consta con la capacidad de ser controlado, tanto en 
velocidad como en posición. La principal diferencia con un motor normal es que un servomotor 
tiene integrado al menos un detector que permite controlar su posición y velocidad.  
Robonova consta de 16 servos digitales del tipo HSR 8498HB de Hitec, como podemos apreciar 
en la figura 1b, basados en el microcontrolador de 8 bits ATmega8 de Atmel. Este servomotor 
destaca por sus características avanzadas como son la interfaz HMI (Hitec Multi-protocol 
Interface) que incluye funciones programables, así como la posibilidad de leer desde el 
controlador la posición, la tensión y el consumo actual de corriente gracias a la función “Motion 
Feedback”, lo que permite crear sistemas articulados avanzados.  
2.1.2.2 Circuito de control 
El elemento principal del circuito de control lo compone el microcontrolador Atmel 
ATmega128 [13], ilustrado en la figura 1c. Se trata de un microcontrolador de 8 bits de bajo 
consumo y altas prestaciones. Presenta una arquitectura RISC (Reduced Instruction Set 
Computer) con 133 instrucciones, la mayoría ejecutables en un sólo ciclo de reloj. Alcanza una 
potencia de 16MIPS (Millones de Instrucciones por Segundo) a 16MHz. Dispone de memoria 
Flash de 128KB, EEPROM de 64Kb y RAM de datos de 256 bytes. Cuenta con un total de 40 
puertos de entrada y salida. 
 
  
 
Figura 1: (a) Robot Robonova; (b) Servomotor digital HSR 8498HB; (c) Microcontrolador Atmel ATmega128                  
2.1.2.3 Extensiones 
Podemos utilizar los puertos de entrada y salida para añadirle nuevas funcionalidades al robot, 
así tenemos a nuestra disposición una serie de sensores que nos permiten desarrollar algunas 
tareas más avanzadas. 
• Sensor de proximidad. Este sensor permite detectar objetos situados a una cierta 
distancia a través de la reflexión sobre el obstáculo de una onda emitida desde el robot.  
• Sensor de sonidos. Éste produce una señal de salida en función del nivel sonoro. Lo que 
permite que el robot reaccione cuando se produce cualquier tipo de sonido, por ejemplo, 
es posible programar que el robot haga un movimiento cada vez que se da una palmada. 
• Sensor de luz. Este sensor reacciona ante el nivel de luz ambiental, de manera, que se 
facilita la discriminación de zonas con diferentes iluminaciones. Resulta útil para hacer 
seguimiento de haces luminosos o responder ante cambios repentinos de iluminación. 
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• Sensor de inclinación. proporciona una tensión de salida proporcional al grado de 
inclinación. El sensor resulta especialmente útil para hacer que el Robonova se ponga 
de pie automáticamente si se cae por cualquier motivo. 
2.1.3 Lenguaje de programación RoboBASIC 
RoboBASIC es un reducido lenguaje de programación usado en el Robonova. Está inspirado en 
el lenguaje de programación BASIC, siendo una adaptación de este lenguaje a las necesidades 
del robot. A continuación se detallan los aspectos más relevantes de RoboBASIC. 
2.1.3.1 Definición y declaración 
Este lenguaje soporta dos tipos de datos BYTE e INTEGER, (con representación de 0 a 255 y de 
0 a 65535, respectivamente), no soporta números negativos ni decimales. También permite 
declarar constantes (sentencia CONST) y definir variables (sentencia DIM) con un tipo concreto 
mediante la palabra clave AS. 
2.1.3.2 Operadores 
• Operadores aritméticos: Como en la mayoría de lenguajes, se define la operación de 
suma (+), diferencia (-), multiplicación (*), división (/) y módulo (% o MOD). Debe tenerse 
en cuenta que no se define un orden de precedencia de las operaciones ni se permite el 
uso de paréntesis para este mismo fin, así, por ejemplo, mientras en BASIC “1+2*3 = 
1+6 = 7”, en RoboBASIC “1+2*3 = 3*3 = 9”.  
• Operadores relacionales: Son utilizados para comparar dos valores, su uso es idéntico al 
lenguaje BASIC. 
• Operadores lógicos: Son utilizados para realizar combinaciones de operaciones 
relacionales para su uso en sentencias condicionales, de nuevo, no aporta ninguna 
diferencia sustancial respecto a BASIC. 
• Operadores de bit: Son operadores que permiten realizar acciones a nivel de bit sobre 
las variables, éstos facilitan algunas acciones fundamentales del robot, como el control 
de los puestos de entrada y salida. Las acciones posibles son desplazamiento lógico a la 
derecha (>>) o a la izquierda (<<), acceso a un bit específico de la variable (por ejemplo, 
A.0 representa el bit de menor peso de una variable A), y operaciones lógicas (OR, XOR, 
AND). 
2.1.3.3  Control de flujo 
Para el control de flujo existen las sentencias comunes IF, ELSE, FOR, GOTO (accede a una 
determinada línea de código), END (termina la ejecución del programa), STOP (para la 
ejecución), RUN (retorna la ejecución). Llamadas a subrutinas y retorno GOSUB…RETURN (con 
un máximo de 5 llamadas anidadas). Existen otras dos sentencias, DELAY (detiene la ejecución 
durante un tiempo determinado) y WAIT (controla que la ejecución del programa se reanude sólo 
cuando se concluye la ejecución del comando anterior). 
2.1.3.4 Control de los motores 
Muy importantes son las sentencias relacionadas con el movimiento de los servo motores del 
robot. MOVE (que nos permite definir la posición de los servo motores), SPEED (sirve para 
modificar la velocidad de los movimientos, entero de 1 a 16) y ACCEL (configura el grado de 
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aceleración de los consiguientes movimientos en los servomotores, entero entre 0 y 15, siendo 0 
la mínima aceleración). 
2.1.3.5 Entrada y salida digital 
Sentencias utilizadas para la administración de los puertos de entrada y salida del 
microprocesador. IN, seguido de un entero que identifique el puerto en cuestión (podremos 
almacenar la señal binaria [‘0’ o ‘1’] del puerto en una variable), BYTEIN (almacenamos los 
valores de un grupo de 8 puertos consecutivos como un BYTE). Para escribir los puertos 
encontramos comandos OUT y BYTEOUT cuyo comportamiento es similar al comentado con la 
acción de lectura. Sin olvidar las funciones PULSE (permite enviar un pulso de 5µs de duración 
por el puerto de salida seleccionado, ) y TOGGLE (conmuta el valor actual del puerto de salida). 
2.1.3.6 Otros 
Existen otros comandos ofrecidos por el lenguaje que sirven para el manejo de la memoria 
(PEEK, POKE, ROMPEEK y ROMPOKE), comunicaciones externas (TX, ETX, RX, ERX, MINIIN 
y MINIOUT), para el control de un posible giroscopio (GYRODIR, GYROSET y GYROSENSE), 
control de una pantalla LCD (LCDINITI, CLS, PRINT), generación de números aleatorios (RND), 
sonido (BEEP, PLAY, SONG o MUSIC), etc. 
2.1.4 Herramientas software de desarrollo 
A continuación se repasan las diferentes herramientas de programación disponibles para 
Robonova. 
2.1.4.1 Entorno de programación RoboBASIC  
Tal y como podemos apreciar en la figura 2, se trata de un entorno de programación 
convencional, formado por diferentes vistas, un editor con coloración de sintaxis, etc. Permite 
compilar el código y descargarlo directamente en el robot y ofrece la posibilidad, gracias a “Direct 
Line Control” (figura 3a), de ejecutar directamente sobre el robot una línea de código. También 
permite configurar un movimiento del robot de forma gráfica con “Robonova Motor Control” y, por 
último, la función “Catch&Play” (figura 3b) permite programar la secuencia de movimientos del 
robot con sólo colocarlo manualmente en la posición deseada. 
 
Figura 2: Entorno de programación RoboBASIC v2.72 
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Figura 3: (a) Robonova Motor Control; (b) Ventana Catch&Play 
2.1.4.2 Entorno de programación RoboScript 
RoboScript es una simplificación del lenguaje RoboBASIC que sólo permite utilizar las acciones 
más comunes de éste, esto es, las sentencias para definir movimientos, velocidades, esperas, 
saltos de línea o para activar o desactivar el control simultaneo de los servo motores: MOVE24, 
SPEED, DELAY, GOTO, PTP ALLON y PTP ALLOFF. La Figura 4 muestra el aspecto que 
presenta el entorno de programación para RoboScript. 
 
Figura 4: Entorno de programación RoboScript v2.72 
2.1.4.3.  RoboRemocon 
La herramienta RoboRemocon permite testear programas asignando funciones a las diferentes 
teclas de un control remoto virtual. La figura 5 muestra el entorno principal de esta herramienta. 
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Figura 5: RoboRemocon 
2.1.4.4.  Simulador SimROBOT0 
Se trata de un entorno de  simulación del robot Robonova ofrecido por Hitec RCD Korea, Inc. Se 
encuentra en fase de pruebas y todavía se puede encontrar algún bug. Ofrece una vista en 3D 
para que el usuario pueda observar de manera más real la ejecución del programa. Admite 
ficheros RoboScript pero no soporta RoboBASIC. Además permite la edición de secuencias de 
movimientos manipulando la representación virtual del robot. Puede observarse el entorno 
principal del simulador en la figura 6.  
 
 
Figura 6: Simulador SimROBOT0 
2.1.5.  Resumen de las características del robot 
 
Características físicas Altura –  30,5 cm. 
Peso –  1,3 kg. 
Servos Digitales – 16 HSR 8498HB. 
Microcontrolador – Atmel ATmega128 (40 puertos entrada/salida). 
Extensiones Sensor de proximidad, sensor de sonidos, sensor de luz, sensor de inclinación… 
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Programación/Simulación Programación 
 
RoboBASIC es un reducido lenguaje de programación usado en el Robonova. 
Proviene del lenguaje de programación BASIC, es básicamente una adaptación de 
este lenguaje a las necesidades del robot. 
 
RoboScript, su finalidad es la de simplificar el ya mencionado RoboBASIC y hacer 
así un lenguaje de programación para el Robonova con el que se permita utilizar 
las acciones mas comunes de este. 
 
Simulación 
 
RoboRemocon permite testear programas ya definidos mediante un control remoto 
virtual. 
 
SimROBOT0, se trata de otro entorno de simulación. Ofrece vista en 3D, permite 
la edición de secuencias de movimientos sobre la misma representación virtual. 
Soporta RoboScript sin embargo no admite RoboBASIC. 
 
Ilustración del entorno de 
desarrollo 
Las capturas de los entornos de programación y simulación pueden observase 
dentro del punto 2.1.4 anteriormente descrito. 
Precio Aproximado 595 € 
Tabla 1: Resumen Robonova 
2.2 Plataformas similares al robot Robonova 
En esta sección se revisan algunos robots comerciales de características similares al robot 
Robonova. Así pues, para cada uno de los robots presentados, se resumen sus características 
principales utilizando una tabla similar a la mostrada en la sección anterior. 
2.2.1 Kit educativo Bioloid Premium [14] 
Este robot puede adoptar distintas formas dependiendo de cómo se monten los servomotores, 
podemos apreciarlo en la figura 7. 
 
Figura 7: Kit educativo Bioloid Premium 
 
Características físicas Altura y peso – Dependen de la forma en que quieran montarse los servo motores. 
Servos Digitales – 18 AX-12A (en red Daisy chain que pueden montarse de 
multitud de maneras). 
Microcontrolador – ATMega2561 (6 puertos entrada/salida). 
Extensiones Sensor de precisión de distancia, sensor Gyro (que se conecta al bus dynamixel 
para equilibrar y balancear el robot automáticamente) por lo tanto puede ser 
utilizado para cualquier aplicación de control de movimiento. 
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Tabla 2: Resumen Kit educativo Bioloid Premium 
 
Figura 8: RoboPlus Motion 
  
Figura 9: (a) RoboPlus Task; (b) RoboPlus Manager 
Programación/Simulación Este robot utiliza el entorno de programación Roboplus que es una nueva suite de 
aplicaciones software. Consta de 3 herramientas: 
 
Roboplus Motion (figura 8) es la herramienta que permite la programación de 
los movimientos de sus robots. Incluye las características: "Catch & Play", 
"3D Motion Editor" y "Inverse Kinematics Engine". Además, el software es 
capaz de comunicar con Microsoft Excel para afinar las posiciones de los 
servomotores sobre la base de sus propios cálculos. Una característica 
única en el mercado.  
 
RoboPlus Task, permite el desarrollo de comportamientos autónomos de los 
robots. RoboPlus Task es un software gráfico diseñado para ser accesible 
a todos y basado en un modelo de lenguaje orientado a objetos del tipo C. 
Por otro lado, RoboPlus Task incluye una función única CALLBACK 
(llamada cada 8 ms), lo que permite el ajuste en tiempo real de las tareas 
que requieren precisión, como caminar. Podemos apreciar el entorno de la 
herramienta en la figura 9a. 
 
RoboPlus Manager, ha sido diseñado para manejar todas las funciones de 
su robot. Este software reúne la gestión del Firmware, del bus Dynamixel y 
de la depuración. RoboPlus Manager proporciona una visión única de 
todos los componentes conectados al bus Dynamixel y permite editar los 
parámetros de cada uno de ellos en tiempo real. Se puede observar en la 
figura 9b. 
Precio Aproximado 889 € 
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2.2.2 DARwIn-OP [15] 
Se trata de un robot cuyas principales bazas son que está diseñado con código abierto y que se 
trata de un equipo personalizable tanto a nivel de hardware como de software. 
  
Figura 10: Robot DARwIn-Op 
 
Características físicas Altura –  45,5 cm. 
Peso –  2,8 kg. 
Servos Digitales – 20 DYNAMIXEL MX-28 
Microcontrolador – Intel Atom Z530 de 1.6GHz. 
Extensiones Incluye de serie un sensor Gyroscope (LYPR540AH de 3 ejes), un acelerómetro 
(ADXL335 de 3 ejes), un presiométrico (2 x 4 FSR en pie) y un módulo de cámara 
(cámara de alta definición Logitech C905 de 2 MP). 
Programación/Simulación Acepta lenguajes de programación mas avanzados como pueden ser C++, Python, 
LabVIEW o MATLAB. Puede verse el entorno de programación y simulación en la 
figura 11. 
Precio Aproximado 10.384 € 
Tabla 3: Resumen DARwIn-OP 
 
 
Figura 11: Entorno de programación y simulación DARwIn-OP 3D Simulator. 
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2.2.3 Kiosho Manoi PF01 [16] 
Al igual que otros de los robots revisados anteriormente, este robot proporciona un control 
remoto para su manejo por radio-control. Además, gracias a sus diecisiete articulaciones, puede 
realizar movimientos complejos dentro de los cuarenta minutos de autonomía que tienen las tres 
baterías de litio con las que funciona. 
 
 
Figura 12: Robot Kiosho Manoi PF01 
 
Características físicas Altura –  34 cm. 
Peso –  1,2 kg. 
Servos Digitales – 17 KRS-4024S HV. 
Microcontrolador – RCB-3J 
Extensiones Dispone de 3 puertos de entrada analógicos donde poder conectarle extensiones. 
Programación/Simulación Se utiliza para su programación el software “Heart-to-Heart 3”, este es un entorno 
de bajo nivel y la subida del código se realiza por medio de cable serie. El software 
permite al usuario definir gráficamente la lógica del comportamiento del robot a 
través de diagramas de flujo. Podemos apreciarlo en la figura 13. 
Precio Aproximado 1995 € 
Tabla 4: Resumen Kiosho Manoi PF01 
 
 
Figura 13: Entorno de programación Heart-To-Heart 3 
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2.3 Robots humanoides complejos 
En esta sección se presentan otras plataformas robóticas mucho más complejas que los robots 
humanoides vistos hasta ahora. Esto nos dará una idea del salto evolutivo que hay entre unos y 
otros, para así comprender mejor las limitaciones a las que están sometidos los robots ya 
comentados. 
2.3.1 ASIMO  
ASIMO [17], un acrónimo de Advanced Step in Innovative Mobility es un desarrollo de la 
compañía japonesa Honda Motor Company y, probablemente, sea uno de los robots humanoides 
más complejos y avanzados del mundo. De acuerdo a lo que se puede leer en el sitio Web de 
ASIMO de 1,20 metros de altura y 43 kg, es el único de su tipo que además de andar puede 
subir escaleras sin ninguna ayuda. Si bien otros modelos de otras compañías pueden andar 
sobre dos piernas, ninguno tiene movimientos tan seguros y precisos como ASIMO.  
Además, es capaz de reaccionar a decenas de ordenes orales, expresadas en japonés, y puede 
reconocer caras. Sus brazos y manos son lo suficientemente precisas como para encender 
luces, abrir puertas, levantar objetos y empujarlos. Su ultima versión incluye mejoras como la 
capacidad de correr (hasta una velocidad de 9 kilómetros por hora) y de saltar a la pata coja.  
También trae consigo mejoras en el sistema de inteligencia del robot, lo que le permite tomar 
decisiones propias bajo determinadas circunstancias, haciendo que haya que darle menos 
órdenes y, por lo tanto, sea más autónomo. Esto es una mejora muy importante ya que ahora 
mismo es capaz de variar su dirección o detenerse en el caso que detecte que, por ejemplo, una 
persona se cruza en su camino. Y lo que es mejor, para tomar la decisión no tiene que llegar a 
producirse el cruce, sino que gracias a sus sensores de larga y corta distancia es capaz de 
predecir los movimientos de las personas, lo cual da mucha más seguridad en el caso de que 
esa situación se llegue a producir. 
Sin duda no sólo se puede decir que éste es uno de los robots humanoides mas avanzados, sino 
el más avanzado del mundo. Nos encontramos ante un tipo de robot que va encaminado en un 
futuro a ayudar a personas con discapacidades.  La figura 14 representa la evolución del robot. 
 
Figura 14: Evolución ASIMO 
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2.3.2 NAO  
NAO [18], con una altura de 58 cm y un peso de 6 kg, fue desarrollado por científicos británicos, 
que lo programaron para que imitase las emociones de un niño de un año. Así cuando Nao está 
triste, encoge sus hombros hacia adelante y mira hacia abajo. Cuando está feliz, levanta sus 
brazos y los curva para recibir un abrazo. Cuando está asustado, Nao se encoge y así 
permanece hasta que alguien lo tranquiliza con suaves golpecitos en su cabeza. Con ello, Nao 
es el primer robot del mundo capaz de crear y mostrar emociones, puede también establecer 
vínculos con la gente que ve según cómo lo traten. Cuanto más interactúa con alguien, más 
aprende Nao sobre el ánimo de una persona y más fuertes se vuelven sus vínculos.  
Es capaz también de usar cámaras de video para averiguar cómo de cerca está una persona y 
sensores para detectar el contacto. Así que, si uno desea decirle al robot que lo está haciendo 
bien, podrá expresárselo con el rostro, sonreírle o darle un golpecito en la cabeza. 
Nao puede también descifrar dónde están dirigiendo su mirada sus compañeros humanos, seguir 
sus ojos y memorizar los rostros de distintas personas. Valiéndose de un cerebro de redes 
neuronales, Nao es capaz de recordar incluso las interacciones con distintas personas. 
En fin, ofrece muchas posibilidades que hace que éste sea uno de los robots que en el futuro va 
tener mucho impacto en la sociedad, debido a su desarrollo basado en las interacciones 
sociales. Su aspecto queda reflejado en la figura 15. 
 
Figura 15: Robot NAO 
2.4. Conclusiones 
Como hemos podido ver en este capítulo existe una gran salto de prestaciones entre los robots 
de bajo nivel (similares a ROBONOVA) y los robots más avanzados (ASIMO y NAO). 
Si nos centramos en los robots de bajo nivel, observamos que tienen una serie de limitaciones: 
• Lenguaje de bajo nivel y normalmente específico para una plataforma concreta. 
• A pesar de que algunos de ellos incluyen algunas herramientas que facilitan la 
programación (por ejemplo, Catch&Play en Robonova), en general, el usuario tiene que 
tener experiencia en la programación del robot. 
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• Dado el enfoque tradicional que siguen los programas, éstos suelen ser difíciles de 
mantener, reutilizar y evolucionar. 
Lo que se propone en el presente Proyecto es demostrar la potencia del Desarrollo de Software 
Dirigido por Modelos (DSDM) realizando, en este caso, un entorno de programación gráfico de 
alto nivel para el robot Robonova que aborde las limitaciones anteriormente comentadas. 
Además, gracias a la potencia del DSDM la herramienta abordada en este Proyecto podría ser 
fácilmente extendida para servir como entorno de programación para diferentes robots 
humanoides.  
Por último, comentar que existen algunas otras propuestas, que no necesariamente están 
relacionadas con robots humanoides pero que se basan también en DSDM, como 
SmartSoft [19], V3CMM [8] o BRICS [7]. 
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CAPÍTULO III 
Desarrollo del entorno HuRoME+ 
 
En este capítulo se describe el desarrollo realizado para extender las herramientas que 
componen HuRoME, enfocadas al modelado de secuencias de movimientos y generación 
automática de código para el robot humanoide Robonova. Esta extensión del entorno HuRoME 
recibirá el nombre de HuRoME+. En primer lugar, presentamos los retos que se pretenden 
abordar en la realización del entorno HuRoME+, tras ello, el meta-modelo diseñado y el 
desarrollo de los editores y transformaciones. 
3.1 Retos del desarrollo 
Los retos que se abordan en el presente Proyecto son los siguientes: 
a) Extensión del Lenguaje de coreografías de HuRoME 
La herramienta HuRoME permite la creación de movimientos simples, movimientos compuestos, 
especificar el inicio y final de cada movimiento e incluso controlar la velocidad y el retardo del 
paso de un movimiento al siguiente. No obstante no provee control de flujo para definir, por 
ejemplo, movimientos condicionales. 
La ampliación del lenguaje que será considerada en HuRoME+ introduce los siguientes cambios: 
• Elementos en el lenguaje para definir estructuras condicionales. 
• Declaración de variables y constantes. 
• Asignación de expresiones lógico-aritméticas de variables.  
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• Modificación del concepto Speed y Delay que dejan de ser un atributo del enlace para 
ser elementos independientes. 
 
Además, al igual que ocurría en HuRoME, serán necesarias algunas reglas OCL para completar 
la especificación de la sintaxis abstracta del meta-modelo. Un ejemplo para el nuevo lenguaje 
podría ser la necesidad de asociar una expresión lógica a un elemento condicional.  
b) Editor de código RoboBASIC 
A diferencia de HuRoME, que sólo proporciona un editor de código RoboScript, HuRoME+ 
implementará un subconjunto del lenguaje RoboBASIC que ofrece una expresividad más rica 
que RoboScript, en concreto, pretendemos incorporar sentencias condicionales, uso de variables 
y constantes, declaración de bucles y definición de expresiones lógico-aritméticas, además de 
las sentencias ya definidas en el lenguaje RoboScript.  El editor de código de HuRoME+ 
implementará algunas características avanzadas como coloración de sintaxis, asistente de 
contenido, etc. 
c) Modelado gráfico para HuRoME+  
Para asociar una sintaxis concreta gráfica a la sintaxis abstracta del lenguaje será necesario un 
editor que permita definir los movimientos, expresiones, condiciones y demás elementos del 
lenguaje que en su conjunto compondrán la coreografía. Así por lo tanto será necesario: 
• Crear una nueva sintaxis concreta gráfica para el nuevo lenguaje HuRoME+. 
• Crear una paleta de herramientas para que de soporte a la nueva sintaxis gráfica del 
lenguaje. 
• Disponer de un validador de modelos, cuya función sea la de comprobar, una vez 
realizada la coreografía, si esta se amolda y cumple todas las restricciones OCL. 
d) Transformaciones para generar código RoboBASIC desde modelos HuRoME+ y 
viceversa. 
Se deberán definir transformaciones modelo-a-modelo mediante ATL para pasar del modelo 
generado gráficamente, el cual se corresponde con meta-modelo de HuRoME+, al modelo 
conforme a la especificación del leguaje RoboBASIC, así como la transformación en sentido 
inverso.  
En HuRoME la transformación para generar código se utilizaba una transformación modelo-a-
código (utilizando JET[20]), sin embargo en este caso se utilizará el framework Xtext[21] 
encargado de generar editores de modelos textuales y ATL para las transformaciones modelo-a-
modelo. 
En cuanto a las transformaciones para generar modelos a partir de código, HuRoME+ abordará 
esta transformación T2M desde código RoboBASIC, mientras en HuRoME sólo soportaba como 
código de entrada programas en RoboScript. 
Necesario será conseguir que ATL realice una conversión guiada para que no modifique el flujo 
de programa, esto será un gran reto pues la naturaleza de ATL se basa en la transformación de 
los objetos sin ningún tipo de control sobre orden. 
De forma esquemática en la figura 16 puede observarse el proceso completo que abordará 
HuRoME+, en esta representación se aprecia cada una de las funcionalidades comentadas 
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anteriormente. En las siguientes secciones del capítulo se detallará el desarrollo de cada una de 
las facetas envuelven HuRoME+. 
 
Figura 16: Representación del proceso de desarrollo en HuRoME 
3.2. Extensión del lenguaje de modelado de coreografías 
3.2.1. Descripción del meta-modelo de HuRoME+ 
La figura 17 muestra el meta-modelo desarrollado para el lenguaje de coreografías de 
HuRoME+. 
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Figura 17: Meta-modelo HuRoME+ 
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En el meta-modelo se distinguen principalmente dos conceptos: SequenceLink y Node. El 
primero permite definir relaciones de sucesión entre elementos de tipo Node, es decir, 
secuencias de Node. El segundo es una clase abstracta que se especializa en los distintos 
elementos que representan conceptos del lenguaje RoboBASIC, esto es, sentencias 
condicionales (Conditional), asignaciones de variables (VarAsignment), declaración de variables 
(VarDeclaration), declaración de constantes (ConstDeclaration), configuración de la velocidad de 
los movimientos (SetSpeed), configuración de retardos (Delay), definición de movimientos 
simples (SimpleMovement), indicador del punto de partida (InitialPseudoMovement), indicador 
del punto de terminación (FinalPseudoMovement) y bloque de código (Codeblock). El elemento 
raíz de un modelo HuRoME+ es CodeBlock, este elemento contiene secuencias de nodos (es 
decir, elementos tipo Conditional, VarAsignment, etc. unidos con SequenceLink). 
Aún pudiéndose definir Nodes sin necesidad de que estén contenidos en un CodeBlock, la idea 
de crear una meta-clase abstracta permite al lenguaje la posibilidad de crear bloques de código 
independientes que serán útiles para definir las divisiones en el flujo de programa de los 
condicionales o para la creación de movimientos complejos como anidación de simples, 
pudiendo incluso definir el número de repeticiones que queremos que se produzcan si es 
necesario, mediante la clase Loop que hereda de CodeBlock. 
Una vez explicado la idea básica de contención del lenguaje, nos centramos en los diferentes 
tipos de Nodes que conforman nuestro lenguaje, su clasificación sería la siguiente: 
• Relacionados con los parámetros de configuración del movimiento, podemos hablar de 
las clases SetSpeed, define la velocidad de ejecución del siguiente movimiento y Delay, 
retardo de la transición entre dos movimientos. 
 
• InitialPseudoMovement y FinalPseudoMovement, que modelan, no tanto un movimiento, 
sino un punto de control que establece el inicio o el final de una secuencia. Las 
instancias de PseudoMovement permiten al diseñador determinar si el punto de control 
es de inicio o de final de secuencia. 
 
• SimpleMovement, que modela un cambio de postura del robot mediante el 
accionamiento de uno o más actuadores mecánicos (servomotores).  
 
• Loop, que modela una secuencia de movimientos simples, permitiendo establecer el 
número de repeticiones que se ejecutarán, bucle. 
 
• Conditional, esta clase es sin duda la mas elaborada, concierne al lenguaje de control de 
flujo. La idea radica en que esta clase contiene uno o dos CodeBlock, uno obligatorio 
que se tiene en cuenta cuando la condición es verdadera y otro para el caso de que no 
se cumpla la condición. Así, este elemento condicional se compone de una expresión 
booleana, que define el flujo de la secuencia de movimientos.  
Cabe destacar que se ha tenido que dotar al lenguaje de la posibilidad de definición de 
constantes, ConstDeclaration y de variables, VarDeclaration, pudiendo además ser 
relacionadas entre sí gracias a la clase Term, la cual permite realizar operaciones 
lógicas con un sólo operando (not) u otras operaciones mas complejas entre dos 
operandos como son: suma, resta, multiplicación, división, modulo, or, and y 
comparaciones (menor, mayor, igual, mayor o igual, menor o igual). Estas últimas se 
agrupan en una clase que hereda de Term y se llama RelationalOp, este subconjunto es 
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el que se utiliza para crear la condición en la clase Conditional. Las otras, operaciones 
aritméticas y lógicas, se utilizan para la asignación de variables, VarAssigment. 
El meta-modelo diseñado recoge algunas de las reglas sintácticas que determinan cuándo un 
modelo es válido o no. Así, según indica el meta-modelo, cada CodeBlock debe contener al 
menos dos instancias de tipo Node (debido a que como contención mínima ha de tener un 
InitialPseudoMovement y un FinalPseudoMovement). Si embargo, el meta-modelo tiene ciertas 
limitaciones a la hora de permitir al diseñador describir ciertas restricciones sintácticas que 
necesariamente deben cumplir sus modelos. Así, por ejemplo, reglas como las que establecen 
que los SequenceLink nunca deberían poder conectar un movimiento consigo mismo, o que toda 
secuencia de movimientos debe comenzar con un InitialPseudoMovement y terminar con un 
FinalPseudoMovement no pueden definirse en el meta-modelo. En este sentido, necesitamos 
establecer ciertas reglas sintácticas que completen el lenguaje de modelado diseñado, haciendo 
uso de restricciones OCL. En la subsección 3.2.3 se comenta cómo y dónde se han añadido 
estas restricciones. 
3.2.2. Descripción del procedimiento para crear el meta-modelo 
En primer lugar, debido a que el meta-modelo definido irá dirigido a la implementación de un 
editor gráfico de modelos, la definición de éste se realiza en el marco de un proyecto “GMF 
Project”. A continuación, se describen los pasos realizados para especificación del meta-modelo. 
1. En el espacio de trabaja se pulsa en File->New->Other u otra forma de hacerlo es con 
Control+n. A continuación se nos abrirá una ventana donde aparecen todos los tipos de 
proyectos y ficheros que se pueden crear. En nuestro caso, para esta parte del proyecto 
debemos escoger un Ecore diagram alojado dentro de la carpeta Ecore Tools, durante la 
creación nos pedirá que demos nombre al proyecto. 
 
Figura 18: Creación Ecore Diagram 
Víctor Párraga Sánchez                                                                                                                                   HuRoME+ 
  
 26 
Como observamos en la figura 19, esta acción genera dos ficheros, uno *.ecorediag y 
otro *.ecore. El primero de ellos es una serialización XMI del meta-modelo Ecore. El 
segundo está dirigido a almacenar sólo información relativa a la representación gráfica 
del meta-modelo.  
 
 
 
Figura 19: Archivos *.ecorediag y *.ecore 
 
El editor (figura 20) asociado a este último fichero, permite dibujar usando el ratón los 
meta-modelos, para ello, dispone de una paleta de herramientas desde donde 
seleccionar los nuevos elementos (EClass, EPackage, EAttribute, etc) que se desean 
trazar. 
 
 
Figura 20: Editor gráfico Ecore Diagram 
 
Decir que, el meta-modelo es capaz de editarse de tres formas diferentes: con un editor 
en árbol (tree editor), de texto o gráfico, como se puede observar en la figura 21. Para 
meta-modelos de tamaño reducido es aconsejable utilizar el editor gráfico, como se a 
usado en este caso. Sin embargo, en el caso de un meta-modelo grande como por 
ejemplo el de V3CMM lo más apropiado es utilizar el editor en árbol. El editor textual 
debería ser sólo para usuarios avanzados. Se utilizará para introducir las restricciones 
OCL. 
 
2. Para introducir las restricciones en el meta-modelo (.ecore) basta con abrirlo con el 
OCLInEcore Editor e ir insertándolas en la clase correspondiente. 
Comentar que para que la restricción tenga efecto será necesario regenerar el fichero 
*.gmfgen, activar las propiedades de validación en éste y regenerar el código *.diagram. 
Las propiedades de validación se activan en el *.gmfgen, se despliega el árbol de este y 
dentro de las propiedades de Gen Diagram debemos poner a true Live Validation UI 
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Feedback, Synchronized, Validation Decorators y Validation Enabled y poner a medium 
Validation Decorator Provider Priority. Con esto conseguiremos que en el editor grafico 
se nos active, dentro del desplegable edit, la opción de validación que comprobará si el 
modelo diseñado cumple todas las restricciones. 
 
Figura 21: Distintas representaciones del meta-modelo: Tree Editor, editor grafico y editor textual 
respectivamente 
3. Validación del meta-modelo: Es necesario realizar una validación para corroborar que 
se ha realizado correctamente. En la figura 22 podemos observar cómo se realiza este 
proceso.   
 
 
 
Figura 22: Validación del meta-modelo 
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4. Creación del EMF Generador Model: Debemos para ello volver ha abrir la ventana de 
creación de proyectos y ficheros de eclipse (Control + n), una vez allí seleccionamos  un 
nuevo fichero de tipo EMF Generator Model, alojado dentro de Eclipse Modeling 
Framework, durante el proceso de creación, sólo habrá que indicar el meta-modelo 
Ecore al que está asociado. El siguiente paso es darle nombre al archivo y seleccionar la 
carpeta donde se creará. La función de este archivo es la de aglutinar toda la 
información del meta-modelo diseñado.  
5. Generación de código Java: Para la generación del código Java asociado a los 
elementos del meta-modelo generado basta con seleccionar la opción “Generate All” en 
el menú contextual del nodo raíz del *.genmodel. Generará además el código del plug-in 
correspondiente al editor reflexivo de modelos (*.edit y *.editor). 
 
Figura 23: Generación de código Java 
3.2.3. Definición de las restricciones OCL 
Como ya se ha comentado anteriormente, se hace necesaria la especificación de reglas OCL 
que complementen la especificación del meta-modelo, en la sección 3.2.1, debido a que éste 
tiene ciertas limitaciones a la hora de permitir al diseñador describir ciertas restricciones 
sintácticas que necesariamente deben cumplir sus modelos. Por ejemplo, a continuación vemos 
la restricción que se cerciora de que a un InitialPseudoMovement nunca le llegue un 
SequenceLink de entrada 
 
En este sentido vemos la necesidad de establecer ciertas reglas sintácticas que completen el 
lenguaje de modelado diseñado, haciendo uso de restricciones OCL. Las demás restricciones 
OCL pueden contemplarse en el Anexo I. 
invariant InitialPseudoMovementsCannotHaveIncomingSequenceLink:  
self.incoming->isEmpty(); 
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3.3. Herramienta gráfica de modelado 
Con la finalidad de facilitar al usuario la generación de programas para el robot se ha 
desarrollado una herramienta gráfica de modelado basada en el meta-modelo descrito 
anteriormente, para ello se ha utilizado el plug-in de Eclipse conocido como GMF. La idea es 
poder realizar de forma visual programas para el robot Robonova, sin necesidad de tener ningún 
conocimiento previo sobre su lenguaje de programación RoboBASIC.  
3.3.1. Definición del editor gráfico 
El aspecto del editor gráfico podemos en la figura 24. Se descompone en cuatro zonas 
diferenciadas: (1) En el panel derecho, una paleta de herramientas que donde se muestran los 
distintos componentes que podemos utilizar para realizar nuestras coreografías, (2) Un área de 
trabajo donde iremos colocando los diferentes componentes (panel central), (3) En el panel de la 
izquierda se tiene el de archivos, donde generamos y organizamos nuevos proyectos, y (4) una 
vista de propiedades (panel inferior) para añadir y completar la información asociada a los 
distintos elementos del modelo (por ejemplo, el valor angular de los servos del robot). 
 
Figura 24: Editor gráfico GMF 
Como apunte, puede decirse que en un principio la forma gráfica de representar el control de 
flujo fue otra distinta a la que se usó finalmente. En primer lugar, se pensó en representar los 
condicionales con un rombo del que salían 2 flechas, una verde (true) y otra roja (false) como 
puede verse en la imagen representada en la Figura 25. Ésta ofrecía una imagen más clara del 
flujo de programa pero a la vez tenía el inconveniente de no saber con certeza si el programa 
seguía un orden estructurado u ocurrían situaciones como la que se muestra en la figura 26. 
Se barajó otra opción para solucionar este problema que consistía en añadir un atributo 
booleano (visitado), que denotará cuando se había ‘pasado’ por él. Esta opción quedó 
descartada por considerarla menos elegante. 
Se adoptó en último caso por tratar los condicionales como una especie de movimiento 
complejo, el cual tiene dos CodeBloks (uno verde para la parte del true y otro rojo para la parte 
del false). Se perdió claridad gráfica pero se ganó en facilidad de procesamiento, el resultado 
queda patente en la figura 27. 
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Figura 25: Editor Gráfico GMF inicial 
 
Figura 26: Posible error en el flujo de programa 
 
 
Figura 27: Editor Gráfico GMF implantado 
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El editor gráfico proporciona una sintaxis concreta, en este caso gráfica, a los conceptos 
descritos en el meta-modelo (sintaxis abstracta). La tabla 5 recoge la relación entre los 
conceptos del meta-modelo y la sintaxis concreta que se les ha asignado. 
Por último, debemos indicar que la herramienta gráfica de modelado que se ha creado incorpora 
facilidades de validación, que permiten comprobar si un modelo es o no correcto de acuerdo al 
meta-modelo y a las restricciones OCL adicionales añadidas en el editor. Cuando se ha 
terminado de realizar la coreografía debe validarse para comprobar que no incumple ninguna de 
las restricciones definidas, para ello accedemos a Edit->Validate, si se detecta algún error, los 
elementos que incumplen alguna de las reglas son marcados gráficamente con un círculo rojo y 
una cruz, como puede verse en la figura 28, en la que falta el enlace de unión entre dos 
componentes. Una vez que el modelo es validado correctamente, el usuario ya puede proceder a 
generar, de forma totalmente automática, el código correspondiente a dicho modelo para el 
robot, aplicando la transformación que se describe en la sección 3.5.  
 
Figura 28: Detección de errores en la validación 
3.3.2. Descripción del procedimiento de creación del editor gráfico 
A continuación se describe el proceso que se ha ido siguiendo para realizar la herramienta 
gráfica con GMF a partir del meta-modelo EMF diseñado anteriormente (fichero .ecore). 
a) Definición de los elementos gráficos. 
1. Creación fichero *.gmfgraph: Añadimos al proyecto GMF, por medio de la ya conocida 
combinación de teclas Control+n, una nueva fuente Simple Graphical Definition Model, 
durante la creación se deberá especificar el root del meta-modelo asociado, nos 
dispondremos después a asociar un tipo de representación para cada elemento del meta-
modelo distinguiendo para ello entre “forma” o “enlace”. Siendo una forma un elemento 
que adoptará una sintaxis grafica, por ejemplo, de una caja con un icono mientras que un 
enlace será el una unión entre formas, quedando representada como una línea. En 
HuRoME+, el root lo conforma la meta-clase CodeBlock ya que contiene, con relaciones 
de composición, al resto de conceptos del meta-modelo. En cuanto a la definición gráfica, 
CodeBlock, InitialPseudomovement, FinalPseudomovement, SimpleMovement, Loop, 
Delay, SetSpeed, VarDeclaration, VarAssigment, Conditional son descritos como formas, 
mientras SequenceLink es un enlace. Parte del proceso se observa en la figura 29. 
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TABLA 5 
RELACIÓN ENTRE SINTAXIS ABSTRACTA Y CONCRETA 
Conceptos del dominio Sintaxis gráfica Paleta de herramientas 
InitialPseudoMovement 
  
FinalPseudoMovement 
  
SimpleMovement 
 
 
 
 
Loop 
  
SetSpeed 
  
VarDeclaration 
  
VarAssigment 
 
 
 
Delay 
  
Conditional 
  
CodeBlock 
 
 
 
 
SequenceLink 
 
  
Tabla 5: Relación entre sintaxis abstracta y concreta 
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Figura 29: Definición de elementos gráficos 
2. Configuración de los elementos gráficos: La figura 30 puede verse el contenido del 
fichero gmfgraph, este fichero agrupa todas las propiedades y definiciones de los gráficos 
asociados a cada concepto del meta-modelo. Básicamente podemos diferenciar tres tipos 
de nodos:  
• Los Figure Descriptor donde se define el aspecto que tendrá cada objeto gráfico. En la 
figura 31 ilustra la especificación de los elementos. 
• Elementos Node (por ejemplo, Node Conditional) y Connection (por ejemplo, 
Connection SequenceLink). Mapean cada concepto del meta-modelo con un objeto 
gráfico Figure Descriptor. 
• Diagram Label permte establecer algunos aspectos visuales relativos a una etiqueta, 
como si la etiqueta tiene un icono, por ello, este elemento va enlazado con a un Figure 
Descriptor.  
Un elemento opcional que aparece en la figura 30 es Compartment que define que un objeto 
gráfico concreto pueda contener a otros en su interior. En este caso establece que Loop y los 
dos CodeBlocks del condicional (true y false) podrían albergar a todos los demás elementos. 
b) Definición de la paleta de herramientas. 
Añadimos al proyecto un Simple Tooling Definition creándose un nuevo fichero de extensión 
*.gmftool. Será necesario indicar el root del meta-modelo además de seleccionar para cada 
elemento de este el tipo de herramienta que va ha utilizarse, pudiendo ser nodo o enlace. Se 
creará una paleta básica por defecto que en la mayoría de los casos es válida. La figuras 32 y 33 
muestran la definición de la paleta de herramientas para el entorno HuRoME+. Observamos que 
se definen un nodo para hacer un grupo de herramientas (Tool Group), también podemos ver la 
disposición de unas líneas separadoras que permite organizar los ítems de la paleta (Palette 
Separator).  
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Figura 30: Contenido fichero *.gmfgraph. 
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Figura 31: Detalle definición de los objetos gráficos de HuRoME+ 
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Figura 32: Creación de la paleta de herramientas 
 
Figura 33: Detalle definición de la paleta de herramientas HuRoME 
Como nota hacer constar que si se desean cambiar los iconos de la paleta de herramientas, 
como en nuestro caso hemos hecho, basta con navegar hasta la carpeta “obj16”  alojada en el 
directorio nombre_del_proyecto.edit/icons/full/ (generado anteriormente a partir del .genmodel) y 
sustituir los iconos por defecto que genera EMF por los nuevos (con extensión .gif). 
c) Mapeado entre los elementos gráficos y la paleta de herramientas. 
Añadimos al proyecto un Guide Mapping Model Creation creándose un fichero de extensión 
*.gmfmap: Su función en la de relacionar los elementos del meta-modelo Ecore, crea por tanto 
un enlace entre los elementos creados en el gmfgraph y las herramientas de la paleta. Parte del 
proceso puede observarse en la figura 34. 
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Figura 34: Generación *.gmfmap 
Al finalizar la creación se genera una propuesta de mapping que normalmente requiere ser 
revisada y a veces modificada, tras ello, debe verificarse el fichero gmfmap seleccionando la 
opción “Validate” del menú contextual. En figura 35 puede verse el contenido del fichero gmfmap 
de HuRoME+. Observamos en la vista de propiedades que el clase “SimpleMovement“ del meta-
modelo (Campo Element en Domain meta information) queda asociada a la figura 
“SimpleMovementFigure” definida en gmfgraph (campo Diagram Node en Visual representation) 
y a la herramienta de la paleta “Creation Tool SimpleMovement” (campo Tool en Visual 
representation). 
 
Figura 35: Detalle definición del mapeado gmfmap de HuRoME 
d) Generación de la herramienta gráfica. 
1. Generación fichero *.gmfgen: Este fichero recoge toda la información y opciones de 
control necesarias para la generación del código del editor gráfico. Una vez hemos 
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validado el gmfmap y estando seleccionado este fichero, se hace clic secundario en la 
opción “Create generador mode”. 
2. Generación de la herramienta gráfica: Teniendo seleccionado el gmfgen, hacemos clic 
en la opción del menú “Generate diagram code”, de esta forma se procederá a generar el 
código Java de nuestro editor de modelado gráfico identificado como un plug-in *.diagram. 
En la figura 36 se muestra el proceso de la generación el plug-in HuRoME.diagram. 
 
Figura 36: Generación diagram code 
Como mejora para la interfaz se han modificado las clases Java de los CodeBlocks de los 
condicionales, que se encuentran dentro del *.diagram/src/*.diagram.edit.parts, para que el 
bloque referido a la parte del if (CodeBlock2EditPart.java) tenga un borde discontinuo de color 
verde y el referido al else (CodeBlock3EditPart) tenga ese mismo borde pero de color rojo. 
Puede verse dicha modificación en la figura 37. 
 
Figura 37: Modificación estilo codeblocks 
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3.4. Editor textual de modelos RoboBASIC 
En esta sección se explica la creación de un editor textual para un subconjunto del lenguaje 
RoboBASIC utilizando el framework Xtext. 
3.4.1. Descripción de la gramática diseñada 
En cuanto a la definición de la gramática, debemos comentar que no implementa la totalidad de 
la funcionalidad que ofrece RoboBASIC pero recoge las sentencias necesarias para la definición 
coreografías, dejando fuera las demás sentencias que, en nuestro caso, no son útiles, por poner 
un ejemplo las sentencias dedicadas al control de un display LCD. Así pues, el editor de código 
RoboBASIC de HuRoME+ dará soporte a la declaración y asignación de variables, a la 
introducción de los valores de las coordenadas en los servomotores, a la definición de la 
velocidad de movimiento de estos así como del tiempo de espera entre un movimiento y el 
siguiente. Además nos permitirá la creación de bucles de repetición con FOR, TO, NEXT y nos 
proporcionará control de flujo, que es la principal mejora de esta versión de HuRoME+, gracias a 
las sentencias IF, THEN, ENDIF, ELSE. 
Como podemos observar en el bloque de código 1, que toda la gramática parte del elemento 
Program, en el que pueden haber cero o más codelines del tipo Sentence. El componente 
Sentence es un elemento que permite generalizar para referirse a todas las posibles 
instrucciones consideradas, en este caso, apreciamos Declaration, Assigment, Conditional, 
Move24, Speed, Delay, Constant, For y Ptpall cada una de estas instrucciones son especificadas 
utilizando diferentes notaciones de escritura (todo mayúsculas, todo minúsculas o primera letra 
en mayúscula). Por último, se define un enumerador con los posibles valores de la sentencia 
Ptpall y otro para el tipo de variable (entero o byte) usado a la hora de declararla.    
  
 
/* 
 * ROOT DE UN MODELO ROBOBASIC 
 */ 
Program: 
 (codelines += Sentences)*; 
 
/* 
 * SENTENCIAS DEL LENGUAJE 
 */ 
Sentences: 
 Declaration | Assignment | Conditional | Move24 | Speed | Delay | Ptpall | Constant | For;    
 
/* 
 * DECLARACIÓN DE VARIABLES 
 */ 
Declaration: 
 ('dim' | 'DIM') name=ID ('as' | 'AS') type+=VariableType?; 
 
enum VariableType: 
 INTEGER='INTEGER'| BYTE='BYTE'; 
  
Constant: 
 ('const' | 'CONST') name=ID '=' value=INT; 
 
/* 
 * DEFINICIÓN DE COMANDOS 
 */ 
Move24: 
        ('Move24' | 'move24' | 'MOVE24') (value_00=INT ',' value_01=INT ',' value_02=INT ','  
        value_03=INT ',' value_04=INT ',' value_05=INT ',' value_06=INT ',' value_07=INT ','  
 
 
        value_08=INT ',' value_09=INT ',' value_10=INT ',' value_11=INT ',' value_12=INT ','          
        value_13=INT ',' value_14=INT ',' value_15=INT ',' value_16=INT ',' value_17=INT ','  
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        value_18=INT ',' value_19=INT ',' value_20=INT ',' value_21=INT ',' value_22=INT ','  
        value_23=INT); 
  
Speed: 
 ('Speed' | 'speed' | 'SPEED') '=' value=INT; 
 
Delay: 
 ('Delay' | 'delay' | 'DELAY') '=' value=INT; 
  
Ptpall: 
 ('Ptpall' | 'ptpall' | 'PTPALL') value=PtpValue; 
  
enum PtpValue: 
 OFF='ALLOFF' | ON='ALLON'; 
 
Bloque de código 1: Fragmento de la gramática Xtext 
El bloque de código 2 representa la parte más abstracta puesto que es en la que se definen los 
tipos de asignación. Una asignación establece un valor a una variable predefinida, como puede 
observarse, se realiza a través de una expresión aritmética, ésta puede estar formada por una 
constante, otras variables y operaciones de distintos tipos: suma, resta, multiplicación, división y 
módulo. 
En el bloque de código 3, de forma similar a la asignación de variables explicada anteriormente, 
encontramos la definición de sentencias condicionales, en la que la expresión de la condición 
puede definirse de forma sencilla usando operaciones de comparación, por ejemplo 
“var1<var2+34”, también se permite ‘=’, ‘>’, ‘<=’, ‘>=’, ‘<>’. O de forma mas compleja emplear 
/* 
 * ASIGNACIÓN DE VARIABLES 
 * 
 * En esta versión, la asignación de una variable se puede realizar empleando constantes, 
 * otras variables declaradas previamente, operaciones aritméticas (+, -, *, /) y 
 * paréntesis. 
 */  
Assignment: 
  variable = [ 
Declaration] '=' expression = AssignExpression ; 
 
AssignExpression: 
 Addition; 
 
Addition returns AssignExpression: 
 Multiplication  
 (({AddTerm.left=current} '+' | {SubTerm.left=current} '-') right=Multiplication)*; 
 
Multiplication returns AssignExpression: 
 PrimaryAssignExpression  
 (({MultTerm.left=current} '*' | {DivTerm.left=current} '/'| {ModTerm.left=current}  
        '%') right=PrimaryAssignExpression)*; 
 
PrimaryAssignExpression returns AssignExpression: 
 '(' AssignExpression ')' | 
 ConstTerm | 
 VarTerm; 
 
ConstTerm: 
 value=INT; 
  
VarTerm: 
 value = [Declaration]; 
Bloque de código 2: Fragmento de la gramática Xtext 
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operaciones lógicas (AND, OR o OR), por ejemplo, “var1<var2+34 AND var1>12”. 
Bloque de código 3: Fragmento de la gramática Xtext 
Por último, en el bloque de código 4, encontramos las sentencias anidadas, donde se le 
establece un valor de inicio (éste por defecto se pondrá a 0, tal y como se verá mas adelante en 
la transformación ATL) y un valor de fin. Estos valores marcan el número de repeticiones de las 
sentencias que contenga. 
Bloque de código 4: Fragmento de la gramática Xtext 
A partir de la gramática definida en los bloques de código 1-4, la herramienta Xtext no sólo 
generará un editor textual para RoboBASIC, sino que además creará el correspondiente meta-
modelo (véase figura 38). Así pues, en realidad los programas RoboBASIC serán vistos como 
modelos. Las transformaciones desde o hacia estos modelos serán explicadas más adelante. 
/* 
 * SENTENCIAS CONDICIONALES SIMPLES 
 * 
 * En esta versión, cualquier expresión condicional sencilla siempre se expresa de la  
 * siguiente forma: "Variable - Operador relacional - Expresión aritmética", por ejemplo, 
 * "var1 < var2+34". Para escribir una condición compleja puede emplearse operaciones  
 * lógicas (AND y OR), por ejemplo, "var1 < var2+34 AND var1 > 12". 
 */ 
 
Conditional: 
 'IF' expression = ConditionalExpression 'THEN' 
 (codelines += Sentences)+ 
 else_option=ElseConditional? 
 ENDIF'; 
  
ElseConditional: 
 'ELSE' (codelines += Sentences)+; 
  
ConditionalExpression: 
 PrimaryConditionalExpression  
 (({AndTerm.left=current} 'AND' | {OrTerm.left=current} 'OR' | {XorTerm.left=current}              
        'XOR') right=PrimaryConditionalExpression)?; 
 
PrimaryConditionalExpression: 
 VarTerm ({EqualTerm.left=current} '=' | {LessTerm.left=current} '<' |  
        {GreaterTerm.left=current} '>' | {EqualLessTerm.left=current} '<=' |  
        {EqualGreaterTerm.left=current} '>=' | {NotTerm.left=current} '<>') 
 right=AssignExpression; 
  
/* 
 * SENTENCIAS ANIDADAS 
*/ 
 
For: 
 'FOR' 'var='start=INT 'TO' end=INT 
 (codelines += Sentences)+ 
 'NEXT'; 
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Figura 38: Meta-modelo generado por Xtext  
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En el meta-modelo apreciamos que todo queda englobado dentro de un Program, este puede 
contener sentencias de tipo: Declaration, Assigment, Conditional, Move24, Speed, Delay, 
Constant, For y Ptpall. Dentro del Conditional debe haber una expresión y opcionalmente un 
ElseConditional (que indicaría que hacer si no se cumple la condición). Dentro de las 
expresiones del condicional nos encontramos con AndTerm, OrTerm, XorTerm, utilizadas para 
formar expresiones complejas, y la clase PrimaryConditionalExpression de la que heredan 
NotTerm, EqualLessTerm, EqualTerm, GreaterTerm, LessTerm y EqualGreaterTerm que son 
utilizadas para definir los criterios de la condición. Estas a su vez pueden tener uno o dos 
operadores, variables, constantes o alguna operación lógica entre ellos. Las operaciones lógicas 
que se pueden realizar quedan definidas por las clases AddTerm, SubTerm, MultTerm, DivTerm, 
ModTerm que heredan de AssignExpression y permiten hacer suma, resta, multiplicación, 
división y módulo respectivamente. 
3.4.2. Descripción del procedimiento para la creación del editor textual 
Para crear un proyecto Xtext le damos a File > New > Other y se selecciona la opción Xtext 
Project, que se encuentra en la carpeta Xtext.  
 
Figura 39: Creación proyecto Xtext 
 
El siguiente paso es opcional a la hora de crear un editor (véase figura 40), pero en el presente 
proyecto es necesario pues se trata de modificar la extensión que tendrán los ficheros que se 
generarán con este editor y como queremos que sea en lenguaje RoboBASIC debemos ponerle 
la extensión .bas. La extensión por defecto es .mydsl, si se quiere modificar se debe escribir la 
extensión deseada en los campos necesarios. También es posible modificar el nombre completo 
del proyecto. 
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Figura 40: Cambio de extensión proyecto Xtext 
Hecho esto, Xtext genera tres plug-ins distribuidos en tres carpetas diferentes pero que 
pertenecen al mismo proyecto: 
• La primera de las tres carpetas (org.xtext.example.bas) es el plug-in principal. Es de tipo 
Xtext y es en la que se guarda la gramática del editor, el generador de código Java y 
todas las clases importantes para ejecutarlo.  
• La segunda es el plug-in del editor textual (org.xtext.example.bas.ui). Es de tipo EMF y 
contiene las preferencias del interfaz de usuario, en las clases que contiene se 
introducirán más adelante las modificaciones oportunas para cambiar, por ejemplo, la 
coloración de palabras reservadas en la sintaxis.  
• La última carpeta (org.xtext.example.bas.generator) es el plug-in generador M2T (Model 
to Text) también de tipo EMF. Es la que sirve para generar el editor textual a partir de 
modelos.  
Se despliega el plug-in principal, se entra en src y luego en el paquete con icono blanco y cuyo 
nombre coincide con el del proyecto, tal y como se aprecia en la figura 41. Ahí se guarda la 
sintaxis concreta del editor (fichero con extensión .xtext) y el Workflow (con extensión .mwe2), 
que en este caso es el encargado de generar el meta-modelo asociado a la gramática que 
nosotros definamos en el .xtext (explicada en el punto anterior). 
 
Figura 41: RoboBASIC.xtext	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Se debe de tener en cuenta que si en el meta-modelo se han introducido restricciones OCL, ha 
de modificarse el parámetro registerForImportedPackages, que por defecto está a true, en el 
Workflow. Esto evita que Xtext registre un meta-modelo ya registrado por EMF, de lo contrario, 
aparecería el siguiente mensaje de error al lanzar el editor: “An object may not circulary contain 
itself”, que significa que el Root intenta validarse así mismo más de una vez. 
 
 
Figura 42: Modificación generateRobobasic.mwe2 
 
Para que se genere el meta-modelo asociado a nuestra gramática definida debemos seleccionar 
sobre el Workflow la opción Run As > MWE2 Workflow. Eclipse pide permiso para descargar el 
motor de generación de parsers ANTLR (un archivo jar). Una vez se le da, crea los ficheros de 
código Java. 
 
 
Figura 43: Generación del meta-modelo Xtext 
3.5. Transformaciones de modelos 
En este capítulo se van a tratar dos puntos, por un lado la transformación entre modelos 
necesaria para pasar del meta-modelo asociado al lenguaje gráfico al meta-modelo RoboBASIC, 
que se generó a partir de la sintaxis descrita en el apartado anterior. Y por otro, la transformación 
inversa, que nos permitirá coger código fuente RoboBASIC (extensión .bas) y transformarlo a 
lenguaje gráfico. 
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3.5.1. Transformación ATL de HuRoME+ a RoboBASIC 
En esta sección se aborda la transformación de los modelos de coreografía de HuRoME+ a 
modelos de código RoboBASIC. 
3.5.1.1. Descripción del código ATL 
En el bloque de código 5, podemos apreciar la implementación de la regla principal ATL que 
define la transformación M2M. Básicamente, ésta se compone de un elemento declarativo 
Matched rule, identificado como ruleMain en el código, que define la regla principal de la 
transformación. El funcionamiento es el siguiente, parte del elemento raíz CodeBlock del meta-
modelo de entrada, en este caso el de Hurome, se asegura con la condición que es el canvas y 
lo transforma a Program donde irá englobado todo el código de RoboBASIC. 
La regla ProcessLine, en el bloque de código 6, es con diferencia la más elaborada dentro del 
código de transformación puesto que es necesaria para que la transformación se realice de 
forma secuencial siguiendo la secuencia de movimientos descrita en el modelo de HuRoME+. 
ATL no está pensado para seguir un orden al tratarse de un lenguaje parcialmente declarativo, 
por lo tanto, lo que se hace con esta regla (que sólo se ejecuta una vez) es ir recorriendo en el 
modelo de entrada los Codeblocks (distintos al root del programa) e ir comprobando que tipo de 
sentences contienen para llamar a su regla de transformación correspondiente. Para llevar el 
orden se crea un puntero, de forma que la transformación comienza en el movimiento inicial 
(InitialPseudoMovement) y termina al encontrar un movimiento final (FinalPseudoMovement), 
mientras no lo encuentra va pasando de un movimiento a otro por los enlaces ‘outgoing’ que los 
unen. 
 
rule ProcessLine (f:inMM!CodeBlock, t:outMM!Sentences){ 
 using 
 { 
  punt  : inMM!Node = f.nodes->select(n | n.oclIsTypeOf(inMM!InitialPseudoMovement))- 
                 >first(); 
 } 
 do {  
     for (n in f.nodes) { 
      if (not punt.oclIsTypeOf(inMM!FinalPseudoMovement)) { 
   punt<-punt.outgoing->first().target; 
      } 
      if (punt.oclIsTypeOf(inMM!SimpleMovement)) { 
    t.codelines<-thisModule.SimpleMovement2Move24(punt); 
      } 
      if (punt.oclIsTypeOf(inMM!Delay)) { 
    t.codelines<-thisModule.Delay2Delay(punt); 
      }  
   if (punt.oclIsTypeOf(inMM!SetSpeed)) { 
    t.codelines<-thisModule.SetSpeed2Speed(punt); 
      }  
 
rule ruleMain {  
 from f:inMM!CodeBlock (f.owner.oclIsUndefined() and f.if_owner.oclIsUndefined() and 
f.else_owner.oclIsUndefined()) 
 to t:outMM!Program 
 do { 
  thisModule.ProcessLine(f,t); 
 }  
} 
Bloque de código 5: Fragmento transformación HuRoME+ a RoboBASIC 
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  if (punt.oclIsTypeOf(inMM!VarDeclaration)) { 
    t.codelines<-thisModule.VarDeclartion2Declaration(punt); 
      } 
 
               if (punt.oclIsTypeOf(inMM!VarAssigment)) { 
    t.codelines<-thisModule.VarAssignment2Assignment(punt); 
      } 
      if (punt.oclIsTypeOf(inMM!Conditional)) { 
    t.codelines<-thisModule.Conditional2Conditional(punt); 
      } 
      if (punt.oclIsTypeOf(inMM!Loop)) { 
    t.codelines<-thisModule.ProcessLoop(punt); 
      } 
      if (punt.oclIsTypeOf(inMM!ConstDeclaration)) { 
    t.codelines<-thisModule.ConstDeclarationToConstant(punt); 
      } 
       
     } 
 } 
} 
 
Bloque de código 6: Fragmento transformación HuRoME+ a RoboBASIC 
A continuación, como podemos observar en el bloque de código 7, pasamos a explicar las reglas 
de transformación de las diferentes Sentences. En primer lugar, ProcessLoop es la regla que se 
encarga de los movimientos complejos, es una lazy rule (reglas auxiliares imperativas invocadas 
desde la regla principal). Convierte Loop en For asignándole los valores de start y end. Tras ello, 
invoca a la regla ProcessLine para que valla ‘tirando del hilo’ y convirtiendo todas las Sentences 
que tenga contenidas el movimiento complejo. 
 
Las reglas del bloque de código 8 se corresponden a la transformación de VarAssigment en 
Assigment y de VarDeclaration a Declaration. Son de tipo unique lazy rule (reglas que se 
ejecutan cuando son invocadas desde la regla principal pero que sólo generan un elemento la 
primera vez que se las invoca) puesto que si las pusiésemos de tipo lazy rule cuando fuésemos 
a asignar un valor a una variable declarada anteriormente, esta tendría que referenciarse para 
asignarle el valor, con lo que se volvería a crear el elemento, que nos saldría repetido.  
 
Bloque de código 8: Fragmento transformación HuRoME+ a RoboBASIC 
unique lazy rule VarAssignment2Assignment{ 
 from f:inMM!VarAssignment 
 to t:outMM!Assignment (variable<-thisModule.VarDeclartion2Declaration(f.variable),  
         expression<-f.term) 
} 
unique lazy rule VarDeclartion2Declaration{ 
 from f:inMM!VarDeclaration 
 to t:outMM!Declaration (name<-f.name, type<-f.type) 
} 
lazy rule ProcessLoop { 
 from f : inMM!Loop 
 to t: outMM!For (start<-0, end<-f.loops) 
 do {  
  thisModule.ProcessLine(f,t); 
     } 
} 
Bloque de código 7: Fragmento transformación HuRoME+ a RoboBASIC 
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En el bloque de código 9 se observa el procesamiento de una sentencia condicional en la que se 
aborda en primer lugar la parte del if llamando a ProcessLine, siguiendo el mismo procedimiento 
que si fuese un movimiento complejo. Acto seguido se comprueba si tiene else, si es así, se 
llama a la regla ElseToElseConditional que realiza dicha transformación. 
 
El resto de transformaciones de las sentencias podemos apreciarlo en el bloque de código 10. 
Por último, en el bloque de código 11, se muestran las reglas utilizadas para las 
transformaciones de las operaciones lógicas y comparaciones de las expresiones de los 
condicionales.  
 
Bloque de código 10: Fragmento transformación HuRoME+ a RoboBASIC 
 
 
lazy rule Conditional2Conditional{ 
 from f:inMM!Conditional 
 to t:outMM!Conditional (expression<-f.term) 
 do{ 
  thisModule.ProcessLine(f.if_true,t); 
  if(not f.else_false.oclIsUndefined()) { 
  t.else_option<-thisModule.ElseToElseConditional(f.else_false,t); 
  } 
 } 
} 
 
lazy rule ElseToElseConditional{ 
 from f:inMM!CodeBlock 
 to t:outMM!ElseConditional 
 do{ 
  thisModule.ProcessLine(f,t); 
 } 
} 
 
Bloque de código 9: Fragmento transformación HuRoME+ a RoboBASIC 
 
lazy rule Delay2Delay{ 
 from f:inMM!Delay 
 to t:outMM!Delay (value<-f.value) 
} 
 
lazy rule SetSpeed2Speed{ 
 from f:inMM!SetSpeed 
 to t:outMM!Speed (value<-f.value) 
} 
 
lazy rule SimpleMovement2Move24{ 
 from f:inMM!SimpleMovement 
 to t:outMM!Move24 (value_00<-f.servoAngle_00, value_01<-f.servoAngle_01,value_02<- 
        f.servoAngle_02,…,value_23<-f.servoAngle_23) 
} 
 
lazy rule ConstDeclarationToConstant{ 
 from f:inMM!ConstDeclaration 
 to t:outMM!Constant (name<-f.name, value<-f.value) 
} 
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rule Variable2VarTerm{ 
 from f:inMM!Variable 
 to t:outMM!VarTerm (value<-thisModule.VarDeclartion2Declaration(f.variable)) 
} 
rule Constant2ConsTerm{ 
 from f:inMM!Constant 
 to t:outMM!ConstTerm (value<-f.value) 
} 
rule Add2AddTerm{ 
 from f:inMM!Add 
 to t:outMM!AddTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Or2OrTerm{ 
 from f:inMM!Or 
 to t:outMM!OrTerm (left<-f.operand1, right<-f.operand2) 
} 
rule And2AndTerm{ 
 from f:inMM!And 
 to t:outMM!AndTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Div2DivTerm{ 
 from f:inMM!Div 
 to t:outMM!DivTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Sub2SubTerm{ 
 from f:inMM!Sub 
 to t:outMM!SubTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Mult2MultTerm{ 
 from f:inMM!Mult 
 to t:outMM!MultTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Less2LessTerm{ 
 from f:inMM!Less 
 to t:outMM!LessTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Equal2EqualTerm{ 
 from f:inMM!Equal 
 to t:outMM!EqualTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Greater2GreaterTerm{ 
 from f:inMM!Greater 
 to t:outMM!GreaterTerm (left<-f.operand1, right<-f.operand2) 
} 
rule LessOrEqual2EqualLessTerm{ 
 from f:inMM!LessOrEqual 
 to t:outMM!EqualLessTerm (left<-f.operand1, right<-f.operand2) 
} 
rule GreaterOrEqual2EqualGreaterTerm{ 
 from f:inMM!GreaterOrEqual 
 to t:outMM!EqualGreaterTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Mod2ModTerm{ 
 from f:inMM!Mod 
 to t:outMM!ModTerm (left<-f.operand1, right<-f.operand2) 
} 
rule Xor2XorTerm{ 
 from f:inMM!Xor 
 to t:outMM!XorTerm (left<-f.operand1, right<-f.operand2) 
} 
 
Bloque de código 11: Fragmento transformación HuRoME+ a RoboBASIC 
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3.5.1.2. Serialización Xmi2Bas 
Para finalizar la transformación será necesario realizar una serialización de modelos puesto que 
el modelo generado por la transformación ATL es de tipo *.xmi, siendo necesario definir un 
proceso dirigido a obtener el correspondiente fichero *.bas. El plug-in Xtext no ofrece esta 
serialización de forma directa desde la interfaz de usuario, será necesario codificar manualmente 
las llamadas a la API para realizar esta función. En la figura 44 se muestra la clase que realiza la 
serialización en el explorador de paquetes. Por otro lado, la figura 45 muestra el código de dicha 
clase. 
 
Figura 44: Localización archivo serialización Xmi2Bas.java 
 
Figura 45: Serialización Xmi2Bas 
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3.5.2. Transformación ATL de RoboBASIC a HuRoME+ 
En esta sección se explica la transformación de modelos RoboBASIC a modelos HuRoME+. A 
diferencia de la sección anterior, procederemos en primer lugar a definir el proceso de 
serialización. 
3.5.2.1. Serialización Bas2Xmi 
Lo primero que debemos realizar antes que la propia transformación ATL en sí, es la 
serialización del modelo RoboBASIC (.bas) al formato XMI (.xmi). Este paso es necesario debido 
a que se necesita tener como modelo de entrada de la transformación ATL un fichero .xmi. Se 
realiza codificando manualmente las llamadas a las API, de forma similar a cómo se hizo en el 
apartado anterior. En la figura 46 se muestra la clase que realiza la serialización en el explorador 
de paquetes. Por otro lado, la figura 47 muestra el código de dicha clase. 
 
Figura 46: Localización archivo serialización Bas2Xmi.java 
 
Figura 47: Serialización Bas2Xmi 
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3.5.2.2. Descripción del código ATL 
En el bloque de código 12, se muestra la regla principal de transformación (ruleMain). En primer 
lugar, se crean dos contadores y la regla principal que convierte un Program en un CodeBlock al 
que le asocia un movimiento inicial y final. Utilizamos dos contadores act y sgte para ir 
desplazándonos por los distintos nodos. Asignamos act a inicial y llamamos a processLine 
pasándole como argumentos los dos meta-modelos y los tres punteros.  
 
Bloque de código 12: Fragmento transformación RoboBASIC a HuRoME+ 
Como en el apartado anterior, la regla processLine es la más compleja y la que se encarga de 
darle un orden estructurado a las transformaciones ATL, distinguiendo en cada caso el tipo de 
clase que hay que convertir para llamar a su regla correspondiente. Para ello se utilizan los 3 
punteros pasados anteriormente que le servirán para ir saltando y enlazando los distintos 
elementos del modelo. Podemos ver la implementación de esta regla en el bloque de código 13. 
 
rule processLine(f:inMM!Sentences, t:outMM!Node, act:outMM!Node, sgte:outMM!Node, 
fin:outMM!FinalPseudoMovement){  
  
 do{ 
  for(i in f.codelines) 
  {  
      if (i.oclIsTypeOf(inMM!Move24)) { 
   sgte<-thisModule.Move24ToSimpleMovement(i); 
      } 
      if (i.oclIsTypeOf(inMM!Delay)) { 
   sgte<-thisModule.Delay2Delay(i); 
      }  
      if (i.oclIsTypeOf(inMM!Speed)) { 
   sgte<-thisModule.Speed2SetSpeed(i); 
      }  
      if (i.oclIsTypeOf(inMM!Declaration)) { 
   sgte<-thisModule.Declaration2VarDeclaration(i); 
      } 
      if (i.oclIsTypeOf(inMM!Assignment)) { 
   sgte<-thisModule.Assignment2VarAssigment(i); 
      } 
 
module M2MInv; 
create outM : outMM from inM : inMM; 
 
helper def : moveCounter : Integer = 1; 
helper def : linkCounter : Integer = 1; 
 
rule ruleMain {  
 from f:inMM!Program 
  
 using 
 { 
  act  : outMM!Node = OclUndefined; 
  sgte : outMM!Node = OclUndefined; 
 } 
 to t:outMM!CodeBlock, 
   ini: outMM!InitialPseudoMovement(comment<-'initialPoint'), 
   fin: outMM!FinalPseudoMovement(comment<-'finalPoint') 
 do{  
  t.nodes<-ini; 
  t.nodes<-fin; 
  act<-ini; 
  thisModule.processLine(f,t, act, sgte, fin); 
 } 
} 
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      if (i.oclIsTypeOf(inMM!Conditional)) { 
   sgte<-thisModule.Conditional2Conditional(i); 
      } 
      if (i.oclIsTypeOf(inMM!For)) { 
   sgte<-thisModule.For(i); 
      } 
      if (i.oclIsTypeOf(inMM!Constant)) { 
   sgte<-thisModule.ConstantToConstDeclaration(i); 
      } 
      t.nodes<-sgte; 
   t.links<-thisModule.ruleLink(act,sgte); 
   act<-sgte;   
  } 
  t.links<-thisModule.ruleLink(act,fin); 
 } 
} 
 
Bloque de código 13: Fragmento transformación RoboBASIC a HuRoME+ 
En el bloque de código 14 se muestra el paso de un bucle for a un movimiento complejo de tipo 
loop. Se hace de la misma forma que la rule main. Por otro lado, el procesamiento de un 
Conditional, como podemos observar en el bloque de código 15, se crea un CodeBlock para la 
parte del if donde se introducen los nodos correspondientes. Posteriormente se comprueba si 
existe un else, para el cual se llama a la regla ElseConditionalToElse que funciona de la misma 
manera que la anterior. Notar que a la hora de crear un CodeBlock no se tiene una referencia a 
una clase del meta-modelo de RoboBASIC es por eso por lo que se pone que es de tipo Empty.  
 
Bloque de código 14: Fragmento transformación RoboBASIC a HuRoME+ 
 
lazy rule Conditional2Conditional{ 
 from f:inMM!Conditional 
 using 
 { 
  act  : outMM!Node = OclUndefined; 
  sgte : outMM!Node = OclUndefined; 
 } 
 to t:outMM!Conditional (term<-f.expression), 
   ini: outMM!InitialPseudoMovement(comment<-'initialPoint'), 
   fin: outMM!FinalPseudoMovement(comment<-'finalPoint') 
 do{  
  t.if_true<-thisModule.CreateCodeBlock(); 
  t.if_true.nodes<-ini; 
  t.if_true.nodes<-fin; 
lazy rule For { 
 from f : inMM!For 
 using 
 { 
  act  : outMM!Node = OclUndefined; 
  sgte : outMM!Node = OclUndefined; 
 } 
 to t:outMM!Loop (loops<-f.end), 
   ini: outMM!InitialPseudoMovement(comment<-'initialPoint'), 
   fin: outMM!FinalPseudoMovement(comment<-'finalPoint') 
 do{  
  t.nodes<-ini; 
  t.nodes<-fin; 
  act<-ini; 
  thisModule.processLine(f,t, act, sgte, fin); 
 } 
}
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  act<-ini; 
  thisModule.processLine(f,t.if_true, act, sgte, fin);  
 
  if(not f.else_option.oclIsUndefined()) { 
   t.else_false<-
thisModule.ElseConditionalToElse(f.else_option,t.else_false);  
  } 
 } 
} 
lazy rule CreateCodeBlock{ 
 from f:inMM!Empty 
 to t:outMM!CodeBlock 
}   
lazy rule ElseConditionalToElse{ 
 from f:inMM!ElseConditional 
 using 
 { 
  act  : outMM!Node = OclUndefined; 
  sgte : outMM!Node = OclUndefined; 
 } 
 to t:outMM!CodeBlock, 
   ini: outMM!InitialPseudoMovement(comment<-'initialPoint'), 
   fin: outMM!FinalPseudoMovement(comment<-'finalPoint') 
 do{  
  t.nodes<-ini; 
  t.nodes<-fin; 
  act<-ini; 
  thisModule.processLine(f,t, act, sgte, fin); 
 } 
} 
Bloque de código 15: Fragmento transformación RoboBASIC a HuRoME+ 
En el bloque de código 16 se muestran las transformaciones para los elementos Declaration, 
Move24 (se utiliza el contador moveCounter, creado al inicio, para diferenciar los distintos 
servomotores del robot), Assignment, Delay, Speed y Constant.  
 
Bloque de código 16: Fragmento transformación RoboBASIC a HuRoME+ 
unique lazy rule Declaration2VarDeclaration{ 
 from f:inMM!Declaration 
 to t:outMM!VarDeclaration (name<-f.name, type<-f.type)} 
lazy rule Move24ToSimpleMovement { 
 from f:inMM!Move24 
 to t:outMM!SimpleMovement(comment<-  
        'mov'.concat(thisModule.moveCounter.toString()), servoAngle_00<-f.value_00,   
         servoAngle_01<-f.value_01,…, servoAngle_23<-f.value_23) 
 do{ 
  thisModule.moveCounter<-thisModule.moveCounter+1; 
 }} 
lazy rule Assignment2VarAssigment{ 
 from f:inMM!Assignment 
 to t:outMM!VarAssigment (variable<-thisModule.Declaration2VarDeclaration(f.variable),  
        term<-f.expression)} 
lazy rule Delay2Delay{ 
 from f:inMM!Delay 
 to t:outMM!Delay (value<-f.value)} 
lazy rule Speed2SetSpeed{ 
 from f:inMM!Speed 
 to t:outMM!SetSpeed (value<-f.value)} 
lazy rule ConstantToConstDeclaration{ 
 from f:inMM!Constant 
 to t:outMM!ConstDeclaration (name<-f.name, value<-f.value) 
} 
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Regla encargada de ir creando los enlaces entre los distintos nodos, mostrada en el bloque de 
código 17. Utiliza el contador linkCounter que va numerando cada una de las conexiones. 
 
Bloque de código 17: Fragmento transformación RoboBASIC a HuRoME+ 
En el bloque de código 18 se muestran las transformaciones que se encargan de las 
operaciones lógicas y comparaciones utilizadas en las expresiones de los condicionales.  
 
rule VarTerm2Variable{ 
 from f:inMM!VarTerm 
 to t:outMM!Variable (variable<-thisModule.Declaration2VarDeclaration(f.value)) 
} 
rule ConsTerm2Constant{ 
 from f:inMM!ConstTerm 
 to t:outMM!Constant (value<-f.value) 
} 
rule AddTerm2Add{ 
 from f:inMM!AddTerm 
 to t:outMM!Add (operand1<-f.left, operand2<-f.right) 
} 
rule OrTerm2Or{ 
 from f:inMM!OrTerm 
 to t:outMM!Or (operand1<-f.left, operand2<-f.right) 
} 
rule AndTerm2And{ 
 from f:inMM!AndTerm 
 to t:outMM!And (operand1<-f.left, operand2<-f.right) 
} 
rule DivTerm2Div{ 
 from f:inMM!DivTerm 
 to t:outMM!Div (operand1<-f.left, operand2<-f.right) 
} 
rule SubTerm2Sub{ 
 from f:inMM!SubTerm 
 to t:outMM!Sub (operand1<-f.left, operand2<-f.right) 
} 
rule MultTerm2Mult{ 
 from f:inMM!MultTerm 
 to t:outMM!Mult (operand1<-f.left, operand2<-f.right) 
} 
rule LessTerm2Less{ 
 from f:inMM!LessTerm 
 to t:outMM!Less (operand1<-f.left, operand2<-f.right) 
} 
rule EqualTerm2Equal{ 
 from f:inMM!GreaterTerm 
 to t:outMM!Equal (operand1<-f.left, operand2<-f.right) 
} 
rule GreaterTerm2Greater{ 
 from f:inMM!GreaterTerm 
 to t:outMM!Greater (operand1<-f.left, operand2<-f.right) 
} 
 
 
lazy rule ruleLink { 
 from ini:inMM!Node, 
   fin:inMM!Node 
to t:outMM!SequenceLink(source<-ini, target<-fin, comment<-   
        'lin'.concat(thisModule.linkCounter.toString())) 
 do{ 
  thisModule.linkCounter<-thisModule.linkCounter+1; 
 } 
} 
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rule EqualLessTerm2LessOrEqual{ 
 from f:inMM!EqualLessTerm 
 to t:outMM!LessOrEqual (operand1<-f.left, operand2<-f.right) 
} 
rule EqualGreaterTerm2GreaterOrEqual{ 
 from f:inMM!EqualGreaterTerm 
 to t:outMM!GreaterOrEqual (operand1<-f.left, operand2<-f.right) 
} 
rule ModTerm2Mod{ 
 from f:inMM!ModTerm 
 to t:outMM!Mod (operand1<-f.left, operand2<-f.right) 
} 
rule XorTerm2Xor{ 
 from f:inMM!XorTerm 
 to t:outMM!Xor (operand1<-f.left, operand2<-f.right) 
} 
 
Bloque de código 18: Fragmento transformación RoboBASIC a HuRoME+ 
3.5.3. Descripción del procedimiento. 
1. Para trabajar con ATL es necesario crear un nuevo proyecto ATL dado que el motor ATL 
sólo ejecutará la transformación si se encuentra en este tipo de proyecto. Tras ello, se 
crea un fichero de transformación (fichero ATL con extensión *.atl) que contendrá el 
código que se defina para la transformación. Se observa en la figura 48a. 
 
2. Aunque no sea necesario para la ejecución de la transformación ATL, conviene registrar 
los meta-modelos (tanto el de HuRoME como el de Xtext). Por ejemplo, esta acción será 
fundamental para ejecutar el código asociado a la serialización XMI de los modelos. 
Para registrar un meta-modelo, debemos tener abierta la perspectiva ATL (puede 
activarse desde el menú Window), se selecciona el fichero *.ecore y se hace clic sobre la 
opción Register Metamodel) de su menú contextual (véase la figura 48b).  
 
 
Figura 48: (a) Generación del proyecto ATL; (b) Registro del Meta-modelo 
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CAPÍTULO IV 
Guía de uso del entorno HuRoME+ 
 
En este capítulo se describe el uso de las distintas herramientas desarrolladas en el presente 
Proyecto que componen HuRoME+. 
4.1.  Consideraciones iniciales 
Antes de abordar en profundidad el capítulo, realizamos las siguientes consideraciones: 
• La versión de Eclipse que se ha empleado para el desarrollo el Proyecto ha sido Helios 
configurado con el bundle Eclipse Modelling Tools v.1.3.2 [22], y los plug-ins Xtext, ATL, 
GMF y OCL Tools. 
• Es recomendable ampliar la memoria asignada a Eclipse, para ello, en la ventana 
Run Configurations se añade las siguientes opciones en la pestaña Arguments, 
concretamente en el panel Program arguments: “-Xms256m -Xmx256m”. Esto asigna 
256MB a Eclipse, podría ajustarse esta asignación de memoria en función de las 
características el ordenador que se emplee.   
4.2.  Guía de instalación del entorno HuRoME+ 
Los pasos descritos a continuación describen el proceso de instalación de Eclipse y los Plug-ins 
necesarios para su funcionamiento, mencionados en la sección 4.1. Además se detalla la forma 
en la que debe importarse el proyecto HuRoME+ con el fin de que quede disponible al usuario 
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tanto para su uso como para su desarrollo. 
 
1. Descargar Eclipse Helios Modeling Tools [22] y descomprimir el fichero. 
2. Instalar los Plug-ins requeridos para el funcionamiento de HuRoME+, éstos son: 
OCL tools, Xtext, ATL y GMF. Para instalar estos Plug-ins basta con dirigirnos a 
Help-> Install Modelling Components y seleccionarlos. 
3. Importación de los proyectos de la herramienta HuRoME+. Los pasos que se han de 
seguir para realizar la importación son los siguientes: 
a) Seleccionamos “FileàImportàGeneral/Existing Projects into Workspace” y 
pulsamos “Next”. 
b) Marcamos la opción “Select Archive File” y elegimos el archivo que contiene 
el Workspace de HuRoME+: “HuRoME+.zip”. 
c) Seleccionamos todos los proyectos y finalizamos. 
4.3.  Definición de coreografías 
4.3.1. Descripción del editor gráfico de modelos 
En la figura 49 puede observarse el aspecto del editor gráfico de modelos, en éste, podemos 
diferenciar los cuatro elementos principales que lo componen. 
 
Figura 49: Apariencia del editor gráfico de modelos de HuRoME 
1- Paleta de herramientas, en el panel derecho, donde se muestran los distintos 
componentes que podemos utilizar para realizar nuestras coreografías. 
2- Área de trabajo donde iremos colocando los diferentes componentes (panel central).  
3- Explorador de archivos, panel izquierdo, donde generamos y organizamos nuevos 
proyectos.  
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4- Vista de propiedades (panel inferior) para añadir y completar la información asociada a 
los distintos elementos del modelo (por ejemplo, el valor angular de los servos del robot). 
4.3.2. Diseño de un modelo 
En primer lugar, se deberá arrancar una segunda aplicación Eclipse para ejecutar el plug-in 
correspondiente al editor gráfico implementado con GMF. Una vez abierta esta nueva instancia, 
se crea un proyecto General y tras ello, un nuevo modelo seleccionando 
FileàNewàOtheràExamplesàHurome diagram. De esta manera, la especificación del 
modelo se realizará de forma gráfica el mediante editor gráfico que se ha creado. Otra opción es 
la de utilizar el Tree Editor, de modo que, los elementos del modelo pasan a adoptar una 
representación en árbol. Estos dos procedimientos son equivalentes, de forma que están 
sincronizados entre sí. Si realizamos un cambio en el archivo *.hurome_diagram estaremos 
modificando también el archivo *.hurome al mismo tiempo, que es el que se encarga de 
mostrarnos la representación en árbol, al igual que si variamos éste, automáticamente se 
actualizará el *.hurome_diagram. En la figura 50 se muestra el mismo modelo representado en 
los dos editores. 
Será necesaria la configuración de los atributos asociados a cada elemento, podemos acceder a 
ellos desde la vista de Properties, algunos de éstos también están disponibles desde la propia 
vista gráfica del elemento, por ejemplo, el nombre de los movimientos, la velocidad, etc., tal y 
como puede apreciarse en la figura 50. 
Es importante tener en cuenta que a la hora de eliminar elementos desde el editor gráfico se 
tienen dos opciones: Delete from Diagram y Delete from Model, la primera opción elimina el 
elemento gráfico pero no lo elimina del modelo, la segunda opción elimina el elemento 
gráficamente como en el modelo. A estas dos opciones se accede seleccionando el elemento en 
el diagrama y pulsando el botón derecho del ratón. 
4.3.2.1. Especificando una coreografía 
A modo de ejemplo, se propone realizar el modelo correspondiente a una coreografía sencilla. 
En la secuencia que planteamos el robot parte de una posición estándar, se encuentra alzado 
sobre sus piernas y con los brazos relajados, tras ello se inclinará a modo de reverencia y 
volverá a su posición. Acto seguido levantará la mano izquierda, se mantendrá en esta posición 
durante unos segundos volviendo nuevamente a la posición de reposo. Por último repetirá el 
mismo movimiento con la mano derecha, terminando en la posición de reposo.  
La figura 51 muestra el modelo implementado. La coreografía se agrupa en dos movimientos 
complejos, uno destinado a la reverencia o saludo inicial y otro que se compone de las 
secuencias de movimientos necesarios para realizar los saludos. Entre los dos movimientos 
complejos se encuentra la declaración de una variable “a” y su asignación a un valor constante, 
en este caso 1. Para definir la secuencia de movimientos utilizamos los enlaces. Además, 
pueden apreciarse los retardos y velocidades configuradas, así, por ejemplo, en el primer 
movimiento complejo, se puede observar como en la transición entre la posición estándar 
(StandardPose) y la posición en la que el robot se inclina (Bow) se hace a una velocidad 15, 
mientras que después, desde la posición Bow a StandadPose, la velocidad de transición es 4. 
Podemos ver también, que el movimiento complejo Bow se repite únicamente una vez (loops=1), 
podría haberse configurado un número determinado de repeticiones variando el valor loops. 
Respecto al segundo movimiento complejo, podemos observar que se repite dos veces 
(loops=2), y que utiliza la variable “a” declarada anteriormente. Ésta es utilizada para controlar el 
flujo de programa, como parte del elemento condicional. Así, hará que en la primera iteración 
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entre en la parte “true” del condicional (alzando la mano izquierda) y en la siguiente iteración 
entre en la parte “false” (alzando la mano derecha). Se ha utilizado un Delay entre el alzamiento 
de un brazo y la vuelta a su posición estándar, de esta forma mantenemos la postura del robot 
durante un instante (Delay=7).  
Por supuesto, aunque no quede visualizado en la figura, se habrían introducido, en la vista 
Properties, los valores angulares que definen cada movimiento simple (atributos Servo Angle 
00,… ,Servo Angle 21). 
 
Figura 50: Sincronización entre el editor gráfico y el Tree Editor 
 
Figura 51: Representación de la coreografía de ejemplo 
Para la asignación del valor 1 a la variable “a” es necesario utilizar el Tree Editor dado que las 
expresiones no pueden ser definidas utilizando la herramienta gráfica. Por ello se debe navegar 
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por el modelo en el Tree Editor hasta encontrar el correspondiente elemento VarAssigment, tras 
ello, en la vista Properties, debemos rellenar el campo variable seleccionando la variable “a”. 
Para asignarle el valor 1, se deberá pulsar con el botón derecho sobre VarAssigment y 
seleccionar New Child à Constant para crear una nueva constante a la que configuraremos con 
el valor 1.  
En el caso de la creación del condicional, una vez dibujado habrá que crear dos CodeBlocks, 
uno en el rectángulo superior del condicional, este será el referido a la parte true. Y otro en el 
rectángulo inferior, referido a la parte false. Una vez creados ya se podrá ir introduciendo 
movimientos dentro de ellos.  Además, para la parte de la condición, será necesario, como 
anteriormente en el caso de la asignación de la variable, acceder al Tree Editor. En este caso la 
expresión que debemos crear es “a=1”, navegamos por el Tree Editor hasta hallar el elemento 
Conditional, pulsamos el botón derecho sobre él y seleccionamos New Child y el tipo de 
asignación entre los dos operandos, en este caso es igual (Equal). En el siguiente paso 
configuramos los parámetros de dicha operación. Para ello, creamos sobre el elemento Equal 
dos operandos (Equal->New Child->Operand1 y Equal->New Child->Operand2), uno de ellos 
asociado con la variable y el otro con la constante. 
Por último remarcar que siempre será necesario el acceso al Tree Editor en el caso de la 
asignación de variables y para la introducción de la condición de un Conditional. En una futura 
versión se podría integrar GMF con Xtext de forma que se pudiese escribir “a=2” en el mismo 
editor gráfico y la asignación quedase hecha en el Tree Editor, ahorrando así tener que hacerlo a 
mano como se ha explicado. 
4.3.3. Validación del modelo  
La herramienta gráfica de modelado que se ha creado incorpora facilidades de validación, 
accionada de forma manual por el usuario tras el diseño del modelo, que permiten comprobar si 
un modelo es o no correcto de acuerdo al meta-modelo y a las restricciones OCL adicionales 
añadidas en el editor. Por tanto, cuando se ha terminado de realizar la coreografía debe 
validarse para comprobar que no incumple ninguna de las restricciones definidas, para ello 
accedemos a EditàValidate, si se detecta algún error, los elementos que incumplen alguna de 
las reglas son marcados gráficamente con un círculo rojo y una cruz, además quedan registrados 
en la vista Problems.  
La figura 52 ilustra la validación de un modelo, en concreto, se trataría de un incumplimiento de 
las reglas OCL que impiden el auto-referenciado, la falta de un movimiento final y la entrada de 
mas de un enlace “incoming” a un nodo. 
 
Figura 52: Errores de validación detectados por la herramienta          
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4.4. Generación de un modelo de código RoboBASIC desde la coreografía 
Para lanzar la generación automática del modelo RoboBASIC desde un modelo HuRoME+ 
creado y validado, se siguen los siguientes pasos: 
1. Copiamos el modelo (archivo *.hurome) y lo movemos a la carpeta llamada model 
localizada en el proyecto HuRoME (primera instancia de la aplicación Eclipse). 
2. Abrimos la ventana Run Configurations (seleccionando RunàRun Configurations). Véase 
la figura 53. En esta ventana se crea una nueva configuración haciendo doble clic en 
ALT Transformation de la lista (sólo en el caso de que no exista ya una instancia creada) y 
escribimos la ruta de los meta-modelos y modelos de entrada y salida necesarios para 
realizar la transformación. Finalmente pulsamos Run. 
3. Aparecerá un fichero de salida con la transformación realizada del modelo de HuRoME al 
modelo de RoboBASIC. Recordad que la configuración de la ruta de salida se especifica 
en el punto 2. 
4. El último punto es la serialización del modelo (.xmi) obtenido anteriormente al modelo 
RoboBASIC (.bas). Para ello vamos de nuevo a Run Configurations y en esta ventana se 
crea una nueva configuración haciendo doble clic en Java Applicantion (sólo en el caso de 
que no exista ya una instancia creada). Véase la figura 54, en ella se especifica la ruta del 
archivo de serialización de modelos (Xmi2Bas). Finalmente pulsamos Run. 
5. Aparecerá un fichero de salida con el código del programa ya en lenguaje RoboBASIC, 
Código/Coreografía.bas. Recordad que la configuración de la ruta de entrada y salida se 
especifica dentro del archivo de serialización.  
Continuando con el ejemplo iniciado en la sección anterior, la figura 55 muestra los resultados de 
la transformación a código del modelo diseñado. 
 
Figura 53: Ventana Run Configurations con la transformación ATL seleccionada  
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Figura 54: Ventana Run Configurations con serialización seleccionada	  	  
 
Figura 55: Código generado	  
4.5. Generación de un modelo de coreografía desde código RoboBASIC 
De forma similar a lo que se hizo con el editor gráfico de modelos, se deberá arrancar una 
segunda aplicación Eclipse para ejecutar el plug-in correspondiente al editor textual 
implementado con Xtext. Una vez abierta esta nueva instancia, se crea un proyecto General y 
tras ello, un nuevo archivo con extensión *.bas. Esta extensión será reconocida y, por lo tanto, 
aparecerá el editor textual de código RoboBASIC. La figura 56 muestra el editor textual diseñado 
para realizar el proceso de reingeniería desde código RoboBASIC. Puede apreciarse que las 
palabras clave especificadas en la gramática del lenguaje son reconocidas y resaltadas. 
Además, la aplicación permite realizar un chequeo sintáctico a la vez que se escribe el código. 
Notar que la sentencia “Unknown_sentence” no es reconocida por el validador y quedaría 
marcada con un símbolo de error y registrada en la vista Problems.  
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El código que aparece en la figura 56 (exceptuando la última línea) ha sido copiado y pegado en 
el editor de forma directa. Es un mero ejemplo en el que se declara y inicializa una variable y en 
función del valor de esta entra en una parte del condicional o en otra, por ultimo realiza 8 veces 
un movimiento complejo que se compone de dos movimientos simples.  
 
Figura 56: Editor textual de HuRoME generado con Xtext 
Como se comentó en el capítulo anterior, este código realmente representa un modelo conforme 
al meta-modelo que Xtext infiere de la gramática del lenguaje. Así, a medida que se escribe el 
código en el editor, se almacena una representación del modelo en memoria. Para poder utilizar 
este modelo en el flujo de transformaciones de HuRoME+ es necesario obtener un archivo con 
formato XMI. Los pasos a seguir para la serialización y las transformaciones necesarias son los 
siguientes: 
1. En primer lugar, copiamos el archivo .bas en el que hemos descrito la coreografía del 
segundo al primer Eclipse. 
2. A continuación debemos hacer la serialización del modelo RoboBASIC (.bas) al formato 
XMI (.xmi). Para ello vamos a Run Configurations y en esta ventana se crea una nueva 
configuración haciendo doble clic en Java Applicantion (sólo en el caso de que no exista 
ya una instancia creada). Véase la figura 57, en ella se especifica la ruta del archivo de 
serialización de modelos (Bas2Xmi). Finalmente pulsamos Run. 
3. Aparecerá un fichero de salida con la serialización realizada en 
HuRoME/model/Coreo.xmi. Recordad que la configuración de la ruta de entrada y salida 
se especifica en el propio código de la serialización. La configuración actual obliga a que 
el nombre del archivo de entrada sea Coreo.bas, siendo el de salida Coreo.xmi. 
En la figura 58 puede verse el modelo obtenido desde código RoboBASIC de la figura 56, 
este modelo sería conforme al meta-modelo generado por Xtext. 
4. El siguiente paso, es realizar la transformación ATL para pasar los modelos expresados 
conforme al meta-modelo de RoboBASIC a modelos de coreografías de HuRoME+. Para 
ello, abrimos la ventana Run Configurations (seleccionando RunàRun Configurations). 
Véase la figura 59. En esta ventana se crea una nueva configuración haciendo doble clic 
en ALT Transformation de la lista (sólo en el caso de que no exista ya una instancia 
creada) y escribimos la ruta de los meta-modelos y modelos de entrada y salida 
necesarios para realizar la transformación. Finalmente pulsamos Run. 
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La transformación se podrá encontrar en HuRoME/M2M-1/CoreoOut.xmi tal y como 
habíamos especificado anteriormente. 
5. Para obtener su representación gráfica debemos llevarnos este archivo al segundo 
Eclipse, puesto que es aquí donde se ejecuta el editor gráfico. Una vez copiado, 
renombramos el archivo y le cambiamos la extensión .xmi por .hurome. 
Tras ello, seleccionar el fichero y desplegar su menú contextual haciendo clic sobre la 
opción “Inicialize hurome_diagram diagram file”, ésta generará forma automática el fichero 
*.hurome_diagram. En la figura 60 puede verse el modelo del ejemplo en sus distintas 
representaciones. 
                
         Figura 57: Ventana Run Configurations con serialización seleccionada 
                    
   Figura 58: Modelo tras el proceso de serialización 
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Figura 59: Ventana Run Configurations con transformación ATL seleccionada 
 
Figura 60: Modelo final tras la transformación ATL 
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CAPÍTULO V 
Conclusiones y líneas de trabajo futuras 
  
En este capítulo se exponen las conclusiones más relevantes del Proyecto alcanzadas durante 
su realización. Para terminar, se introducen algunas posibles líneas de trabajo futuras. 
5.1. Conclusiones 
A lo largo del desarrollo de este Proyecto se han alcanzado varias conclusiones, entre las que 
cabe destacar las siguientes: 
ü Se ha conseguido una mejora del lenguaje existente en HuRoME, añadiendo control de 
flujo, declaración y uso de variables y constantes, y definición de expresiones lógico-
aritméticas dotando al lenguaje de una mayor capacidad para la definición de 
coreografías más complejas. 
ü Se ha creado un nuevo meta-modelo para soportar las características nuevas que 
implementa el lenguaje. 
ü Al enriquecer el lenguaje de coreografías se ha hecho necesario que la traducción a 
código fuese a lenguaje RoboBASIC y no RoboScript como en HuRoME. 
ü Se ha implementado un nuevo editor gráfico utilizando el framework GMF en el que se 
ha incluido una nueva sintaxis concreta al lenguaje, resultando una herramienta intuitiva 
y amigable para el usuario.  
ü Se ha implementado un editor textual de modelos RoboBASIC utilizando la herramienta 
Xtext. Para ello, se ha considerado un subconjunto de las sentencias definidas en dicho 
lenguaje. 
ü Se ha realizado transformaciones de HuRoME+ a RoboBASIC (en ambos sentidos) con 
ATL. De modo que a diferencia de la versión de HuRoME, sólo se han considerado 
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transformaciones modelo-a-modelo dado que se ha modelado el RoboBASIC conforme 
a un meta-modelo. 
O Como una de las mayores dificultades del Proyecto cabe mencionar la escasa 
documentación sobre las herramientas empleadas para DSDM en Eclipse, así como su 
aprendizaje. 
O Tal y como se ha mencionado anteriormente, no se ha modelado la especificación 
completa del lenguaje RoboBASIC, sino que sólo se ha tenido en cuenta las sentencias 
necesarias para definir condicionales, variables, constantes y expresiones lógico-
aritméticas. Así, quedan sentencias no contempladas que nos hacen perder flexibilidad, 
por ejemplo no se modelan los sensores. 
O  En la versión actual de HuRoME+ todo el flujo de transformaciones es dirigido de forma 
manual por el usuario a través del manejo directo de los proyectos, con el consiguiente 
trasiego de ficheros y la necesidad de conocer algunos detalles del entorno Eclipse.  
5.2. Líneas de Trabajo Futuras 
En este apartado se incluyen algunas posibles extensiones y mejoras que consideramos que 
sería interesante abordar de cara al desarrollo de futuras versiones de HuRoME+. 
! Integración de todas las herramientas desarrolladas, evitando así la dificultad de tener 
que manejar las transformaciones manualmente. 
! Extensión del lenguaje para que soporte más sentencias de RoboBASIC, mejorando así 
la expresividad de la herramienta. 
! Integración de Xtext en el editor GMF, de forma que no se tenga que acceder al Tree 
Editor para definir asignaciones y comparaciones. Por ejemplo, para permitir que desde 
el editor gráfico pueda especificarse una relación como “a=1”, donde a la variable “a” se 
le asigna una constante de valor 1. 
! Definición de librerías de movimientos para aportar el concepto de reutilización y facilitar 
la tarea de diseño. Esta perspectiva, admitiría por ejemplo, que una vez definido un 
movimiento de tipo ComplexMovement, pueda ser instanciado múltiples veces en 
distintos modelos sin tener que reeditar en cada momento dicho movimiento. 
! Inclusión del concepto de concurrencia en el diagrama de HuRoME+, nos permitiría la 
posibilidad de definir más de un movimiento a la vez. Es decir que en un mismo instante, 
por ejemplo, levantase una mano y moviese un pie. Para ello, debería verificarse que los 
movimientos no son conflictivos, no podría permitirse por ejemplo definir en un mismo 
instante de tiempo dos movimientos diferentes sobre el mismo servomotor. 
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 ANEXO I 
Restricciones OCL 
 
 
A continuación definimos las restricciones OCL necesarias para que los modelos queden 
perfectamente definidos, se estructuran en función de a la clase del meta-modelo a la que va 
destinada. 
 
• Class SequenceLink: 
 
Restricción ReflexiveConn_rule: Un SequenceLink no puede tener al mismo Nodo como 
fuente y destino, es decir, no se pueden realizar conexiones reflexivas. 
Restricción DifferentOwnerLink: Un SequenceLink no puede conectar dos Nodos que 
estén contenidos en distintos ComplexMovement. 
 
 
Bloque de código 19: Especificación del elemento SequenceLink 
class SequenceLink 
{ 
 invariant ReflexiveConn_rule:  
  self.source <> self.target; 
 invariant DifferentOwnerLink:  
  self.source.owner = self.target.owner; 
 attribute comment : String[?]; 
 property source#outgoing : Node[1]; 
 property target#incoming : Node[1]; 
} 
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• Class Conditional: 
 
Restricción ConditionalIfMustBeContaimentOnlyCodeBlocks: Un Conditional en su 
contenedor if sólo puede contener CodeBlocks. Sólo uno, esto queda reflejado en el meta-
modelo. 
Restricción ConditionalNodesRequireOneOutgoingSequenceLink: El nodo Conditional 
debe tener 1 y sólo 1 salida. 
Restricción ConditionalNodesRequireOneIncomingSequenceLink: Al nodo Conditional 
debe llegarle un SequenceLink. 
Restricción ConditionalNodesRequireAtLeastOneRelationalOp: El nodo Conditional 
requiere al menos un RelationalOp, que es la clase que permite relacionar/comparar una 
variable con una constante o dos variables. Las posibles opciones que da RelationalOp son: 
Less (<), Equal (=), LessOrEqual(<=), Greater(>) y GreaterOrEqual(>=).  
Restricción ConditionalElseMustBeContaimentOnlyCodeBlocks: Un Conditional en su 
contenedor else sólo puede contener CodeBlocks. Sólo uno, esto queda reflejado en el 
meta-modelo. 
 
 
Bloque de código 20: Especificación del elemento Conditional 
• Class VarAssigment: 
 
Restricción VarAssignmentNodesRequireOneIncoming: VarAssigment debe tener al 
menos una entrada. 
Restricción VarAssignmentNodesRequireOneOutgoing: VarAsigment debe tener una y 
sólo una salida. 
Restricción CannotExistsRelationalOp: No puede contener un RelationalOp. 
 
Bloque de código 21: Especificación del elemento VarAssigment 
class Conditional extends Node{ 
 invariant ConditionalIfMustBeContaimentOnlyCodeBlocks:  
  self.if_true->select(s | s.oclIsTypeOf(Loop))->size()=0; 
 invariant ConditionalNodesRequireOneOutgoingSequenceLink:  
  self.outgoing->size()=1; 
 invariant ConditionalNodesRequireOneIncomingSequenceLink:  
  self.incoming->size()=1; 
 invariant ConditionalNodesRequireAtLeastOneRelationalOp:  
  self.term->exists(r | r.oclIsKindOf(RelationalOp)); 
 invariant ConditionalElseMustBeContaimentOnlyCodeBlocks:  
  self.else_false->notEmpty() implies self.else_false->select(s |  
                 s.oclIsTypeOf(Loop))->size()=0; 
 property if_true#if_owner : CodeBlock[1] { composes }; 
 property else_false#else_owner : CodeBlock[?] { composes }; 
 property term : Term[1] { composes };} 
class VarAssigment extends Node{ 
 invariant VarAssignmentNodesRequireOneIncoming:  
  self.incoming->size()=1; 
 invariant VarAssignmentNodesRequireOneOutgoing:  
  self.outgoing->size()=1; 
 invariant CannotExistsRelationalOp:  
  not(self.term->exists(r | r.oclIsKindOf(RelationalOp))); 
 property variable : VarDeclaration[1]; 
 property term : Term[1] { composes };} 
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• Class VarDeclaration: 
 
Restricción VarDeclarationNodesRequireOneIncomingSequenceLink: A VarDeclaration 
le debe llegar un SequenceLink como incoming. 
Restricción VarDeclarationNodesRequireOneOutgoingSequenceLink: De 
VarDeclaration sólo puede salir un SequenceLink. 
 
Bloque de código 22: Especificación del elemento VarDeclaration 
 
• Class SetSpeed: 
 
Restricción SetSpeedNodesRequireOneOutgoingSequenceLink: Sólo puede salir un 
SequenceLink desde SetSpeed. 
Restricción SpeedValueGreaterThan0AndSmallerThan16: El valor del atributo value debe 
estar entre 1 y 15, ambos incluidos. 
Restricción SetSpeedNodesRequireOneIncomingSequenceLink: SetSpeed debe tener 
un SequenceLink de entrada. 
 
Bloque de código 23: Especificación del elemento Class SetSpeed 
 
• Class Delay: 
 
Restricción NoNegativeDelayValue: El valor de la clase Delay no puede ser negativo. 
Restricción DelayNodesRequireOneOutgoingSequenceLink: Sólo puede haber un 
SequenceLink de salida desde un nodo Delay. 
Restricción DelayNodesRequireOneIncomingSequenceLink: Delay debe tener un enlace 
de entrada. 
class VarDeclaration extends Node 
{ 
 invariant VarDeclarationNodesRequireOneIncomingSequenceLink:  
  self.incoming->size()=1; 
 invariant VarDeclarationNodesRequireOneOutgoingSequenceLink:  
  self.outgoing->size()=1; 
 attribute defaultValue : String[?]; 
 attribute type : VariableType[1]; 
 attribute name : String[1]; 
} 
class SetSpeed extends Node 
{ 
 invariant SetSpeedNodesRequireOneOutgoingSequenceLink:  
  self.outgoing->size()=1; 
 invariant SpeedValueGreaterThan0AndSmallerThan16:  
  self.value>=1 and self.value<=15; 
 invariant SetSpeedNodesRequireOneIncomingSequenceLink:  
  self.incoming->size()=1; 
 attribute value : ecore_0::EInt[1]; 
} 
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Bloque de código 24: Especificación del elemento Delay 
 
• Class InitialPseudoMovement: 
 
Restricción InitialPseudoMovementsCannotHaveIncomingSequenceLink: Ya que es el 
movimiento de inicio no puede tener enlaces de entrada (supondría un movimiento anterior). 
Restricción InitialPseudoMovementsRequireOneOutgoingSequenceLink: Debe tener al 
menos un SequenceLink como outgoing. 
 
 
Bloque de código 25: Especificación del elemento InitialPseudoMovement 
 
• Class FinalPseudoMovement: 
 
Restricción FinalPseudoMovementsRequireAtLeastOneIncomingSequenceLink: Debe 
tener al menos un SequenceLink como incoming. 
Restricción FinalPseudoMovementsCannotHaveOutgoingSequenceLinks: Dado que 
ésta clase es la que “cierra” una coreografía, no debe tener enlace de salida (supondría un 
movimiento posterior). 
 
Bloque de código 26: Especificación del elemento FinalPseudoMovement 
 
• Class SimpleMovement: 
 
Restricción AllServoAngleValuesSmallerThan190: El ángulo del movimiento de los 
servomotores debe ser menor o igual que 190. 
class Delay extends Node 
{ 
 invariant NoNegativeDelayValue:  
  self.value>=0; 
 invariant DelayNodesRequireOneOutgoingSequenceLink:  
  self.outgoing->size()=1; 
 invariant DelayNodesRequireOneIncomingSequenceLink:  
  self.incoming->size()=1; 
 attribute value : ecore_0::EInt[1]; 
} 
 
class InitialPseudoMovement extends Node 
{ 
 invariant InitialPseudoMovementsCannotHaveIncomingSequenceLink:  
  self.incoming->isEmpty(); 
 invariant InitialPseudoMovementsRequireOneOutgoingSequenceLink:  
  self.outgoing->size()=1; 
} 
 
class FinalPseudoMovement extends Node 
{ 
 invariant FinalPseudoMovementsRequireAtLeastOneIncomingSequenceLink:  
  self.incoming->size()>=1; 
 invariant FinalPseudoMovementsCannotHaveOutgoingSequenceLinks:  
  self.outgoing->isEmpty(); 
} 
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Restricción AllServoAngleValuesGreaterThan10: El ángulo del movimiento de los 
servomotores debe ser mayor o igual que 10. 
Restricción SimpleMovementsRequireOneIncomingSequenceLink: Un SimpleMovement 
debe tener un SequenceLink a su entrada. 
Restricción SimpleMovementsRequireOneOutgoingSequenceLink: Un SImpleMovement 
debe tener sólo un SequenceLink a su salida. 
 
 
Bloque de código 27: Especificación del elemento SimpleMovement 
 
• Class CodeBlock: 
 
Restricción CodeBlocksRequireOneInitialPseudoMovement: Todo CodeBlock debe 
contener un y sólo un InitialPseudoMovement. 
Restricción InternalCodeBlocksRequireOneIncomingSequenceLink: Todo CodeBlock 
que no sea canvas debe tener un SequenceLink como incoming. 
Restricción InternalCodeBlocksRequireOneOutgoingSequenceLink: Todo CodeBlock 
que no sea canvas debe tener sólo un outgoing. 
Restricción CodeBlocksRequireOneFinalPseudoMovement: Un CodeBlock debe 
contener un FinalPseudoMovement. 
Restricción 
CodeBlocksRequireAtLeastOneNodeDifferentFromInitialAndFinalPseudoMovements: 
Un CodeBlock debe contener al menos un nodo que no sea Initial ni FinalPseudoMovement, 
de no ser así no tendría sentido la creación de este.  
Restricción NotIncomingAndOutgoingRequired: Un CodeBlock cuyo padre sea un 
Conditional no debe tener ni entradas (incoming) ni salidas (outgoing). 
class SimpleMovement extends Node 
{ 
 invariant AllServoAngleValuesSmallerThan190:  
  self.servoAngle_00<=190 and self.servoAngle_01<=190 and 
self.servoAngle_02<=190 … and self.servoAngle_23<=190; 
 invariant AllServoAngleValuesGreaterThan10:  
  self.servoAngle_00>=10 and self.servoAngle_01>=10 and self.servoAngle_02>=10 
… and self.servoAngle_23>=10; 
 invariant SimpleMovementsRequireOneIncomingSequenceLink:  
  self.incoming->size()=1; 
 invariant SimpleMovementsRequireOneOutgoingSequenceLink:  
  self.outgoing->size()=1; 
attribute servoAngle_00 : ecore_0::EInt[1] = '100'; 
attribute servoAngle_01 : ecore_0::EInt[1] = '100'; 
 . 
 .  
 . 
attribute servoAngle_23 : ecore_0::EInt[1] = '100'; 
attribute ptpall : Boolean[?]; 
} 
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Bloque de código 28: Especificación del elemento CodeBlock 
• Class Loop: 
 
Restricción LoopCannotHaveALoopsValueLessThanOne: El valor de las repeticiones 
para crear bucles con un Loop no puede ser negativo o menor que uno. 
 
Bloque de código 29: Especificación del elemento Loop 
 
class CodeBlock extends Node 
{ 
 invariant InternalCodeBlocksRequireOneIncomingSequenceLink:  
  self.owner->notEmpty() implies self.incoming->size()=1; 
 invariant CodeBlocksRequireOneFinalPseudoMovement:  
  self->select(n|n.oclIsTypeOf(Loop))->isEmpty() implies self.nodes-
>select(n|n.oclIsTypeOf(FinalPseudoMovement))->size()=1; 
 invariant NotIncomingAndOutgoingRequired:  
  self.if_owner->notEmpty() implies self.incoming->isEmpty() and self.outgoing-
>isEmpty(); 
 invariant CodeBlocksRequireAtLeastOneNodeDifferentFromInitialAndFinalPseudoMovements:  
  self.nodes->select(n|not(n.oclIsTypeOf(FinalPseudoMovement) and 
not(n.oclIsTypeOf(InitialPseudoMovement))))->size()>=1; 
 invariant InternalCodeBlocksRequireOneOutgoingSequenceLink:  
  self.owner->notEmpty() implies self.outgoing->size()=1; 
 invariant CodeBlocksRequireOneInitialPseudoMovement:  
  self.nodes->select(r|r.oclIsTypeOf(InitialPseudoMovement))->size()=1; 
 property links : SequenceLink[2..*] { composes }; 
 property nodes#owner : Node[2..*] { composes }; 
 property if_owner#if_true : Conditional[?]; 
 property else_owner#else_false : Conditional[?]; 
} 
 
class Loop extends CodeBlock 
 { 
  invariant LoopCannotHaveALoopsValueLessThanOne:  
   self.owner->notEmpty() implies self.loops>=1; 
  attribute loops : ecore_0::EInt[1]; 
 } 
