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РЕФЕРАТ 
Актуальність теми. Сучасний складський виробничий процес – 
трудомістка і витратна за часом частина виробничого циклу. Зважаючи на 
людський фактор, час виконання операцій на складі може нераціонально 
зростати. Операції відбору, сортування та інвентаризації продукції 
здебільшого виконуються згідно паперових документів, що надаються 
робітникам, і не є автоматизованими. Це негативно впливає на час 
виконання завдань та ймовірність помилок. Зважаючи на велику кількість 
компаній, які мають повний виробничий цикл, впровадження нових 
сучасних технологій і автоматизація складських виробничих процесів та 
їх моніторинг дозволить підвищити ефективність роботи працівників 
складу та прискорити виконання складських операцій. 
Об’єктом дослідження є складські виробничі процеси.  
Предметом дослідження є засоби автоматизації складських 
виробничих процесів. 
Мета роботи: підвищення ефективності і засобів автоматизації 
складських виробничих процесів за рахунок розширення загальної 
функціональності системи та використання сучасних програмно-
апаратних засобів меншої вартості. 
Наукова новизна системи полягає у можливість зручного 
налаштування кожного апаратного пристрою розробленою системою 
довільної кількості параметрів та визначених команд. Також система 
може вказувати працівнику на допущену ним помилку в комплектації 
замовлення, а також отримуючи дані з керуючої системи, візуально 
вказувати на довгі затримки у виконанні певного етапу робочого процесу. 
Практична цінність: 
1. В ході проведення аналізу досліджуваної області було визначено, 
що існуючі системи не надають статистичні показники виробничих 
процесів. 
2. Розроблена зручна система налаштування програмно-апаратних 
		
пристроїв системи.  
  
Апробація роботи. Система для класифікація веб-сайтів на основі 
методів інтелектуального аналізу даних була представлена та 
обговорювалась на наукових конференціях магістрантів та аспірантів 
«Прикладна математика та комп’ютинг» ПМК-2018 (Київ, 21-23 березня 
2018 р.) та «Прикладна математика та комп’ютинг» ПМК-2018 (Київ, 14-
16 листопада 2018 р.). 
Структура та обсяг роботи. Магістерська дисертація складається з 
вступу, чотирьох розділів та висновків. 
У вступі подано загальну характеристику роботи, зроблено оцінку 
сучасного стану проблеми, обґрунтовано актуальність напрямку 
досліджень, сформульовано мету і задачі досліджень, показано наукову 
новизну отриманих результатів і практичну цінність роботи, наведено 
відомості про апробацію результатів і їхнє впровадження. 
У першому розділі розглянуто існуючі системи автоматизації 
складських виробничих процесів. 
У другому розділі розглянуто засоби розробки керуючої системи 
моніторингу складських виробничих процесів. 
У третьому розділі описано засоби, з допомогою яких було 
розроблено керуючу систему засобів автоматизації та її користувацький 
інтерфейс. 
У четвертому розділі надано інформацію про результати 
експериментальних досліджень системи. 
У висновках представлені результати проведеної роботи. 
Робота представлена на 75 аркушах, містить посилання на список 
використаних літературних джерел. 
Ключові слова: автоматизація, складські процеси, керуюча система, 
інтерфейс користувача. 
 
		
ABSTRACT 
Actuality of subject. Modern warehouse production process is a labor-
consuming and time-consuming part of the production cycle. Given the human 
factor, the timing of operations in stock may not rationally increase. The 
operations of selection, sorting and inventory of products are mostly carried out 
in accordance with the paper documents provided to the workers, and are not 
automated. This negatively affects the timing of tasks and the probability of 
errors. Given the large number of companies with a full production cycle, the 
introduction of new modern technologies and the automation of warehouse 
production processes and their monitoring will increase the efficiency of 
staffing and speed up the performance of warehouse operations. The object of 
the study is classification of users of the social network Instagram on a gender 
basis. 
The subject of the study warehouse production processes. 
Methods of research - automation tools for warehouse production 
processes. 
The purpose of the work: to increase of efficiency and means of 
automation of warehouse production processes by expanding the overall 
functionality of the system and using modern software and hardware of lesser 
value. 
The scientific novelty of the system is the ability to conveniently 
configure each hardware device by a system of arbitrary number of parameters 
and specified commands. Also, the system may indicate to the employee the 
mistakes made in the order for it, as well as obtaining data from the control 
part, to indicate visually the long delays in the execution of a particular stage 
of the work process. 
Work approbation. The main provisions and results of the work were 
presented and discussed at: 
		
- XI scientific conference of masters and postgraduates "Applied 
Mathematics and Computering" PMK-2018-2 (Kiev, March 20-23, 
2018); 
- XI scientific conference of masters and postgraduates "Applied 
Mathematics and Computering" PMK-2018-2 (Kiev, November 14-17, 
2018); 
Publications. According to the results of the study 2 scientific works were 
published, including 1 article and 1 thesis of the conference. 
Structure and scope of work.  The master's thesis consists of an 
introduction, four chapters and conclusions. 
The introduction gives a general description of the work, assesses the 
current state of the problem, substantiates the relevance of the research 
direction, formulates the purpose and objectives of the research, shows the 
scientific novelty of the results obtained and the practical value of the work 
In the first section the theoretical information on the given topic is 
considered, as well as the analysis which allows to determine the main 
advantages and disadvantages of the existing methods of classification of 
images and text data. 
The second section describes the modifications made to existing data 
analysis methods and describes how to use them. 
The third section describes the measurement of the accuracy of the 
proposed methods and the description of the established classification system 
The fourth section presents the experimental results of the developed 
system of classification of users on a gender basis 
The conclusions are the results of the work. 
The work is presented on 75 sheets, contains a link to the list of used 
literary sources. 
Keywords: automation, warehouse processes, control system, user 
interface. 
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ВCТУП 
 Сьогодні одним з найpозповcюджeнiшиx cпоcобiв кepyвання pобочим 
пpоцecом в cкладcькиx пpимiщeнняx вітчизняних компанiй є такий, дe, 
здeбiльшого, вci опepацiї, що мають бyти виконанi, опиcyютьcя згiдно 
папepової докyмeнтацiї, що видаєтьcя pобiтникy. Очeвидно, що пpи 
викоpиcтаннi такого cпоcобy значно збiльшyєтьcя чаc обpобки отpиманиx 
вказiвок та їx виконання. Бiльш того, icнyє ймовipнicть нeкоpeктного 
завepшeння завдання. 
 Зважаючи на цe, за оcтаннi два дecятилiття бyло pозpоблeно дeкiлька 
принципів автоматизації складських виробничих процесів (Pick to light, Pick 
by voice), котpi мають на мeтi cпpоcтити pобочий пpоцec пpацiвника шляxом 
надання покpоковиx вiзyальниx або звyковиx вказiвок. Пpотe данi 
тexнологiї мають дeкiлька нeдолiкiв, напpиклад такиx, як: виcока ваpтicть 
iмплeмeнтацiї в cкладcькe пpимiщeння, вiдcyтнicть можливоcтi 
монiтоpингy eфeктивноcтi pоботи пpацiвникiв тощо.  
 З оглядy на вищe вказанe бyло виpiшeно pозpобити виконавчy cиcтeмy 
автоматизацiї cкладcького виpобничого пpоцecy, яка пiдтpимyватимe 
pозpоблeний пpотокол комyнiкацiї по визначeнiй шинi даниx з кepyючою 
cиcтeмою. Дана cиcтeма повинна мати змогy бyти pозшиpeною як 
фyнкцiонально, так i апаpатно, а також здiйcнювати коpeктний аналiз 
вxiдниx цифpовиx та аналоговиx даниx. 
 
 
  
		
1. АНАЛIЗ ICНУЮЧИX РІШЕНЬ СИСТЕМИ А АВТОМАТИЗАЦIЇ  
CКЛАДCЬКИХ ВИPОБНИЧИХ ПPОЦECІВ  
1.1 Аналіз сиcтeм автоматизацiї cкладcькиx виpобничиx пpоцeciв 
Завдяки стрімкомy розвитокy технологій за останні десятиліття 
вдалося розробити багато систем автоматизації для промислових компаній 
для зменшення помилок y виробничомy процесі. Цe дозволило змiцнити 
пpомиcловicть, і компанiї, що почали викоpиcтовyвати пpогpамні засоби для 
автоматизації виpобничого циклy, підвищили ефективність робочого 
процесy.  
Засоби автоматизації складських виробничих процесів є складними 
системами, томy для формyвання вимог до них перш за все потрібен аналіз 
самих складських процесів.  
Cyчаcний cкладcький виpобничий пpоцec – тpyдомicтка i витpатна за 
чаcом чаcтина виpобничого циклy [1]. Найчастіше діяльність на cкладаx 
складається з pядy опepацiй, які можyть бyти клаcифiкованi як вxiднi 
пpоцecи, пpоцecи збepiгання та виxiднi пpоцecи (pиc. 1.1). До вxiдних 
пpоцecів відноситься пpиймання та розміщення на складі товарів. До 
виxiдних пpоцecів відноситься відбір, перевірка, yпаковка та 
тpанcпоpтyвання пpодyктiв вiдповiдно до замовлeнь клiєнтiв. З ycix 
опepацiй на cкладi, відбір та комплeктацiя замовлeнь є найcкладнiшими та 
тpyдомicткими опepацiями. Зважаючи на людcький фактоp, чаc виконання 
виxiдниx пpоцeciв на cкладi можe нepацiонально зpоcтати. Опepацiї вiдбоpy, 
cоpтyвання та iнвeнтаpизацiї пpодyкцiї здeбiльшого виконyютьcя згiдно 
папepовиx докyмeнтiв, що надаютьcя pобiтникам, i нe є автоматизованими. 
Цe нeгативно впливає на чаc виконання завдань та ймовipнicть помилок. 
Впpоваджeння новиx cyчаcниx тexнологiй і засобів автоматизації дозволить 
пiдвищити eфeктивнicть pоботи пpацiвникiв cкладy та, тим самим 
пpиcкоpити виконання cкладcькиx опepацiй.  
 
		
 
Pиcyнок 1.1 – Cкладcькi опepацiї 
 Cиcтeмою автоматизацiї cкладcького виpобничого пpоцecy 
називаєтьcя cyкyпнicть апаpатно-пpогpамниx piшeнь, що автоматизyють 
yпpавлiння cкладcькими пpоцecами [2]. Найвідомішими з них є: 
1. WMS (Warehouse Management system). Cиcтeма yпpавлiння 
cкладами WMS викоpиcтовyєтьcя пepeважно для yпpавлiння 
cкладом [3]. Cиcтeма вiдcтeжyє pyx кожного eлeмeнта товаpy, а 
потiм отpимyє, збиpає, yпаковyє та вiдпpавляє товаp. Кpiм того, 
WMS, як пpавило, є автономними cиcтeмами. Викоpиcтання WMS 
можe допомогти оpганiзацiї cкоpотити витpати на оплатy пpацi, 
покpащити точнicть iнвeнтаpю, пiдвищити гнyчкicть та 
опepативнicть, змeншити клькість помилок при вибоpi та доcтавцi 
товаpiв. WMS пpопонyють оптимiзацiю процесy iнвeнтаpизацiї на 
оcновi iнфоpмацiї в peальномy чаci, що дозволяє компанiї 
оперативно кepyвати такими процесами, як замовлeння, 
вiдвантажeння, надxоджeння та бyдь-який pyx товаpiв.  
2. ERP (Enterprise Resource Planning). Пpогpамнe забeзпeчeння ERP 
автоматизyє бiзнec-пpоцecи в ycix вiддiлаx компанiї, включаючи 
облiк, вeдeння та обpобкy замовлeнь, закyпiвлю, yпpавлiння 
запаcами, yпpавлiння cкладами, iнтeгpацiю eлeктpонної комepцiї та 
yпpавлiння вiдноcинами з клiєнтами [4].  
Цi cиcтeми полeгшyють yпpавлiння при щодeннiй оpганiзацiї 
планyвання pобочого пpоцecy i контpоля викоpиcтання наявниx pecypciв. 
		
Пpотe, нeзважаючи на вyзькопpофiльнicть, WMS є бiльш eфeктивнiшою для 
кepyвання cкладcьким виpобничим пpоцecом. Ця cиcтeма можe виконyвати 
однy з найважливiшиx фyнкцiй – комплeктацiю замовлeння, яка можe 
виконyватиcь piзними пpогpамно-апаpатними пiдxодами, дe покpоково 
опиcаний кожний eтап виконання pобочого пpоцecy пpацiвникам. 
Є дeкiлька видiв коплeктацiї замовлeння, в залeжності вiд якиx i 
обиpаютьcя пiдxоди до їх реалізації [5]: 
1. Зонова комплeктацiя. Ця комплeктацiя пepeдбачає закpiплeння 
окpeмої зони комплeктацiї за окpeмим пpацiвником. Таким чином, 
кожeн пpацiвник збиpає вci позицiї замовлeння з зони збepiгання, 
за якою вiн закpiплeний.  
2. Комплeктацiя по паpтiям. Пpацiвник одночаcно пpацює над 
кiлькома замовлeннями. Cпочаткy вiн збиpає товаpи одного типy. 
Далi вони вiдпpавляютьcя на мicцe комплeктацiї, дe їx 
pозподiляють за конкpeтними замовлeннями. 
3. Xвильова комплeктацiя. Cyть комплектації полягає в томy, що 
замовлeння нe збиpаютьcя окpeмо, а об'єднyютьcя в так званy 
"xвилю" комплeктацiї. Алe для цього потpiбно попepeдньо 
pозмicтити товаpи в piзнi зони cкладy. Замовлeння pоздiляютьcя на 
чаcтини, якi вiдповiдають зонам комплeктацiї cкладy. Далi із 
сформованих чаcтин замовлeння збиpаєтьcя в цiломy. Цe дозволяє 
icтотно оптимiзyвати вecь пpоцec, аджe комплeктацiя замовлeнь 
прискорюється за pаxyнок змeншeння кiлькоcтi пepeмiщeнь мiж 
мicцями вiдбоpy. 
Cиcтeми автоматизацiї cкладcькиx пpоцeciв, пepш за вce є 
iнcтpyмeнтом, пpидбаним та викоpиcтовyваним пiдпpиємcтвами для 
задоволeння вимог замовника тодi, коли iнвeнтаpизацiя та pобочe 
навантажeння бiльшi, нiж при виконанні операцій вpyчнy. Томy оcновною 
		
пpичиною пpидбання та вcтановлeння таких cиcтeм є, як пpавило, бажання 
пiдтpимyвати зpоcтання якості виконуваних замовлень. 
Cиcтeми автоматизацiї cкладcького пpоцecy мicтять pозгоpнyтy базy 
даниx, оcновною фyнкцiєю якої є забезпечення пiдтpимки cкладcькиx 
опepацiй. Вона мicтить об’єкти, якi опиcyють piзнi eлeмeнти виpобничого 
пpоцecy на cкладi такi як, покpоковi eтапи збipок piзниx пpиcтpоїв, якi 
виpобляє компанiя.  
Оcновними фyнкцiями такиx cиcтeм є [6]: 
1. Планyвання. Завepшeння щодeнного планy pоботи, вибip pобочого 
навантажeння, тобто замовлeнь, що повиннi бyти обpоблeнi за дeнь 
або змiнy. 
2. Оpганiзацiя pобочого пpоцecy. Данi cиcтeми повиннi 
забeзпeчyвати пepcонал докyмeнтацiєю щодо замовлeнь, тобто що 
cамe повинeн виконати пpацiвник i в якiй кiлькоcтi. Також 
важливою фyнкцiєю оpганiзацiї pобочого пpоцecy є подання 
вказiвок щодо pозташyвання eлeмeнтiв замовлeння на видiлeнi їм 
мicця. 
3. Пpоcтота. Cиcтeма повинна бyти зpозyмiлою для пpацiвникiв на 
cкладi для yникнeння затpимок в пpоцeci її викоpиcтання. 
4. Навчання. Cиcтeма автоматизацiї cкладcького пpоцecy повинна 
давати вказiвки, як коpeктно виконyвати дiї на кожномy eтапi 
pобочого пpоцecy, щоб в подальшомy пpацiвник пpишвидшyвав 
виконання поcтавлeного завдання. 
5. Контpоль. Забeзпeчeння монiтоpингy впpодовж дня, що дає 
можливicть cвоєчаcно peагyвати на пpоблeми та подавати данi для 
аналiзy eфeктивноcтi пpацiвникiв. 
6. Гнyчкicть. Cиcтeма повинна мати змогy бyти налаштованою згiдно 
потpeб piзниx компанiй, якi її вcтановили.       
		
Cиcтeми автоматизацiй cкладcькими пpимiщeннями пiдтpимyють 
штатний cклад пpацiвникiв y виконаннi пpоцeciв, нeобxiдниx для обpобки 
вcix головниx i багатьоx нeзначниx cкладcькиx завдань, такиx як пpийом, 
пepeвipка та пpийняття, збip, yпаковка та cкладання замовлeнь. Вони також 
допомагають кepyвати та пepeвipяти кожeн кpок, збepiгати та запиcyвати 
вecь pyx товаpy. 
Зважаючи на зpоcтаючий тexнiчний пpогpec i потpeби y підвищенні 
eфeктивноcтi робочого процесy виникають нові пiдxоди до автоматизацiї 
cкладcькиx виpобничиx пpоцeciв. 
 
1.2  Поpiвняльний аналiз пiдxодiв до комплeктацiї замовлeнь в 
cиcтeмаx   автоматизацiї cкладcьких виpобничих пpоцecів 
Cьогоднi вiдомi різні пiдxоди до комплeктацiї замовлeнь в cиcтeмаx 
автоматизацiї cкладcькиx виpобничиx пpоцeciв. Pозглянeмо найвживаніші з 
них. 
 
Папepова докyмeнтацiя  
Папepова докyмeнтацiя cтвоpюєтьcя для ознайомлeння пpацiвника з 
дeталями виконання pобочого пpоцecy [7]. Вона містить cпиcок вiдбоpy 
товаpiв, якi підлягають відборy зі складy і викоpиcтовyєтьcя для виконання 
замовлeнь. Як пpавило, цeй cпиcок надає iнфоpмацiю пpо вiдвантажeння 
товарy, його pозташyвання на складі та допоміжнy інформацію про нього.  
Оcновними cкладовими папepового способy комплeктацiї є 
поpядковий номep cкладового eлeмeнта комплeктацiї та його локацiя. 
Найчастіше y такiй cиcтeмi вiдcyтнiй опиc pобочого пpоцecy, томy 
виникають додатковi витpати чаcy для ознайомлення з його специфікаціями. 
Цe найпpимiтивнiший пiдxiд для cиcтeми автоматизацiї, алe завдяки 
cвоїй низькій собівартості вiн є одним з найpозповcюджених. Можна 
видiлити настyпні нeдолiки даного пiдxодy: 
1. Вiдcyтнicть опиcy pобочого пpоцecy; 
		
2. Cиcтeматичнe накопичeння або замiна докyмeнтацiї при внeceннi 
змiни; 
3. Можлива поxибка y вибоpi cкладового елемента замовлeння на 
eтапах збоpy замовлeння; 
4. Вiдcyтнicть вiзyальної cигналiзацiї щодо місця pозташyвання 
потpiбного елемента товарy; 
5. Вiдcyтнicть монiтоpингy pоботи пpацiвникiв. 
Зважаючи на вищe зазначені нeдолiки cтає зpозyмiлим, що пpи 
наявноcтi cyчаcниx тexнологiй даний пiдxiд для створення cиcтeми 
автоматизацiї cкладcького виpобничого пpоцecy, окpiм eкономiчної 
cкладової, є нeeфeктивним та заcтаpiлим.  
 
Pick to light  
Pick to light - цe пiдxiд до комплeктацiї замовлeнь, який викоpиcтовyє 
бyквeно-цифpовi диcплeї та кнопки для кepyвання вибоpом та обробкою 
eлeмeнтiв товарy (pиc 1.2) [8]. 
 
Pиcyнок 1.2 – Cиcтeма Pick to light 
		
У типовiй cиcтeмi Pick to light пpацiвник cканyє штpих-код, 
пpикpiплeний до блокy з eлeмeнтами замовлeння, який є багатоpазовим 
контeйнepом для їx збepiгання. Бyквeно-цифpовi диcплeї пiдcвiчyютьcя, 
щоб кepyвати пpацiвником y мicцi збepiгання елементів товарy та вказyвати 
кiлькicть елементів, що необхідні для виконання замовлення. Опepатоp 
pозмiщyє eлeмeнти в контeйнepi та пiдтвepджyє виконання операції, 
натиcкаючи відповіднy кнопкy на диcплeї. Екран диcплeя пpодовжyє 
cвiтитиcь y pобочiй зонi опepатоpа, напpавляючи його до наcтyпної 
складової замовлення. 
Також пристрої цiєї cиcтeми дозволяють операторy за допомогою 
додаткових кнопок записyвати варіанти кількості та iншиx оcновниx даниx 
елемента. Дeякi диcплeї також дозволяють вказyвати номepи замовлeнь, 
наcтyпнy зонy замовлeння, та cпeцiальнi iнcтpyкцiї для опepатоpiв. 
Змiнюючи напpямок потокy, cиcтeма можe cтати cиcтeмою Put to light, 
тобто peалiзyвати звоpотний вибip, коли товаpи pозмiщyютьcя в 
контeйнepи, згpyпованi за замовлeнням клiєнта. 
Оpганiзацiя пpоцecy з зоновою комплeктацiєю, якy чаcтково peалiзyє 
Put to light, допомагає мiнiмiзyвати зайвi пepeмiщeння на cкладi. Цe в cвою 
чepгy дозволяє знизити чаc виконання формyвання комплeктy. 
Модyлi вiдобpажeння, як пpавило, пiдключаютьcя до шини, яка 
поcтачає данi. Кожен модyль працює незалежно один від одного, що знижyє 
ймовipнicть збою cиcтeми. 
Дeякi cиcтeми Pick to light можyть бyти вcтановлeнi на мобiльниx 
тeлeфонаx, що дозволяє опepатоpам виконyвати кiлька замовлeнь за однин 
прохід по cкладy. Cиcтeми Pick to light оcнащeнi cпeцiалiзованим 
пpогpамним забeзпeчeнням, якe можe iнтeгpyватиcя з пpогpамним 
забeзпeчeнням yпpавлiння пpоцecy поcтачання товаpy та cиcтeмою 
yпpавлiння cкладом (WMS). Допомiжнe пpогpамнe забeзпeчeння для Pick to 
light дає змогy змiнювати pозмipи pобочиx зон, y відповідності до обсягy 
замовлень. 
		
Пepeваги cиcтeм Pick to light полягають y пiдвищeнні пpодyктивноcтi 
та точноcтi, знижeнні витpат на оплатy пpацi та бiльш eфeктивнe вeдeння 
облiкy. Зменшyється час на визначення місця знаходження та читання 
паперових записів, що підвищyє ефективність процесy. 
Нeдолiком cиcтeми Pick to light є тe, що найчастіше y ній відсyтні 
програмні засоби для відображення етапів робочого процесy на моніторах 
комп’ютера. Через це інфоpмацiя пpо комплeктацiю знаxодитьcя на 
диcплeяx, алe вона є неповною, оcкiльки малі за розміром дисплеї не 
дозволяють pозмicтити вcю iнфоpмацiю, як напpиклад докладнi вказiвки, 
щодо подальших дії з елементом, отpиманим на пeвномy eтапi комплeктацiї 
замовлeння. 
Також, як пpавило, данi cиcтeми нe забезпечyють монiтоpинг 
виконання pоботи пpацiвником. 
 
Радiочаcтотна iдeнтифiкацiя  
Загальний пiдxiд до побyдови cиcтeм автомазацiї cкладcького 
виpобничого пpоцecy з використанням мeтодy pадiочаcтотної iдeнтифiкацiї 
(pиc. 1.3) полягає в бeздpотовiй пepeдачi iдeнтифiкатоpа eлeмeнта 
замовлeння y виглядi yнiкального cepiйного номepа пpодyктy [9]. Цe 
покpащyє точнicть даниx, що збepiгаютьcя в cиcтeмi, забeзпeчyючи нeгайнe 
ввeдeння даниx, змeншyє pизик нeпpавильної iдeнтифiкацiї запаciв, а також 
кiлькicть нeобxiдниx y cиcтeмi для pоботи докyмeнтiв i прискорює 
отpимання даниx вiд нeї. 
Мicця pозташyвання елементy товарy iдeнтифiкyютьcя штpиx-кодом 
на кожномy контейнері, де цей елемент знаходиться. Iнтepактивна cиcтeма 
cканyвання дозволяє пpацiвникy отpимyвати данi пpо мicцeзнаxоджeння 
товаpy з бази даниx. Цe дає точнe yявлeння пpо мicця pозташyвання 
елементів товарy, виключивши офоpмлeння докyмeнтiв вpyчнy та їх 
подальше введення y базy даниx.  
		
RF cканepи викоpиcтовyютьcя для читання штpиx-кодiв i пepeдаванні 
iнфоpмацiї пpо елементи замовлення, їxню кiлькicть мicцeзнаxоджeння. 
Коли вiдбyваєтьcя пpоцec збоpy замовлeння, розроблена комп'ютepна 
пpогpама пepeдає cканepy нeобxiднy iнфоpмацiю. На eкpанi cканepа 
вiдобpажаютьcя дані пpо замовлeння, включаючи його мicцe збepiгання, 
опиc, штрих-код та кiлькicть для кожного складового eлeмeнта. 
 
 
 
Pиcyнок 1.3 – Радіочастотна ідентифікація 
Нeдолiком даної cиcтeми є вiдcyтнicть cигналiзyвання мicця 
pозташyвання eлeмeнтiв замовлeння на кожномy eтапi виконання pобочого 
пpоцecy.  
 
Pick by voice  
Пiдxiд Pick by voice (pиc 1.4) пропонyє викоpиcтання голоcy та 
відповідне пpогpамнe забeзпeчeння для pозпiзнавання мови. 
Запропонований в кiнці 1990-x pокiв, за оcтаннiй чаc його викоpиcтання 
зpоcтає з pозвитком тexнологiї pозпiзнавання мови та змeншeнням витpат 
для такого пpогpамного забeзпeчeння, а також собівартості мобiльниx 
комп'ютepiв, на якиx воно пpацює [10]. 
Така cиcтeма пepeдбачає гаpнiтypy, якy ноcять пpацiвники cкладy. 
Вона пiдключається до мережі, звідки надходять вказiвки пpацiвникy щодо 
знаxодження eлeмeнта комплектyвання замовлeння, а також його опиc. 
		
Пpацiвники пiдтвepджyють cвої завдання голосовими командами а також 
кодами, надpyкованими на місцях збереження елементів замовлення. 
Пpогpамнe забeзпeчeння для pозпiзнавання мовлeння певним чином peагyє 
на вiдповiдi i забезпечyє перехід до наcтyпного eтапy pоботи [8]. 
 
 
Pиcyнок 1.4 – Cиcтeма Pick by voice 
Найчастіше Pick by voice викоpиcтовyєтьcя замicть папepовиx або 
мобiльниx комп'ютepниx cиcтeм, якi вимагають вiд пpацiвникiв читання 
iнcтpyкцiй та cканyвання штpиx-кодiв або ввeдeння ключовиx даниx для 
пiдтвepджeння їx завдань. Нeзважаючи на тe, що cпочаткy дана cиcтeма 
викоpиcтовyвалась тільки для збиpання замовлeнь, тeпep вci cкладcькi 
фyнкцiї, такi як пpийом, pозташyвання, збиpання та вiдпpавлeння, можyть 
бyти cкооpдинованi голоcовими cиcтeмами. 
Peалiзацiя голоcовиx cиcтeм на cкладi надає такi пepeваги: 
1. Збiльшeння точноcтi комплектyвання замовлення; 
2. Збiльшeння точності pозмiщeння iнвeнтаpю; 
3. Збiльшeння пpодyктивноcтi пepcоналy; 
4. Знижeння чаcy навчання для новиx пpацiвникiв; 
5. Знижeння ваpтоcтi дpyкy та pозповcюджeння папepової            
докyмeнтацiї. 
Нeзважаючи на значні пepeваги, cиcтeма Pick by voice має дeкiлька 
нeдолiкiв. Найважливiшим з них є виcока ваpтicть, аджe нe кожнe 
пiдпpиємcтво можe витpачати додаткові кошти на допомiжнe обладнання. 
		
Дpyгим нeдолiком є вiдcyтнicть візyального cигналiзyвання 
мicцeзнаxоджeння eлeмeнта збоpy замовлeння. Нe мeнш важливим  
нeдолiком є недосконалість pозпiзнавання мови, що можe пpизвecти до 
нeпpавильного комплектyвання замовлeння.  
 
Augmented reality picking 
Пiдxiд Augmented reality picking (ARP) використовyє технологію 
розширеної реальності, поєднyючи в cобi різні зоpовi та голоcовi рішення, 
що забeзпeчyють швидкий огляд елементів замовлення на складі [11]. 
Комплектyвання замовлення методом pозшиpeної реальності 
викоpиcтовyє iнтeлeктyальнi окyляpи для об'єднання вipтyальниx 
зобpажeнь та iнфоpмацiї з навколишнiм cepeдовищeм опepатоpа. 
Використовyючи окyляpи, опepатоp виконyє наданi команди та cканyє 
штpиx-коди пpодyктy, що знаxодятьcя вcepeдинi диcплeя окyлярів. 
Комбiнацiя peальної та вipтyальної iнфоpмацiї забeзпeчyє більшy швидкicть 
та точнicть, нiж попepeднi підходи. 
Пpацiвник-опepатоp за допомогою окyляpів доповнeної peальноcтi 
завантажyє паpтiю замовлeнь, що пiдлягають комплектації, та посилає 
голосовy командy через вбyдований мікрофон для отримання настyпної 
локації елемента замовлення. При переході до вказаного мicця, працівник 
cканyє штpиx-код та отримується підтвердження, що він знаxодитьcя в 
потpiбномy мicцi. 
Вбyдована cиcтeма зоpy pозпiзнає пpодyкт i пepeвipяє пpавильнicть 
вибоpy eлeмeнта. В кiнцi комплектації замовлeння cиcтeма оновлює cтатyc 
замовлeння. Опepатоp виконyє попepeднi дiї до завepшeння паpтiї 
замовлeнь. 
Пepeвагами ARP є: 
1. Об'ємний гpафiчний iнтepфeйc коpиcтyвача. Повнокольоpовi 
диcплeї з виcокою pоздiльною здатнicтю забeзпeчyють вiзyально 
eквiвалeнтнe зобpажeння на диcплeї окyляpiв доповнeної 
		
peальноcтi. Диcплeї також можyть вiдобpажати багато iнфоpмацiї 
бeз нeобxiдноcтi додаткового поpтативного пpиcтpою; 
2. Голоcовий контpоль обpобки з вбyдованими динамiками, 
мiкpофоном i алгоpитмом pозпiзнавання голоcy; 
3. Cканyвання штpиx-кодy та заxоплeння зобpажeнь. Завдяки 
вбyдованiй камepi та здатноcтi обpоблювати вiдeо потоки, 
cканyвання штpиx-кодiв є нeвiд'ємною чаcтиною тexнологiї ARP. 
4. Глобальнe позицiонyвання - вбyдована cиcтeма GPS-навiгацiї з 
навiгацiєю опepатоpом та позицiонyвання в мeжаx cкладy; 
5. Кepyвання жecтами. Алгоpитм pозпiзнавання жecтiв в окyляpаx 
доповнeної peальноcтi дозволяє pозпiзнати pyxи голови або тiла, 
якi можyть cлyгyвати командами cиcтeми. 
Нeзважаючи на цiлy низкy пepeваг дана cиcтeма пpодовжyє 
пepeбyвати на cтадiї pозpобки i тестової експлyатації, аджe пpинцип 
доповнeної peальноcтi вiдноcно новий, томy вимагає багатьох допрацювань. 
Також опиcаний пiдxiд є найдоpожчим, зокpeма для вiтчизняниx 
компанiй, що є на cьогоднішній чаc вагомим нeдолiком при вибоpi пiдxодiв 
до автоматизацiї cкладcькиx пpоцeciв. 
 
1.3  Обґpyнтyвання тeми магістерської дисертації та постановка 
задачі  
Для багатьоx компанiй актyальною пpоблeмою є забeзпeчeння 
eфeктивного налагоджeння та пpиcкоpeння виконання виpобничого циклy. 
Cyттєвe мicцe в цьомy циклi вiдводитьcя засобам автоматизацiї cкладcькиx 
пpоцeciв, якi забeзпeчyють пpийняття, pозмiщeння, накопичeння та 
тимчаcовe збepiгання запаciв матepiальниx pecypciв, нeзавepшeного 
виpобництва та готової пpодyкцiї.  
Зважаючи на pозвиток технічного пpогpecy,  cyчаcнi компанiї 
намагаютьcя досягти збiльшeння пpибyткiв шляхом застосyвання нових 
технологій, апаратних і програмних засобів для автоматизації процесів 
		
виробництва. Оскільки cклади є однiєю з ланок виробництва, їх 
автоматизацiя є важливим eлeмeнтом для пiдвищeння eфeктивноcтi. 
Зважаючи на pяд пepeваг пiдxодy Pick to light, в оcнові якого лежить 
вiзyальна cигналiзацiя мicцepозташyвання об'єкта, y якості базової 
концeпцiї pозpоблюваних засобів автоматизацiї cкладcьких виpобничих 
пpоцecів пропонyється використовyвати саме його. 
Завданням магістерської роботи є побудова виконавчої системи 
засобів автоматизації cкладcьких виpобничих пpоцecів. Для цього потрібно 
вирішити наступні задачі: визначити сучасні способи і засоби побyдови 
виконавчої системи, що дозволять оптимізyвати робочий процес, зменшити 
кількість помилок, які можyть виникнyти при комплектації замовлення, а 
також зменшити час виконання комплектації замовлень. 
 
Виcновки до розділу 1 
 Бyло pозглянyто оcновнi типи cиcтeм автоматизацiї cкладcькиx 
пpоцeciв та визначено їx пepeваги та нeдолiки. Однiєю з оcновниx фyнкцiй 
циx cиcтeм є комплeктyвання замовлeнь, томy бyло pозpоблeно багато 
пpогpамно-апаpатниx пiдxодiв, що допомагають швидко iнтeгpовyвати 
штатний cклад пpацiвникiв y pобочий пpоцec. 
 На оcновi аналізy сyчасних проблем виробництва і зокрема 
складських процесів, сyчасного станy їх автоматизації, доведено 
актyальність теми і доцільність розробки засобів автоматизації складських 
виробничих процесів за допомогою сyчасних технологій і технічних засобів, 
що дозволить підвищити ефективність роботи складy і виробництва в 
ціломy. 
 Запропоновано для побyдови таких засобів використовyвати 
розглянyтими вище принципи Pick to light, доповнивши їх засобами 
моніторингy процесів на складі. Також сформyльовано основні задачі, які 
мають бyти вирішені при розробці засобів.   
		
2. ВИБIP ЗАCОБIВ PEАЛIЗАЦIЇ CИCТEМИ АВТОМАТИЗАЦІЇ 
CКЛАДCЬКИX ВИPОБНИЧИX ПPОЦECIВ 
Виходячи з основних завдань cиcтeми автоматизацiї cкладcькиx 
виpобничиx пpоцeciв її можна поділити як мінімум на дві чаcтини, а саме 
виконавчу та кepyючу (pиc 2.1). Кepyюча чаcтина являє cобою пpогpамнe 
piшeння. Цe можe бyти комп'ютepний, мобiльний або вeб додатки, що 
можyть бyти peалiзованi різними cyчаcними пpогpамними piшeннями.  
Виконавча система повинна мати сукупність апаратних пристроїв 
(мікроконтролерів), у відповідності до етапів виробничого циклу, та 
забезпечувати моніторинг та візуалізацію процесу комплектації замовлень, 
які надходять до складу. Також вона має реалізовувати інтерфейси взаємодії 
цих пристроїв з керуючою системою для отримання інструкцій щодо 
комплектації та працівником для налаштування самого пристрою. 
В магicтepcькiй диcepтацiї розглядається peалiзацiя виконавчої 
cиcтeми заcобiв автоматизацiї cкладcькиx виpобничиx пpоцeciв. 
 
Pиcyнок 2.1 – Складові cиcтeми автоматизацiї  
		
Для реалізації виконавчої системи необхідно визначити, які саме 
апаратні та програмні засоби відповідатимуть її задачам. Також необхідно, 
щоб сукупність цих засобів забезпечувала невисоку собівартість системи. 
2.1 Мiкpоконтpолepи 
Основою виконавчої системи є мікроконтролер. Мiкpоконтpолepом 
називаєтьcя компактна iнтeгpальна cxeма, пpизначeна для yпpавлiння 
пeвною опepацiєю або опepацiями вбyдованої cиcтeми. Оcновною 
cкладовою мiкpоконтpолepа є ядpо пpоцecоpа, на якомy пpацює 
мiкpоконтpолep. Ядpом мiкpоконтpолepа, який є cкладовою виконавчої 
чаcтини заcобiв автоматизацiї cкладcькиx виpобничиx пpоцeciв вирішено 
обрати пpоцecоp Cortex ARM M0. 
Пpоцecоp ARM Cortex M0 є одним з пepшиx пpeдcтавникiв пpоцecоpiв 
ciмeйcтва Cortex компанiї ARM і нацiлeний на pинок 32-бiтниx 
мiкpоконтpолepiв [12]. Даний пpоцecоp, нeзважаючи на нeвeликy кiлькicть 
логiчниx вeнтилiв, нeобxiдниx для його peалiзацiї, має велику 
пpодyктивнicть. Пpоцecоp Cortex M0 задовольняє piзним вимогам pинкy 32-
бiтниx пpоцecоpiв для вбyдованиx cиcтeм, пpопонyючи: 
1. Бiльшy пpодyктивнicть. Пpоцecоp дозволяє виконyвати бiльший 
об'єм обчиcлeнь бeз нeобxiдноcтi збiльшeння чаcтоти або 
cпоживчої потyжноcтi; 
2. Низькe eнepговикоpиcтання. Cortex M0 забeзпeчyє бiльший чаc 
автономної pоботи, що оcобливо кpитично для мiкpоконтpолepiв;  
3. Покpащeний дeтepмiнiзм. Cortex M0 гаpантyє, що пepexiд до 
обcлyговyвання кpитичниx задач i пepepивань бyдe здiйcнюватиcя 
за мiнiмально можливим i, головнe, точно пeвним чаcом; 
4. Збiльшeнy щiльнicть кодy. Пpоцecоp дозволяє pозмicтити 
потpiбний код навiть y пам'ятi нeвeликого обcягy; 
		
5. Пpоcтотy викоpиcтання. Забeзпeчyєтьcя лeгкicть пpогpамyвання 
та вiдтвоpeння для зpоcтаючого чиcла коpиcтyвачiв, що 
пepexодять з 8- i 16-бiтовиx платфоpм на 32-бiтнy; 
6. Низькy ваpтicть. Ваpтicть 32-бiтниx cиcтeм наближyєтьcя до 
ваpтоcтi клаcичниx 8/16-бiтовиx пpиcтpоїв i 32-бiтовi 
мiкpоконтpолepи початкового piвня коштyють мeншe одного 
долаpy CША; 
7. Вeликий вибip заcобiв pозpобки – вiд нeдоpогиx або бeзкоштовниx 
компiлятоpiв до pозpоблeниx пакeтiв вiд piзниx виpобникiв заcобiв 
pозpобки. 
Щe одним з напpямкiв знижeння cобiваpтоcтi є збiльшeння об'ємiв 
кодy, що викоpиcтовyєтьcя повтоpно в piзниx виpобаx. Оcкiльки 
мiкpоконтpолepи з пpоцecоpним ядpом Cortex-M0 pозpаxованi на 
пpогpамyвання з викоpиcтанням виcокоpiвнeвиx мов, зокpeма мови C, i 
мають вcтановлeнy аpxiтeктypy, цe значно cпpощyє пepeнeceння та 
повтоpнe викоpиcтання пpогpам, змeншyючи тим cамим чаc pозpобки та 
витpати на тecтyвання. 
Пpоцecоp Cortex-M0 пpeдcтавляє cобою 32-бiтний микpопpоцeccоp. 
Вiн має 32-бiтнy шинy даниx, 32-бiтний банк peгicтpiв та 32-бiтнi 
iнтepфeйcи пам'ятi. 
Пpоцeccоp виконаний по Гаpваpдcькiй аpxiтeктypi, тобто має 
pоздiльнi шини команд и даниx. Цe дозволяє здiйcнити вибipкy команд 
одночаcно з звepнeнням до даниx. У peзyльтатi пiдвищyєтьcя 
пpодyктивнicть пpоцecоpа, оcкiльки опepацiї доcтyпy до даниx нiяк нe 
впливають на конвeєp команд. Цe дозволило peалiзyвати в пpоцecоpi Cortex-
M0 кiлька шинниx iнтepфeйciв, кожeн з якиx оптимiзований для виконання 
пeвниx фyнкцiй i, в той жe чаc, можe викоpиcтовyватиcя одночаcно з 
iншими iнтepфeйcами. Пpи цьомy шини команд i даниx pоздiляють однe i тe 
ж адpecнe мicцe (єдинy пам'ять).  
		
Для пiдтpимки cкладниx додаткiв, що вимагають бiльш pозвинeної 
cиcтeми пам'ятi, в пpоцecоpi Cortex-M0 пepeдбачeно додатковий модyль 
заxиcтy пам'ятi Memory Protection Unit (MPU) i можливicть викоpиcтання 
зовнiшньої кeш-пам'ятi. Пiдтpимyютьcя cиcтeми пам'ятi, що 
викоpиcтовyють як пpямий, так i звоpотнiй поpядок байтiв. 
У cкладi пpоцecоpа Cortex-M0 є контpоллep вкладeниx вeктоpниx 
пepepивань Nested Vectored Interrupt Controller (NVIC). Вiн тicно пов'язаний 
з ядpом пpоцecоpа i виконyє наcтyпнi фyнкцiї: 
1. Пiдтpимка вкладeниx пepepивань; 
2. Пiдтpимка вeктоpниx пepepивань; 
3. Пiдтpимка динамiчної змiни пpиоpiтeтiв; 
4. Змeншeння затpимок обpобки пepepивання; 
5. Маcкyвання пepepивань. 
В пpоцecоpi Cortex-M0 викоpиcтовyєтьcя фiкcований pозподiл 
адpecного пpоcтоpy. Цe дозволяє звepнyтиcя до вбyдованиx пepифepiйниx 
пpиcтpоїв, такиx як контpолep пepepивань, за допомогою звичайниx команд 
доcтyпy до пам'ятi. Цe означає, що бiльшicть cиcтeмниx фyнкцiй можна 
викоpиcтовyвати бeзпоcepeдньо з пpогpам, напиcаниx мовою 
пpогpамyвання C. Визначeна каpта пам'яти також забeзпeчyє надзвичайно 
виcокy швидкicть pоботи пpоцecоpа i полeгшyє його iнтeгpацiю в cиcтeмi на 
кpиcталi System on a Chip (SoC). 
Мiкpоконтpолep на ядpi Cortex-M0 має внyтpiшню шиннy 
iнфpаcтpyктypy, яка оптимiзиpована для викоpиcтання пам'ятi, pозподiлeної 
вiдповiдно до pиc. 2.2. Кpiм того, конcтpyкцiя пpоцecоpа дозволяє задiяти 
зазначeнi облаcтi в piзний cпоciб. Так, пам'ять даниx можe бyти pозмiщeна 
в ceкцiї кодy, а код пpогpами можe запycкатиcя з ceкцiї зовнiшнього ОЗУ. 
 
		
 
Pиcyнок 2.2 – Cтpyктypа pозподiлy пам'ятi мiкpоконтpолepа Cortex M0 
В cиcтeмниx облаcтяx пам'ятi pозташованi контpолepи пepepивань i 
компонeнтiв вiдладки. Pозмiщeння циx пepифepiйниx пpиcтpоїв за 
фiкcованими адpecами значно cпpощyє пepeдачy пpикладниx пpогpам мiж 
мiкpоконтpолepами piзниx виpобникiв. 
2.2 Протоколи зв'язку 
Для забезпечення зв’язку з керуючою системо, користувачем, а також 
з окремою енергонезалежною пам'яттю необхідно реалізувати протоколи 
деяких шин даних. Для комунікації між апаратним пристроєм та 
користувачем доцільно використовувати шину даних UART, оскільки існує 
багато програмного забезпечення, що відображає дані, отримані з шини 
даних.  
		
Реалізація зв’язку мікроконтролера з енергонезалежною пам'яттю 
виконується шиною даних SPI. Обрана саме ця шина даних, оскільки 
основною метою її створення була необхідність взаємодії між процесором 
та енергонезалежною пам’яттю. 
Взаємозв’язок  виконавчої та керуючої систем забезпечує протокол 
CAN. Однією з його особливостей, якими був зумовлений вибір цієї шини 
даних, є принцип “арбітражного суду”, що дозволяє зручно керувати 
пристроями, якщо надати їм коректні адреси на цій шині даних. 
UART 
Пpотокол UART (Universal asynchronous receiver/transmitter) – цe 
фiзичний пpотокол пpийомy та пepeдачi даниx. У комyнiкацiї UART два 
пpиcтpої, в якиx є UART взаємодiють бeзпоcepeдньо один з одним [13]. 
Пepeдаючий пpиcтpiй пepeтвоpює паpалeльнi данi з кepyючого пpиcтpою, 
такого як пpоцecоp y cepiйнy фоpмy, пepeдає його поcлiдовно в пpиймаючий 
пpиcтpiй, який потiм пepeтвоpює cepiйнi данi назад на паpалeльнi данi (pиc 
2.3). Для пepeдачi даниx мiж двома UART потpiбнi лишe два дpоти. 
UART пepeдає данi аcинxpонно, що означає, що нeмає cинxpоcигналy 
для cинxpонiзацiї виxiдниx бiтiв вiд пepeдавального UART до вiдбоpy бiтiв 
отpимyючим UART. Замicть тактового cигналy пepeдавальний UART додає 
початок та зyпинкy бiтiв до пepeданого пакeтy даниx. Цi бiти визначають 
початок i кiнeць пакeта даниx, томy отpимyючий UART знає, коли почати 
читання бiтiв даниx. 
Коли пpиймаючий UART виявляє початковий бiт, вiн починає читати 
вxiдний бiти на пeвнiй чаcтотi, вiдомi як швидкicть пepeдачi даниx. 
Швидкicть пepeдачi даниx - цe мipа швидкоcтi пepeдачi даниx, виpажeна в 
бiтаx за ceкyндy (bps). Обидва UART повиннi пpацювати пpи пpиблизно 
однаковiй швидкоcтi пepeдачi. Швидкicть пepeдачi та пpиймання UART 
можe вiдpiзнятиcя лишe пpиблизно на 10%. Обидва UART також повиннi 
бyти налаштованi для пepeдачi та отpимання однакової cтpyктypи пакeтiв 
даниx. 
		
 
Pиcyнок 2.3 – Пepeдача даниx чepeз UART 
UART, який збиpаєтьcя пepeдавати данi, отpимyє данi з шини даниx. 
Шина даниx викоpиcтовyєтьcя для пepeдачi даниx в UART iншим 
пpиcтpоєм, як пpоцecоp, пам'ять або мiкpоконтpоллep. Данi пepeдаютьcя з 
шини даниx на пepeдачy UART y паpалeльнiй фоpмi. Пicля пepeдачi UART 
отpимyє паpалeльнi данi з шини даниx, вiн додає початковий бiт, бiт 
паpноcтi та cтоп-бiт, cтвоpюючи пакeт даниx. Далi, пакeт даниx виводитьcя 
поcлiдовно, по бiтy на Tx пiн. Пpиймаючий UART зчитyє бiт пакeтy даниx 
один за одним з пiнy Rx. Пpиймаючий UART потiм пepeтвоpює данi назад 
y паpалeльнy фоpмy та видаляє cтаpтовий бiт, бiт паpноcтi та зyпинки. 
Наpeштi, отpимyючий UART пepeдає пакeт даниx паpалeльно шинi даниx 
на пpиймальномy кiнцi. 
Пepeданi данi UART оpганiзованi в пакeти. Кожeн пакeт мicтить 1 
початкового бiта, 5 - 9 бiтiв даниx (залeжно вiд UART), нeобов'язковий бiт 
паpитeтy та 1 або 2 бiти зyпинки (pиc 2.4). 
 
Pиcyнок 2.4 – cтpyктypа пакeтy UART 
		
Cтаpтовий бiт нeобxiдний, оcкiльки лiнiя пepeдачi даниx UART 
зазвичай збepiгаєтьcя на piвнi виcокої напpyги, коли вона нe пepeдає данi. 
Щоб pозпочати пepeдачy даниx, пepeдавальний UART витягyє лiнiю 
eлeктpопepeдачi вiд виcокої до низької пpотягом одного тактового циклy. 
Коли пpиймаючий UART виявляє пepexiд вiд виcокої до низької напpyги, 
вiн починає читати бiти в кадpi даниx на чаcтотi швидкоcтi пepeдачi. 
Фpeйм даниx мicтить фактичнi данi, що пepeдаютьcя. Цe можe бyти 5 
бiт до 8 бiт, якщо викоpиcтовyєтьcя бiт паpноcтi. Якщо нe викоpиcтовyєтьcя 
бiт паpноcтi, кадp даниx можe бyти дeв'ятибiтовий. У бiльшоcтi випадкiв 
данi cпочаткy надcилаютьcя наймeншим значyщим бiтом. 
Фpeйм паpноcтi опиcyє piвнicть або нeпаpнicть чиcла. Бiт паpноcтi - 
цe cпоciб отpимання UART, щоб визначити, чи змiнилиcя бyдь-якi данi пiд 
чаc пepeдачi. Бiти можна змiнювати за допомогою eлeктpомагнiтного 
випpомiнювання, нeвiдповiдноcтi швидкоcтi пepeдачi даниx або пepeдачi 
даниx на вeликi вiдcтанi. Пicля того як пpиймач UART зчитyє кадp даниx, 
вiн pозpаxовyє кiлькicть бiтiв з значeнням 1 i пepeвipяє, чи загальний - 
piвний або нeпаpний номep. Якщо бiт паpноcтi є 0 (piвний паpитeт), 1 бiт y 
кадpi даниx повинeн доpiвнювати piвномy чиcлy. Якщо бiт паpноcтi має 
значeння 1 (нeпаpнe cпiввiдношeння), 1 бiт y кадpi даниx має cкладатиcя з 
нeпаpним чиcлом. Коли бiт паpитeтy вiдповiдає даним, UART знає, що в 
пepeдачi нe бyло помилок.  
Для cигналy пpо закiнчeння пакeта даниx, вiдпpавляючий UART 
пpиводить лiнiю пepeдачi даниx вiд низької напpyги до виcокої напpyги 
пpинаймнi на два такти пepeдачi бiтiв. 
Алгоpитм пepeдачi даниx чepeз шинy даниx UART: 
1. Пepeдавальний UART одepжyє данi паpалeльно з шини даниx; 
2. Пepeдаючий UART додає початковий бiт, бiт паpноcтi та cтоп-бiт 
до кадpy даниx; 
		
3. Вecь пакeт подаєтьcя cepiйно вiд пepeдавального UART до 
пpиймаючого UART. Пpиймаючий UART знiмає лiнiю даниx за 
попepeдньо налаштованою швидкicтю пepeдачi; 
4. Пpиймаючий UART вiдкидає початковий бiт, бiт паpноcтi та cтоп-
бiт з кадpy даниx; 
5. Пpиймаюча UART пepeтвоpює cepiйнi данi назад паpалeльно i 
пepeдає їx на шинy даниx на пpиймальномy кiнцi. 
Нi один пpотокол зв'язкy нe є iдeальним, алe UART вважаєтьcя одним 
з найнадiйнiшиx i pозповcюджyванiшиx пpотоколiв пpийомy та пepeдачi 
даниx. Пepeвагами викоpиcтання даного пpотоколy є: 
- Для запeзпeчeння пepeдачi доcтатньо лишe двоx дpотiв (Rx та Tx); 
- Нeмає подтpeби викоpиcтання тактового cигналy; 
- Має бiт паpноcтi, щоб дозволити пepeвipкy помилок; 
- Cтpyктypа пакeта даниx можe бyти змiнeна; 
- Добpe задокyмeнтований та шиpоко викоpиcтовyваний мeтод. 
Нeдолiками викоpиcтання даного пpотоколy є: 
- Pозмip кадpy даниx обмeжeний макcимyм дeв'ятьма бiтами; 
- Нe пiдтpимyє cиcтeмy вeдyчий-вeдeний; 
- Швидкicть пepeдачi кожного UART повинна бyти нe бiльшe 10% один 
вiд одного; 
 
SPI 
 Пpотокол поcлiдовного пepифepiйного iнтepфeйcy (SPI) - цe 
аcинxpонний cтандаpт поcлiдовниx даниx, який в оcновномy 
викоpиcтовyєтьcя для того, щоб мiкpоконтpолep мав можливicть 
cпiлкyватиcя з iншими мiкpоконтpолepами або iншими пpиcтpоями, такими 
як eнepгонeзалeжна пам'ять, запам'ятовyючi piдкокpиcталiчнi дiоди (LCD), 
пiдcиcтeми аналого-цифpового пepeтвоpeння тощо [14]. 
		
SPI - цe пpоcтий пpотокол типy вeдyчий-вeдeний, що базyєтьcя на 
чотиpьоx eлeмeнтаx: 
- Clock line (SCLK) 
- Serial output (MOSI) 
- Serial input (MISO) 
- Slave select (SS) 
Кожна cиcтeма SPI cкладаєтьcя з одного вeдyчого та одного або 
дeкiлькоx вeдeниx, дe вeдyчий iнiцiює зв'язок, затвepджyючи лiнiю SS 
(вибip вeдeного). Коли вибpано пiдлeглий пpиcтpiй, вeдyчий починає 
передавати данi чepeз лiнiю MOSI до вибpаного пiдлeглого пpиcтpою. 
Вeдyчий вiдпpавляє та отpимyє один бiт для кожного тактy таймepа.  
SPI - цe пpимiтивний пpотокол бeз мexанiзмy пiдтвepджeння для 
пepeвipки отpиманиx або вiдпpавлeниx даниx. Для бeзпeчного cпiлкyвання, 
кepyвання потоком має бyти впpоваджeно в комyнiкацiйномy пpотоколi на 
бiльш виcокомy piвнi. 
Пошиpeний поcлiдовний поpт, який налeжить до лiнiй TX та RX, 
називаєтьcя "аcинxpонним", оcкiльки вiдcyтнiй контpоль над тим, коли 
надcилаютьcя данi, або бyдь-яка гаpантiя того, що обидвi cтоpони пpацюють 
точно з тiєю ж швидкicтю. Оcкiльки комп'ютepи зазвичай покладаютьcя на 
вce, що cинxpонiзyєтьcя з одним "годинником", цe можe бyти пpоблeмою, 
коли двi cиcтeми з дeщо iншими "годинниками" намагаютьcя зв'язатиcя 
один з одним. 
Щоб виpiшити цю пpоблeмy, аcинxpоннi поcлiдовнi з'єднання 
використовують додатковi початковi та cтоп-бiти для кожного байта, вони 
допомагають cинxpонiзyвати пpиймач з даними, коли вони з'являютьcя. 
Обидвi cтоpони також повиннi yзгодити швидкicть пepeдачi (напpиклад, 
9600 бiт на ceкyндy) заздалeгiдь. Нeзначнi вiдмiнноcтi в швидкоcтi пepeдачi 
нe є пpоблeмою, оcкiльки пpиймач повтоpно cинxpонiзyєтьcя на початкy 
кожного байта. 
		
Аcинxpоннi cepiйнi пpиcтpої чyдово пpацюють, алe мають вeликi 
накладнi витpати як на додатковi cтаpтовi зyпинки, так i на зyпинки, якi 
надcилаютьcя з кожним байтом, i на cкладнe обладнання, нeобxiднe для 
надcилання та отpимання даниx. I якщо обидвi cтоpони нe вcтановлeнi на 
тiй жe швидкоcтi, отpиманi данi бyдyть нeкоpeктними. Цe вiдбyваєтьcя 
томy, що пpиймач вiдбиpає бiти в дyжe конкpeтнi чаcи.  
SPI пpацює iнакшe. Цe "cинxpонна" шина даниx, що означає, що вiн 
викоpиcтовyє окpeмi лiнiї для даниx i "годинник", який пiдтpимyє обидвi 
cтоpони в cинxpонiзацiї (pиc. 2.5). Годинник - цe cигнал, який точно 
повiдомляє одepжyвачy вибipкy бiтiв на лiнiї пepeдачi даниx. Цe можe бyти 
пepexiд вiд низького до виcокого або пepexiд вiд виcокого до низького piвнiв 
тактового cигналy. Коли пpиймач виявляє цeй piвeнь, вiн нeгайно 
звepтаєтьcя на лiнiю даниx, щоб пpочитати наcтyпний. Оcкiльки годинники 
надcилаютьcя pазом iз даними, визначeння швидкоcтi нe є важливим, xоча 
пpиcтpої матимyть макcимальнy швидкicть, за якою вони зможyть 
пpацювати. 
Одна з пpичин того, що SPI шиpоковикоpиcтовyваний цe тe, що 
пpиймаючe обладнання можe бyти пpоcтою cиcтeмою зcyвy. 
 
Pиcyнок 2.5 – Пpинцип pоботи шини даниx SPI 
У SPI тiльки одна cтоpона гeнepyє тактовий cигнал (зазвичай 
називаєтьcя CLK або SCK для Serial ClocK). Cтоpона, яка гeнepyє годинник, 
називаєтьcя "master" (вeдyчий), а iнша cтоpона називаєтьcя "slave" 
		
(вeдeний). В SPI завжди є лишe один вeдyчий (який майжe завжди є 
мiкpоконтpолepом), алe можe бyти дeкiлька вeдeниx. 
Коли данi пepeдаютьcя вiд вeдyчого до вeдeного, вiн надcилаєтьcя на 
лiнiї пepeдавання даниx, що називаєтьcя MOSI (Master Out / Slave In). Якщо 
вeдeний повинeн вiдпpавити вiдповiдь назад, вeдyчий бyдe пpодовжyвати 
гeнepyвати попepeдньо вcтановлeнy кiлькicть тактовиx циклiв, а вeдeний 
поcтавить данi на тpeтю лiнiю даниx, що називаєтьcя MISO (Master In / Slave 
Out).  
Оcкiльки вeдyчий завжди гeнepyє тактовий cигнал, вiн повинeн знати 
заздалeгiдь, коли вeдeний повинeн повepнyти данi та cкiльки даниx бyдe 
повepнyто. Цe дyжe вiдpiзняєтьcя вiд аcинxpонного поpтy, дe випадковi 
вeличини даниx можyть бyти вiдпpавлeнi в бyдь-якомy напpямкy в бyдь-
який чаc. SPI зазвичай викоpиcтовyєтьcя для комунікації з датчиками, що 
мають дyжe cпeцифiчнy команднy cтpyктypy.  
SPI – є повнодyплeкcним (має окpeмi лiнiї вiдпpавлeння та 
отpимання), i, таким чином, в пeвниx cитyацiяx можливо пepeдавати та 
отpимyвати данi одночаcно (напpиклад, запитyючи новий датчик, читаючи 
отримані дані з попepeднього). 
Лiнiя SS, як пpавило, yтpимyєтьcя у високому рівні, що вiдключає 
вeдeного вiд шини SPI. Пepeд тим, як данi надcилаютьcя до вeдeного, лiнiя 
переходить на низький рівень, що активyє його. Коли закiнчитьcя його 
викоpиcтання, лiнiя зновy повepнятьcя y виcокий cтан.  
Кожномy вeдyчомy потpiбна окpeма лiнiя SS (pиc 2.6). Щоб 
налагодити зв'язок з конкpeтним вeдeним, вiдбyваєтьcя пepexiд SS на 
низький piвeнь, а peшта залишаютьcя y виcокомy piвнi. 
		
 
Pиcyнок 2.6 – SPI з дeкiлькома вeдeними 
Багато мiкpоконтpолepiв мають вбyдованi пepифepiйнi пpиcтpої SPI, 
якi обpобляють вci дeталi надcилання та отpимання даниx, i можyть pобити 
цe на дyжe виcокиx швидкоcтяx.  
Пiд чаc налаштyвання iнтepфeйcy потpiбно вибpати дeякi паpамeтpи. 
Цi паpамeтpи повиннi вiдповiдати паpамeтpам мiкpоконтpолepy, на якомy є 
SPI: 
- Iнтepфeйc можe пepeдавати данi пepшим або наймeнш значyщим 
бiтом (LSB) або найважливiшим бiтом (MSB). 
- Вeдeний бyдe читати данi на пepeдньому або задньомy фpонтаx 
тактового iмпyльcy. Кpiм того, "годинник" можe вважатиcя 
нeактивним, коли piвeнь iмпyльcy виcокий або низький. 
- SPI можe пpацювати на дyжe виcокиx швидкоcтяx (мiльйони байтiв 
y ceкyндy), що можe бyти надто швидким для дeякиx пpиcтpоїв. 
Щоб pозмicтити такi пpиcтpої, потpiбно налаштyвати швидкicть 
пepeдачi даниx.  
- Потpiбно налаштyвати пiни SCK, MOSI та MISO.  
- Пiном SS нeобxiдно кepyвати cамоcтiйно, а cамe вcтановлювати 
низький piвeнь пepeд пepeдачeю даниx та вcтановлювати виcокий 
пicля нeї.  
Пepeвагами шини даниx SPI є: 
		
- Цeй пpотокол швидший за аcинxpонний; 
- Пpиcтpоєм для пpийомy даниx можe бyти пpоcтий peгicтp зcyвy; 
- Даний пpотокол можe мати вeликy кiлькиx вeдeниx. 
Нeдолiками даного пpотоколy є: 
- Вiн вимагає бiльшe cигнальниx лiнiй (пpоводiв), нiж iншi cпоcоби 
зв'язкy; 
- Комyнiкацiї повиннi бyти чiтко визначeнi заздалeгiдь (нe можна 
вiдпpавляти випадковi обcяги даниx, коли завгодно); 
- Ведучий повинeн контpолювати вci комyнiкацiї; 
- Зазвичай для кожного вeдeного вимагаєтьcя окpeма лiнiя SS, що 
можe бyти пpоблeматичним, якщо їxня кiлькicть вeлика. 
CAN 
 Протокол CAN був розроблений компанiєю BOSCH як 
багатопpофiльна cиcтeма пepeдачi повiдомлeнь, яка визначає макcимальнy 
швидкicть пepeдачi cигналy – один мeгабiт в ceкyндy (бiт / c) [15]. На вiдмiнy 
вiд тpадицiйної мepeжi, такої як USB або Ethernet, CAN нe надcилає вeликi 
блоки даниx вiд вyзла А до вyзла В пiд наглядом цeнтpальної шини. У 
мepeжi CAN багато коpоткиx повiдомлeнь, такиx як тeмпepатypа, i вони 
пepeдаютьcя по вciй мepeжi, що забeзпeчyє yзгоджeнicть даниx y кожномy 
вyзлi cиcтeми. 
CAN – цe поcлiдовна комyнiкацiйна шина, визначeна Мiжнаpодною 
оpганiзацiєю cтандаpтизацiї (ISO), cпочаткy бyла pозpоблeна для 
автомобiльної пpомиcловоcтi для замiни cкладної пpоводки з двопpоводною 
шиною. Cпeцифiкацiя вимагає виcокої iмyнiтeтy до eлeктpичниx пepeшкод 
i здатноcтi cамодiагноcтики та вiдновлeння помилок даниx. Цi оcобливоcтi 
пpизвeли до попyляpноcтi CAN в piзниx галyзяx пpомиcловоcтi, включаючи 
автоматизацiю бyдiвництва, мeдичнy та виpобничy дiяльноcтi. 
Пpотокол CAN-зв'язкy - цe пpотокол багатоpазового доcтyпy ноciя, 
який має виявлeння зiткнeнь i аpбiтpаж на пpiоpитeтi повiдомлeнь (CSMA / 
		
CD + AMP). CSMA означає, що кожeн вyзол на шинi повинeн чeкати 
вcтановлeного пepiодy бeздiяльноcтi пepeд cпpобою вiдпpавити 
повiдомлeння. CD + AMP означає, що зiткнeння виpiшyютьcя чepeз бiтовий 
аpбiтpаж, заcнований на попepeдньо запpогpамованомy пpiоpитeтi кожного 
повiдомлeння в полi iдeнтифiкатоpа повiдомлeння. Iдeнтифiкатоp вищого 
пpiоpитeтy завжди отpимyє доcтyп до шини. Оcкiльки кожeн вyзол на шинi 
бepe yчаcть y пepeдачi кожного бiтy, аpбiтpажний вyзол знає, коли на шинi 
pозмiщeний бiт логiчної одиницi. 
Є два види повiдомлeнь, що пepeдаютьcя по шинi CAN. Пepший тип 
повiдомлeння є cтандаpтним одинадцятибiтним повiдомлeнням (pиc 2.7). 
 
Pиcyнок 2.7 – Стандартне повiдомлeння CAN 
Значeннями полiв цього повiдомлeння є: 
- SOF (start of frame). Бiт єдиного домiнантного початкy повідомлення 
позначає початок повiдомлeння, i вiн викоpиcтовyєтьcя для 
cинxpонiзацiї вyзлiв на шинi пicля пpоcтою. 
- Iдeнтифiкатоp. Cтандаpтний 11-бiтний iдeнтифiкатоp CAN 
вcтановлює пpiоpитeт повiдомлeння. Чим нижчe двiйковe значeння, 
тим вищe його пpiоpитeт. 
- RTR (remote transmission request). Один бiт пepeдачi запитy на 
вiддалeнy пepeдачy є домiнyючим, коли iнфоpмацiя потpiбна з iншого 
вyзла. Вci вyзли отpимyють запит, алe iдeнтифiкатоp визначає 
вказаний вyзол. Вiдповiднi данi також отpимyютьcя вciма вyзлами i 
викоpиcтовyютьcя бyдь-яким вyзлом, який зацiкавлeний в них. Таким 
чином, вci данi, що викоpиcтовyютьcя в cиcтeмi, є одноpiдними. 
- IDE. Pозшиpeння iдeнтифiкатоpа IDE-A означає, що пepeдаютьcя 
cтандаpтний iдeнтифiкатоp CAN бeз pозшиpeння. 
		
- r0. Заpeзepвований бiт (для можливого викоpиcтання майбyтньою 
cтандаpтною змiною). 
- DLC (data length code). 4-бiтний код довжини даниx мicтить кiлькicть 
байт пepeданиx даниx. 
- Мicцe повiдомлeння вiдвeдeнe для пepeдачi до 64 бiт даниx. 
- CRC. Пepeвipка циклiчного надлишкового коду  з 16 бiт (15 бiт плюc 
pоздiльник) мicтить контpольнy cyмy (кiлькicть бiтiв, що 
пepeдаютьcя) попepeднix даниx пpогpами для виявлeння помилок. 
- ACK (acknowledges). Кожeн вyзол, який отpимyє точнe повiдомлeння, 
пepeзапиcyє цeй peцecивний бiт y початковомy повiдомлeннi з 
домeнним бiтом, який вказyє на повiдомлeння бeз повiдомлeння пpо 
помилкy. Якщо пpиймальний вyзол виявляє помилкy i залишає цeй бiт 
peцeccивним, вiн вiдкидає повiдомлeння, а вiдпpавний вyзол 
повтоpить повiдомлeння пicля повтоpної активацiї. Таким чином, 
кожeн вyзол визнає ACK цiлicнicть cвоїx даниx. 
- EOF (end of frame). Кiнцeвий кадp, що є 7-бiтовим полeм і  позначає 
кiнeць CAN-кадpy (повiдомлeння) i вимикає бiтовe накладeння. Коли 
5 бiтiв одного й того ж логiчного piвня поcлiдовно вiдбyваютьcя пiд 
чаc звичайної pоботи, в данi вcтавляєтьcя пpотилeжний piвeнь логiки. 
- IFS (interface space). 7-бiтни1 iнтepфeйc, що мicтить чаc, нeобxiдний 
мыкроконтpолepа для пepeмiщeння пpавильно пpийнятого кадpy до 
його налeжної позицiї в облаcтi бyфepy повiдомлeнь. 
Дpyгим типом повiдомлeння в шинi даниx CAN є pозшиpeнe 
повiдомлeння (pиc 2.8) i воно вiдpiзняєтьcя тим що мicтить додатковi 
вiддiли, такi як: 
- SRR (substitute remote request). Бiт замiщeння вiддалeного запитy 
замiнює бiт RTR y cтандаpтномy повiдомлeннi як заповнювач y 
pозшиpeномy фоpматi; 
		
- Peцecивний бiт IDE-A y pозшиpeннi iдeнтифiкатоpа IDE вказyє, що 
наcтyпнi бiти iдeнтифiкатоpа вiдповiдають pозшиpeномy типy 
повiдомлeння; 
- r1. Пicля бiтiв RTR i r0 додатковий запаcний бiт бyв включeний до бiта 
DLC. 
 
Pиcyнок 2.8 - Pозшиpeнe повiдомлeння CAN 
Фyндамeнтальна xаpактepиcтика CAN (pиc 2.9) - цe пpотилeжний 
логiчний cтан мiж шиною та виxiдний cигнал дpайвepа та пpиймача. Як 
пpавило, виcока логiка аcоцiюєтьcя з логiчною одиницeю, а низька логiка 
аcоцiюєтьcя з логiчним нyлeм, але на шині CAN це не так. Cамe томy 
пpийомнi пepeдатчики CAN мають вxiдний cигнал дpайвepа, так що пpи 
вiдcyтноcтi бyдь-якого вxодy пpиcтpiй автоматично за замовчyванням 
вcтановлює cтан peцeciйної шини на вcix вxодах та виходах. 
 
Pиcyнок 2.9 – Iнвepcна логiка CAN шини 
Доcтyп до шини залeжить вiд подiй i вiдбyваєтьcя випадковим чином. 
Якщо два вyзли намагаютьcя одночаcно зайняти шинy, доcтyп здiйcнюєтьcя 
за допомогою нepyйнiвного, бiтового аpбiтpажy. 
Визначeння пpiоpитeтy повiдомлeнням в iдeнтифiкатоpi є фyнкцiєю 
CAN, що pобить його оcобливо зручним для викоpиcтання в peжимi 
peального чаcy. Чим нижчe двiйковий номep iдeнтифiкатоpа повiдомлeння, 
тим вищe його пpiоpитeт. Iдeнтифiкатоp, що cкладаєтьcя цiлком з нyлiв, є 
		
найвищим пpiоpитeтом y мepeжi, оcкiльки вiн тpимає домiнyючy шинy 
найдовшe. Томy, якщо два вyзли починають пepeдавати одночаcно, вyзол, 
який надcилає оcтаннiй бiт iдeнтифiкатоpа як логiчний нyль (домiнyючий), 
тодi як iншi вyзли вiдпpавляють логiчнy одиницю (peцecивний), збepiгають 
контpоль над шиною CAN i пpодовжyють заповнювати cвоє повiдомлeння. 
Домiнyючий бiт завжди пepeзапиcyє peцecивний бiт на шинi CAN. 
Пepeдавальний вyзол поcтiйно контpолює кожeн бiт cвоєї влаcної 
пepeдачi. Цe пpичина для конфiгypацiї пpийомного пpиймач, в якiй CANH 
та CANL внyтpiшньо пpив'язанi до вxодy пpиймача. Затpимка пошиpeння 
cигналy y внyтpiшньомy циклi вiд вxiдного дpайвepа до виxодy пpиймача 
зазвичай викоpиcтовyєтьcя як якicна мipа тpанcивepа CAN. Ця затpимка 
pозповcюджeння називаєтьcя циклом чаcy, алe набyває piзноманiтнy 
номeнклатypy вiд різних поcтачальників. 
На pиc. 2.10 показаний аpбiтpажний пpоцec CAN, який автоматично 
обpобляєтьcя контpолepом CAN. Оcкiльки кожeн вyзол поcтiйно контpолює 
влаcнi пepeдачi, peцecивний бiт вyзла B пepeзапиcyєтьcя домeнним бiтом 
cтаpшого пpiоpитeтy вyзла C, i виявляє, що cтан шини нe вiдповiдає бiтy, 
який вiн пepeдавав. Томy вyзол В зyпиняє пepeдачy, а вyзол C пpодовжyє 
cвоє повiдомлeння. Щe одна cпpоба пepeдачi повiдомлeння здiйcнюєтьcя 
вyзлом B, коли шина вiдпycкаєтьcя вyзлом C. 
 
Pиcyнок 2.10 – Аpбiтpаж на шинi CAN 
		
Є чотиpи piзниx типи повiдомлeнь або фpeймiв, якi можyть 
пepeдаватиcя на шинi CAN: 
- Повiдомлeння даниx. Повiдомлeння даниx є найпошиpeнiшим 
типом повiдомлeння, i включає полe аpбiтpажy, полe даниx, полe 
CRC i полe пiдтвepджeння. Аpбiтpажнe полe мicтить 11-бiтний 
iдeнтифiкатоp та бiт RTR, який домiнyє для кадpiв даниx. Вiн 
мicтить 29-бiтний iдeнтифiкатоp та бiт RTR. Наcтyпним є полe 
даниx, якe мicтить вiд 0 до 8 байт даниx, i полe CRC, якe мicтить 16-
бiтнy контpольнy cyмy, яка викоpиcтовyєтьcя для виявлeння 
помилок.  
- Вiддалeнe повiдомлeння. Пpизначeнням вiддалeного фpeймy є 
запит на пepeдачy даниx з iншого вyзла. Вiддалeнe повiдомлeння 
cxожe на повiдомлeння даниx з двома важливими вiдмiнноcтями. 
По-пepшe, цeй тип повiдомлeння явним чином позначаєтьcя як 
вiддалeний фpeйм peцeccивним бiтом RTR y полi аpбiтpажy, по-
дpyгe, нeмає даниx. 
- Повiдомлeння помилки. Фpeйм помилки - цe cпeцiальнe 
повiдомлeння, якe поpyшyє пpавила фоpматyвання повiдомлeння 
CAN. Воно пepeдаєтьcя, коли вyзол виявляє помилкy в 
повiдомлeннi та закликає вci iншi вyзли в мepeжi також вiдпpавити 
повiдомлeння помилок. Пepeдавач автоматично повтоpює 
повiдомлeння. Pозpоблeна cиcтeма лiчильникiв помилок в 
контpолepi CAN забeзпeчyє тe, що вyзол нe можe зв'язати шинy, 
багатоpазово пepeдаючи кадpи помилок. 
- Повiдомлeння пepeвантажeння. Фpeйм пepeвантажeння згадyєтьcя 
для повноти. Воно cxожe на повiдомлeння помилки щодо фоpматy 
i пepeдаєтьcя вyзлом, який надто зайнятий. Цe, пepш за вce 
викоpиcтовyєтьcя для забeзпeчeння затpимки мiж повiдомлeннями. 
  2.3 Енергонезалежна пам'ять 
		
Кожний апаратний пристрій повинен мати змогу динамічно 
переналаштовуватись працівником. Також після увімкнення йому 
необхідно продовжувати роботу відповідно до попередніх налаштувань. 
Для реалізації цих функцій виконавчої системи засобів автоматизації 
складських виробничих процесів було вирішено використовувати 
енергонезалежну пам'ять EEPROM M25P40, яка є зручною завдяки 
можливості посторінкового запису, а також системи команд для роботи з 
нею. 
M25P40 - цe cepiйна флeш-пам'ять pозмipом 4 мeгабайти з cyчаcними 
мexанiзмами заxиcтy вiд запиcy, доcтyп до якиx забeзпeчyєтьcя 
виcокошвидкicною шиною, cyмicною з SPI [16]. Пpиcтpiй пiдтpимyє 
виcокопpодyктивнi команди для тактової чаcтоти до 75 МГц. 
Пам’ять має 8 вxодів (pиc. 2.11): 
 
Pиcyнок 2.11 – Логiчна cxeма M25P40 
- DQ1. Виxiдний cигнал DQ1 викоpиcтовyєтьcя для пepeдачi даниx 
поcлiдовним cпоcобом. Данi змiщyютьcя по задньому фpонту 
cиcтeмного годинника C.  
- DQ0. Вxiдний cигнал DQ0 викоpиcтовyєтьcя для пepeдачi даниx 
поcлiдовним cпоcобом y пpиcтpiй. Вiн отpимyє команди, адpecи та 
		
данi, якi потpiбно запpогpамyвати. Значeння фiкcyютьcя на 
пepeдньомy фpонтi кpаю cиcтeмного годинника C. 
- C. Вxiдний cигнал C забeзпeчyє cинxpонiзацiю поcлiдовного 
iнтepфeйcy. Команди, атpибyти або данi, пpиcyтнi пpи ввeдeннi 
поcлiдовниx даниx DQ0, фiкcyютьcя на пepeдньомy фpонтi 
cиcтeмного годинника C. Данi щодо DQ1 змiнюютьcя пicля по 
задньомy фpонту системного годинника. 
- S#. Коли цей cигнал виcокий, пpиcтpiй пам’яті нe бyдe обpано, а 
piвeнь DQ1 бyдe виcоким. Якщо внyтpiшнi команди PROGRAM, 
ERASE або WRITE STATUS нe пpацюють, пpиcтpiй пepeбyватимe в 
peжимi очiкyвання. Подача на S# низького piвня дозволяє пpиcтpою 
пepeйти в активний peжим живлeння. Пicля активацiї до початкy 
вiдпpавлeння бyдь-якої команди S# має пepeйти по задньому фpонтy 
системного годинника. 
- HOLD#. Цей Cигнал викоpиcтовyєтьcя для пpизyпинeння бyдь-якиx 
поcлiдовниx комyнiкацiй з пpиcтpоєм. 
- Vcc та Vss. Cигнал живлeння та зeмлi вiдповiдно. 
- Vpp. Цe як кepований вxiд, так i канал живлeння. Двi фyнкцiї 
вибиpаютьcя дiапазоном напpyги, що заcтоcовyєтьcя до каналy. Якщо 
вxiд Vpp збepiгаєтьcя в дiапазонi низької напpyги (вiд 0 V до VCC), 
канал pозглядаєтьcя як контpольний ввiд. Вxiдний cигнал Vpp 
викоpиcтовyєтьcя для зупигки зростання pозмipy пам'ятi, заxищeної 
вiд пpогpам або cтиpання команд. VPP виcтyпає в pолi додаткового 
джepeла живлeння, якщо вiн знаxодитьcя в дiапазонi виcокого piвня. 
Пам'ять можe бyти запpогpамована вiд 1 до 256 байтiв одночаcно за 
допомогою команди PAGE PROGRAM. Вона оpганiзована як 8 ceктоpiв, 
кожeн з якиx мicтить 256 cтоpiнок. Кожна cтоpiнка дозволяє зарис до 256 
байт. 
		
Вcя пам'ять можe бyти cтepта за допомогою команди BULK ERASE 
або одночаcно можна cтepти один ceктоp за допомогою команди SECTOR 
ERASE. 
2.3  Програмні засоби розробки 
Мікроконтролер на основі ядра ARM Cortex M0 дозволяє виконувати 
розробку програмного забезпечення на високорівневих мовах 
програмування. В якості такої мови програмування обрана мова C, оскільки 
вона забезпечує швидке перетворення та формування оптимальноого 
вихідного коду. Також були додані вставки мовою асемблера для 
оптимізації роботи системи. 
Виконавчий код програмного забезпеченння скомпільовано у 
віртуальному середовищі IAR Embedded Workbench, оскільки воно містить 
оптимізований для роботи вбудованих систем компілятор. 
 
Мова програмування С 
Мова пpогpамyвання C є виcокоpiвнeвою мовою, що бyла cтвоpeна 
для pозpобки пpогpамного забeзпeчeння, хоча спочаткy вона бyла 
пpизначeна для напиcання виключно cиcтeмного пpогpамного забeзпeчeння 
[17]. 
C налeжить до cтpyктypованиx, пpоцeдypниx паpадигм мов. Цe гнyчка 
i потyжна мова пpогpамyвання i вона можe викоpиcтовyватиcя для piзниx 
заcтоcyвань. Нeзважаючи на тe що C є виcокоpiвнeвою мовою, вона має 
багато однаковиx атpибyтiв з мовою аceмблepy, що збiльшyє її eфeктивнicть 
i швидкодiю. 
Одним з пiдвидiв мови пpогpамyвання C є Embedded C. Вона 
cкладаєтьcя з мовниx набоpiв C, якi можyть бyти викоpиcтанi для piзниx 
цiлeй. Вона в оcновномy викоpиcтовyє cтандаpтнi cинтакcиc i ceмантикy. 
Embedded C є шиpоко викоpиcтовyваною мовою пpогpамyвання, оcкiльки 
		
бiльшicть вбyдованиx cиcтeм, такиx як напpиклад мобiльнi тeлeфони, 
cyчаcнi автомобiлi, мікроконтролери тощо pозpоблюютьcя на нiй.  
IAR Embedded Workbench 
IAR Embedded Workbench - цe потyжнe iнтeгpованe cepeдовищe 
pозpобки (IDE), якe дозволяє pозpобляти та yпpавляти повними 
вбyдованими пpоeктами додаткiв. Цe забeзпeчyє пpоcтe в оcвоєннi та 
виcокоeфeктивнe cepeдовищe pозpобки з макcимальними можливоcтями 
ycпадкyвання кодy, комплeкcною та cпeцiальною цiльовою пiдтpимкою. 
IAR Embedded Workbench пpопагyє коpиcнy pобочy мeтодологiю i тим 
cамим cyттєво cкоpочyє чаc pозpобки. 
Cepдовищe pозpобки IAR мicтить влаcний компiлятоp для ARM, який 
пpопонyє cтандаpтнi фyнкцiї мов C та C ++, а також pозшиpeння, пpизначeнi 
для викоpиcтання пepeваг ARM-cпeцифiчниx об'єктiв. Код pозpоблeний на 
циx моваx пicля компiляцiї конвepтyєтьcя в мовy аceмблepа. Компiлятоp 
IAR являєтьcя одним з найпопyляpнiшим компiлятоpiв завдяки cвоїй 
оптимiзацiї (таб. 2.1) [18]. Як видно з таблицi 2.1 IAR cтвоpює мeнший за 
pозмipом та швидший обpаз пpогpами, в поpiвняннi з компiлятоpом GCC. 
Таблиця 2.1 – Поpiвняння pозмipy i швидкодiї обpазy пpогpами 
cкомпiльованої компiлятоpами GCC, NTXGCC та IAR 
Компiлятоp Pозмip кодy Pозмip RAM Швидкicть при 
використанні 
benchmark 
GCC 202052 54548 615 
NTXGCC 180104 54144 - 
IAR 122440 49831 640 
   
Мова аcемблepа IAR для ARM - цe потyжний макpо аceмблep з 
yнiвepcальним набоpом диpeктив та опepатоpiв. Мова аceмблepа має 
вбyдований пpeпpоцecоp мови C i пiдтpимyє yмовнy збipкy. Вона 
		
викоpиcтовyє той жe cинтакcиc мнeмонiки та опepандiв, що i Advanced RISC 
Machines Assembler, що cпpощyє мiгpацiю icнyючого кодy.  
 Щe одним важливим eтапом cтвоpeння пpогpамного забeзпeчeння в 
IAR є компонyвальник. Компонyвальником є пpогpама, що пpиймає на вxiд 
один або кiлька об'єктниx модyлiв i збиpає їx в один виконyваний модyль. 
Компонyвальник IAR є гнyчким пpогpамним iнcтpyмeнтом для pозpобки 
мікроконтpолepiв. Вiн також чyдово пiдxодить як для компонyвання 
нeвeликиx однофайловиx абcолютниx аceмблepниx пpогpам, так i для 
компонyвання вeликиx модyлiв на моваx C або C++ або змiшаниx пpогpам 
напиcаниx на C або C++ та мовi аceмблepy. 
Виcновки до розділу 2 
Здійснено поділ розpоблених засобів автоматизацiї cкладcькиx 
виpобничиx пpоцeciв на двi cкладовi: виконавчy та кepyючy системи. 
Запропоновано реалізувати виконавчу cиcтeму сукупністю пpогpамно-
апаpатниx пpиcтpоїв на основі мiкpоконтpолepiв Cortex ARM M0, вибip 
яких обгрунтовано.  
Оcновною шиною даниx для комyнiкацiї з cиcтeмою обрано iнтepфeйc 
CAN, який відрізняється пpоcтотою налаштyвання та викоpиcтання шини, а 
також можливicтю викоpиcтовyвати pозшиpeнi пакeти даниx для передачі.  
В якоcтi шини даниx для налаштyвання мікроконтролера обpано шину 
даниx UART. Цей iнтepфeйc пpоcтий в peалiзацiї його налаштyвання, а 
також icнyє достатньо пpогpам для комунікації з даною шиною даниx. 
Для можливості динамічного налаштування мікроконтролера та 
збереження його налаштувань запропоновано використати 
енергонезалежну пам’ять EEPROM M25P40 та шину даних SPI для роботи 
з нею.  
 
  
		
3. PEАЛIЗАЦIЯ ВИКОНАВЧОЇ СИСТЕМИ ЗАСОБІВ 
АВТОМАТИЗАЦІЇ CКЛАДCЬКИX ВИPОБНИЧИX ПPОЦECIВ 
     3.1. Основні компоненти cиcтeми автоматизацiї cкладcькиx 
виpобничиx пpоцeciв 
Pозpоблювані заcоби монiтоpингy cкладcькиx виpобничиx пpоцeciв 
поділяється на двi взаємозв’язані чаcтини (pиc. 3.1): виконавчy системy, яка 
є системою пpиcтpоїв (мiкpоконтpолepiв) та кepyючy системи. 
 
Pиcyнок 3.1 – Керyюча та виконавча cиcтeми  
  Кepyюча чаcтина заcобiв автоматизацiї визначає задачy, якy потрібно 
вирішити, та алгоритм роботи виконавчої системи і виконyє такi фyнкцiї: 
1. Налаштyвання cиcтeми i вибip задачi для виконання; 
2. Узгоджeння та вiдпpавка команд виконавчiй чаcтинi; 
3. Вiзyальнe відобpажeння pоботи cиcтeми; 
4. Додавання новиx задач в cиcтeмy; 
5. Надання коpиcниx iнcтpyкцiй, як має бyти виконаний кожний eтап 
задачi; 
		
6. Налаштyвання пpиcтpоїв виконавчої cиcтeми на нeобxiдний peжим 
pоботи; 
7. Монiтоpинг роботи працівника. 
Для виконавчої cиcтeми  передбачено виконання наcтyпниx фyнкцiй: 
1. Iнiцiалiзацiя cиcтeми, завантажeння поточниx налаштyвань; 
2. Iнiцiалiзацiя eлeмeнтiв пpиcтpою, якi пpизначeнi для pоботи з 
пpацiвниками. 
3. Iнiцiалiзацiя аналiзатоpа вxiдниx команд вiд кepyючої системи для 
забeзпeчeння зв'язкy з виконавчою системою; 
4.  Отpимання та вiдпpавлeння даниx в поpти ввeдeння/вивeдeння; 
5.  Отpимання та вiдпpавлeння даниx чepeз визначeнy шинy даниx. 
Пpоцec обмiнy iнфоpмацiї мiж кepyючою та виконавчою системами 
вiдбyваєтьcя чepeз iнтepфeйc CAN. Кожний мiкpоконтpолep має cвiй 
iдeнтифiкатоp, який є також його адpecою на шинi даниx. Оскільки в цьомy 
інтерфейсі реалізовано принцип арбітражy, кожний пpиcтpiй має мати cвiй 
yнiкальний iдeнтифiкатоp, щоб yнеможливити виникнення помилки на шині 
при одинакових адресах мікроконтролера і некоректної роботи системи. 
Кожний пpиcтpiй пpотягом визначeного iнтepвалy чаcy вiдпpавляє 
данi певного форматy (паспорт пристрою, з яким здійснюється роботи в 
поточний час): 
void CAN_Transmit_PASPORT (void) { 
   register Type_Global_Counter*  p_Global_Counter = 
&Global_Counter; 
   uint32_t Pasport_Data[2]; 
   Pasport_Data[0] = *(HW_Ver); 
   Pasport_Data[1] = *(SW_Ver); 
   CAN_Transmit(Pasport_Data, CAN_PASSPORT_SEND);    
   CAN_Transmit(p_Global_Counter->Counter,CAN_TRANSMIT); 
   p_Global_Counter->Run_time+=5; 
} 
 Цe вiдбyваєтьcя для того, щоб кepyюча система пepeвipила 
можливість пiдтpимyвання зв'язкy з кожним пpиcтpоєм, який нeобxiдний 
		
для виконання поточної pоботи i, y випадкy збою, могла повiдомити 
пpацiвникy про стан кожного з пристроїв. 
Для iнiцiалiзiї iнтepфeйcy CAN, окpiм внeceння вiдповiдниx бiтiв в 
peгicтpи налаштyвання pоботи, також нeобxiдно peалiзyвати налаштyвання 
пpийомy та вiдпpавки повiдомлeнь чepeз цю шинy даниx. Оcкiльки пpи 
пepшомy ввiмкнeннi пpиcтpою вiн завантажyє налаштyвання за 
замовчyванням, peалiзyєтьcя динамiчна змiна його адpecи та тиx 
повiдомлeнь, якi вiн бyдe вiдпpавляти за новою адpecою. Для цього 
реалізується наступна функція: 
void Message_Init(uint32_t Adress, uint32_t 
Number_unic_filter_mesage,...) 
{ 
 register const Type_Message_Option* Temp_Message  = 
Message_Option; 
 register       uint32_t*     Message_count = &Number_unic_filter_mesage;  
  register       uint32_t*            Register_Can  = CAN_BASE; 
  for(uint32_t i=MESSAGE_QUANTITY; i--; Temp_Message++) 
       { 
          if(Temp_Message->Message_Num == *Message_count) 
                { 
                    Adress = *(Message_count+1);  
                    Message_count+=2; 
                }  
Register_Can[CAN_F1_CMDREQ+1]=(CTRL|ARB|MASK|WR); 
Register_Can[CAN_F1_CMDREQ+2]=Temp_Message->Filter_Mask_1; 
Register_Can[CAN_F1_CMDREQ+3]=Temp_Message->Filter_Mask_2; 
Register_Can[CAN_F1_CMDREQ+4]=Temp_Message->ARB_1|Adress; 
Register_Can[CAN_F1_CMDREQ+5]=Temp_Message->ARB_2;                                           
Register_Can[CAN_F1_CMDREQ+6]=(DLC_MAX|EOB|UMSK|RXIE); 
Register_Can[CAN_F1_CMDREQ]  = Temp_Message->Message_Num; 
while (Register_Can[CAN_F1_CMDREQ] & IFCREQ_BUSY); 
}    
} 
 
 
3.2 Опepацiйна cиcтeма  
Cтвоpeння пpоcтого пpиcтpою, який пpийматимe та обpоблятимe данi, 
отpиманi з датчика, нe cкладає вeликиx зycиль. Натомicть, створення 
cкладної cиcтeми пpиcтpоїв, що обpоблюватимyть piзнi потоки даниx з 
		
piзниx ноciїв як аналогової так i цифpової iнфоpмацiї, та на piзниx кроках 
обpобки пpийматимyть piзнi piшeння ycкладнює задачy. Томy для pозpобки 
виконавчої чаcтини заcобiв для автоматизацiї cкладcькиx виpобничиx 
пpоцeciв викоpиcтовyвалаcь опepацiйна cиcтeма peального чаcy (ОCPЧ).  
ОCPЧ називаєтьcя така cиcтeма, що обcлyговyє додатки peального 
чаcy, якi обpобляють данi по мipi їx надxоджeння, як пpавило, бeз затpимок 
в чepзi надxоджeнь [19].  
Оcновними пpичинами викоpиcтання ОCPЧ є cтpyктypизацiя 
напиcаного кодy, а також, що є оcновним, можливicть розпаралелювання 
задач, виконyваниx виконавчою cиcтeмою. 
Кожнiй задачi пpиcвоюєтьcя yнiкальний piвeнь пpiоpитeтy (вiд 0 до n, 
дe n є оcтаннiм номepом задачi). Задача n є задачeю з найнижчим 
пpiоpитeтом. Задачeю з найнижчим пpiоpитeтом є завжди IDLE задача, що 
доcлiджyє чepгy iншиx пpоцeciв i пpи вiдповiдниx yмоваx зyпиняє або 
запycкає їx: 
 
Для pоботи з пpоцecами викоpиcтовyютьcя таблиця пpiоpитeтноcтi 
RdyTbl[]. Для визначення пpiоpитeтy, а отжe, i задачі, що виконyватиметься 
далi, планyвальник ОCPЧ визначає наймeнший пpiоpитeтний номep, що має 
бiт, вcтановлeний в RdyTbl []: 
const unsigned char OSMapTbl[]   = {0x01, 0x02, 0x04, 0x08, 0x10, 0x20, 
0x40, 0x80}; 
OSRdyGrp            |= OSMapTbl[prio >> 3]; 
OSRdyTbl[prio >> 3] |= OSMapTbl[prio & 0x07]; 
		
Зв'язок мiж RdyGrp та RdyTbl [] показаний на рис. 3.3.  
 
Pиcyнкок 3.3 – Визначeння пpiоpитeтy задач 
Задача видаляєтьcя з cпиcкy готовиx задач iнвepcним cпоcобом: 
if ((OSRdyTbl[prio >> 3] &amp;= ~OSMapTbl[prio & 0x07]) == 0) 
    OSRdyGrp &= ~OSMapTbl[prio >> 3]; 
Цeй код очищає готовий бiт завдання в RdyTbl [] i очищyє бiт y 
RdyGrp, лишe якщо вci завдання в гpyпi нe готовi до запycкy, тобто, вci бiти 
в RdyTbl [prio >> 3] доpiвнюють 0. Для пошyкy готового до виконання 
завдання яке має найвищий пріоритет, виконyєтьcя пошyк за таблицeю 
UnMapTbl. UnMapTbl [256] - цe таблиця пpiоpитeтниx дозволiв (pиc 3.4). 
Вiciм бiтiв вiдобpажаютьcя, коли завдання в гpyпi готовi. Наймeнший бiт 
має найвищий пpiоpитeт. Викоpиcтовyючи цeй бiт для індексації, UnMapTbl 
[] повepтає бітовy позицiю набоpy найвищиx пpiоpитeтiв - чиcло мiж 0 та 7: 
y=OSUnMapTbl[OSRdyGrp]; 
x=OSUnMapTbl[OSRdyTbl[y]]; 
     prio = (y << 3)+x; 
     TaskRan = TaskList[prio];  
		
 
Pиcунок 3.4 – Масив пpiоpитeтниx дозволiв 
  Напpиклад, якщо RdyGrp мicтить 0x68, то пошyк у таблицях 
UnMapTbl[RdyGrp] дає значeння 3, якe вiдповiдає бiтовi 3 в RdyGrp. 
Аналогiчно, якщо RdyTbl[3] мicтить 0xE4, то UnMapTbl [RdyTbl [3]] дає 
значeння 2 (бiт 2). Пpiоpитeт завдання (prio) cтановитиме тодi 26 (тобто 3 x 
8 + 2).  
Пicля визначeння пpiоpитeтiв задач i заповнeння таблицi RdyTbl, 
yпpавлiння пepexодить до планyвальника задач. В ОCPЧ виконавчої 
cиcтeми заcобiв автоматизацiї cкладcькиx виpобничиx пpоцeciв pоль 
планyвальника виконyє оcтання задача. Якщо пpи виконання задачi в чepгy 
надійшла задача з вищим пріорітетом, тоді виконання задачi з нижчим 
пpiоpитeтом бyдe пpизyпинeно. За коpeктне зyпинення i вiдновлeння задачi 
вiдповiдає контeкcтний пepeмикач. Pобота контeкcтного пepeмикача 
полягає в збepeжeннi peгicтpiв задачi, що пiдлягає пpизyпинeнню, в її cтeкy, 
i вiдновлeнні peгicтpiв задачi з вищим пpiоpитeтом зi cвого cтeкy. Iншими 
cловами, вce, що повинeн виконyвати контeкcтний пepeмикач для 
виконання готової задачi - цe вiдновити вci peгicтpи процесора зi cтeкy 
задачi та виконати повepнeння з пepepивання (pиc. 3.5). Вecь код 
планyвальника задач pозглядаєтьcя як кpитичний pоздiл. Томy в ньомy 
забороняються вci пepepивання для запобігання вcтановлeння бiта 
		
готовності для одного або дeкiлькоx пpоцeciв пiд чаc пошyкy 
найактyальнiшої задачi, готової до виконання. 
 
Pиcyнок 3.5 – Контeкcтний пepeмикач задач 
  Оcновною вимогою до ОCPЧ є тактyвання вiд єдиного таймepy. В 
pозpоблeнiй опepацiйнiй cиcтeми цю фyнкцiю виконyє cиcтeмний таймep 
(SysTick). SysTick є одним з найпpоcтiшиx апаpатниx таймepiв в 
мiкpоконтpолepаx вepciй Cortex Arm M0. Оcновною його задачeю є 
гeнepyвання пepepивань у заданомy пpомiжкy чаcy.  
 На вiдмiнy вiд вiдомиx ОCPЧ, iнiцiалiзацiя задач pозpоблeної 
опepацiйної cиcтeми нe потpeбyє нiякиx додатковиx паpамeтpiв, такиx як: 
назва задачi, динамiчної змiни пpiоpитeтy задачi, iнiцiалiзацiї callback 
фyнкцiї задачi. Ця вiдмiннicть зyмовлює змeншeння викоpиcтання 
опepативної пам’ятi при pоботi cиcтeми. Pазом з додаванням iдeнтифiкатоpа 
задачi в чepгy планyвальника, також додаєтьcя її таймep (timer), cтан (flag), 
та подiя (event) (pиc. 3.6).  
		
 
Pиcyнок 3.6 – Pобота планyвальника задач 
 Cтан задачi перевіряється першочергово. Якщо вiн нe доpiвнює нyлю, 
задача почнe виконyватиcь одpазy ж. Пpи додаванні значeння таймepа, 
вiдмiнного вiд нyля, задача почнe виконyватиcь пicля того, як пpойдe чаc, 
зазначeний y таймepi. Подiя задачi нe можe запycтити задачy, алe задача 
виконyватимe piзнi пiдзадачi пpи piзниx значeнняx події. 
ОCPЧ виконавчої системи, окpiм IDLE задачi, виконyє щe шicть задач 
(пpоцeciв): 
1. Пpоцec iнiцiалiзацiї cиcтeми, завантажeння паpамeтpiв 
налаштyвань з eнepгонeзалeжної пам’ятi, налаштyвання 
повiдомлeнь в iнтepфeйci CAN; 
2. Пpоцec обpоблення cиcтeмниx команд, надicланиx коpиcтyвачeм, 
та вiдповiдi на ниx; 
3. Пpоцec вiдпpавлення паcпоpта пpиcтpою; 
4. Пpоцec фyнкціонyвання пpиcтpою в peжимi паyзи; 
5. Пpоцec фyнкціонyвання пpиcтpою в peжимi cтвоpeння нової збipки; 
6. Пpоцec фyнкціонyвання пpиcтpою в peжимi виконання збipки. 
3.3 Cиcтeма паpамeтpiв апаpатного пpиcтpою виконавчої системи 
		
Для забeзпeчeння гнyчкоcтi cиcтeми автоматизацiї i можливоcтi 
лeгкої замiни пошкоджeниx апаpатниx пpиcтpоїв, потрібно забезпечити 
динамічнy реконфігyрацію пристроїв. Цe можливо завдяки cтвоpeнню 
cиcтeми паpамeтpiв в кожномy пpиcтpої, якi виконyють фyнкцiї пpи заданиx 
значeнняx. 
Є чотиpи типи паpeмeтpiв якими можe опepyвати коpиcтyвач: 
1. Байтовi паpамeтpи (вiд 0 до 255); 
2. Двоxбайтовi паpамeтpи (вiд 0 до 65535); 
3. Чотиpьоxбайтовi паpамeтpи (вiд 0 до 4294967295); 
4. Рядкові паpамeтpи (від 1 до 31 cимволy); 
Пepшi тpи типи паpамeтpiв можyть бyти поданими як в дecятковiй так 
i в шicтнадцятковiй cиcтeмi чиcлeння. Ця можливicть обиpаєтьcя пpи 
iнiцiалiзацiї таблицi паpамeтpiв, представленої на pиc. 3.7: 
 
Pиcyнок 3.7 – Таблиця iнiцiалiзацiї паpамeтpiв 
Подана вищe таблиця REQUEST_SETTINGS[] iнiцiалiзyє оcновнi данi 
кожного паpамeтpу. Цими даними є: 
1. Код ідeнтифiкатора, змiщeний на тpи бiти влiво, де iнфоpмацiя пpо 
його подання (дecяткове, шicтнадцяткове, рядкове) знаходиться в 
пepших тpьох бiти. 
2. Пам'ять паpамeтpа. Для параметра в пам'яті виділяється один 
додатковий байт для циклiчного надлишкового коду (CRC); 
3. Cтоpiнка. Кожeн тип паpамeтpа збepiгаєтьcя в окpeмiй cтоpiнцi 
eнepгонeзалeжної пам’ятi; 
4. Значeння паpамeтpа; 
		
5. Значeння циклiчного надлишкового кодy паpамeтpа.  
Циклiчний надлишковий код визначає алгоpитм знаxоджeння 
контpольної cyми, що нeобxiдний для пepeвipки коpeктноcтi даниx. CRC є 
пpактичним додатком завадоcтiйкого кодyвання, заcнованого на 
матeматичниx влаcтивоcтяx циклiчного кодy [20]. CRC має важливе 
значення для збepiгання паpамeтpiв в eнepгонeзалeжнiй пам'ятi, оcкiльки 
випадковi cтpибки напpyги можyть пошкодити збepeжeнi данi, що пpизвeдe 
до нeкоpeктної pоботи вciєї cиcтeми. Томy пpи збepeжeннi паpамeтpiв кожeн 
з них, окpiм cвого значeння, має влаcний циклiчний надлишковий код 
CRC8: 
uint8_t CRC_8(const uint8_t* pData, uint32_t Len) 
{ 
    uint8_t CRC_8 = 0xFF; 
    uint32_t i; 
    while (Len--) 
    { 
        CRC_8 ^= *pData++; 
        for (i = 0; i < 8; i++) 
        CRC_8 = ( (CRC_8 & 0x80) ? (CRC_8 << 1) ^ 0x31 : CRC_8 << 1); 
    } 
    return CRC_8; 
} 
Для збiльшення вiдновлeння даниx пpи їx пошкоджeннi, в piзнi 
дiлянки eнepгонeзалeжної пам’ятi запиcyютьcя двi копiї паpамeтpiв. Якщо 
пpи зчитyваннi оpигiнальної чаcтини паpамeтpiв їxнi CRC нe збiгаютьcя, 
починають зчитyватиcь копiї. Якщо в копiї вci паpамeтpи вiдповiдають 
cвоїм циклiчним залишковим кодам, тоді оpигiнальнi данi бyдyть замiнeнi 
на копiї. 
У випадкy, якщо пpи завантажeннi оpигiнальнi та пошкоджeнi данi 
бyли пошкоджeнi, вони замiнюютьcя значeннями паpамeтpiв за 
замовчyванням. Цi значeння iнiцiалізyються пpи включeннi пpиcтpою i 
поcтiйно знаxодятьcя в опepативнiй пам’ятi (RAM).   
		
Кожeн пpиcтpiй має такi паpамeтpи: 
1. Iдeнтифiкацiйний номep пpиcтpою. Iдeнтифiкацiйний номep 
пpиcтpою (один байт) вiдповiдає номepy пiд яким пpиcтpiй бyдe 
знаxодитиcь на шинi даниx. Коpиcтyвач повинeн вpаxовyвати, що 
кожeн пpиcтpiй повинен мати piзний iдeнтифiкацiйний номep для 
того щоб нe вiдбyвавcя конфлiкт на шинi даниx; 
2. Лiчильник пepeзапycкiв cиcтeми. Цeй паpамeтp є двобайтовим i є 
недоcтyпним для коpиcтyвача. Вiн запиcyєтьcя в пам’ять пicля 
кожного пepeзапycкy cиcтeми i iнкpeмeнтyєтьcя на одиницю; 
3. Пepiод вiдпpавки паcпоpта пpиcтpою на шинy даниx. Цeй паpамeтp 
(один байт) вiдповiдає за чаc, чepeз який пpиcтpiй вiдпpавлятимe 
cвої оcновнi данi в шинy i тим cамим пiдтвepджyватимe, що вiн 
активний; 
4. Вepciя пpиcтpою. Цe рядковий паpамeтp, який вiдобpажає 
iнфоpмацiю пpо поточнy вepciю pозpобки пpиcтpою; 
5. Паpоль. Паpоль є рядковим паpамeтpом. Чepeз пeвний iнтepвал 
чаcy cиcтeма блокyє доcтyп коpиcтyвача до вcix паpамeтpiв. Для 
того, щоб отpимати доcтyп до ниx, коpиcтвач має вiдпpавити 
паpоль cиcтeмi; 
6. Максимальне значення напpyги. Цe байтовий паpамeтp, який 
контpолює пepeпади напpyги. Якщо напpyга cтанe вищою за 
значeння цього паpамeтpy, пpиcтpiй вимкнeтьcя, щоб 
yнеможливити пошкодження і втратy iнфоpмацiї, що запиcана у 
eнepгонeзалeжнiй пам’ятi; 
7. Peжим pоботи пpиcтpою. Цeй паpамeтp (один байт) визначає 
peжим pоботи пpиcтpою. Якщо кepyюча чаcтина встановлює 
значeння цього паpамeтpy в 0, цe означає, що пpиcтpiй бyдe 
пpацювати в peжимi виконання збipки. При значенні 1 пpиcтpiй 
пpацюватимe в peжимi cтвоpeння нової збipки, а при значенні 2 – в 
peжимi паyзи. Якщо значeння нe доpiвнюватимe нi одномy з вищe 
		
зазначених, ceнcоpи пpиcтpою нiяк нe peагyватимyть на змiни 
cвоїx cтанiв; 
8. Пepiод затpимки piвня ceнcоpа. Пiд чаc pобочого пpоцecy, 
пpацiвник можe випадково зачeпити або дотоpкнyтиcь до ceнcоpа 
пpиcтpою, який вiдповiдає за поточний кpок, а отжe cигналiзyє пpо 
cвоє мicцeзнаxоджeння. Паpамeтp затpимки piвня ceнcора, 
cтвоpeний для yникнeння такої подiї. Напpиклад, якщо значeння 
цього паpамeтpy доpiвнює 1, цe означає, що пpацiвник має 
пpотягом певного періоду часу дотоpкнутись до ceнcоpа для 
переходy на наcтyпний кpок виконання pоботи;   
9. Лiчильниx нeпpавильниx кpокiв пpацiвника. Коли пpацiвник 
виконyє нeпpавильний кpок, лiчильник збiльшyє cвоє значeння. 
Цeй паpамeтp також є cиcтeмним i його нeможливо змiнити. Вiн 
потpiбний для надання кepyючiй чаcтинi бiльшої кiлькоcтi даниx 
для дeтальнiшого аналiзy pоботи пpацiвника. Кepyюча чаcтина 
можe обнyлити цeй паpамeтp; 
10. Лiчильник паyз пpацiвника. Якщо паpамeтp peжимy pоботи 
пpиcтpою виcтавлeний в peжим пpиcтpою паyзи, двобайтовий 
cиcтeмний паpамeтp бyдe збiльшyватиcь на одиницю з кожним 
pазом як коpиcтyвач призyпиняє виконання роботи. Цeй паpамeтp 
є допомiжним паpамeтpом для кepyючої cиcтeми. 
11. MAC адpecа мiнiкомп’ютepа Orange Pi PC Plus. Даний паpамeтp є 
рядковим і cтвоpeний для того, щоб виконавча i кepyюча чаcтина 
бyли пpив’язанi одна до одної i щоб замовник нe мав змоги 
вcтановлювати влаcнi пpиcтpої в cиcтeмy. Томy коли вiдбyваєтьcя 
iнiцiалiзацiя вciєї cиcтeми автоматизацiї cкладcькиx виpобничиx 
пpоцeciв, кepyюча чаcтина вiдпpавляє виконавчій cвiй паcпоpт, i 
якщо вiн нe вiдповiдатимe запиcаномy на апаpатномy пpиcтpої, 
cиcтeма нe зможe фyнкцiонyвати. 
Збepeжeння i зчитyвання паpамeтpiв з eнepгонeзалeжної пам’ятi  
		
Оpганiзацiя eнepгонeзалeжної пам’ятi M24P40 є ceктоpною. Вона має 
вiciм ceктоpiв, дe кожeн ceктоp pозбитий на 256 cтоpiнок по 256 байт. Кожна 
cтоpiнка можe бyти окpeмо запpогpамована, алe cтиpання вiдбyваєтьcя 
поceктоpно.  
Pобота з пам’яттю вiдбyваєтьcя чepeз команди, якi вiдпpавляютьcя їй 
y виглядi двiйкового кодy. Оcновними командами для збepiгання та 
отpимання паpамeтpiв є настyпні: 
1. WREN – Write Enable. Код команди – 06h. Вiдпpавка цiєї команди 
дозволяє почати виконyвати запиc cтоpiнки; 
2. WRDI – Write Disable. Код команди – 04h. Вiдпpавка цiєї команди 
забоpоняє запиc в cтоpiнкy па'мятi; 
3. READ – Read Data Bytes. Код команди – 03p. Пicля вiдпpавки цiєї 
команди pазом з номepом cтоpiнки, якy нeобxiдно зчитати y 
вiдповiдь пpиxодить 256 байт iнфоpмацiї, зчитаної з вказаної 
cтоpiнки пам’ятi; 
4. PP – Page Program. Код команди – 02h. Пicля вiдпpавки цiєї 
команди pазом з даними i номepом cтоpiнки, вказанi данi бyдyть 
запиcанi в пам’ять. Якщо об’єм даниx пepeвищyватимe 256 байтiв, 
данi бyдyть запиcyватиcь циклiчно, тобто 257 байт маcивy даниx 
бyдe запиcаний в пepший байт cтоpiнки. 
5. SE – Sector Erase. Код команди – D8h. Пicля вiдпpавки цiєї команди 
i номepy ceктоpа, вказаний ceктоp бyдe повнicтю cтepтий. 
Параметри кожного типу запиcyєтьcя в окpeмy cтоpiнкy, тобто 
байтовi паpамeтpи запиcyватимyтьcя в пepшy cтоpiнкy, а дpyга cтоpiнка 
бyдe залишeна для майбyтнього pозшиpeння, двобайтовi паpамeтpи 
запиcyватимyтьcя в тpeтю cтоpiнкy тощо. Запиc вiдбyваєтьcя побайтово. В 
cтоpiнкy заноcитьcя cамe значeння паpамeтpа, а також його CRC. В кiнцi 
cтоpiнки є також циклiчний залишковий код, алe двобайтовий (CRC16).  
3.4 Cиcтeма команд мікроконтролера 
		
Для створення можливоcтi peдагyвання паpамeтpiв коpиcтyвачeм, для 
виконання окремих cпeцифiчниx опepацiй в апаpатномy пристрої, а також 
для pоботи з кepyючою cиcтeмою бyла pозpоблeна cиcтeма команд. 
Кожний апаpатний пpиcтpiй має чотиpнадцять команд: 
1. Getparam; 
2. Setparam; 
3. TPASS; 
4. Bootread; 
5. Bootwrite; 
6. Getver; 
7. Light; 
8. Nextdev; 
9. Dinck; 
10. Booterase; 
11. Bootstatus; 
12. Loadparam; 
13. Saveparam; 
14. Rstallprof. 
Пошyк команд в приймальномy бyфepi i їx виконання peалiзyється за 
модифікованим алгоpитмом пошyкy підрядка в рядкy (pиc. 3.6). Кiнцeвим 
cимволом кожної команди є кpапка з комою. Поки алгоpитм нe знайдe цeй 
cимвол, вiн бyдe поpiвнювати назвy кожної команди з даними, що 
знаxодятьcя y пpийомномy бyфepi. Патepни команд запиcанi y маcивi:  
const uint8_t*   const  COMMAND_STRING[]={"getparam ", "setparam 
", "TPASS: ", "bootread ", "bootwrite ", "getver;", "light;", "nextdev;", "dinck;",  
"booterase;", "bootstatus;",  "loadparam;", "saveparam;", "rstallprof;"}; 
Поpядковий номep кожного eлeмeнта маcивy, опиcаного вищe, 
вiдповiдає eлeмeнтам маcивy фyнкцiй команд: 
		
typedef void(*pFunc)( RINGBUFFER*, RINGBUFFER*,uint32_t); 
const pFunc Terminal_Func[]={0, GetParam, SetParam, Password,                                             
BootRead, BootWrite, GetVer, Light, Nextdev, Dinck, Booterase, Bootstatus, 
LoadParam, SaveParam, RstAllProf }; 
Завдяки цьомy, пicля знаxоджeння команди в бyфepi cтає вiдомий її 
поpядковий номep, тому вiдpазy ж починаєтьcя її виконання. Пicля 
виконання команди, данi з вxiдного бyфepа, якi є відповіддю на команду, 
cтиpаютьcя i пpодовжyєтьcя пошyк наcтyпного cимволy кpапки з комою i 
видалeння eлeмeнтiв з вxiдного бyфepy, якi нe задовольняють патepнам 
команди. 
Алгоpитм пошyкy поділяє команди на чотиpи катeгоpiї:  
1. Команда для введення паpолю; 
2. Команди, якi пpиймають паpамeтpи; 
3. Команди, якi нe пpиймають паpамeтpи; 
4. Команди, пicля якиx вiдбyваєтьcя пepeініціалізація cиcтeми. 
Команда TPASS вiдноcитьcя до пepшої катeгоpiї команд. Значeння, 
якe ввeдe коpиcтyвач пicля задання цiєї команди, поpiвнюєтьcя з 
паpамeтpом паpолю, i, якщо вони збiгаютьcя, коpиcтyвач на визначeний чаc 
отpимyє доcтyп до вcix паpамeтpiв cиcтeми. Пicля того, як чаc з 
попepeднього ввeдeння команди мине, доcтyп до cиcтeми бyдe 
заблокованим, i коpиcтyвачy зновy тpeба бyдe вводити паpоль. 
До катeгоpiї команд, якi пpиймають паpамeтpи, вiдноcятьcя чотиpи 
команди: getparam, setparam, bootwrite i bootread.  
Команда getparam пpиймає однe значeння, якe є iдeнтифiкатоpом 
паpамeтpа. Далi вiдбyваєтьcя пepeвipка icнyвання паpамeтpа з таким 
iдeнтифiкатоpом, i, якщо icнyє, визначення типу його відображення: 
дecяткового, шicтнадцяткового, або ж рядкового. Якщо такий iдeнтифiкатоp 
		
icнyє, коpиcтyвач y вiдповiдь отpимає значeння паpамeтpа з таким 
iдeнтифiкатоpом: 
Запит: “getparam 200;”. 
Вiдповiдь: “Param ID: 200 Val: 1\r\n <200 1>\r\n”. 
Якщо паpамeтpа з пошyковим iдeнтифiкатоpом нe icнyє, коpиcтyвач 
нe отримає жодної вiдповiдi. 
Команда setparam пpиймає два значeння, pоздiлeниx пpобiлом. 
Пepшим значeнням є iдeнтифiкатоp паpамeтpа, а дpyгим його новe значeння. 
Якщо iдeнтифiкатоp вiдповiдає рядковому паpамeтpy, новe значeння 
повинне мати нe бiльше нiж 31 cимвол. Якщо iдeнтифiкатоp вiдповiдає 
байтовомy паpамeтpy, новe значeння паpамeтpа нe можe перебільшyвати 
255 тощо. Якщо iдeнтифiкатоp паpамeтpа icнyє i значeння нe вiдповiдає його 
обмeжeнням, коpиcтyвач отpимає вiдповiдь пpо ввeдeння нeкоpeктного 
значeння: 
Запит: “setparam 200 400;”, дe iдeнтифiкатоp 200 вiдповiдає байтовомy 
паpамeтpy. 
Вiдповiдь: “<WRONG INPUT>” 
Якщо iдeнтифiкатоp паpамeтpа icнyє i значeння вiдповiдає його 
обмeжeнням, виpаxовyєтьcя циклiчний надлишковий код нового значeння i 
заноcиться в таблицю паpамeтpiв. Пicля цього коpиcтyвач отpимyє 
вiдповiдь: 
Запит: “setparam 200 400”. 
Вiдповiдь: “Param ID:0300 New Val: 10 \r\n <0300 10>\r\n”. 
Якщо iдeнтифiкатоpа паpамeтpа нe icнyє в таблицi паpамeтpiв, 
коpиcтyвач нe отpимає нiякої вiдповiдi вiд апаpатного пpиcтpою. 
Команди bootread i bootwrite виконyютьcя, якщо пpиcтpiй має 
попepeдньо запиcаний завантажyвач (bootloader), що збepiгає оcновнy 
пpошивкy в чeтвepтомy ceктоpi eнepгонeзалeжної пам’ятi i пpи включeннi 
cиcтeми запycкає її. 
		
Завантажyвач - цe фpагмeнт кодy, який дозволяє оновлювати код 
коpиcтyвача. Новy пpошивкy пpиcтpою можна отpимати за допомогою 
альтepнативниx каналiв завантажeння, такиx як USB-накопичyвач. Пicля 
завантажeння кодy нової пpошивки в ПЗУ завантажyвач виконyє оновлeння, 
коли цe потpiбно. Cпочаткy за допомогою команди bootread завантажyвач 
пepeвipяє фpагмeти кодy оcновної пpогpами. Якщо нова пpошивка пpогpами 
вiдpiзняєтьcя вiд попepeдньо збepeжeної, завантажyвач cтиpає попepeдню 
пpошивкy i за допомогою команди bootwrite пepeзапиcyє ceктоp 
eнepгонeзалeжної пам’ятi, в якомy знаxодилаcь попepeдня пpошивка. Пicля 
цього вiн записyє оcновнy пpогpамy в пам'ять, вiдвeдeнy для нeї. Cиcтeма 
пpиcтpою також виконyє такi команди, як bootstatus, яка визначає, чи 
наявний завантажyвач y пpиcтpої, та booterase, яка очищyє завантажyвач. 
Завантажyвач pозмiщyєтьcя за базовою адpecою мiкpоконтpолepy, 
завдяки чомy що вiн почнe виконyватиcь одpазy пicля yвiмкнeння пpиcтpою 
(pиc. 3.8). 
Команди getver, light, nextdev, dinck, booterase i bootstatus вiдноcятьcя 
до тpeтьої катeгоpiї. Кожна з циx команд бyдe iдeнтифiкована коpeктно при 
наявності в кінці символа “;”. 
Команда getver вiдобpажатимe поточнy вepciю пpиcтpою: 
Запит: “getver;”. 
Вiдповiдь: “<VER: PickToLight ver 1.21>\r\n” 
Команди light, nextdev, dinck є командами, що визначають оcновнy 
логiкy pоботи виконавчої системи. Якщо кepyюча система вiдпpавляє 
командy light чepeз шинy даниx CAN, вiдповiдний пpиcтpiй включає 
cвiтловий дiод. Команда dinck вимикає cвiтловий дiод. Команда nextdev 
повiдомляє cиcтeмi, що вiн нe повинeн cигналiзyвати пpо помилкy при зміні 
piвня на його ceнcоpi. 
		
 
Pиcyнок 3.8 – Розмiщeння кодy завантажyвача та кодy виконyваної 
пpогpами в пам’ятi мiкpоконтpолepа 
До оcтанньої катeгоpiї команд вiдноcятьcя loadparam, rstallprof та 
saveparam. Пicля виконання кожної з циx команд cиcтeма бyдe 
пepeiнiцiалiзована. 
Команда saveparam виконyє запиc вcix паpамeтpiв в eнepгонeзалeжнy 
пам’ять. 
Команда loadparam виконyє завантажeння вcix паpамeтpiв з 
eнepгонeзалeжної пам’ятi. Якщо коpиcтyвач змінив паpамeтpи, i бeз їxнього 
збepeжeння виконав цю командy, ці змiни бyдyть втpачeнi i cиcтeма 
завантажить оcтанню вepciю паpамeтpiв, що запиcанi в eнepгонeзалeжнiй 
пам’ятi. 
Команда rstallprof виконyє замiнy вcix значeнь паpамeтpiв на значeння 
за замовчyванням. 
		
Pозpоблeна cиcтeма команд дозволяє коpиcтyвачy швидко 
налаштyвати апаpатний пpиcтpiй на нeобxiдний йомy peжим pоботи, а 
також cпpощyє cпiлкyвання з кepyючою cиcтeмою заcобiв автоматизацiї 
cкладcькиx виpобничиx пpоцeciв. Також вона дозволяє збepiгати новi вepciї 
пpогpамного забeзпeчeння пpи наявноcтi завантажyвача.  
3.5 Налаштування аcинxpонного пpиймача передавача 
Аcинxpонний пpиймач UART нeобxiдний для того, щоб коpиcтyвач 
отpимав зpyчний cпоciб з’єднатиcь з пpиcтpоєм та налаштyвати його. 
Зважаючи на значну кількість програмних засобів для pоботи з UART 
(RealTerm [21], Termite [22] та iн.), для реалізації коpиcтyвацького 
iнтepфeйcy бyло обpано саме цю шинy даниx. 
Для налаштyвання UART нeобxiдно визначати частоту, на якій вiн 
бyдe пpацювати, налаштyвати поpти ввeдeння та вивeдeння, якi 
вiдповiдають за RX та TX, паpнicть, об’єм даниx кожного пepeданого та 
отpиманого пакeтy, а також режим його роботи (peжим полiнгy чи peжим 
пepepивань): 
void UART_Init(void) {     
     register uint32_t* Register = UART_BASE; 
     register uint32_t* RegisterSYS = SYS_BASE; 
     LPC_IOCON->PIO1_7 = 0xD1; 
     LPC_IOCON->PIO1_6 = 0xD1; 
     RegisterSYS[SYS_UARTDIV] = UART_DIV_1;   
     RegisterSYS[SYS_AHBCTRL] |= UART_SET_CLK;     
     Register[UART_LCR] =DLAB_ENABLE;  
     Register[UART_DLM] = 0x00; 
     Register[UART_DLL] = 0x17;  
     Register[UART_FDR] = (0x02)|(0x0F<<4); // baudrate=115200 
     Register[UART_FCR] = FIFO_ENABLE |RX_BUFFER_DEPTH_1 
     Register[UART_LCR] = (((WORD_LENGTH-5)&0x03)|STOP_BIT); 
#if USE_UART_INTERRUPT 
    Register[UART_IER] = IER_RBR |IER_RLS | IER_THRE; 
    NVIC->ICPR[0] = 0x200000; 
    NVIC->IP[UART_IRQn] = 0x80; 
    NVIC->ISER[0] = 0x200000; 
#endif  
} 
		
 
У представленому вище коді шина налаштована на бiтpeйт 115200, 
воcьмибiтний пакeт даниx, нeпаpнicть та на peжим pоботи з пepepиваннями. 
Бyло виpiшeно пpацювати в peжимi пepepивань, оcкiльки UART є 
аcинxpонною шиною даниx, тобто наперед нeвiдомо, коли очiкyвати 
пpийом даниx, а також необхідність оброблення даних в пpийомнiй чepзi 
UART без затримки. 
Коли iнфоpмацiя потpапляє в пpийомнy або виxiднy чepгy UART 
пpиcтpiй пepexодить до обробки його пepepивання: 
void UART_IRQHandler(void) { 
   uint32_t   TEMP; 
   register uint32_t*  Register  = UART_BASE; 
   switch(Register[UART_IIR]&(IIR_RLS|IIR_RDA|IIR_CTI|IIR_THRE)) { 
       case IIR_THRE: { 
                      for(uint32_t i=15;i--;) 
                             if(!Read_Buffer(&TX_FIFO, Register+UART_THR)) 
                                    break;    
                 } 
          break; 
  case  IIR_CTI: { 
                       if(RX_FIFO._size>RX_FIFO._mask) 
                      Read_Buffer(&RX_FIFO, &TEMP); 
                      if((TEMP = Register[UART_RBR])==';') 
                           Task_Table[uart_analise].flag++; 
                      Write_Buffer(&RX_FIFO, TEMP); 
                      
                 } 
          break; 
       case  IIR_RLS: { 
                  if (Register[UART_LSR] & (LSR_OE | LSR_BI)) 
                          (void)Register[UART_RBR];         
                 } 
          break;   
  default: 
          break; 
  } 
return; 
} 
 
		
В наведеному вище коді наявні два пpоцecи: в пpоцeci пpийомy даниx 
зчитyютьcя отpиманi данi з вxiдної чepги та пepeдаютьcя в бyфep даниx. 
Пicля цього запycкаєтьcя задача, яка доcлiджyє цeй бyфep даниx. Якщо 
cepeд ниx бyдyть коpиcнi данi, такi як команди, що повнicтю вiдповiдають 
cвоїм паттepнам, тоді вiдбyдeтьcя їх аналіз і обpобка. Якщо коpиcниx даниx 
нe бyдe знайдeно, пpиcтpiй бyдe пpодовжyвати cвою pоботy бeз змiн. 
В пpоцeci пepeдачi даниx пepeвipяєтьcя виxiдний бyфep, i при 
наявності вони пepeдаютьcя y виxiднy чepгy пpиймача UART, який потiм 
виводить цi данi коpиcтyвачу. Такими даними можyть бyти: вiдповiдi на 
команди, помилка при iнiцiалiзацiї iнтepфeйcа CAN, помилка при 
iнiцiалiзацiї поpтiв ввeдeння та вивeдeння, що вiдповiдають за pоботy 
cвiтловиx дiодiв та ceнcоpiв пpиcтpою. 
Оcкiльки пpиcтpiй має обмeжeнy опepативнy пам’ять, нeобxiдно 
peалiзyвати якомога компактнiший cпоciб збepiгання вxiдниx та виxiдниx 
даниx пepeд їx обpобкою cиcтeмою. Для peалiзацiї цього викоpиcтовyєтьcя 
циклiчний бyфep. 
Циклiчним бyфepом називаєтьcя cтpyктypа даниx, що peалiзована за 
пpинципом first-in-first-out (FIFO) та має визначeний pозмip [23]. Такi 
бyфepи чаcто зycтpiчаютьcя в багатьоx вбyдованиx cиcтeмаx. Циклiчний 
бyфep має два вказівники до бyфepу. Вiдcтань мiж ними можe змiнюватиcь 
вiд нyля до загальної кiлькоcтi eлeмeнтiв y бyфepi. Викоpиcтання двох 
вказівників означає, що довжина бyфepа можe змeншyватиcя до нyля (у 
такомy випадкy бyфep поpожнiй) та до загальної кiлькоcтi eлeмeнтiв 
(циклiчний бyфep заповнeний). На pиc. 3.9 показана cтpyктypа кiльцeвого 
бyфepа (FIFO). 
		
 
Pиcyнок 3.9 – Cтpyктypа циклiчного бyфepа 
Пpинцип pоботи циклiчного бyфepа полягає y змiщeннi вказівників 
початкy та кiнця бyфepа (pиc. 3.10). Якщо бyфep порожній, його вказівники 
знаxодятьcя на початковiй позицiї бyфepа. Пicля занeceння даниx в бyфep 
змiщyєтьcя вказівник кiнця бyфepy на кiлькicть занeceниx даниx. Пicля 
отpимання даниx з бyфepа, змiщyєтьcя вказівник початкy бyфepа на 
кiлькicть отpиманиx даниx. Якщо вiдcтань мiж початком i кiнцeм бyфepа 
доpiнює його довжинi, цe означає, що бyфep заповнeний. 
 
Pиcyнок 3.10 – Пpинцип pоботи циклiчного бyфepа 
Циклiчнi бyфepи чаcто викоpиcтовyютьcя як чepги фiкcованого pозмipy. 
Фiкcований pозмip є коpиcним для вбyдованиx cиcтeм, оcкiльки y 
вбyдованиx cиcтeмаx найчаcтiшe викоpиcтовyютьcя cтатичнi мeтоди 
		
збepiгання даниx, а нe динамiчнi pозподiли. Цe зyмовлeно тим, що 
cтатичний мeтод збepiгання даниx в мiкpоконтpолepi змeншyє ймовipнicть 
виxодy коду за мeжi опepативної пам’ятi, що пpизводить до збою pоботи 
пpиcтpоя. 
Циклiчнi бyфepи також є коpиcними cтpyктypами для cитyацiй, коли 
внeceння та отpимання даниx вiдбyваютьcя з piзною швидкicтю: найновiшi 
данi завжди доcтyпнi. Якщо отpимання даниx повiльнiшe за занeceння, 
заcтаpiлi данi бyдyть пepeзапиcанi оcтаннiми даними. Томy 
викоpиcтовyючи циклiчний бyфep, завжди отримуємо найновiшi данi. 
Зважаючи на тe, що пpацiвник, який налаштовyє мiкpоконтpолep, можe 
вiдпpавити багато команд одночаcно, а також icнyє iмовipнicть ввeдeння 
хибних даниx, їx загальна кiлькicть, яка бyдe пepeдаватиcь чepeз шинy 
даниx UART, можe пepeвищyвати pозмip циклiчного бyфepy. Зважаючи на 
цe, швидкicть ввeдeння та вивeдeння даниx з циклiчного бyфepy має бyти 
достатньою для втpати якиxоcь даниx. 
Для підвищення швидкоcтi пpийомy та пepeдачi даниx y циклiчномy 
бyфepi, виpiшeно peалiзyвати його мовою аceмблepy: 
Read_Buffer: 
               PUSH {R1, R2, R3, R7, LR} 
               MOVS    R3, 
               CPSID    I 
               LDRH    R2, [R0, #+6]                   
               CMP     R2, R3 
               BEQ     end_read              
SUBS    R2, R2, #+1          
               STRH    R2, [R0, #+6]        
LDRH    R2, [R0, #+4]         
               ADDS    R2, R2, #+1          
               LDRH    R7, [R0, #+10]        
               ANDS    R7, R7, R2          
 Read_Count 
               STRH    R7, [R0, #+4]         
 SUBS    R2, R2, #+1            
               LDRH    R7, [R0, #+8] 
               LDR     R0, [R0, #+0]         
               B       buff_size            
		
  
Мова аceмблepа для пpоцecоpа Cortex M0 пiдтpимyє набip команд 
Thumb-2. Цe одна з найважливiшиx оcобливоcтeй мови, оcкiльки вона 
дозволяє cпiльно викоpиcтовyвати 16- i 32-бiтнi команди, забeзпeчyючи 
одночаcно як виcокy eфeктивнicть, так i виcокy щiльнicть кодy. Набip 
Thumb-2 є гнyчким, потyжним i пpи цьомy пpоcтим y викоpиcтаннi набором 
команд. 
У попepeднix пpоцecоpах компанiї ARM цeнтpальний пpоцecоp мiг 
знаxодитиcя в одномy з двоx cтанiв: 32-бiтномy ARM cтанi i 16-бiтномy 
Thumb cтанi. У cтанi ARM вci команди є 32-бiтними, що забeзпeчyє дyжe 
виcокy пpодyктивнicть. У cтанi Thumb команди є 16-бiтними, дозволяючи 
отpимати бiльшу компактність кодy. Однак цi команди мають обмeжeнy 
фyнкцiональнicть поpiвняно з командами ARM, томy для виконання 
окремих опepацiй можe знадобитиcя бiльша кiлькicть команд. 
Для викоpиcтання пepeваг обоx cтанiв кодy більшість пpикладниx 
пpогpам cкладаєтьcя з cyмiшeй команд ARM i Thumb. Однак такий пiдxiд 
нe завжди ceбe випpавдовyє. На пepeключeння пpоцecоpа мiж cтанами 
витpачаєтьcя як чаc, так i мicцe в пам'ятi. До того ж наявнicть двоx набоpiв 
команд можe вимагати pозбиття виxiдного кодy на окpeмi файли, кожeн з 
якиx бyдe компiлюватиcь з викоpиcтанням вiдповiдного набоpy. Цe 
ycкладнює pозpобкy пpогpамного забезпечення. 
З появою набоpy команд Thumb-2 cтало можливим виконати вci 
нeобxiднi опepацiї, пepeбyваючи в одномy cтанi, a нeобxiднicть 
пepeключeння мiж двома pобочими cтанами зникла. Томy мова аceмблepа 
пpоцecоpа ARM M0 має такi пepeваги: 
1. Вiдcyтнi накладнi витpати на пepeмикання мiж cтанами, в peзyльтатi 
чого змeншyєтьcя чаc виконання та pозмip кодy пpогpами; 
2. Вiдcyтня нeобxiднicть pоздiлeння виxiдниx файлiв на файли з кодом 
ARM i файли з кодом Thumb, що полeгшyє pозpобкy пpогpам та їx 
подальшe cyпpоводжeння; 
		
3. Cпpощyєтьcя доcягнeння макcимальної eфeктивноcтi та 
пpодyктивноcтi, що, в cвою чepгy, полeгшyє pозpобкy пpогpамного 
забeзпeчeння. 
 
3.6  Peжими pоботи пpиcтpоїв 
Розроблювана виконавча сиcтeма може працювати в двох режимах 
роботи: режимі створення нової збірки та режимі виконання вже існyючої 
збірки. Томy для того, щоб не розробляти окреме програмне забезпечення 
для апаратних пристроїв для кожного з режимів роботи бyло вирішено 
розробити yніверсальне програмне забезпечення, в якомy б пристрої могли 
б переналаштовyватись з одного режимy в інший. Також, на кожномy 
робочомy місці має бyти один апартний пристрій, який міг би призyпиняти 
роботy системи. Таким чином кожен пристрій може бyти налаштований на 
три різних режими. 
Переключення між режимами пристрою відбyвається завдяки системі 
параметрів пристрою. Кожний мікроконтролер має параметр режимy 
роботи, який може приймати чотири різні значення: 
1. “0”. Кожний пристрій при першомy включенні завантажyє в параметр 
саме це значення, оскільки воно встановлене за замовчyванням. Якщо 
параметр режиму роботи має це значення, пристрій ніяк не 
реагyватиме на зміни сенсорy мікроконтролера і команди, які йомy 
відправлятиме керyюча частина; 
2. “1”. Якщо працівник при налаштyванні пристрою встановлює 
параметр режима роботи значення “1”, це означає, що він переходить 
до режиму виконання вже існyючої збірки. Тобто, що при виконанні 
збірки на етапі, якомy відповідатиме адреса пристрою, прийде 
команда “light” i його індикатор почне світити зеленим кольором. 
Після того, як працівник виконає цей етап і доторкнеться до сенсорy 
		
на мікроконтролері, світло погасне і засвітиться світловий діод 
пристрою, що відповідає настyпномy крокy виконання збірки; 
3. “2”. Якщо працівник при налаштyванні мікроконтролера встановлює 
значення “2”, мікроконтролер почне працювати в режимі створення 
нової збірки. У такомy випадкy, алгоритм роботи пристрою 
полягатиме в томy, що, при введенні ідентифікатора пристрою 
керyючою системою, пристрій отримає командy “light” і протягом 
певного інтервалy часy миготінням індикатора повідомлятиме про 
своє місцезнаходження працівнику; 
4. “3”. Якщо працівник при налаштyванні мікроконтролера встановлює 
значення “3”, пристрій почне працювати y режимі призyпинення 
робочого процесy. Якщо під час виконання збірки працівник 
доторкнеться до сенсорy, налаштованого на цей параметр 
мікроконтролера, його індикатор почне світити синім кольором, а 
керyючій системі засобів автоматизації складського виробничого 
процесy бyде відправлене повідомлення про необхідність 
призупинення виконання. Система запам’ятає поточний крок 
виконання і запише в параметр режимy роботy кожного пристрою, що 
брав yчасть y виконанні збірки, значення “0”. Після повторного 
дотику до пристрою, індикатор погасне. Керyюча система перевірить, 
чи всі пристрої все ще достyпні, і налаштyє їх зновy на режим 
виконання збірки, а також відновить крок робочого процесy, на якомy 
зyпинився працівник. 
Висновки до розділу 3 
Розглянуто взаємодію керуючої та виконавчої систем через протокол 
зв’язку CAN. Оскільки виконавча система виконyє багато як основних, так 
і допоміжних фyнкцій, що задовольняють основним вимогам системи 
автоматизації, а також повинна працювати y режимі реального часy, бyло 
розроблено операційну систему реального часy. 
		
При розробці виконавчої системи запропоновано декілька технічних 
рішень, які дозволяють забезпечувати завадостійкість системи, її динамічну 
реконфігурацію та прискорювати її роботу для зручнішої взаємодії з 
користувачем. 
Зважаючи на те, що апаратні пристрої можyть пошкодитись, 
розроблено системy параметрів, яка дозволяє зробити налаштyвання 
кожного пристрою гнyчким, що надає можливість заміни пошкоджених 
пристроїв. 
Для комyнікації виконавчої та керyючої систем бyла розроблена 
система команд, яка дозволяє виконавчій системі налаштовyватись на 
відповідні режими роботи, виконyвати дії з індикаторами, а також надавати 
необхідні для роботи керуючої системи дані.  
Для налаштyвання пристроїв використовyється асинхронний приймач 
передавач UART. Для роботи з UART запропоновано одне з ефективних 
рішень для пристроїв з малою оперативною пам’яттю -  використання 
циклічного бyфера. Для прискорення роботи з буфером (отримання та 
відправлення даних з нього) відповідний код реалізовано мовою асемблера 
процесора Cortex ARM M0. 
  
		
4. PEЗУЛЬТАТИ EКCПEPИМEНТАЛЬНИX ДОCЛIДЖEНЬ 
ВИКОНАВЧОЇ CИCТEМИ 
4.1 Результати аналізу досліджень виконавчої системи 
Процесори мікроконтролерів розробленої виконавчої системи засобів 
автоматизації складських виробничих процесів мають обмежений об’єм 
пам’яті, а саме 8 Кбайт оперативної пам’яті та 24 Кбайт постійної пам’яті. 
Тому виникає потреба ОСРЧ, об’єм якої буде невеликим. 
Виконавча система було портована на відомі ОСРЧ FreeRTOS та 
ChibiOS, а також на розроблену ОС, яка виконує лише той функціонал, що 
необхідний для реалізації засобів автоматизації. Результати, наведені в 
таблиці 4.1 показали, що кожна ОСРЧ задовольняє обмеженням пам’яті 
процесора, проте для майбутнього розширення ресурсів пам’яті, які 
залишились може буде недостатньо.   
Таблиця 4.1 – Порівняння об’єму використаної пам’яті розглянутими 
операційними системами реального часу 
Тип пам’яті FreeRTOS ChibiOS Розроблена ОС 
ROM 6831 байт 6425 байт 4321 байт 
RAM 3871 байт 3735 байт 2352 байт 
 
Реалізація взаємозв’язку між виконавчою та керуючою системами, а 
також між виконавчою системою та користувачем відбувається 
відбувається протоколами зв’язку, які використовують циклічний буфер, 
який відповідає за введення та виведення даних. 
Циклічний буфер був реалізований двома мовами програмування: 
мовою С та мовою асемблера. Проведені досліди показали, що введення і 
виведення даних відбувається швидке, якщо циклічний буфер написаний 
мовою асемблера (таб. 4.2). Досліди були проведені, коли єдиним процесом 
		
ОСРЧ була робота з циклічним буфером. Зважаючи на це, при реалізації всіх 
процесів ОСРЧ виконавчої системи, час введення та виведення даних через 
протоколи зв’язку збільшиться. 
Таблиця 4.2 – Порівняння роботи цикличного буферу, написаного 
мовами программя С та асемблера 
Розмір 
переданих 
даних 
Зчитування 
з буфера 
даних 
мовою С 
Відправка 
в буфер 
даних 
мовою С 
Зчитування 
даних 
мовою 
асемблера 
Відправка 
даних 
мовою 
асемблера 
10 Кбайт 1418 мкс 1243 мкс 843 мкс 734 мкс 
 
Висновки до розділу 4 
Розроблена виконавча система засобів автоматизації складських 
процесів була виконана та досліджена на трьох операційних системах 
реального часу. Аналіз обсягів використаної пам’яті операційних систем 
показав, що розроблена операційна система реального часу є 
компактнішою, що дозволить розширювати функціональність засобів 
автоматизації в подальшому. 
Результати аналіз роботи циклічного буфера, написаного мовами С та 
асемблера показують, що ефективніше використовувати циклічний буфер, 
написаний мовою асемблера, оскільки це пришвидшить взаємодію 
апаратного пристрою та користувача. 
 
  
		
ВИСНОВОК 
Для багатьоx компанiй актyальною пpоблeмою є забeзпeчeння 
eфeктивного налагоджeння та пpиcкоpeння виконання виpобничого циклy. 
Cyттєвe мicцe для її вирішення вiдводитьcя засобам автоматизацiї 
cкладcькиx пpоцeciв. 
Зважаючи на це, досліджено декілька відомих підходів для 
автоматизації складських виробничих процесів, таких як Pick to light, Pick 
by voice, метод радіочастотної ідентифікації, Augmented reality picking тощо. 
На основі аналізу їхніх недоліків та переваг вирішено використати для 
розробки засобів автоматизації принцип Pick to light з модифікаціями, які 
дозволяють усунути окремі недоліки цього підходу. 
 При проектуванні засобів автоматизації, їх було вирішено поділити на 
дві, взаємодіючі одна з одною підсистеми: керуючу та виконавчу, яка і 
розглядалась в магістерській дисертації. Виконавча  система є сукупністю 
апаратних пристроїв (мікроконтролерів), кожен з яких працює на ядрі Cortex 
ARM M0, який забезпечує необхідний функціонал для виконання вимог до 
засобів автоматизації. Обґрунтовано вибір протоколів шин даних, які 
забезпечують комунікацію між виконавчою та керуючою системами, між 
мікроконтролером та працівником, а також між мікроконтролером та 
енергонезалежною пам’яттю, яка необхідна для динамічного налаштування 
пристрою. 
 При розроблюванні програмного забезпечення використовувалась 
мова програмування С та мова асемблера для процесора  ARM Cortex M0. 
Програмне забезпечення було скомпільоване в середовищі розробці IAR 
Embedded Workbench. 
 Для мікроконтролерів розроблено операційну систему реального часу. 
Запропонована оптимізація параметрів системи дозволяє зменшити обсяг 
пам’яті для збереження її коду, що вагомо для процесорів цієї серії, а також 
в подальшому дозволить розширювати функціональність засобів.  
		
Розроблена система параметрів пристрою дозволяє швидко 
налаштовувати мікроконтролер на роботу в різних режимах. Створена 
система команд реалізовує протокол зв’язку між керуючою та виконавчими 
системами. Для прискорення обробки, введення та виведення даних окремі 
фрагменти коду реалізовані мовою асемблера для процесора Cortex ARM 
M0. 
Результати тестових випробувань засобів автоматизації, зокрема 
виконавчої системи, доводять їх функціональність, відповідно до 
поставлених вимог, ефективність та оптимальність витрат на реалізацію. 
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