Abstract
Introduction
In the e-learning standard universe, ADL SCORM (Sharable Content Object Reference Model) [1, 2] is one of the most popular specifications. In the early stage, SCORM focuses on the issues of content packaging, reusable object definition, and the design of runtime model for tracking. Recently, SCORM adopted the IMS Simple Sequencing (SS) [12, 13, 14] to provide a mechanism for learners to interact with the contents. However, SS only supports single role of learner. Thus, its application may be restricted, especially in the context of collaborative learning.
To better support collaborative learning among multiple users, IMS Learning Design (LD) [9, 10, 11] proposes a potential solution. It has the ability to define multiple roles in a course and to assign the roles to different learners. For example, in a course that teaches the software inspection, learners are divided into groups. For each group, roles such as author, moderator, reader, recorder, and inspector are played by different learners. To achieve the learning goal, each role is assigned to practice specific activities created by the course author. The learning sequence controlling mechanisms including sequence and concurrency are provided as well. Learners collaborate through services, including chatting rooms, digital whiteboards, and so on. The ability to support multiple roles in a course provides a context for course participants to interact contextually. This key feature distinguishes IMS LD from other single user sequencing mechanisms.
The IMS LD related researches can be divided into two categories, namely, the study of sequence engines (e.g., CopperCore [3] and eduSource [4] ) and the study of authoring tools (e.g., Elive LD-Suite [5] and RELOAD [19] ). In our research [18] , we have implemented a sequencing engine for IMS LD and produced several courses to test the capability of using IMS LD to design e-learning courses. In this paper, we present the implementation and report the experiences learned.
IMS LD overview
IMS LD is an XML-based language that prescribes a teaching-learning process for e-learning. It introduces the concept of "role" to better support collaborative learning, and a property set that enriches the dynamic behaviors of learning. The design of a course is represented in the IMS LD manifest file called imsmanifest.xml.
IMS LD borrows the theater metaphor to model a teaching-learning process. Fig. 1 shows the structure of an IMS LD course. A course is organized as a tree, which is represented by a root node, namely, unit of learning. A course can contain different learning scenario to fulfill a particular learner's need. Multiple scenarios can be carried out concurrently. A scenario is modeled in the manifest file under the tag play. Inside a play, an act controls the synchronization of a scenario. A scenario, in turn, can include a number of acts that are executed sequentially.
Figure 1. IMS LD structure
An act is composed of activity, activity structure, role, and role-part. An activity is the basic learning unit and references to a physical learning material. It usually links to contents including plain text, hypertext, graphics, streaming media, and so on. To support collaboration, services such as chat rooms and bulletin boards can be included as well. Note that this binding is accomplished through the environment tag for the sake of reusability.
An activity structure is a container of activities. It is used to organize and sequence activities. For example, activities have to be navigated sequentially if the structure type of the encompassed activity structure is sequential. A role-part binds a specific role to an activity or activity structure. Participants playing the roles are assigned to the activity. Fig. 2 shows the architecture of the system. Actors (learners and staffs) interact with the system by web browsers. From the actors' point of view, the system is merely a general purpose LMS. In our implementation, the SCORM Sample Runtime Environment 1.3B2 is adopted as the Learning Management System (LMS). However, the default sequencing engine is replaced by our implementation of the IMS LD sequencing engine. In addition, the default course upload function is modified to accept and parse IMS LD-compliant courses as well. In the following, the four major system components are discussed. Figure 2 . System architecture of sequence engine JAXB: Java Architecture for XML Binding (JAXB) is a framework that provides a mechanism for binding an XML schema to a representation in Java objects [16] . We use JAXB to handle the IMS LD manifest file (i.e., imsmanifest.xml). When a course is uploaded into the LMS, JAXB marshals the manifest file into a LD data model and validates the correctness according to the XML schemas that are defined in the IMS LD specifications. It can also unmarshal the LD data model into an XML file to preserve the learning status. With the help of JAXB, the syntax verification of the manifest file is fully automatic.
System architecture
Runtime model builder: Although JAXB can build a LD data model from the manifest file, the structure of resulting model is flat and cannot be directly manipulated by the sequencing engine, which requires a hierarchical structure. Thus, a model translation is required. Instead of completely reorganizing the JAXB generated model, we build a runtime model and provide adapters between these two models. Three design patterns, Builder, Composite, and Adapter [6] are used in this design. In this way, we can implement the IMS LD prescribed operational behaviors (semantics) in the runtime model and reuse the components produced by JAXB. Thus, the automatic XML schema verification mechanism provided by the JAXB is maintained. In terms of compiler terminology, JAXB is similar to a scanner and runtime model builder is like a parser.
Sequencing engine: Sequencing engine is the core of the system. It is regarded as an interpreter that interacts with participants and "executes" the IMS LD courses. It receives external events from the user interface layer and determines which action has to be taken based on the state of the runtime model and the rules defined in IMS LD. The runtime model state represents both the overall state of the course and that of an individual participant. Thus, the personal learning record can be traced. The sequencing engine is divided into three parts. The sequencing module has a core responsibility for dealing with the sequencing rule. Basically, an Iterator Pattern is used to traverse the runtime model with specific status checking rules. The rollup and over-ruled module is a set of interfaces to handle the cascaded effect of the status transition in the hierarchical structure. The last part is condition and validation module which supports for rule validation to achieve adaptive learning. The Observer pattern fits the requirement of notification mechanism defined in LD Level B [10] between property and condition.
User Interface: Java Server Page (JSP) technology is used to implement user interface layer. Course navigation events, such as next, previous, complete, quit, and so on are fired in this layer when users interact with the course. Besides, a tree-like course outline is automatically generated. The outline is not only for navigating but also acting as the table of content. The navigability of the outline conforms to the design of the course. For example, if the type of an activity structure is defined as "selection", the corresponding outline can be exercised randomly. Otherwise, its access is restricted.
In our implementation, Unified Process (UP) [15] is applied to organize the development. Each iteration incrementally adds some tags or attributes to the previous one in bottom up order, such as from activity to activity structure and then to role-part. Several courses are built corresponding to the combination of the tags or attributes in the iteration. For example, the first iteration only deals with an activity in a course and the time-limit attribute is considered. Two types of course are established: one behaves with a specific time limitation; the other needs a button for participants to complete the activity. In the later iterations, the activity structure and its attributes are added. The combination becomes more complicated and is divided into some iterations like fully sequential activity structure, fully selective activity structure, and so on.
A course example
We have implemented various kinds of courses to test the capability of IMS LD [18] . In particular, six common course structures proposed by Horton are exercised, including classical tutorials, activitycentered lessons, learner customized tutorials, knowledge-paced tutorials, exploratory tutorials, and generated lessons [20] . In this section a classical tutorial course that teaches Chinese mahjong is demonstrated. Fig. 3 shows the static structure of the course. Basically, a classical tutorial course has two major learning flows: the primary flow defines the overall course structure and the secondary flow defines the structure inside a particular activity. In this example, the primary learning flow includes the units of introduction, basic concept, intermediate concept, advanced concept, and practice game. The secondary learning flow includes an example followed by a practice.
The corresponding course is represented in Fig. 4 , which is a tree-like structure. The root node of the tree is a unit of learning, which contains a single play. Two acts are used to control the synchronization of the reading activity and the practice activity, respectively. Fig. 5 is the code snippet extracted from the imsmanifest.xml file. Two acts are defined in lines 3-8 and lines 9-26, respectively. The first act (Act-Reading) is used to organize course contents and its access is less restricted so that only one role-part (RP-Reading) is adopted. In this act, four activities comprise an activity structure that represents the primary learning flow except the practice game. The design of the practice game is modeled separately in the second act (Act-Practice). The second act includes four role-parts and is launched only when four learners join in the act. Otherwise, the learners wait until there are four learners. Fig. 6 is the screenshot in which a learner has finished the first act and is waiting for other learners to join the practice game. 
Lessons learned
The following experiences are derived from the implementation of the IMS LD sequencing engine and the production of e-learning courses.
Undefined binding mechanism: In the IMS LD specification, the binding among role, role-part, and participant is arbitrary [10, p9] . It could happen at authoring time, learners' login time, course loading time, and so on. For simplicity, it can be statically bound when the course is produced. However, performing the binding at runtime by the LMS should be more reasonable. Even so, the binding mechanism tends to be platform dependent that contradicts with the purpose of course interchangeability. 
Ambiguity of the property tag:
The use of the property tag is inconsistent in the IMS LD specification. It is generally used for representing the status of a course. However, in an example in the IMS LD specification it is also used for content delivering [9, p98] . Overloading the property tag can be confusing and may result in incompatible implementation.
Limited adaptive learning support: To better support adaptive learning, a course should be dynamically composed at runtime based on the learner's ability or profile. In our implementation, the adaptability is simulated by either showing or hiding the course activities as shown in Fig. 7 . However, it is impossible to list all permutations of learning sequences at authoring time. Although the dynamic course composition mechanism can be plugged into the LMS and dynamically produces IMS LD-compliant courses, such a mechanism is vendor dependent and contradicts with the goal of the standard as well.
Possible infinite notification loop: The automatic notification mechanism defined in the specification may cause infinite loop. Fig. 8 illustrates the situation. An Action will be activated when a Condition received the notification caused by an event that changes Property. If the Action further changes the same Property that activated the Action, the change could loop forever. We suggest that a loop checking mechanism be integrated into an authoring tool or in an LMS. If the checking is costly or impossible, the number of cascade changes should be monitored and limited at runtime.
Need for a compliance testing suite: Unlike ADL SCORM that provides both specifications and a compliance testing suite, at the time of this writing only IMS LD specifications are available. Without the testing suite, it is difficult to verify the compliance level of a particular IMS LD implementation. In our research, two kinds of testing are adopted. First, unit test is conducted for all software components by the JUnit automatic testing framework [17] . Latter, functional test is conducted for the whole system by the HttpUnit framework [7] . The execution of unit and functional testing are fully automatic. As a result, regression testing can be performed automatically as well. Note that the test case design is specificationdriven.
Conclusion and future work
With the concept of "role", IMS LD can be used to model various behaviors among different learning participants. This paper reports our experiences in implementing the IMS LD. Our findings are necessarily limited by the lack of tool supports. Even so, we believe that these experiences can be helpful for people implementing similar systems and for improving the IMS LD standard.
In the next stage, we plan to develop more representative courses to validate the semantics of the tags and move on level C compliance. We will also look into integration with other specifications such as IMS Learner Information Package and IMS Question and Test Interoperability. 
