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Вступ 
Дисципліна "Засоби збереження інформації в енергетиці" є складовою 
частиною в фаховій підготовці спеціалістів та магістрів зі спеціальності «141 
Електроенергетика, електротехніка та електромеханіка», спеціалізації - 
Системи управління виробництвом та розподілом електроенергії. 
Викладення змісту модулю базується на загальній математичній та 
електротехнічній підготовці студентів в галузі технології виробництва та 
розподілу електроенергії, а також знань функціональних можливостей 
мікропроцесорних пристроїв релейного захисту, автоматики, обліку 
електроенергії та управління, отриманих при вивченні загальнотехнічних і 
спеціальних дисциплін. 
Дисципліна "Засоби збереження інформації в енергетиці" відноситься 
до циклу професійного та практичного напряму. 
Дисципліни, які забезпечують ЗЗІ, наступні: “Вища математика”, 
“Обчислювальна техніка та програмування”, “Релейний захист електричних 
систем”,  “Основи метрології та електричних вимірювань.  
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1. Заняття №1. 
Вивчення середовища Oracle. Oracle SQL Developer 
Мета роботи – знайомство з СКБД Oracle та середовища розробки 
Oracle SQL Developer.   
 
База даних – це организована сукупність інформації.  
Перші БД (в широкому розумінні цього терміну) були створені 
шумерами в ІV – тисячолітті до н.е. разом з виникненням першої системи 
письма, яка в подальшому розвилася до клинопису. У свої БД на глиняних 
табличках шумери заносили відомості про господарчу діяльність, збір 
податків, історичні події і т.і. Наступні шість тисяч років спостерігається 
еволюція від глиняних табличок до папірусу, згодом до пергаменту і врешті 
решт до паперу. При цьому було створено нові фонетичні алфавіти, твори, 
книги, бібліотеки, друковані видання. 
Проте не дивлячись на ці величезні досягнення, обробка інформації протягом 
цієї епохи відбувалася вручну. 
 Новий етап пов’язаний зі створенням перфокарт, які вперше застосував 
в своїх  ткацьких верстатах Жозеф Марі Жаккар, ще в 1801 р. В 1890 році на 
території США проходив перепис населення. Для обробки його результатів 
вперше було застосовано «електричний табулятор», Германа Холлеріта. 
Завдяки йому данні вдалося обробити всього за три місяці замість очікуваних 
24. На хвилі успіху винахідник створив в 1896 р. компанію Tabulating 
Machine Company, яка в 1911 р. разом з двома іншими компаніями утворила 
компанію відому нині, як IBM. 
 40-ві, початок 50-х років XX століття, створення перших цифрових 
комп’ютерів, започаткувало новий етап в розвитку баз даних, що з того часу 
нерозривно пов’язаний з розвитком обчислювальної техніки.  
  
Поняття БД – розширюється до поняття інформаційних систем, що 
включають, не тільки безпосередньо БД, а й СКБД, та спеціалізовані 
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програмні додатки. На думку деяких авторів, інформаційні системи 
включають також персонал, що їх використовує (тобто користувачів). 
Інформаційні системи діють у нашій країні під назвою «автоматизовані 
системи (АС)».  
Загалом АС — це система, яка складається з персоналу і комплексу 
засобів автоматизації його діяльності та реалізує інформаційну технологію 
виконання установлених функцій. 
Автоматичні ІС - усі функції керування й опрацювання даних 
здійснюються технічними засобами без участі людини (наприклад, 
автоматичне керування технологічними процесами). 
АСУ ТП(Автоматизована система управління технологічним процесом, 
або Автоматизована система керування технологічним процесом(АСК ТП)) – 
комплекс програмних та технічних засобів, призначених для автоматизації 
керування технологічним обладнанням на підприємстві. 
Призначена для автоматизації процесів збирання та пересилання 
інформації про об'єкт керування, її перероблення та видавання керівних дій 
на об'єкт керування (ДСТУ 2226-93); сукупність економіко-математичних 
методів, технічних засобів (ЕОМ, пристроїв відображення інформації, засобів 
зв'язку та інші) і організаційної структури, що забезпечують раціональне 
керування складними об'єктами і процесами. 
 Реляційна база даних – це сукупність зв’язної інформації, яка 
організована за допомогою структур, що мають назву таблиці (або 
відношення). Кожна з таблиці складається з записів (або кортежів), які в 
свою чергу розбиті по полях (або атрибутах). 
 СКБД (Система керування базами даних, англ. Database management 
system (DBMS)) – система, яка керує розміщенням інформації в БД, та 
отриманням інформації з БД. 
 Представлення структури даних, що містить опис таблиць, полів та 
зв’язків, з яких складається БД – називається схемою даних. 
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Основні етапи побудови інформаційної системи. 
 
 Для початку розглянемо склад ІС. Будь-яка інформаційна система 
складається з чотирьох елементів, що зображено на рис. 1. 
 
 
Рисунок 1.1. Елементи ІС. 
 
 Ролі елементів ІС: 
1. Користувачі – (в якості користувача, може бути як людина, так і прилад 
або пристрій) вводять нові дані, модифікують існуючі та видаляють 
непотрібні. Крім того вони зчитують дані: за допомогою форм, запитів 
та шляхом генерації звітів. 
2. Додатки – одна або декілька програм, що є посередником між 
користувачем і СКБД. Вони створюють форми, запити та звіти, 
відсилає дані користувачу і отримує їх від нього, а також перетворює 
дії користувача у запити по керуванню даними за допомогою СКБД. 
3. СКБД – отримує запити від додатку, і перетворює їх в файли вводу або 
виводу БД. В більшості випадків СКБД отримує SQL оператори, та 
перетворює їх в інструкції операційної системи для зчитування та 
запису в файли БД. 
4. БД – зберігає дані. 
 
З усіх цих етапів, найбільш цікавими для нас є етапи: формулювання 
вимог, проектування та реалізації, розглянемо їх більш детально. 
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Таблиця 1.1. Фази побудови інформаційної системи. 
 
Фаза побудови ІС 
 
База даних Програмне 
забезпечення 
Фаза формулювання 
вимог 
Побудова моделі даних 
Визначення елементів даних 
Визначення обмежень та 
правил 
Визначення вимог до 
додатків 
Фаза проектування Таблиці 
Відношення 
Індекси 
Обмеження 
Збережені процедури та 
тригери 
Форми 
Звіти 
Запити 
Код додатків 
Фаза реалізації Створення таблиць 
Створення відношень 
Створення обмежень 
Написання збережених 
процедур та тригерів 
Заповнення бази даних 
Створення форм 
Створення звітів 
Створення запитів 
Написання коду 
додатків 
Тестування 
 
Фаза формулювання вимог. 
 
Під час цієї фази розроблюється модель даних : типи елементів даних, 
їх довжина та інші властивості. Крім того, на дані накладаються обмеження і 
правила.  
Модель даних - це логічне представлення структури бази даних. 
Моделювання даних дуже важливе, оскільки і база даних, і усі її структури 
залежать від моделі даних. Якщо модель даних некоректна, результат буде 
таким, що розчаровує. 
Фаза проектування. 
 
Під час фази проектування модель даних перетвориться в таблиці і 
відношення. Також на цій фазі: визначаються необхідні індекси; задаються 
характеристики індексів; проектуються механізми обмежень, збережені 
процедури та тригери. 
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Фаза реалізації. 
 
 Під час фази реалізації створюються таблиці і зв'язки. Для створення 
таблиць використовуються два способи: за допомогою SQL або через засіб 
графічного проектування. Аналогічним чином, в більшості СКБД можна 
задавати обмеження на дані як за допомогою SQL, так і за допомогою 
графічних засобів. 
 Під час реалізації також пишуться і тестуються збережені процедури і 
тригери. Нарешті, база даних заповнюється даними, і система тестується. 
Деякі інформаційні системи на цьому вже готові. Зазвичай же коли база 
даних і її застосування завершені, необхідно ще модифікувати їх відповідно 
до нових вимог, які розробляються під час фази реалізації. Такі модифікації 
також проходять ці ж три фази (формулювання вимог, проектування і 
реалізації), але це відбувається в контексті існуючих баз даних і додатків. 
Зміна існуючих баз даних може бути дуже важкою, а цей процес називається 
перепроектуванням бази даних. 
 
Розробка програмного забезпечення. 
 
 Розробка програмних додатків відбувається паралельно з розробкою 
БД. Але оскільки ця тема виходить за межі нашого предмету, тому і 
розглядати її не будемо.  
Oracle SQL Developer - інтегроване середовище розробки на мовах SQL 
і PL/SQL, орієнтована на застосування в середовищі Oracle Database. 
Корпорація Oracle надає продукт безкоштовно.  Саме середовище написане 
на мові програмування Java, працює на всіх платформах, де доступне 
середовище виконання Java SE. 
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Порядок виконання роботи. 
 
1. Запустити програму Oracle SQL Developer. 
 
Рисунок 1.2 – Вікно запуску Oracle SQL Developer  
2. Створити власний обліковий запис для приєднання. Меню 
File\New\Database_Connection 
 
Рисунок 1.3 – Вікно підключення до БД. 
3. Підключитися до СКБД. 
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4. Розробити власну схему даних, що складається з таблиць 
DEVICE 
 DEVICE_TYPE 
 MESUREMENT 
 MESUREMENT_TYPE 
 для збереження оперативних вимірів пристроїв релейного захисту. 
5. За допомогою Oracle SQL Developer створити відповідні таблиці у 
СКБД Oracle. 
6. Заповнити таблиці тестовими даними. 
7. Підготувати звіт по роботі. 
 
 
 
Контрольні запитання. 
1. Поняття бази даних, автоматизованої системи, АСК ТП, СКБД.  
2. Основні етапи побудови інформаційної системи. 
3. Що таке реляційна база даних? 
4. Що таке Oracle SQL Developer? 
5. Як створити обліковий запис користувача в Oracle SQL Developer? 
6. Створення таблиць в Oracle SQL Developer. 
7. Встановлення зв’язків між таблицями в Oracle SQL Developer. 
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2. Заняття №2. 
Створення, модифікація, перейменування і видалення 
таблиць. 
Мета роботи – навчитися створювати реляційну базу даних за 
допомогою SQL операторів.   
 
Реляційна модель. 
 
З поняттям реляційної бази даних ми ознайомилися, ще на першій 
лекції, уточнимо тепер поняття таблиці (відношення).  
Таблиця в реляційній БД повинна задовольняти наступним вимогам: 
1. У таблиці немає двох однакових рядків. 
2. Таблиця має стовпці, що відповідають атрибутам відношення.  
3. Кожен атрибут у відношенні має унікальне ім'я.  
4. Порядок рядків в таблиці довільний. 
Реляційна модель – крім даних, включає в себе і операторів над цими 
даними (реляційна алгебра).  
Реляційна алгебра – це колекція операцій, що приймають таблиці в 
якості операндів і повертають таблицю у якості результату. Створена Коддом 
і дороблена Дейтом та Дарвеном реляційна алгебра містить наступні десять 
операцій, що поділяють на групи: 
1. Традиційні операції над множинами об’єднання, перетин, віднімання, 
Декарті добуток. 
2. Спеціальні реляційні операції вибірки (скорочення), проекція, 
з’єднання, ділення.  
3. Операція присвоювання :=. 
4. Операція перейменування RENAME. 
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1. Перші чотири означають те саме, що і у теорії множин: 
 
Об’єднання (позначається  UNION):  
{ }BxAxxBA ÎÚÎ=U  
Перетин (позначається  INTERSECT): 
{ }BxAxxBA ÎÙÎ=I  
Віднімання (позначається  MINUS): 
{ }BxAxxBA ÏÙÎ=\  
 
 
Рисунок 2.1.  Приклади операцій а) об’єднання; б) перетин; в) віднімання. 
 
 
Декартів добуток (позначається  TIMES): 
{ }ByAxyxBA ÎÙÎ=´ ),(  
 
 
 
 
Рисунок 2.2. Приклад декартового добутку. 
 
 
2. Наступні специфічні для реляційної алгебри: 
Вибірка (позначається  WHERE):  
На базі старої таблиці створює нову з записів, що задовольняють певній 
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умові.  
Проекція(позначається  < >): 
На базі старої таблиці створює нову з меншою кількістю атрибутів 
(стовпчиків). 
 
а) б)  
Рисунок 2.3. Приклади операцій а) вибірка; б) проекція. 
 
З’єднання (позначається  JOIN):  
На базі двох таблиць створюється одна, атрибути якої складаються з 
атрибутів базових таблиць, а записи складаються з записів базових таблиць. 
 
 
 
Рисунок 2.4. Приклад з’єднання. 
 
 Ділення(позначається  DIVIDEBY): 
Результат ділення A на B по С, це таблиця D із заголовком (X1, X2, …, Xn) і 
тілом, що містить множину записів (x1, x2, …, xn) з A, таких, що для усіх 
записів (y1, y2, …, ym) з множини B у таблиці С(X1, X2, …, Xn, Y1, Y2, …, 
Ym) знайдеться запис (x1, x2, …, xn, y1, y2, …, ym). 
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Рисунок 2.5. Приклад ділення. 
 
Нормальні форми. 
Процес перетворення бази даних до вигляду, що відповідає 
нормальним формам, називається нормалізацією. Нормалізація призначена 
для приведення структури бази даних до вигляду, що забезпечує мінімальну 
надмірність, тобто нормалізація не має на меті зменшення або збільшення 
продуктивності роботи або ж зменшення або збільшення об'єму БД. 
Кінцевою метою нормалізації є зменшення потенційної суперечливості 
інформації, що зберігається в БД. 
 
Перша нормальна форма (1НФ). Таблиця знаходиться в 1НФ, якщо 
всі її поля (атрибути) – атомарні, тобто мають одне значення, а не множину 
значень. 
Первинний (основний) ключ (від англ. Primary key) – поле або набір 
полів, що однозначно визначають запис таблиці. 
Зовнішній ключ (від англ. Foreign key) – поле або набір полів таблиці 
А, значення яких співпадає з зі значеннями первинного ключа таблиці B. 
Друга нормальна форма (2НФ). Таблиця знаходиться в 2НФ, якщо 
вона знаходиться в 1НФ і жодне з неключових полів не залежить від частини 
складного ключа. 
Третя нормальна форма (3НФ). Таблиця знаходиться в 3НФ, якщо 
вона знаходиться в 2НФ, і всі її неключові поля взаємонезалежні. Третя 
нормальна форма вимагає, аби дані в таблиці залежали винятково від 
основного ключа. 
 
 17 
При розв’язанні практичних завдань в більшості випадків третя 
нормальна форма є достатньою, тому процес проектування реляційної бази 
даних, як правило, закінчується приведенням до 3НФ. Хоча, крім цих форм, 
ще введено поняття четвертої, п’ятої та шостої нормальних форм, нормальної 
форми Бойса-Кода, нормальної форми домен/ключ. 
 Для прикладу розглянемо наступну задачу. В нас є пристрій релейного 
захисту і нам необхідно створити систему, яка б знімала б з нього 
інформацію про всі типи повідомлень про події: аварійні, пошкодження, 
попередження та робочі. 
Типи даних.  Поняття Null.  
 
Починаючи з цієї лекції, всі етапи роботи з СКБД ми будемо 
розглядати на прикладі СКБД Oracle. Більшість з цих прикладів можна 
поширити і на інші СКБД, тому що компанія Oracle приймає активну участь 
в розробці стандартів для SQL (ANSI, ISO та IEC), які по максимуму 
підтримують всі основні виробники СКБД.  
Останній з цих стандартів був прийнятий у серпні 2008 року і 
найчастіше називається SQL:2008. Офіційна ж його назва: 
ANSI/ISO/IEC 9075:2008, "Database Language SQL". 
 
Типи даних Oracle поділяються, на чотири групи: 
1. Вбудовані типи даних Oracle. 
2. Типи даних для підтримки ASCI. 
3. Типи даних, що задаються користувачем (user defined types). 
4. Типи даних, що підтримуються Oracle (Oracle-supplied types). 
 
На першому етапі знайомства зі СКБД нас найбільше цікавлять 
вбудовані типи даних, див. Таб. 2.1. 
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Таблиця 2.1.  Вбудовані типи даних Oracle. 
 
Тип даних 
 
Опис 
VARCHAR2(size) Рядок байтів або символів змінної довжини, але 
не більше ніж  size. Максимум 4000 байт. 
NVARCHAR2(size) Рядок символів національного алфавіту змінної 
довжини, але не більше ніж  size. Максимум 4000 
байт. 
NUMBER [ (p [, s]) ] Число змінної довжини. Значення p – відповідає 
за максимальну точність числа (до 38 цифр), s – 
кількість цифр після крапки. Якщо s – від’ємне, 
то ціле число округлюється до (–s+1) цифри.   
Розмірність  від 1 до 22 байт. 
FLOAT [(p)] Число з плаваючою крапкою змінної довжини. 
Значення p – відповідає за максимальну точність 
числа (до 38 цифр). Розмірність  від 1 до 22 байт. 
LONG Символьні дані змінної довжини до 2 гігабайтів,  
або 1231 -  байти. Призначений для зворотної 
сумісності. 
DATE Діапазон дати від 1-го січня 4712 р. до Різдва, до 
31 грудня 31 9999 р. після Різдва. Дата може 
зберігатися з точністю до секунд. Розмірність 7 
байт 
BINARY_FLOAT 4-х байтне число з плаваючою крапкою,  
BINARY_DOUBLE 8-ми байтне число з плаваючою крапкою,  
TIMESTAMP [(precision)] 
TIMESTAMP WITH TIME 
ZONE 
 
 
Дата й час, з точністю до часток секунди. 
precision- число десяткових знаків часток 
секунди, приймає значення від 0 до 9. За 
замовчуванням 6.  
INTERVAL YEAR 
[(year_precision)] TO 
MONTH 
Інтервал часу, виміряний в роках та місяцях.  
year_precision- кількість цифр в полі року 
Year. 
INTERVAL DAY 
[(day_precision)] 
TO SECOND  
[(fractional_seconds)] 
Інтервал часу, виміряний в днях, годинах, 
хвилинах,  секундах та частках секунди. 
day_precision- кількість цифр під дні (від 0 до 9),  
fractional_seconds – кількість цифр під частки 
секунди (від 0 до 9). 
RAW(size) Двійкові дані довжиною size – байт. 
Максимальне значення size -2000 байт. 
LONG RAW Двійкові дані довжиною до 2-х гігабайт. 
ROWID Рядок символів, що містить закодовану 
інформацію про розміщення рядку таблиці на 
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диску. 
UROWID [(size)] Рядок символів, що містить закодовану 
інформацію про логічну адресу рядку в 
індексованій організованій таблиці. 
CHAR [(size)] Рядок байтів або символів постійної довжини 
size. Максимум 2000 байт. 
NCHAR[(size)] Рядок символів національного алфавіту постійної 
довжини size. Максимум 2000 байт. 
CLOB Символьний тип даних для дуже великих об’єктів 
(до 128 терабайт). 
NCLOB Символьний тип даних в кодуванні Unicode 
(розміром до 128 терабайт). 
BLOB Двійкові дані великого розміру (до 128 
терабайт)). 
BFILE Тип даних для роботи з зовнішніми файлами 
розміром до 4 гігабайт. Містить фізичний шлях 
до файлу. Відкриває доступ тільки для читання. 
 
Null — спеціальна значення, яке використовується в SQL для 
позначення того, що значення не існує в базі даних. Null - не відноситься до 
жодного типу даних. Введено винахідником реляційної моделі даних 
Едгаром Коддом, SQL Null слугує для виконання вимоги, що всі дійсно 
реляційні системи керування базами даних (РСКБД) підтримують 
представлення «відсутньої і непридатної інформації».  
Слід зазначити, що в SQL порівняння з Null ніколи не дасть в 
результаті Істино(True) або Хибно(False), результат буде завжди третім 
логічним значенням, Невідомо(Unknown). Натомість, стандарт SQL 
забезпечує два спеціальних порівняльних предиката для Null -  IS NULL та IS 
NOT NULL предикати перевіряють чи є дані Null, чи ні. 
 
Створення таблиць.  
Для створення таблиць  в SQL використовують оператор CREATE 
TABLE, спрощений синтаксис якого має наступний вигляд: 
CREATE TABLE [shema_name.]table_name ( 
column_name type [default-expression] 
[constraint]  
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[,column_name type [default-expression] 
[constraint]]  
[,…] 
) 
де: 
shema_name - ім’я схеми; 
table_name - ім’я таблиці; 
column_name - ім’я стовпчика (поля); 
type - тип даних поля. 
 
Імена таблиць ORACLE повинні: 
1. Містити від 1 до 30 символів. 
2. Починатися з літери. 
3. Складатися з літер, цифр та символів $, _, #. 
4. Не містити пробілів. 
5. Не дублювати ім’я об’єкту цієї ж схеми . 
6. Не являтися зарезервованим словом Oracle. 
7. Не являтися словом Dual (ім’ям фіктивної таблиці). 
 
Для прикладу розглянемо створення таблиці Тип_Пристрою, що 
містить інформацію про назву пристрою, додаткову інформацію та числове 
поле для первинного ключа: 
 
CREATE TABLE DEVICE_TYPE 
( 
   ID    NUMBER(20),         -- Код 
   NAME  VARCHAR2(32 CHAR),  -- Ім'я 
   INFO  VARCHAR2(256 CHAR)  -- Інформація 
 ) 
 
default-expression – значення за замовчуванням, задає 
значення поля  якщо при вставці рядка відповідне значення не було задано. 
Якщо не встановлювати значення за замовчуванням, то незаданому полю 
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присвоюється значення  Null. 
Наприклад: 
 
CREATE TABLE DEVICE_TYPE_1 
( 
   ID    NUMBER(20),                        
   NAME  VARCHAR2(32 CHAR),                 
   INFO  VARCHAR2(256 CHAR) DEFAULT 'New'   
 ) 
Тепер для всіх нових типів пристроїв, якщо не заповнювати поле 
INFO, то воно отримає значення  New. 
Використання обмежень.  
 
 Constraint – обмеження,  одного з трьох типів NOT NULL, 
UNIQUE, CHECK. 
 NOT NULL – значення поля не може бути пустим; 
 UNIQUE - значення поля повинно бути унікальним; 
 CHECK – задає додаткові умови на значення стовпчика. 
CREATE TABLE DEVICE_TYPE_2 
( 
   ID    NUMBER(20) NOT NULL UNIQUE,                      
   NAME  VARCHAR2(32 CHAR) UNIQUE,                
   INFO  VARCHAR2(256 CHAR) DEFAULT 'New', 
   ACTIVE  VARCHAR2(5 CHAR)  
CHECK (ACTIVE='TRUE' OR ACTIVE='FALSE') 
 ) 
 
Умова на первинний ключ задається за допомогою ключових слів 
PRIMARY KEY,  і автоматично включає в себе обмеження UNIQUE та 
NOT NULL.  
Зауваження: При використанні обмежень UNIQUE та PRIMARY 
KEY автоматично створюються індекси. 
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CREATE TABLE DEVICE_TYPE_2 
( 
   ID    NUMBER(20) PRIMARY KEY,                      
   NAME  VARCHAR2(32 CHAR) UNIQUE,                
   INFO  VARCHAR2(256 CHAR) DEFAULT 'New', 
ACTIVE  VARCHAR2(5 CHAR)  
CHECK (ACTIVE='TRUE' OR ACTIVE='FALSE') 
 ) 
 Умова на зовнішній ключ задається за допомогою ключового слова 
REFERENCES за схемою: 
 
 REFERENCES <PK_table_name> [(PK_column_name)] 
  [ON DELETE {CASCADE | SET NULL}] 
 
PK_table_name - ім’я таблиці, на яку посилаються; 
PK_column_name - ім’я поля первинного ключа в таблиці на яку 
посилаються. 
Необов’язкова умова ON DELETE з опцією CASCADE вказує на те, що 
при видаленні рядку батьківської таблиці видаляються і всі рядки-нащадки, 
що посилалися на цей запис, в дочірній таблиці. При опції SET NULL ці 
рядки не видаляються, а поля зовнішнього ключа заповнюються  NULL.  
 Кожна з п’яти умов має іменовану форму, при якій користувач може 
самостійно присвоїти умові ім’я. Іменована форма умови (крім NOT NULL) 
може згадуватись відокремлено від оголошення полів. 
Розглянемо приклади: 
 CONSTRAINT UN_TAB1_COL1 UNIQUE (COL1) 
 CONSTRAINT CK_TAB1_COL1 CHECK (COL1 >2) 
 CONSTRAINT PK_TAB1 PRIMARY KEY (ID) 
 CONSTRAINT FK_TAB1_COL1 FOREIGN KEY (COL1)  
REFERENCES TAB2 (ID_TAB2) 
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Додавання, перейменування та видалення стовпців. 
  
Для будь-яких змін  таблиць  в SQL використовують оператор ALTER 
TABLE, спрощений синтаксис якого для стовпців має наступний вигляд: 
ALTER TABLE table_name ADD (column_name type  
[default-expression] [constraint]  
[,column_name type [default-expression] 
[constraint]] [,…]); 
Для додавання стовпців.  
ALTER TABLE table_name MODIFY (column_name type  
[default-expression] [constraint]  
[,column-name type [default_expression] 
[constraint]] [,…]); 
Для зміни атрибутів стовпців.  
 
ALTER TABLE table_name DROP column_name; 
Для видалення стовпців.  
 
 
ALTER TABLE table_name RENAME COLUMN old_name  
TO old_name; 
Для перейменування стовпців.  
 
Зауваження: Схожий синтаксис мають оператори для модифікації обмежень 
(Див. [9], [10]). 
 
Видалення, відновлення та перейменування таблиць. 
 
Для будь-яких змін  видалення таблиць використовують оператор 
DROP TABLE: 
DROP TABLE [shema_name.]table_name  
[CASCADE CONSTRAINT] [PURGE]; 
 
CASCADE CONSTRAINT – вказується якщо в таблиці є обмеження, для 
їх каскадного видалення разом з таблицею. 
PURGE – вказується, якщо таблиця видаляється назавжди, інакше її ще 
можна буде відновити (Починаючи з версії Oracle 10i). 
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Команда відновлення таблиці: 
FLASHBACK TABLE table_name  
TO BEFORE DROP; 
 
Команда для остаточного видалення таблиці: 
PURGE TABLE table_name; 
 
Команда повного очищення «кошика для сміття»: 
PURGE RECYCLEBIN; 
 
Оператор перейменування: 
 RENAME table_name TO new_table_name; 
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Порядок виконання роботи. 
1. Запустити програму Oracle SQL Developer. 
2. За допомогою SQL запитів створити таблиці для повідомлень та типів 
повідомлень. 
3. За допомогою оператора ALTER TABLE додати необхідні обмеження. 
4. Створити, де необхідно, зв’язки між таблицями за допомогою 
первинних та зовнішніх ключів. 
5.  Навести приклади та перевірити роботу операторів перейменування та 
видалення. 
6. За допомогою пункту меню Tools\Data Modeler відобразити та 
перевірити схему створеної бази даних. 
 
 
Рисунок. 2.6. Схема даних. 
  
7. Роздрукувати отриману схему. 
8. Підготувати звіт по роботі з описом використаних операторів SQL та 
результатів їх виконання. 
Контрольні запитання. 
1. Поняття реляційної моделі та реляційної алгебри.  
2. Перша, друга та третя нормальні форми. 
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3. Типи даних Oracle .  Поняття Null. 
4. Використання оператору CREATE TABLE. 
5. Використання обмежень. 
6. Зміна структури таблиць. 
7. Видалення, відновлення та перейменування таблиць. 
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3. Заняття №3. 
Зміна даних в таблицях. Оператори Insert, Update та Delete 
  Мета роботи – отримати досвід застосування SQL операторів для 
модифікації даних таблиць в реляційній базі даних.   
 
Вставка записів оператором Insert.  
 
Для вставки записів в таблицю використовується оператор Insert, 
найпростіший синтаксис якого має вигляд:  
 
INSERT INTO table_name 
[(col_name1[,col_name2 [,…]])]  
VALUES  
(expr1 | DEFAULT[,expr2 | DEFAULT[, …]]); 
 
 Приклади: 
INSERT INTO DEVICE_TYPE_1 
VALUES (1, ’GE L60’, ’ДФЗ ПЛ’); 
 INSERT INTO DEVICE_TYPE_1(ID, Name, Info) 
  VALUES (2, ’ABB REL670’, DEFAULT); 
 INSERT INTO DEVICE_TYPE_1(ID, Name) 
  VALUES (3, ’ Диамант АПН’); 
 
Для вставки записів в таблицю даних іншої таблиці використовують 
іншу форму оператора Insert:  
 
INSERT INTO table_name 
[(col_name1[,col_name2 [,…]])]  
SELECT ...; 
 
 Більш детально оператор SELECT розглянемо в наступних лекціях. 
Розглянемо приклад: 
 
 INSERT INTO DEVICE_TYPE_2 
  SELECT ID, Name, Info, ’TRUE’ 
  FROM DEVICE_TYPE_1; 
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Якщо виконати цей оператор, всі записи таблиці DEVICE_TYPE_1 
запишуться в таблицю DEVICE_TYPE_2, а поле ACTIVE  кожного 
запису отримає значення TRUE.   
 Починаючи з версії  Oracle 9i  введено багатотабличну версію 
оператора Insert: 
 INSERT ALL|FIRST 
    WHEN (condition1) THEN 
INTO tab_name1  
[(col_name11[,col_name12[,…])]  
[VALUES ...]  
    WHEN (condition2) THEN 
INTO tab_name2  
[(col_name21[,col_name22[,…])]  
[VALUES ...]   
     . . . . .  
    ELSE 
INTO tab_nameN 
[(col_nameN1[,col_nameN2[,…])]  
   [VALUES ...] 
SELECT ... FROM ...; 
 
Приклад: 
 
INSERT ALL 
WHEN order_total < 1000000 THEN 
INTO small_orders 
WHEN order_total > 1000000  
AND order_total < 2000000 THEN 
INTO medium_orders 
WHEN order_total > 2000000 THEN 
INTO large_orders 
SELECT  
order_id, order_total,  
sales_rep_id, customer_id 
FROM orders; 
Демонструє як в залежності від суми замовлення дані записуються в різні 
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таблиці (малі, середні або великі замовлення). 
Послідовності. 
 
Для створення унікальних значень первісного ключа  в Oracle 
використовується послідовності. Послідовність створюється оператором: 
CREATE SEQUENCE <seq_name> 
[START WITH n]     -- починати з 
[INCREMENT BY n]   -- додаючи число n  
[MAXVALUE n | NOMAXVALUE] -- максимальне 
знач. 
[MINVALUE n | NOMINVALUE] -- мінімальне знач. 
[CYCLE | NOCYCLE] -- значення по колу 
[ORDER | NOORDER]  
[CACHE n | NOCACHE]; 
 
Наступний приклад демонструє, як отримати наступне унікальне значення за 
допомогою створеної послідовності: 
 <seq_name>.NEXTVAL 
Щоб отримати поточне, т.т. останнє згенероване значення: 
 <seq_name>.CURRVAL 
Приклад: 
INSERT INTO DEVICE_TYPE_1 
VALUES  
(DEVICE_TYPE_1_seq.nextval, ’ABB 
REC670’); 
 
Оновлення даних оператором Update.  
 
UPDATE tab_name  
SET col_name1 = new_value1 
 [,col_name2 = new_value2] 
 [,col_name3 = new_value3] 
 . . . . . 
[WHERE condition]; 
 
Приклад простого оператора Update: 
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UPDATE Device_Type 
SET Name = ’REC 670’ 
WHERE ID = 110; 
 
Змінює назву пристрою з кодом 110.  
 
Приклади  оператора Update даними інших таблиць: 
 
UPDATE TABLE_X1 A  
SET (A.NUMBER1, A.NUMBER2) =  
 (SELECT nvl(NUMBER1,a.NUMBER1),  
      nvl(NUMBER2,a.NUMBER2)  
 
FROM TABLE_X2 WHERE ID=A.ID); 
 
UPDATE  
(SELECT C1.FULL_ADDRESS old_addr,      
T.FULL_ADDRESS new_addr  
FROM TEMP T JOIN Customer C1  
ON T.INN = C1.INN 
    )SET old_addr = new_addr; 
     
Логічні оператори: 
 
Оператор 
 
Опис 
=, !=, <, >, <=, >= Оператори порівняння. 
AND Логічне «І»  
OR Логічне «АБО» 
NOT Логічне «НІ» 
[NOT] IN Приналежність до перерахування 
[NOT] LIKE Порівняння рядків за шаблоном (% - 
замінює довільний набір символів, _ - 
замінює один символ) 
[NOT] BETWEEN...AND... Приналежність до діапазону 
IS [NOT] NULL Порівнює з NULL 
[NOT] EXISTS Оператор існування 
IS OF type Оператор приналежності до типу 
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Видалення записів оператором Delete.  
 
DELETE FROM table-name 
[WHERE [conditional-statement] or [sub-query] ]; 
 
TRUNCATE TABLE table-name; 
Ця команда незворотна, відкати після неї не працюють. 
 
Оператор Merge.  
MERGE INTO tab_name  
  USING <source> ON (<condition>) 
  WHEN MATCHED THEN UPDATE <set-clause> 
 [DELETE <del_condition>]  
  WHEN NOT MATCHED THEN INSERT <insert_clause>; 
де <source> – як правило, підзапит. 
 
MERGE INTO DEVICE_TYPE_1 D1 
USING DEVICE_TYPE D 
    ON (D1.ID = D.ID) 
WHEN MATCHED THEN UPDATE SET D1.INFO = 'OLD' 
WHEN NOT MATCHED THEN INSERT  
    (D1.ID, D1.NAME, D1.ACTIVE, D1.INFO) 
VALUES (D.ID, D.NAME, D.ACTIVE, 'NEW');  
 
merge into Customer C 
using temp t  on (c.inn = t.inn) 
when matched then update set C.FULL_ADDRESS = 
T.FULL_ADDRESS; 
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Порядок виконання роботи. 
 
1. Запустити програму Oracle SQL Developer. 
2. Заповнити даними, створені на попередніх заняттях таблиці, за 
допомогою SQL операторів INSERT INTO, використовуючи 
послідовності для заповнення полів первісних ключів. 
3. Виконати оновлення даних оператором UPDATE. 
4. Перевірити роботу операторів DELETE і  TRUNCATE. 
5. Навести приклад застосування оператору MERGE INTO. 
6. Підготувати звіт по роботі з описом використаних операторів SQL та 
результатів їх виконання. 
Контрольні запитання. 
1. Вставка записів в таблицю. 
2. Застосування послідовностей. 
3. Зміна даних в таблиці. 
4. Видалення даних з таблиці.  
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4. Заняття №4. 
Вивчення оператору SELECT для однієї таблиці. Функції SQL 
Мета роботи – навчитися отримувати данні з таблиць СКБД за 
допомогою оператора SELECT.   
 
Оператор Select.   
 
Для отримання  записів з однієї або декількох таблиць  
використовується оператор Select, спрощений синтаксис якого має вигляд:  
 
SELECT [DISTINCT|UNIQUE|ALL]<select_list>  
FROM <table_list>  
[WHERE <conditions>] 
[GROUP BY <group_by_list>] 
[HAVING < group_conditions>]  
[ORDER BY <order_list>] 
[FOR UPDATE <for_update_options>]; 
 
 Дe  
<select_list> – список полів або виразів, що розділяються комами 
або * - що означає повернути значення всіх полів; 
 DISTINCT|UNIQUE – синоніми, для отримання тільки унікальних 
рядків; 
 ALL – дозволяє отримати всі рядки запиту з повторами, значення за 
означенням; 
<table_list> – список з однієї або декількох таблиць, з яких 
отримуються дані; 
WHERE <conditions> – необов’язкова частина оператору, що задає 
умову відбору, якій повинні задовольняти записи результуючого набору; 
GROUP BY <group_by_list> – використовується коли результати 
запиту потрібно згрупувати за деякими ознаками (полями або виразами); 
HAVING < group_conditions> – для створення додаткових 
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обмежень на згруповані дані; 
ORDER BY <order_list> – сортує записи результуючого набору за 
вказаними полями, номерами полів або виразами, можливо задавати 
сортування за зростанням, ключове слово – ASC, або спаданням – DESC.  
NULLS FIRST або NULLS LAST – задає де при сортуванні 
знаходяться значення NULL напочатку, чи вкінці (за замовчуванням – 
LAST) ; 
FOR UPDATE <for_update_options>] – використовується для 
блокування записів від змін іншими користувачами. 
 
Приклади: 
 
SELECT * 
FROM device_type; 
 
Повертає всі записи зі значеннями всіх полів таблиці DEVICE_TYPE. 
 
SELECT name, info 
FROM device_type;  
 
Повертає всі записи зі значеннями полів NAME та INFO. 
 
SELECT * 
FROM device_type_1 
WHERE name LIKE 'A%' AND info IS NOT NULL; 
 
Повертає записи зі значеннями поля name, що починаються на літеру A , та 
непустими значеннями поля info. 
Зауваження: Порівняння символів в ORACLE відбувається з урахуванням 
регістру, тому в результат запиту не попадуть рядки з іменами, що 
починаються на  'a'. 
 
SELECT * 
FROM device_type_1 
ORDER BY 3 DESC NULLS FIRST, name  
Поверне записи відсортовані за значенням третього поля у виразі SELECT  – 
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info, причому за убуванням та зі значеннями NULL напочатку, а потім 
посортовані за значенням поля name за зростанням.  
 
Псевдостовпчик ROWNUM. 
 
Псевдостовпчик ROWNUM  дозволяє  дізнатися номер запису в 
результуючому наборі. 
 За допомогою можна відібрати 10 перших записів: 
SELECT * 
FROM device_type 
WHERE ROWNUM < 11; 
 
Наступний оператор поверне те саме, що і попередній: 
SELECT * 
FROM device_type 
WHERE ROWNUM < 11 
ORDER BY name; 
  
 Правильний синтаксис для отримання 10 перших за алфавітом:  
SELECT * 
FROM (SELECT * FROM device_type ORDER BY name) 
WHERE ROWNUM < 11; 
 
Наступний оператор не поверне жодного запису: 
SELECT * 
FROM device_type 
WHERE ROWNUM > 1; 
 
Запит, що повертає рядки з M-го по N-й: 
SELECT * 
  FROM 
( SELECT ROWNUM RNUM, A.* 
    FROM (<ВАШ_ЗАПИТ>) A 
   WHERE ROWNUM <= :M ) 
WHERE RNUM >= :N; 
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Вирази. Псевдоніми стовпчиків та таблиць. 
 
Замість полів в запиті можна виводити значення виразів. Найпростіші 
вирази задаються за допомогою математичних операторів +, –, *, / та 
оператору склеювання рядків або конкатенації ||. 
Приклади:  
SELECT Price*Amount AS Summ 
FROM Delivery 
 
SELECT FirstName || ' ' || LastName "Name" 
FROM Person 
ORDER BY "Name"; 
  
 Вирази CASE реалізують логіку подібну до IF...THEN...ELSE без 
використання процедур і мають дві форми, просту: 
CASE < expr>  
WHEN < comparison_expr1> THEN < return_expr1>   
WHEN < comparison_expr2> THEN < return_expr2>  
ELSE < else_expr> 
END 
 
та з пошуком: 
CASE  
WHEN < condition1> THEN < return_expr1>   
WHEN < condition2> THEN < return_expr2>  
ELSE < else_expr> 
END  
 
Приклади: 
SELECT name, 
CASE ID  
WHEN 1 THEN 'first'  
WHEN 2 THEN 'second'  
ELSE 'other' 
END 
FROM device_type_1 
ORDER BY 2; 
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SELECT name,  
CASE   
    WHEN ID<10 THEN 'oldest' 
    WHEN ID<20 THEN 'old' 
    ELSE 'new' 
END A 
FROM device_type_1 
ORDER BY 1; 
 
Функції SQL. 
 
Всі функції ORACLE поділяються на  вісім груп найбільш популярні 
групи: однорядкові (ті, що впливають на один рядок і в якості результату 
повертають один рядок) та агрегуючі (ті, що в якості аргументу беруть 
значення полів кількох рядків та повертають скалярне значення). 
Однорядкові в свою чергу поділяються на 15 груп найбільш вживані: 
1. Символьні. 
Функція 
 
Опис 
CHR, NCHR По коду символу повертає символ. 
CONCAT Конкатенація (сума) рядків. 
INITCAP Повертає рядок в якому кожне слово починається з великої 
літери, решта літер малі. 
INSTR Пошук підрядку в рядку 
LENGTH Довжина рядку 
LOWER, 
UPPER 
Переводить рядок в нижній або верхній регістр 
LTRIM, 
RTRIM, TRIM Видаляє початкові, кінцеві або і початкові і кінцеві пробіли 
REPLACE Заміняє підрядок рядку іншим підрядком 
SUBSTR Повертає підрядок рядку 
ASCII Повертає код першого символу рядку 
 
2. Числові. 
Функція 
 
Опис 
ABS Модуль 
ACOS, ASIN, 
ATAN 
Арккосинус, арксинус, арктангенс 
COS,COSH, Косинус, косинус гіперболічний і т.д. 
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SIN,SINH, 
TAN,TANH 
EXP, LOG, 
LN, POWER 
Експонента, логарифм, логарифм натуральний, піднесення 
до степеню. 
CEIL Найменше ціле число, що перевищує N 
FLOOR Найбільше ціле число, що менше або рівне N  
MOD Залишок від ділення  
ROUND Округлює число до заданого числа знаків 
SIGN Функція знаку 
SQRT Корінь квадратний 
TRUNC Обрізає число до заданого знаку 
  
3. Дати.  
Формат дати за замовчуванням в Oracle – DD-MMM-YY, де DD – день, 
MMM – скорочення англійської назви місяцю до трьох літер, YY – останні 
цифри року. 
 
Функція 
 
Опис 
ADD_MONTHS До заданої дати додати ціле число місяців 
CURRENT_DATE Повертає поточну дату часової зони сесії 
CURRENT_TIMESTAMP Повертає поточну дату й час часової зони сесії типу  
TIMESTAMP WITH TIME ZONE  
DBTIMEZONE Повертає значення часової зони БД (у форматі  
'[+|-]TZH:TZM') 
EXTRACT(… FROM …) Отримує з дати значення від року (YEAR)до 
секунди(SECOND) зі вказаної дати 
LAST_DAY Повертає останній день місяця, до якого належить 
задана дата 
LOCALTIMESTAMP Повертає поточну дату й час часової зони сесії. 
Відмінність від CURRENT_TIMESTAMP в тому, що 
це значення типу TIMESTAMP. 
MONTHS_BETWEEN Повертає різницю між датами у місяцях у вигляді 
дійсного числа.  
MONTHS_BETWEEN 
(TO_DATE('02-02-1995','MM-DD-YYYY'), 
TO_DATE('01-01-1995','MM-DD-YYYY')) 
Поверне 1.03225806 
NEW_TIME Поверне значення для дати в іншому часовому поясі 
NEXT_DAY Поверне дату заданого дня тижня після вказаної дати 
(NEXT_DAY('15-OCT-2009','TUESDAY') 
найближчий вівторок після 15.10.2009 - це 20-
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OCT-2009 00:00:00). 
NUMTODSINTERVAL 
 
Переводить число днів, годин, хвилин або секунд в 
значення типу INTERVAL DAY TO SECOND  
NUMTOYMINTERVAL 
 
Переводить число днів, годин, хвилин або секунд в 
значення типу INTERVAL YEAR TO MONTH 
ROUND (date) Округлює дату до заданого значення по формату 
ROUND (TO_DATE ('27-OCT-00'),'YEAR') – 
поверне 01-JAN-01 
SESSIONTIMEZONE Поверне часову зону поточної сесії 
SYSDATE Поверне дату операційної системи на якій 
встановлено БД 
SYSTIMESTAMP 
 
Поверне дату та час операційної системи на якій 
встановлено БД 
TO_CHAR 
(datetime) 
Перетворює дату в рядок за заданим форматом 
(формату  
'DD-MON-YYYY HH24:MI:SSxFF' відповідає 
'01-DEC-1999 10:00:00.000000') 
TO_DATE Перетворює рядок в дату за форматом 
 
4. Порівняння. 
Функція 
 
Опис 
GREATEST Повертає найбільший елемент списку 
LEAST Повертає найменший елемент списку 
 
5. Перетворення 
Функція 
 
Опис 
CAST(<expr> AS <type>) Перетворює вираз одного вбудованого типу 
до виразу іншого вбудованого типу 
CONVERT Конвертує рядок з однієї системи кодування 
в іншу 
DECODE ( <expr>, 
<search_val1>, <res1>, 
<search_val2>, <res2>, 
..., <def_res> 
) 
Порівнює значення виразу з першим 
значенням у випадку співпадання поверне 
перший результат, і т. д., якщо жодне 
знання не підходить поверне результат за 
замовчуванням  
TO_BINARY_DOUBLE 
TO_BINARY_FLOAT 
TO_BLOB 
TO_CHAR  
TO_CLOB 
TO_DATE 
TO_DSINTERVAL 
Конвертує вираз до відповідного типу 
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TO_LOB 
TO_MULTI_BYTE 
TO_NCHAR  
TO_NCLOB 
TO_NUMBER 
TO_SINGLE_BYTE 
TO_TIMESTAMP 
TO_TIMESTAMP_TZ 
TO_YMINTERVAL 
 
NVL(<in_exp>, 
<out_if_null>) 
NVL2(<in_exp>, 
<out_if_not_null>,  
<out_if_null >) 
Перетворює Null у задане значення 
 
Серед агрегуючих найважливіші: 
Функція 
 
Опис 
AVG Повертає середнє значення 
COUNT Повертає кількість рядків 
MAX Повертає максимальне значення 
MIN Повертає мінімальне значення 
SUM Повертає суму 
 
Загальний синтаксис агрегуючої функції: 
 
Function_name ([DISTINCT|ALL] <expression>) 
 
All – означає обробляти всі значення (приймається за замовчуванням), 
DISTINCT – тільки унікальні.  
 
Приклади: 
 
SELECT COUNT(*) 
FROM device_type; 
 
SELECT MIN(Price), MAX(Price), AVG(Price) 
FROM Delivery; 
 
SELECT MIN(Price), MAX(Price), AVG(Price) 
FROM Delivery 
WHERE id_Goods=3; 
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SELECT SUM(Price*Amount) 
FROM Delivery; 
 
Групування результатів. 
 
Для групування  вибраних рядків за значеннями полів або виразів та 
для знаходження статистичної інформації на основі цих згрупованих рядків 
використовують пункт GROUP BY. 
Розглянемо таблицю вимірів: 
CREATE TABLE MEASUREMENT 
( 
  ID                  NUMBER(15), 
  ID_DEVICE           NUMBER(15), 
  ID_MEASUREMENTTYPE  NUMBER(15), 
  VALUE               NVARCHAR2(30), 
  DATETIME            TIMESTAMP(6) 
) 
Нехай нам потрібно для кожного пристрою та кожного типу виміру 
знайти максимальне, мінімальне значення вимірів та кількість вимірів запит 
матиме вигляд: 
SELECT M.ID_DEVICE, M. ID_MEASUREMENTTYPE,  
MIN(M.VALUE), MAX(M.VALUE), COUNT(ID)  
FROM Measurement M 
GROUP BY M.ID_DEVICE, M.ID_MEASUREMENTTYPE 
ORDER BY 1, 2; 
 
Фільтрація груп за допомогою HAVING. 
 
Необов’язковий пункт HAVING схожий на WHERE але умова 
накладається вже на згруповані рядки. Нехай в попередньому прикладі  нас 
цікавлять тільки ті рядки для яких кількість вимірів більше 100: 
SELECT M.ID_DEVICE, M. ID_MEASUREMENTTYPE, 
MIN(M.VALUE), MAX(M.VALUE), COUNT(ID)  
FROM Measurement M 
GROUP BY M.ID_DEVICE, M.ID_MEASUREMENTTYPE 
HAVING COUNT(ID)>100 
ORDER BY 1, 2; 
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Порядок виконання роботи. 
 
1. Запустити програму Oracle SQL Developer. 
2. Перевірити роботу запитів SELECT * FROM… 
3. Продемонструвати роботу запитів SELECT з обмеженням по стовпцям 
та умовам WHERE. 
4. Перевірити роботу запитів при застосуванні конструкції ORDER BY. 
5. Навести приклади застосування псевдостовпчика ROWNUM. 
6. Застосувати вирази і псевдоніми стовпчиків та таблиць. 
7. Навести приклади застосування 5-ти функцій з різних груп. 
8. Продемонструвати роботу запитів SELECT зі згрупованими 
результатами. 
9. Результати роботи оформити у вигляді звіту. 
Контрольні запитання. 
1. Опишіть оператор SELECT. 
2. Призначення псевдостовпчика  ROWNUM .  
3. Як працюють вирази CASE. 
4. Однорядкові  функції ORACLE. 
5. Агрегуючі функції ORACLE. 
6. Застосування GROUP BY. 
7. Фільтрація груп за допомогою HAVING. 
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5. Заняття №5. 
Вивчення оператору SELECT для декількох таблиці. 
Оператори Join, Union, Minus, Intersect. 
Мета роботи – навчитися працювати з мюльтитабличними запитами, 
та застосовувати оператори  теорії множин. 
 
З’єднання 
 
Синтаксис внутрішнього або простого з’єднання, що відповідає 
операції з’єднання з Лекції№3. наступний: 
SELECT <select_list> 
FROM <table1> [alias1] [INNER] JOIN <table2>  
[alias2] ON {table1|alias1}.<join_col1> =  
 {table2|alias2}.<join_col2>; 
 
В Oracle поруч з цим допустимий інший синтаксис внутрішнього 
з’єднання: 
SELECT <select_list> 
FROM <table1> [alias1], <table2> [alias2]  
WHERE {table1|alias1}.<join_col1> =  
 {table2|alias2}.<join_col2>; 
 
Ліве, праве та повне з’єднання: 
SELECT <select_list> 
FROM <table1> [alias1] {LEFT|RIGHT|FULL} 
[OUTER] JOIN <table2> [alias2] ON 
{table1|alias1}.<join_col1> =  
 {table2|alias2}.<join_col2>; 
 
Також існує характерний  для Oracle синтаксис лівого об’єднання 
SELECT <select_list> 
FROM <table1> [alias1], <table2> [alias2]  
WHERE {table1|alias1}.<join_col1> =  
 {table2|alias2}.<join_col2>(+); 
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Оператори дій над множинами 
 
<select_query1> 
{UNION [ALL] | INTERSECT | MINUS} 
<select_query2>; 
 
Використання підзапитів 
 
Підзапит – це запит, що міститься в іншому виразі SQL. 
Наприклад, є екзаменаційна відомість  вивести прізвища студентів з 
оцінками вищими за середню: 
SELECT FirstName 
FROM Exam_List 
WHERE Mark > ( 
 SELECT AVG(Mark)  
 FROM Exam_List  
); 
 
Інший приклад, вилучити з таблиці DEVICE_TYPE всі здубльовані за ім’ям 
записи: 
 
DELETE  
FROM Device_Type D 
WHERE D.ID_Device_Type > ( 
    SELECT MIN(D1.ID_Device_Type) 
    FROM Device_Type D1 
    WHERE D.Name = D1.Name 
); 
Використання EXISTS в підзапитах 
 
Показати всі пристрої для яких є відповідний запис в таблиці виміри: 
SELECT * 
FROM Device D 
WHERE EXISTS ( 
    SELECT 1 
    FROM Mesurenent M 
    WHERE M.ID_Device = D.ID_Device 
); 
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Щоб знайти всі пристрої для яких не існує вимірів: 
SELECT * 
FROM Device D 
WHERE NOT EXISTS ( 
    SELECT 1 
    FROM Mesurenent M 
    WHERE M.ID_Device = D.ID_Device 
); 
 
Приклад ділення, реалізованого за допомогою  EXISTS:  
 
SELECT DISTINCT X.A 
FROM X 
WHERE NOT EXISTS 
( 
  SELECT * 
  FROM Y YY 
  WHERE NOT EXISTS 
  ( 
    SELECT *  
FROM XY  
WHERE XY.A=X.A AND XY.B=YY.B 
  ) 
); 
Подання 
 
Подання (англ. View) або огляд – це логічні таблиці. Вони не містять 
даних проте дозволяють працювати з даними інших таблиць.   
Переваги подання: 
Безпека – вони можуть обмежувати доступ користувача до записів та полів 
базових таблиць. 
Спрощена організація запитів. 
Конфіденційність – приховують імена базових таблиць. 
Незалежність від даних – при зміні структури базових таблиць. 
CREATE [OR REPLACE] [FORCE | NOFORCE]  
VIEW <view_name> [(<col_name1>,..., 
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<col_nameN>)] 
AS <subquery> 
[WITH CHECK OPTION [CONSTRAINT <constr_name>]] 
[WITH READ ONLY]; 
 
FORCE – дозволяє створювати подання на основі неіснуючих таблиць; 
NOFORCE – таблиці повинні існувати, приймається за замовчуванням; 
<subquery> – підзапит SELECT;  
WITH CHECK OPTION – в підзапиті можна редагувати, вставляти та 
вилучати тільки записи, що задовольняють умові WHERE; 
WITH READ ONLY – тільки для читання. 
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Порядок виконання роботи. 
 
1. Запустити програму Oracle SQL Developer. 
2. Перевірити роботу запитів по з’єднанню даних декількох таблиць за 
допомогою дерективи JOIN. 
3. Продемонструвати роботу лівого, правого та повного з’єднання. 
4. Перевірити роботу запитів при застосуванні UNION [ALL] | 
INTERSECT | MINUS. 
5. Навести приклади використання підзапитів. 
6. Застосувати оператор EXISTS в підзапитах. 
7. Створити 4 різних подання за допомогою оператора CREATE…VIEW. 
8. Результати роботи оформити у вигляді звіту. 
Контрольні запитання. 
1. Що таке з’єднання? 
2. Оператори дій над множинами. 
3. Використання підзапитів. 
4. Використання EXISTS в підзапитах. 
5. Поняття подання. 
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6. Заняття №6. 
Загальні відомості про PL/SQL 
Мета роботи – знайомство з мовою програмування PL/SQL. Навчитися 
створювати найпростіші програми для роботи з запитами.   
 
Переваги PL/SQL.  Блочна структура.  Оператори PL/SQL. 
 
 PL/SQL (Procedural Language / Structured Query Language) — мова 
програмування, процедурне розширення мови SQL, розроблена корпорацією 
Oracle. Базується на мові Ада. 
 
 PL/SQL розширює можливості мови SQL, додаючи в неї наступні 
конструкції процедурних мов: 
• Змінні та типи даних (як наперед означені, так і ті що створюються 
користувачами). 
• Керуючі структури, такі як умовні оператори та цикли. 
• Процедури та функції. 
• Об’єктні типи і методи (Oracle 8і и вище). 
 
Базова структура коду 
 
Програма  PL/SQL складається з блоків (анонімних або іменованих). 
Блок може містити вкладені блоки, які називають іноді підблокаим. Загальна 
форма PL/SQL-блока: 
DECLARE 
-- Розділ опису, що містить змінні, типи,  
-- курсори, тощо (необов’язковий). 
BEGIN 
-- Код програми (обов’язковий). 
EXCEPTION 
-- Розділ обробки виключень (необов’язковий). 
END; 
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Найпростіша програма: 
 
BEGIN 
    NULL; 
END; 
 
NULL – в цьому прикладі пустий оператор, що нічого не робить. 
 
Коментарі: 
 
/* Багаторядкові  
коментарі… */ 
 
-- Однорядкові коментарі 
 
Типи даних. Змінні. 
Мова PL/SQL підтримує наступні категорії типів: 
- Вбудовані типи даних, включаючи колекції та записи . 
- Скалярні. 
- Складені. 
- Посилальні. 
- LOB – типи. 
- Об’єктні типи. 
Для оголошення змінних використовується наступна синтаксична 
конструкція: 
Ім’я_змін. ТИП_ДАНИХ [NOT NULL] [:= Значення]; 
Приклад оголошення змінних: 
DECLARE 
    vName VARCHAR(32); 
    vID NUMBER; 
    vDate DATE := SYSDATE; 
BEGIN 
    vName := 'ABC'; 
    vID := 10; 
    DBMS_OUTPUT.put_line (vName); 
    DBMS_OUTPUT.put_line (vID); 
DBMS_OUTPUT.put_line  
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     TO_CHAR(vDate,'DD/MM/YYYY')); 
END; 
Де DBMS_OUTPUT – пакет для виводу відлагоджувальної інформації. 
put_line – метод пакету DBMS_OUTPUT  для виводу рядка. 
Змінна vDate – ініціалізується при оголошенні, змінні  vName, vID – в 
програмі. 
Результат роботи програми: 
ABC 
10 
21/04/2017 
Оператори керування 
 
Оператори вибору: 
 
IF <умова0> THEN  
 <оператори0> 
[ELSIF <умова1> THEN  
 <оператори1>] 
[ELSE  
 <оператори2>] 
END IF; 
 
CASE - WHEN - THEN - END CASE;  
Оператор CASE має дві форми : просту та  з пошуком (див. Заняття №4).  
 
Оператори циклу: 
 
Простий: 
LOOP 
 [<оператори0>;] 
 [EXIT [WHEN <умова1>;]]  
 [<оператори1>;] 
END LOOP; 
 
З умовою: 
WHILE <умова0>  
[<оператори0>;] 
 [EXIT [WHEN <умова1>;]]  
 [<оператори1>;] 
END LOOP; 
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З лічильником: 
FOR <Змінна> IN [REVERSE] 
<Початкове_значення>..<Кінцеве_значення> 
  LOOP 
[<оператори0>;] 
END LOOP; 
 
Оператори безумовного переходу: 
GOTO labelе; -- перейти на мітку 
«labelе»    -- мітка обмежується подвійними кутовими  
-- дужками 
NULL;  -- пустий оператор 
 
 
 
Робота з базою даних 
Статичний SQL. 
 
В PL / SQL допускається включати безпосередньо в код не всі SQL-
вирази,  а тільки вирази DML та курування транзакціями.  
Допустимі вирази DML: 
- SELECT ... INTO … FROM …    
- INSERT INTO … 
- UPDATE … 
- DELETE … 
- MERGE … 
 
Приклад запиту одного рядка з бази даних. 
 
Використовується SQL-вираз SELECT, доповнений пропозицією INTO, 
в якому зазначаються змінні, куди запишуться запитані дані. Кількість і тип 
цих змінних повинні відповідати кількості (до версії Oracle 9 включно 
змінних могло бути більше) і типу полів (хоча за певних невідповідності 
типів може статися їх неявне приведення). 
У випадку, якщо запит повернув нульове число рядків, викидається 
виключення NO_DATA_FOUND. У випадку, якщо рядків більше, ніж одна, 
викидається виключення TOO_MANY_ROWS. Ці винятки, взагалі кажучи, 
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слід обробляти у відповідній частині блоку за винятком випадків, коли 
передбачається, що вони не можуть бути викинуті. Наприклад, при запиті 
даних з таблиці з їх первинного ключу обробник виключення 
TOO_MANY_ROWS не потрібен. 
 
DECLARE 
    empname VARCHAR2 (200); 
BEGIN 
    SELECT ename 
        INTO empname 
        FROM scott.emp 
        WHERE empno = 7439; 
EXCEPTION 
    WHEN NO_DATA_FOUND THEN 
        DBMS_OUTPUT.put_line ('No records 
found!'); 
    WHEN TOO_MANY_ROWS THEN 
        DBMS_OUTPUT.put_line ('Found more than 
one string!'); 
END; 
 
Динамічний SQL. 
 Решту SQL-виразів можна виконувати за допомогою динамічного SQL, 
використовуючи оператор: 
EXECUTE IMMEDIATE <Рядок з SQL-виразом> 
 
Приклад: 
BEGIN 
    EXECUTE IMMEDIATE ' CREATE TABLE A1 
    ( 
      ID   NUMBER(12), 
      NAME VARCHAR2(32)   
    )'; 
END; 
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Порядок виконання роботи. 
 
1. Запустити програму Oracle SQL Developer. 
2. Створити найпростішу програму виводу. 
3. Продемонструвати роботу умовних операторів. 
4. Перевірити роботу циклів. 
5. Навести приклади використання операторів безумовного переходу. 
6. Створити 3 приклади блоків, що виконують набір SQL операторів. 
7. Перевірити роботу блоків по обробці виключень. 
8. Результати роботи оформити у вигляді звіту. 
 
Контрольні запитання. 
1. Що таке PL/SQL? 
2. Загальна форма PL/SQL-блока. 
3. Типи даних. Змінні. 
4. Оператори керування. 
5. Статичний SQL. 
6. Динамічний SQL. 
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7. Заняття №7. 
Збережені процедури та тригери 
Мета роботи – знайомство зі збереженими процедурами Oracle та 
навчитися застосовувати тригери.   
     
Процедури. 
 
Процедури та функції (що називаються разом підпрограмами 
(subprograms)) — це іменовані блоки PL/SQL,  які зберігаються в БД у 
відкомпільованому вигляді, і які можна викликати з інших блоків. 
 
Процедури створюються за допомогою оператора CREATE OR 
REPLACE PROCEDURE: 
 
CREATE [OR REPLACE] PROCEDURE <ім’я_процедури> 
  [(<аргумент1> [{IN |OUT |IN OUT}] <тип1>, 
      <аргумент2> [{IN |OUT |IN OUT}] <тип2>… 
   )]  
{IS | AS} 
<тіло_процедури> 
 
де <ім’я_процедури> — це ім’я процедури, що створюється, 
<аргумент1>, <аргумент2> — імена параметрів, 
<тип1>, <тип2> — типи параметрів, 
IN |OUT |IN OUT — ключові слова для вхідних, вихідних, вхідних та 
вихідних  параметрів, 
<тіло_процедури> — тіло процедури таке, саме як тіло анонімного 
(неіменованого) блоку. 
 
CREATE OR REPLACE PROCEDURE <ім’я_процедури> 
[список_параметрів] AS 
-- Розділ опису, що містить змінні, типи,  
-- курсори, тощо (необов’язковий). 
BEGIN 
-- Код програми (обов’язковий). 
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EXCEPTION 
-- Розділ обробки виключень (необов’язковий). 
END <ім’я_процедури>; 
Приклад: 
CREATE OR REPLACE PROCEDURE Count_Name( 
    pStr IN VARCHAR2, 
    pCnt OUT NUMBER     
    )IS 
BEGIN 
    SELECT Count(*) INTO pCnt 
    FROM DEVICE 
    WHERE Name LIKE pStr||'%';  
END Count_Name; 
 
 Ця збережена процедура визначає кількість пристроїв, імена яких 
починаються на pStr і повертає це значення в параметрі pCnt. 
 
Виклик процедур. 
 
Виклик процедури виконується за її ім’ям з перерахуванням параметрів 
у круглих дужках. Якщо процедура не має параметрів, вона викликається без 
дужок. 
Для попереднього прикладу: 
DECLARE  
vCnt NUMBER; 
BEGIN  
   Count_Name(’ABB’, vCnt); 
 
   DBMS_OUTPUT.Put_Line( 
'Count = '|| TO_CHAR(vCnt) 
); 
    DBMS_OUTPUT.Put_Line(''); 
  COMMIT;  
END; 
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Тригери. 
 
Тригери також є іменованими блоками PL/SQL. Основна відмінністю 
тригерів від процедур – це те що вони пов’язані з подіями БД. Основні типи 
тригерів Oracle по типам подій: 
- Тригери DML, що викликаються при зміні даних. 
- Тригери DDL, що викликаються при зміні структури БД (створенні 
таблиць і т.д.). 
- Тригери подій бази даних (Наприклад: запуск/зупинка БД). 
- Тригери заміщення  INSTEAD OF – що використовуються замість DML 
тригерів для подання (View). 
 
Більш детально розглянемо DML – тригери. Подією, що запускає тригер 
DML може бути одна з операцій INSERT, UPDATE, DELETE або MERGE, 
що виконується на таблицею чи поданням БД. 
Основні сфери застосування тригерів DML: 
- Для створення унікальних значень в ключових полях за допомогою 
послідовностей (SEQUENCE). 
- Для реалізації складних обмежень цілісності БД, коли не достатньо 
декларативних обмежень (CONSTRAINT). 
- Для протоколювання змін користувачами (Створення журналів подій та 
змін даних). 
- Для автоматичного оповіщення інших програм про зміни даних в 
таблицях (Наприклад: відправка поштових повідомлень). 
- Для реалізації механізму «публікація» - «підписка». 
 
Основний синтаксис для створення/заміни тригера: 
  
CREATE [OR REPLACE] TRIGGER <ім’я_тригеру> 
{BEFORE | AFTER | INSTEAD OF]  
{INSERT | DELETE | UPDATE} 
[OF <список_стовпців>]} 
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ON <ім’я_таблиці> 
[FOR EACH ROW] 
[WHEN <умова_спрацьовування>] 
<тіло_тригеру>; 
 
Де <ім’я_тригеру>  — це ім’я тригеру;  
BEFORE | AFTER | INSTEAD OF — вказує коли спрацьовувати 
тригеру до внесення змін, після чи замість;  
INSERT | DELETE | UPDATE — вказує при яких діях запускається 
тригер; 
OF <список_стовпців> — при зміні яких стовпців спрацьовує; 
ON <ім’я_таблиці> — для якої таблиці створено тригер; 
FOR EACH ROW —  означає,  що тригер слід запустити для кожного 
запису який оброблюється SQL-командою.  Інакше тригер виконається один 
раз для SQL-команди; 
WHEN <умова_спрацьовування> —  обмежує виконання тригеру 
лише записами, що задовольняють заданій умові.  
 
 
Приклад, тригеру що задає значення ключового поля за допомогою 
послідовності: 
CREATE OR REPLACE TRIGGER DEVICE_TRG 
BEFORE INSERT 
ON DEVICE 
FOR EACH ROW 
BEGIN 
    IF :new.ID IS NULL THEN 
        :new.ID := DEVICE_SEQ.nextval; 
    END IF; 
END ERROR_TRG; 
Тут  :new.ID —  звертання до нового значення поля  ID, для 
звертання до старого значення використовують ключове слово old. 
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Порядок виконання роботи. 
 
1. Запустити програму Oracle SQL Developer. 
2. Створити 5 різних збережених процедур. 
3. Створити тригери, що дозоляють заповнювати таблиці за допомогою 
послідовностей. 
4. Створити тригери, що документують зміни даних таблиць у таблиці-
журналі. 
5. Результати роботи оформити у вигляді звіту. 
 
Контрольні запитання. 
1. Що таке процедури PL/SQL? 
2. Оператор створення процедур. 
3. Виклик процедур. 
4. Типи тригерів. 
5. Описати DML – тригери. 
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8. Заняття №8. 
Використання курсорів 
Мета роботи – отримати досвід роботи з курсорами, навчитися 
реалізувати більш складну логіку обробки інформації в СКБД Oracle.   
 
Курсор – це засіб отримання даних з бази даних Oracle, його можна 
уявити як вказівник на запис в таблиці або результуючому наборі записів. За 
допомогою курсору програма може по черзі обробляти  записи з 
результуючого набору записів. 
Курсори бувають двох типів явні та неявні. 
Неявний (implicit) курсор – створюється під час виконання запитів 
DML: INSERT, UPDATE, DELETE, а також однорядкових операторів  
SELECT ... INTO.  Неявний курсор існує впродовж виконання SQL оператора 
тому, відкривати і закривати його не потрібно. 
Явний (explicit) – це курсор, що оголошується до початку виконання. 
Для роботи з явним курсором потрібно: 
1. Оголосити курсор.  
2. Відкрити курсор для запиту. 
3. Вибрати результати в змінні  PL / SQL. 
4. Закрити курсор. 
Робота з  явними курсорами 
Оголошення курсору: 
CURSOR <Ім’я_курсору> IS <оператор_SELECT>; 
Де <Ім’я_курсору> – це ім’я курсору, а <оператор_SELECT> – 
запит, що буде оброблюватись.  
Курсори можна оголошувати в розділі оголошень блоків. Наприклад: 
DECLARE  
vCnt NUMBER;      -- змінна типу NUMBER 
CURSOR c_Device IS    -- курсор 
SELECT id, name 
FROM Device;  
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Відкриття курсору: 
OPEN <Ім’я_курсору>; 
 
Зчитування результатів вибору в змінні: 
FETCH <Ім’я_курсору> INTO <Список_змінних>; 
 
Закриття курсору: 
CLOSE <Ім’я_курсору>; 
 
Приклад: 
DECLARE  
   vId NUMBER; 
   vName VARCHAR(128); 
CURSOR c_Device IS     
SELECT id, name 
FROM Device;  
BEGIN 
    OPEN c_Device; 
    FETCH c_Device INTO vId, vName; 
    DBMS_OUTPUT.Put_Line(vId || ' ' || vName); 
    CLOSE c_Device; 
END; 
Виведе на екран інформацію про код і назву одного пристрою з таблиці 
Device, якщо в таблиці є хоча б один запис.  
            
Атрибути курсору. 
 
В ORACLE – атрибутами називають аналог властивостей мови C#, 
тобто атрибути курсору – це властивості об’єкту курсор. Для посилання на 
атрибут в префіксі використовується ім’я курсору або курсорної змінної 
замість крапки використовується % далі ім’я атрибуту. 
 
Таблиця 8.1.  Основні атрибути курсорів. 
 
Ім’я атрибуту 
 
Що повертає 
%ISOPEN Значення TRUE, якщо курсор відкрито,  інакше 
FALSE 
 61 
%FOUND Значення TRUE, якщо запис успішно вибрано 
оператором FETCH,  інакше FALSE  
%NOTFOUND Значення TRUE, якщо FETCH не вибрав 
жодного запису,  інакше FALSE 
%ROWCOUNT Кількість записів вибраних за допомогою курсору 
на даний час. 
 
Приклад: 
DECLARE  
   vId NUMBER; 
   vName VARCHAR(128); 
CURSOR c_Device IS     
SELECT id, name 
FROM Device;  
BEGIN 
    OPEN c_Device; 
    FETCH c_Device INTO vId, vName; 
    IF c_Device%FOUND  THEN   
DBMS_OUTPUT.Put_Line(vId || ' ' || 
vName); 
    ELSE 
 DBMS_OUTPUT.Put_Line('Record Not Found'); 
    CLOSE c_Device; 
END; 
 
Прості цикли 
 
Найчастіше курсори використовуються для зчитування всіх рядків 
активного набору за допомогою циклу вибірки. Цикл вибірки (fetch loop) - це 
звичайний цикл, в якому рядки активного набору обробляються по порядку, 
один за одним. 
 
DECLARE  
   vId NUMBER; 
   vName VARCHAR(128); 
CURSOR c_Device IS     
SELECT id, name 
FROM Device; 
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BEGIN 
    OPEN c_Device; 
    LOOP 
     FETCH c_Device INTO vId, vName; 
     EXIT WHEN c_Device%NOTFOUND; 
DBMS_OUTPUT.Put_Line(vId || ' ' || 
vName);   
    END LOOP; 
    CLOSE c_Device; 
END; 
 
Курсорні цикли. 
 
 Курсорні цикли – використовують цикл FOR…IN…LOOP і не 
потребують використання операторів   OPEN, FETCH, CLOSE, 
виконують неявну обробку курсору. Розглянемо приклад: 
 
DECLARE  
CURSOR c_Device IS     
    SELECT id, name 
    FROM Device; 
BEGIN 
    FOR vDev IN c_Device LOOP 
DBMS_OUTPUT.Put_Line(vDev.id || ' ' || 
vDev.Name);   
    END LOOP;    
END; 
 
В цьому прикладі використовується об’єктна змінна vDev, яка 
оголошується прямо в циклі і використовуються для зчитування записів 
курсору. 
Неявні курсорні цикли. 
 
Неявні курсорні цикли – ще більше спрощують синтаксис обробки 
курсору, бо дозволяють неявно оголошувати сам курсор. 
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Наприклад: 
BEGIN 
    FOR vDev IN ( 
        SELECT id, name 
        FROM Device)  
    LOOP 
        DBMS_OUTPUT.Put_Line(vDev.id ||  
'_' || vDev.Name);   
    END LOOP;    
END;       
 
В цьому прикладі розділ оголошень взагалі виявився непотрібним. 
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Порядок виконання роботи. 
 
1. Запустити програму Oracle SQL Developer. 
2. За допомогою курсорів утворити запит кількох рядків з бази даних. 
3. Навести приклади використання покажчиків на курсори. 
4. Дослідити використання пов'язаних змінних. 
5. Виконати неявне визначення курсору в циклі. 
6. Проаналізувати пакетний запит багатьох рядків. 
7. Результати роботи оформити у вигляді протоколу. 
 
Контрольні запитання. 
1. Означення курсору. 
2. Явні та неявні курсори. 
3. Атрибути курсорів. 
4. Робота з курсорами за допомогою циклів. 
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9. Заняття №9. 
Створення та використання функцій 
Синтаксис функцій 
Синтаксис, який застосовується при створенні збереженої функції, 
схожий на синтаксис створення процедури: 
CREATE [OR REPLACE] FUNCTION імя_функції 
[(<аргумент1> [{IN | OUT | IN OUT}] <тип1>, 
<аргумент2> [{IN \ OUT | IN OUT}] <тип2>)] 
RETURN <тип_значення> {IS | AS} 
<тіло_функції> 
 
де <ім’я_функції> — це ім’я функції, що створюється, 
<аргумент1>, <аргумент2> — імена параметрів, 
<тип1>, <тип2> — типи параметрів, 
IN |OUT |IN OUT — ключові слова для вхідних, вихідних, вхідних та 
вихідних  параметрів, 
<тип_значення> - тип значення, що повертається, 
<тіло_процедури> — тіло функції таке, саме як тіло анонімного 
(неіменованого) блоку, але містить оператори RETURN,  які повертають 
значення функції. 
Як і для процедур, список аргументів необов'язковий. У цьому випадку 
ні при описі функції, ні при її виклику круглі дужки вказувати не потрібно. 
Проте обов’язково вказати тип даних, що повертається функцією, так як цей 
тип використовується для визначення типу виразу, що містить виклик цієї 
функції. 
Приклад: 
CREATE OR REPLACE FUNCTION Not_Negative( 
pValue IN NUMBER 
) RETURN NUMBER IS 
BEGIN 
    IF pValue > 0 THEN 
 66 
        RETURN pValue; 
    ELSE 
        RETURN 0; 
    END IF; 
END Not_Negative; 
 Функція Not_Negative -  повертає нуль, якщо аргумент 
недодатній, якщо аргумент додатній повертає значення аргументу.   
 Після створення функції, можна видалити її за допомогою оператора 
DROP FUNCTION. 
 Як і в збережених процедурах, в середині тіла функцій  можна 
використовувати SQL – оператори.  
Наприклад: 
CREATE OR REPLACE FUNCTION GET_SYSTEM_NAME( 
pId IN NUMBER)  
    RETURN VARCHAR2 IS 
    vRet VARCHAR2(80); 
BEGIN 
   SELECT MAX(S.NAME)  
INTO vRet  
FROM DISP.SYSTEMS S  
WHERE S.ID=pId; 
   RETURN vRet; 
END GET_SYSTEM_NAME; 
 
Ця функція повертає ім’я енергосистеми за її кодом, якщо системи з таким 
кодом не існує функція поверне  NULL.   
Зауваження: Агрегатна функція MAX – використовується, щоб 
запобігти виникнення виключення (помилки виконання) при відсутності 
запису з заданим кодом.  
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Порядок виконання роботи. 
 
1. Ознайомитись з теоретичним матеріалом 
2. Запустити програму Oracle SQL Developer. 
3. Написати 5 різних математичних функцій. 
4. Створити 4 статистичні функції. 
5. Запрограмувати 2 функції, що повертають табличні значення. 
6. Написати 3 аналітичні функції. 
7. Результати роботи оформити у вигляді звіту. 
Контрольні запитання. 
1. Синтаксис, який застосовується при створенні збереженої функції. 
2. Список аргументів збереженої функції. 
3. Видалення функцій. 
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Зміст звіту з лабораторної роботи 
 
Звіт оформляється на аркушах формату А4 і починається з титульного 
аркуша (див. додаток). 
На інших аркушах йде виклад за таким планом: 
· мета роботи;  
· основні теоретичні відомості по темі (користуючись, наприклад, 
MSDN);  
· завдання, що вибране відповідно до варіанта;  
· надрукована програма на мові C# і результати розрахунків;  
· аналіз результатів розрахунків та висновки. 
 69 
Додаток. Зразок титульної сторінки 
Міністерство освіти і науки України  
Національний технічний університет України 
«Київський політехнічний інститут імені Ігоря Сікорського» 
 
Кафедра автоматизації  
енергосистем  
 
 
 
Лабораторна робота №1 
Вивчення середовища Oracle. Oracle SQL Developer 
 
 
 
 
 
 
 
 
 
 
Київ 2017 
 
 
 
 
 
 
Виконав: студент групи ЕК-01 
Петренко Д.А. 
 
Перевірив: ст.викл. Іваненко А.А. 
 
 70 
 
Література. 
 
1. История развития Базы Данных.  [Електронний ресурс]  
Режим доступу: http://www.sqlhome.org.ua/istoriya_bd.php 
2. Базы данных: модели, разработка, реализация.  [Електронний ресурс]  
Автор: Т.С. Карпова 
Режим доступу: http://www.intuit.ru/department/database/dbmdi/1/1.html   
3. Управление данными: Прошлое, Настоящее и Будуще. Джим Грей. 
Источник: журнал Системы Управления Базами Данных # 3/1998, 
издательский дом «Открытые системы» Новая редакция: Сергей 
Кузнецов, 2009 г. .  [Електронний ресурс] 
Режим доступу: http://citforum.ru/database/classics/gray/#part_2.0 
4. Глава из книги David M. Kroenke: Теория и практика построения баз 
данных 9-е изд. Перевод: Издательского дома ПИТЕР  2005г. .  
[Електронний ресурс] 
Режим доступу: 
http://www.sql.ru/articles/mssql/2006/031701iintroductionindatabases.shtml
#22 
5. Базы данных. Вводный курс. Сергей Кузнецов. [Електронний ресурс] 
Режим доступу: http://citforum.ru/database/advanced_intro/2.shtml 
6. ГОСТ 34.601-90 Комплекс стандартов на автоматизированные 
системы. Автоматизированные системы. Стадии создания. 
7. Обзор статьи The SQL Double Double. Шерила Ларсена. [Електронний 
ресурс] 
Режим доступу:  http://citforum.ru/database/digest/dig_2403.shtml 
8. Пушников А.Ю. Введение в системы управления базами данных. Часть 
2. Нормальные формы отношений и транзакции: Учебное пособие/Изд-
е Башкирского ун-та. - Уфа, 1999. - 138 с. - ISBN 5-7477-0351-X. 
 71 
9. Oracle Database SQL Language Reference, 11g Release 2 (11.2) E17118-03 
Copyright © 1996, 2010, Oracle and/or its affiliates. All rights reserved. 
Primary Authors: Diana Lorentz, Mary Beth Roeser. 
10. Джеймс Перри. Введение в Oracle 10g./ Джеймс Перри, Джеральд 
Пост.  М, ООО «И.Д. Вильямс», 2006 - 704 с. ISBN 5-8459-1113-3 (рус). 
11. Скотт Урман. Oracle 9i. Программирование на языке PL/SQL. / Скотт 
Урман. Переводчик О. Труханов.- М.: © Издательство "ЛОРИ", 2004 - 
528 c. ISBN 0-07-219147-3 
12. Том Кайт. Oracle для профессионалов. / Том Кайт -  Пер. с англ. СПб.: 
ООО «ДиаСофтЮП», 2003. — 672 с. ISBN 5-93772-072-5 
13. С. Фейерштейн. Oracle PL/SQL для профессионалов /С. Фейерштейн, 
Б. Прибыл. – СПб.:Питер, 2003 – 941 с.: ил. ISBN 5-318-00528-4   
14. А. Нанда. Oracle PL/SQL для администраторов баз данных / Аруп 
Нанда, Стивен Фейерштейн.- Пер. с англ. СПб.: Символ-Плюс, 2008. – 
496 с.: ил. ISBN: 5-93286-101-0,  978-5-93286-101-1 
 
