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ABSTRAKT
Zhvillimi i webit po evoulon çdo ditë, dhe nevoja për zhvillim të web aplikacioneve është
në rritje te sipërm. Ky hulumtim i jonë ka për synim krahasimin e shërbimeve që përdoren
në zhvillim të web aplikacioneve, si dhe teknologjitë dhe gjuhët programuese të cilat mund
të përdoren gjatë zhvillimit. Krahasimet tona ofrojnë mundësinë e zgjedhjes së mënyrës më
të shpejtë dhe më efektive për zhvillim te web aplikacioneve.
Në këtë punimin tonë kemi zhvilluar një aplikacion i cili është bazuar në dy shërbimet që
përdoren për zhvillim të API si REST API dhe GraphQL. Këto dy teknologji janë krahasuar
me module të njëjta ku janë bërë krahasime në operacionet më të shpeshta që mund te
përdoren për zhvillim te web aplikacioneve.
Aplikacioni jonë është një modulë që mund te përdoret në aplikacionet e ndryshme për
operimin e CRUD formave të cilat janë bazë e çdo web aplikacioni. Ky aplikacion është i
standardizuar sipas teknologjive më moderne që përdoren për zhvillim te aplikacioneve.
Gjatë zhvillimit të aplikacionit kemi përdorur teknikat më të rëndësishme që mund të
përdoren në ndonjë web aplikacioni si krijimi i përdorueseve, authentikimi me token,
ngarkimi i fajllëve në server, gjithashtu kemi krahasuar shpejtësinë, dhe ngarkimin e rrjetit
gjatë përdorimit të aplikacionit. Moduli jonë mund te integrohet kudo nëpër web
aplikacione te cilat ndërtohen me këto teknologji te cilat i permendem. Hulumtimi jonë për
ndërtim te aplikacionit mundëson përzgjedhjen e teknologjive me të përshtatshme për
ndërtim të web aplikacioneve të cilat janë shumë praktike dhe të përdorura nga shumë
zhvillues të ndryshëm.
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1. HYRJE
Përgjatë historisë teknologjia ka ndryshuar mënyrën se si ne kryejmë punët tona të
përditshme, sidomos në veçanti kompjuteri si pajisje ka bërë revolucion në teknologji. Me
zhvillimin e internetit, dhe me zbulimin e World Wide Web nga Tim Bernes-Lee janë rritur
kërkesat për zhvillim të webit. Web aplikacionet në ditët e sotit janë shumë prezente në
jetën tonë te përditshme si ne pajiset kompjuterike, mobile dhe tjera. Këto web aplikacione
kryejne punë nga më të ndryshme në fushat e ndryshme te jetës sonë. Për shkak të
kërkesave të shumta për ndërtim të web aplikacioneve është rritur edhe numri i
zhvillueseve. Web shërbimet përdoren për transferim të të dhënave ndërmjet web
aplikacioneve, dhe janë bazë për zhvillim të nje web aplikacioni, për këtë arsye përzgjedhja
e njv web shërbimi është e rëndësishme gjatë zhvillimit të web aplikacionit. Kompanitë në
ditët e sotit zhvillojnë API të ndryshëm që ju ofrojnë klientëve zgjidhje për problemet e
tyre. Për shkak të numrit të madhe të përdorimit të web aplikacioneve, ndërtimi i një API te
fortë, te sigurtë, dhe të përshkallëzuar është prioriteti i çdo zhvilluesi. Prandaj mënyra se si
zhvillohet nje web aplikacion ka një rëndësi shumë te madhe. Web shërbimet që me se
shumti janë përdorur në zhvillim deri në kohen e sotit janë SOAP dhe REST, por për shkak
të modernizimit të teknologjisë, problemet moderne kërkojnë zgjidhje moderne. Kështu që
kompanitë gjigande të teknologjisë janë munduar te krijojnë shërbime që mund te kryejnë
punë me lehtë, dhe të zgjidhin problemet e tyre. Kështu që kompania prestigjioze Facebook
ka arritur të ndërtojë një shërbim që mund të ju zgjidhë problemet e tyre për ndërtim sa më
të sigurte dhe me të shpejtë të APIve te ndryshëm. Kështu që në vitin 2012 Facebook krijoji
GraphQL si një alternativë për shërbimin REST, dhe në 2015 e beri të hapur për të gjithë
zhvilluesit. Prandaj janë bërë disa krahasime ku mund të shikohet se cili shërbim është me i
përshtatshëm për zhvillim të APIve.REST API është ndër shërbimet më të përdorura, por
ka disa mangësi që e shtyu kompaninë Facebook për krijim të një shërbimi tjetër, ndërsa
GraphQL si gjuhë e re manipuluese me API pretendohet të jetë një zgjidhje e re që ju ka
munguar zhvillueseve të web aplikacioneve.
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2. DEKLARIMI I PROBLEMIT
Zhvillimi i API është tejet i rëndësishëm si në web aplikacione ashtu edhe mobile
aplikacione. Zhvilluesit të cilët merren me zhvillimin e APIve kanë hasur probleme te
shumta për zhvillim të APIt. Problemet më të zakonshme që ju ndodhin zhvillueseve me
përvojë ashtu edhe zhvillueseve të ri për shkak se çdo ditë dalin teknologji të reja të cilat
përdoren për zhvillime të ndryshme janë si të zhvillohet një API me përformancë të lartë,
cilat teknologji të përdoren gjatë zhvillimit, cilën bazë të të dhenave ta pëdorin, cili model
ose arkitekturë e API të përdoret për zhvillim, a do të API i përshtatshëm si për web
aplikacione apo edhe për mobile aplikacione. Fokusi jonë është që të zhvillojmë një API
duke përdorur teknologjitë që përdoren kohëve të fundit për zhvillim të një API. Andaj ne
jemi fokusuar ne 5 pika ku mendojmë qe duhet të ditur gjatë zhvillimit të API e të cilat
janë:
1. Zhvillimi apo strukturimi i API duke përdorure dy teknologji
2. Krijimi i përdorueseve dhe authentikimi
3. CRUD Operacionet
4. Manipulimi me të dhëna të shumta në databazë
5. Mbeshtjetja e komuniteteve te programimit për trajtim të errorëve
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3. SHQYRTIMI I LITERATURES
Për të ndërtuar një web aplikacion patjetër që nevojitet të përdorim teknologji dhe shërbime
me anë të se cilave aplikacioni jonë do të funksionojë siç duhet. Prandaj hulumtimi për
teknologjinë më të përshtatshme për zhvillim të web aplikacioneve ka rëndësi te madhe dhe
është e domosdoshme. Në këtë kapitull ne do ti shqyrtojmë teknologjitë dhe mënyrat më të
përsosura për dizajnim te një API perfekt

3.1. Web Sherbimet
Web shërbimi është një ambient i standardizuar që përdoret për përhapjen e komunikimit
ndërmjet klientit dhe aplikacionit të serverit ne World Wide Web.
Një web shërbim është një modul softwerik i cili është i dizajnuar për kryerjen e disa
detyrave. Kur një web shërbim të jete thirrur ai mund të jetë në gjendje të ofroj
funksionalitet tek klienti i cili e thërret atë web shërbim.

Figure 1. Diagrami i web shërbimit
3

Diagrami më lartë tregon një pamje të thjeshtë se si një web shërbim aktualisht mund të
punojë. Klienti mund të bën thirrje një serie te web shërbimeve, i cili bën kërkesa tek
serveri, i cili mund të hostojë nje web sherbim aktual. Këto kërkesa janë bërë nëpermes
atyre të cilave janë te njohura si Remote Procedure Calls.Remote Procedure Calls (RPC)
janë thirrje të bëra tek metodat të cilat janë të hostuara një web shërbim i përshtatshem.Një
shembull e kemi tek Amazon e cila ofron një web shërbim që ofron çmimet për produktet e
shitura online nëpermjet amazon.com. Shtresa e prezentimit mund të jetë e bërë me .NET
ose Java por cilado gjuhë programuese mund të ketë afatësinë e komunikimit me web
shërbimin.
Komponenta kryesore e një web shërbimi është e dhëna e cila transferohet ndërmjet klientit
dhe serverit, dhe që është XML.XML(Extensible Markup language) është një homolog i
HTML dhe është shumë lehtë për ta kuptuar këtë gjuhë programuese e cila është e
kuptueshme prej shumë gjuhëve tjera programuese. Kështu kur aplikacionet komunikojnë
njëri me tjetrin, ata aktualisht komunikojnë ne XML.Kjo ofron një platformë te përbashkët
për aplikacionet të cilat janë te ndërtuara në shumeë gjuhë programuese tjera që
komunikojnë njeri me tjetrin.
Web shërbimet përdorin diçka që është e njohur si SOAP (Simple Object Access Protocol)
për dërgimin e XML të dhënës ndërmjet aplikacioneve.E dhëna dërgohet nëpermjet një
HTTP, dhe kjo e dhënë që dërgohet nga web shërbimi tek aplikacioni është i quajtur si
mesazhi SOAP. Mesazhi SOAP nuk është tjetër veq se një XML dokument.Përderisa ky
dokument është i shkruar ne XML, atëherë aplikacioni i klientit që e therret web shërbimin
mund të shkruhet nga cila do gjuhe programuese. (1)

3.1.1. Tipet e Web Sherbimit
Kryesishtë janë dy tipe te web shërbimeve
1. SOAP web shërbimet
2. REST web shërbimet
Ne mënyre që një web shërbim të ketë funksionalitet te plotë, nevojitet që ti këtë disa
komponentë. Këto komponentë duhet të jenë prezentë në mënyre të pavarur të cilës do
gjuhë zhvilluese e cila përdoret për programimin e web shërbimit.
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SOAP është i njohur si një protokoll i pavarur i transportit të mesazhëve. SOAP është i
bazur në XML të dhënë si SOAP mesazhi. Pjesa me e mirë e web shërbimit dhe SOAP
është se të gjitha këto janë te dërguara nëpermjet HTTP, i cili është një protokoll standard i
webit.
Nje web shërbim nuk mundet të përdoret nëse nuk ekziston. Klienti në qoftese i bën thirrje
një web shërbimi ai duhet të dije se ku ai web shërbim aktualisht qëndron.Aplikacioni i
klientit duhet të dijë se çka ai web shërbim bën, keshtu që duhet ti bëjë thirrje web
shërbimit të duhur. Kjo bëhet me ndihmën e WSDL, i njohur si gjuha përshkruese e web
shërbimit. WSDL file është një file i bazuar ne XML i cili i tregon aplikacionit të klientit se
çka një web shërbim bën.Duke perdorur një dokument WSDL, aplikaconi i klientit është në
gjendje të kuptojë se ku një web shërbim është i vendosur, dhe si mund të shfrytëzohet.

Figure 2. WSDL dokument
Një pjesë tjetër përbërëse e web shërbimit është edhe UDDI i cili është një standard për
përshkrimin, publikimin dhe zbulimin e web shërbimeve të cilat janë të ofruara nga një
ofrues i veçantë i shërbimit. Gjithashtu ofron specifikim që mund të ndihmojë për hostimin
e informatës ne web shërbim. Meqeneëe WSDL përmban informata se çka një web shërbim
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bën, UDDI e ndihmon aplikacionin e klientit te dijë se ku ndodhet një WSDL informatë dhe
ofron depo të WSDL fileve që mund të hostohen. Aplikacioni i klientit tani mund të ketë
qasje në UDDI i cili i ruan informatat e WSDL. (2)

3.1.2. Përparësitë e Web Shërbimit
Përderisa e dimë se web shërbimi është një platformë e cila lejon aplikacionet të
komunikojnë njëri me tjetrin, atëherë duhet te dimë pse është e rëndesishme të përdoret një
web shërbim dhe cilat janë përparësitë e web shërbimit. Ndër përparesitë kyesore te web
shërbimit janë:
•

Ekpozon funksionalitetin e biznesit në internet-Një web shërbim është një njësi e
kodit të menaxhuar që ofron disa lloje të funksionaliteteve për klientet e ndryshëm.
Ky funksionalitet mund të thirret nëpërmjet HTTP protokollit, i cili bën thirrje për
qasje ne internet. Ditëve te sotit të gjithë aplikacionet janë në internet të lidhura, që
e bëjnë një web shërbim te jete i vlefshëm.

•

Ndërveprimi në mes të aplikacioneve-Web shërbimet lejojnë që aplikacione të
ndryshëm të komunikojnë njëri me tjetrin dhe të ndajnë të dhënat dhe shërbimet
ndërmjet vete. Të gjithë llojet e aplikacioneve mund të komunikojnë njëri me tjetrin,
kështu që shkrimi i një kodi specifikë mund të kuptohet vetëm nga aplikacioni
specifikë, kështu që ju mundet të shkruani një kod të përgjithshëm që mund të
kuptohet prej të gjithë aplikacioneve.

•

Një protokoll i standardizuar të cilin të gjithë e kuptojnë-Web shërbimet
përdorin një protokoll të standardizuar për komunikim. Të gjitha katër shtresat si
Transporti i shërbimit, XML mesazhi,Përshkrimi i shërbimit dhe Shtresat e zbulimit
të shërbimit përdorin një protokoll mirë te definuar në koleksionin e protokolleve të
web shërbimit.

•

Redukton koston e komunikimit-Web shërbimet përdorin SOAP me HTTP
protokoll, kështu që ju mund të përdorni internetin me kosto të lirë për
implementimin e web shërbimeve. (3)
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3.1.3. Arkitektura e Web Sherbimit
Çdo framework nevojitet të ketë një lloj të arkitekturës që të jetë i sigurtë që e gjithë
frameworku te punojë siq duhet.Në mënyrë të ngjajshme në web shërbime është një
arkitekture e cila përbehet prej tri roleve të cilat dallohen dhe ato janë:
1. Ofruesi-Një ofrues e krijon web shërbimin dhe e benë atë të disponueshem tek
aplikacioni i klientit i cili dëshiron ta përdore atë.
2. Kërkuesi-Kërkuesi është aplikacioni i klientit që nevojitet të ketë kontakt me
një web shërbim.Aplikacioni i klientit mund të jetë një .Net, Java ose cila do
gjuhë programuese që bazohet ne aplikacione e cila shikon për funksionalitetet
që i ofron web shërbimi.
3. Ndërmjetësuesi-Ndërmjetësuesi nuk është tjeter veq se një aplikacionë që ofron
qajse tek UDDI, i cili e lejon aplikacioni i klientit që të gjej se ku ndodhet web
shërbimi. (4)

Figure 3. Diagrami i sherbimit
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3.1.4. Karakteristikat e web shërbimit
Web shërbimet kanë disa karakteristika specifike e ato janë:
•

Ato janë të bazuar në XML-Web shërbimet përdorin XML për reprezentim
të të dhënës në shtresat e reprezentimit dhe të transportit të të dhënës.Duke
përdorur XML eleminohet varësia e rrjetit, sistemit operativë ose ndonjë
platforme, kështu që XML është një gjuhë që kuptohet nga te gjithë.

•

Loosely Coupled-Nënkupton që klienti dhe web shërbimi nuk janë të
lidhura me njëri tjetrin, që do të thotë që nëqoftëse një web shërbim
ndryshon ndërkohë, nuk duhet të ndryshohet edhe mënyra se si një klient e
thirrë një web shërbim.Duke adoptuar ariktekturën loosely coupled tentohet
që sistemet softwerike të bëhen më të menagjueshme dhe lejon një integrim
më të thjeshtë ndërmjet sistemve.

•

Funksionalitet i sinkronizuar apo i pasinkronizuar-Sinkronizimi i
referohet lidhjes së klientit dhe ekzekutimit të shërbimit.Në operacionet
sinkronizuese, klienti mund të pret derisa web shërbimi te kompletojë
operacionin.Një shembull kur veprimet si shkrim dhe lexim në baze së te
dhënave performohen.Nese një e dhenë lexohet prej nje baze të dhenave
tjeter dhe më pas shkruhet të tjetra, pastaj veprimet duhet te kryhen në
mënyre sekuenciale.Veprimet e pasinkronizuara lejon që nje klient të bëjë
thirrje tek një shërbim dhe pastaj funksionet tjera të ekzekutohen ne mënyrë
paralele.Kjo është njëra prej teknikave më të preferuara për garantimin që
shërbimet të mos ndalen kur një veprim specifikë është duke ndodhur.

•

Aftësia për mbeshtetjen e Remote Procedure Calls(RPC)-Web shërbimet
lejojnë që klienti të thirrë procedura, funksione dhe metoda në objektiva të
largëta duke përdorur protokollinë e bazuar në XML. Procedurat e largëta
tregojnë për parametrat input dhe output që nje web shërbim duhet ti
mbështesë.

•

Mbështet shkëmbimin e dokumentave-Një prej përfitimeve kryesore të
XML është mënyra gjenerike për reprezentim të të dhenave dhe gjithashtu të
dokumenteve komplekse.Këto dokumente mund të jenë të thjeshta si
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reprezentimi i një adrese të zakontë ose mund të jetë edhe me komplekse si
reprezentimi i nje libëri të tërë. (5)

3.2. Mikroshërbimet
Mikroshërbimet janë një qasje e arkitekturës së softwerit që ndertojnë aplikacione të
mëdhaja, dhe komplekse prej shume komponentëve të vegjël që kryejnë një funksionë të
vetëm, si authentikimi, notifikimi, ose proceset e pagesave.Secili mikroshërbim është një
njësi e veqantë në zhvillimin e softwerëve me infrastrukturë dhe baze të dhenave të
veta.Mikroshërbimet punojnë së bashku, dhe komunikojnë mes vete nëpermjet API ose
mesazheve

.
Figure 4. Diagrami i mikrosherbimeve
Një mikroshërbim posedon paisjen e vet për ruajten e të dhënave.Kjo redukton lidhjen
ndërmjet shërbimeve sepse shërbimet tjera mund vetëm të kenë qasje në të dhena që nuk i
posedojnë vetëm nëpermjet ndërfaqeve që një sherbim ofron.
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Figure 5. Rrjedhja e komunikmit ndërmjet mikroshërbimeve
Idea se mikroshërbimet janë përgjegjese për kordinimin e veprimeve në një sistem është
dallim vendimtar në mes kësaj metodologjie dhe shërbimeve tradicionale të orientuara në
arkitekturë si SOA. Këto tipe të sistemeve shpesh përdoren në shërbimet të ndërmarrjeve.
(6)

3.2.1. Arkitektura e mikroshërbimeve
Me arkitekturën njëbllokësh, të gjitha proceset janë të lidhura fortë dhe veprojnë si një
shërbim i vetëm. Kjo do të thotë se nese një proces i aplikacionit ka probleme,atëherë e
gjithë arkitektura duhet të rindërtohet.Shtimi i karakteristikave të aplikacionit njebllokësh
bëhet më kompleksë nesë baza në te cilën është shkruar kodi rritet.Ky kompleksitet e
limiton eksperimetimin e aplikacionit dhe e bënë me të veshtirë të implementojë ide të
reja.Arkitektura njëbllokësh e shton rrezikun për disponueshmerinë e aplikacionit sepse
proceset të cilat janë te lidhura dhe të varura njëra me tjetrën e shtojnë ndikimin e
dështimit të një procesi te vetëm.
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Me një arkitekturë te mikrosherbimit, njv aplikacionë është i ndërtuar me komponente të
pavarura që veprojnë në çdo proces të aplikacionit si një shërbim.Këto shërbime
komunikojnë me nje interface te definuar mirë duke përdorur API të lehta.Shërbimet janë të
ndërtuara për mundësi të biznesit dhe secili shërbim vepron si një funksion i
vetëm.Përshkak që ato veprojnë si të pavarura, secili shërbim mund të pervetësohet, të
bëhet deploy, dhe të strukturohet sipas kërkesave specifike te aplikacionit.

Figure 6. Ndarja e aplikacioneve njëbllokësh ne mikroshërbime
Karakteristikat e mikroshërbimeve janë:
•

•

Autonom-Secili komponentë në arkitekturën e mikroshërbimeve mund te bëhet
deploy, te zhvillohet, te veprojë dhe të shkallëzohet pa afektimin e funksionalizimit
te shërbimeve tjera. Shërbimet nuk nevojitet të ndajnë kodin ose implemetimin e
tyre me shërbimet tjera. Çdo komunikim individual i komponenteve ndërmjet vete
ndodhë nëpermjet një API të definuar mirë.
Specializuar-Çdo shërbim është i dizajnuar për një strukturë te aftësive dhe
fokusohet për zgjidhjen e një problemi specifikë. Nese zhvilluesit kontribojne me
kodet e tyre ne shërbimin e caktuar nderkohe, atehere sherbimi behet me kompleks,
dhe mund te ndahet ne sherbime te vegjel (7)
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3.2.2. Përfitimet e mikroshërbimeve
Ndër përfitimet me madhore të ariktekturës së mikroshërbimeve janë:
•

Lehtë te ndërtohen dhe të mirmbahen:Parimi kryesorë i mikroshërbimeve
është thjeshtësia.Aplikacionet bëhen më të lehta të ndërtohen dhe të
mirëmbahen kur ato janë të ndara në komponente të vegjël.Menaxhimi i kodit
gjithashtu bëhet shumë më lehtë përshkak se mikroshërbimet janë pjesë te kodit
të ndarë.Shërbimet mund të implementohen duke përdorur gjuhë programuese
të ndryshme,baza të dhenave dhe mjedise të softwerit.Kjo lejon që secili
shërbim të ngarkohet, të rindërtohet, të ringarkohet dhe të menagjohet në
mënyrë te pavarur.

•

Organizimi rreth mundesisë së biznesit-Arkitektura e mikroshërbimeve i fton
ekipet zhvilluese të fokusohen në funksionalizimin e biznesit .Ekipet zhvilluese
janë te organizuara rreth mundësive te biznesit e jo të teknologjise.Kjo do të
thotë se shërbimet janë të adaptuara të punojnë në shumë kontekste.Përshembull
shërbimi i njejtë mund te ripërdoret në shumë procese të biznesit.

•

Përmisonë produktivitetin-Arkitektura e mirkoshërbimeve trajton problemin e
produktivitetit dhe shpejtësisë duke i shpërbërë aplikacionet në shërbime të
menagjuara që shpejt mund të zhvillohen.Mikroshërbimet e ndara mund të
lokalizohen më lehtë dhe mund të modifikohen.

Mikroshërbimet ofrojnë një lloj unik të modularizimit, ata i zgjidhin problemet e ëedhaja, e
rrisin produktivitetin, ofrojnë fleksibilitet në zgjedhjen e teknologjisë dhe janë të shkelqyera
për ekipet shpërndarese. (8)

3.3. Çka është një API?
API është akronim për Application Programming Interface, e cila është një software
ndërmjetës që lejon dy aplikacione të komunikojnë njëri me tjetrin. Çdo herë kur ju
përdorni aplikacione si Facebook, dhe dërgoni mesazhe të mënjehershme, ose e shikoni
kohën në telefonin tuaj, ju jeni duke përdorur një API.
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Kur ju përdorni aplikacione në telefonin mobile tuaj, aplikacioni lidhet ne internet dhe
dergon të dhënat në server.Serveri pastaj i nxjerr ato të dhena, i interpreton, dhe performonë
veprimet e nevojshme, dhe i dërgon ato prapa tek telefonin juaj. Aplikacioni pastaj i
interpreton ato të dhëna dhe ju prezanton juve ato informata që ju i dëshironi në mënyerë të
lexueshme.Kjo është ajo që është API.Një shembull në jetën reale është sikurse ju në një
tavoline në një restaurant ku e keni një menu me zgjidhje të ndryshme për porosi.Kuzhina
është pjesë e “sistemit” që e pergaditë porosinë tuaj. Kamarieri është ai qe bën percjelljen e
komunikimit në mes teje dhe porosisë suaj që e keni bërë.Ai është një API i cili merr
kërkesat ose porositë dhe i tregon kuzhinës apo sistemit qfarë duhet te bejë.Pastaj kamarieri
ose API e dorëzon porosinë tuaj.Gjithashtu nëse ju dëshironi të prenontoni një biletë për
fluturim në një website të fluturimeve.Ju duhet të zgjedhni datën,qytetin ku doni të arrini,
qytetin ku doni të ktheheni,vendin ne airoplanë.Ne menyrë që të prenontoni për fluturimin
tuaj, ju duhet të keni qasje në website ëe fluturimeve në mënyrë që të qaseni në databazën e
tyre dhe të shikoni nëse ulëset janë të lira në ato data në te cilën ju doni të bëni fluturim,
dhe çmimet gjithashtu.
Shërbimi i udhëtimit në këtë rast ndërvepron me API të kompanisë së fluturimeve.API i
merr përgjigjet e kërkesave tuaj dhe i dorëzon tek shërbimi online i fluturimeve, ku ju mund
ti shihni përgjigjet e kërkesave tuaj. (5)
Një API është gjithashtu një web shërbim,i kthen shërbimet nëpermjet web teknologjisë si
HTTP.APIt përdoren gjithashtu për ndërtimin e sistemeve softwerike të shpërndara. Një
API është i thjeshtë,i sigurtë, dhe lehtë i perdorshëm.Poashtu nje API ofron një ure lidhëse
ndërmjet shërbimeve të brendshëm të kompanisë,dhe konsumatoreve të jashtem të
kompanisë.
APIt nuk janë zakonishtë te dukshem në pamje te jashtme, nuk ofrojnë nje nderfaqe të
përdoruesit, dhe zakonisht përdoruesit nuk nderveprojnë me ato ne mënyrë direkte.Ato
krijohen nga zhvilluesit dhe thirren me anë të programeve softuerike. (9)

3.3.1. Përse API?
Një API ofron një mënyrë më të lehtë të komunikimit, të integrimit dhe të zgjerimit të
sistemeve softuerike.Ka shumë enitete që nvaren dhe përdorin softuere.Bizneset, marketet,
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dhe bankat përdorin softuere,gjithashtu makinat, veturat, dhe shumë produkte permbajnë
softuer.Sidoqoftë këto sisteme të softuereve janë të izoluara dhe funksionaliteti i tyre nuk
mund të qaset prej sistemeve tjera.APIt ofrojnë mundesinë e lidhjes, zgjerimit dhe
integrimit te softuerit.Duke lidhur softuerin me API bëhet lidhja ndërmjet bizneseve,
gjithashtu bizneseve me produktete e tyre, shërbimet me produkte ose produktet me
produkte.
APIt përdoren për integrim të mbrendshëm dhe të jashtëm.APIt mundesojnë integrim më të
mirë ndërmjet departamenteve dhe njësive të biznesit në një kompani.Amazon përshembull
perdorë APIt për integrim te IT sistemeve ne departamentet e tyre. (10)

Figure 7. API Interface

3.3.2. Arkitektura e API
Arkitektura e API zakonisht përbehet prej dy komponentëve.Një komponent përdoret për
shfaqjen e API, dhe komponenti tjetër përdoret për konsumimin e API.Komponenti i
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shfaqjes së API qëndron tek pjesa e serverit psh si në cloud,ndersa komponenti i
konsumimit te APIt janë klientet.Ato zakonisht janë aplikacionet për telefona mobile,
shfletuesit e webit ose pajisjet e e integruara të internetit të gjërave.Klientet përdorin API
për lidhjen e burimeve të të dhënave. (11)

Figure 8. Arkitektura e API

3.3.3. Sherbimet e API
Një numër i shërbimeve përdorin API si shtyllë kryesore të tyre, këto shërbime janë:
•

Shërbimi Mobile-Numëri i pajiseve mobile dhe tablet është rritur shumë.
Aplikacionet mobile janë të ndryshëm sesa aplikacionet tradicionale desktop.
Aplikacionet nevojiten që të lidhen me serverët në internet për tu përdorur më së
mirti.Funksionaliteti i këtyre aplikacioneve qëndron në këto servere dhe ky
funksionalitet mund të arrihet nëpermjet API.Gjithashtu të dhënat janë të
lokalizuara në pjesen mbrapa të serverit, ku keto mund të terhiqen me ane të thirrjes
se API.

•

Sherbimi Cloud-Shërbimet SaaS të cloudit zakonisht qëndrojnë ne web aplikacione
dhe API.Web aplikacioni është i dukshëm për konsumatorët,ndërsa API qëndron
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nën siperfaqen e dukshme.API mund të përdoret për lidhjen e aplikacioneve cloud
me aplikacionet tjera të cloudit për realizimin e automatizimit ose për lidhjen e
shërbimit cloud me aplikacionet mobile dhe aplikacionet desktop.Një shembull për
konkretë i shërbimit të cloudit është dropbox.
•

Shërbimi i Webit-Web aplikacionet shfaqin web faqe dinamike.Bazuar në kërkesat
e perdoruesit, web faqet krijohen në mënyrë të shpejtë prej të dhënave që gjenden
në backend.Të dhënat shfaqen në web faqet që janë të servuara nga APIt. Një
aplikacionë e-commerce përshembull i shfaq produktet në një web faqe bazuar në
kriteret e kërkimit të perdoruesit.Të dhënat e produktit shërbehen prej API të
produktit, i cili i merr të dhënat e produktit prej bazës së të dhënave dhe i kthen në
strukturen JSON. Web aplikacioni e interpreton strukturen e JSON dhe e
transformon në një HTML faqe.

•

Interneti i Gjërave-Internet i gjërave është i përbërë prej paisjeve fizike të cilat
kanë qasje në internet.Këto paisje kontrollohen prej softuereve ose këto paisje i
mbledhin të dhënat me anë të senzoreve të tyre.Paisja lidhet me funksionet e
menqura, të cilat janë të ekspozuara në internet me anë të APIve.Shembull për këtë
shërbim të APIt kemi tek veturat e menqura,shtepitë e menqura.Shumë API mund të
përfshihen në shërbimin e internetit të gjërave.Disa janë të vendosur në cloud dhe
marrin të dhënat të cilat kanë qenë të grumbulluara më anë të sensoreve të pasijeve
fizike.API tjerë janë të vendosur vetë në ato paijse nga përdoruesit e paisjes.API në
internetin e gjërave ka dy funksione,njeri funksione është “qendra e thirrjes” që i
merr të gjitha thirrjet prej paisjeve që jepen prej sensoreve, ndërsa funksioni tjetër
është “kontrolli i largët” për drejtimin e paisjes prej distancës. (12)

3.3.4. Modelet e API
Zgjedhja e modelit më të pershtatshëm të API ka rëndesi të madhe.Një API model definon
ndërfaqen e cila i shfaq të dhënat prej shërbimit tek aplikacionet tjerë.Për shumë vite shumë
modele të API janë shfaqur.Prej modeleve më të njohura sot janë REST, RPC, GraphQL,
WebHooks dhe WebSockets. (13)
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3.3.5. Representational State Transfer si model i API
Representational State Transfer(REST) është njëri prej zgjedhjeve më të njohura për
zhvillimin e APIt.Modeli i REST është përdorur nga ofruesit e shërbimeve si Google,
Stripe,Twitter dhe GitHub.REST përdoret për resurse.Një resursë është një entitet që mund
të identifikohet, emerohet, adresohet, ose trajohet në web.REST API shfaq të dhënat si
burime dhe përdorë metodat standarde të HTTP për reprezentimin e krijimit, leximit,
përditësimit, dhe fshirje(CRUD) të transaksioneve kundrejt këtyre burimeve. Për shembull
API i Stripe reprezenton klientet, çmimet, bilancin, rimbursimet, filet dhe pagesat si
resurse.
Disa prej rregullave të përgjithshme që një REST API ndjek janë:
•

Resurset janë pjesë e URL, si /perdoruesit

•

Për çdo resursë zakonisht dy URL implementohen si njëra për koleksionet si /users,
ndërsa tjetra për një element specifik në koleksion si /users/U123

•

Emrat përdoren në vend të foljeve në resurset e webit.Për shembull në vend të
/getUserInfo/U123, përdoret /users/U123

•

HTTP metodat si GET,POST,UPDATE,dhe DELETE e informojnë serverin për
veprimin që do të ndodhë.Shumë HTTP metoda që thirren në një URL të njejtë
ofrojnë funksionalitet të ndryshëm si:

•

Create:përdore POST metoden për krijimin e resurseve të reja

•

Read: përdorë GET për leximin e resurseve.Kërkesat GET kurrë nuk e ndryshojnë
gjendjen e resursit.Nuk ka efekte ansore, sepse metoda GET është vetëm për lexim.

•

Update: përdorë metoden PUT si zevendësim të një resursi dhe PATCH për
përditesim të pjesshem të resursit ekzistues.

•

Delete: përdorë metoden Delete për fshirjen e resurseve ekzistuese.

•

REST API mund të kthejnë përgjigje në formë të JSON ose XML.Përshkak të
thjeshtësisë dhe mënyrës së lehtë të përdorimit të Javascript, JSON është bërë njëra
prej standardeve të API modern (14)

.
Tabela 1. CRUD Operacionet, HTTP Foljet,dhe Traditat e REST
17

Operation

HTTP Verb

URL:/users

URL:/users/U123

Create

POST

Krijo një perdorues të ri

Nuk aplikohet

Read

GET

Listo gjithë perdoruesit

Kthen vetëm
përdoruesin U123

Update

PUT or PATCH

Grumbullon përdoruesit
e përditesuar

Përditeson
përdoruesin
U123

Delete

DELETE

Fshinë gjithë
perdoruesit

Fshinë
perdoruesin
U123

Figure 9. HTTP kërkesa për nxerrje të dhënave nga Stripe API

Figure 10. HTTP kërkesa për krijim të pagesës nga Stripe API

3.3.6. Remote Procedure Call
Remote Procedure Call (RPC) është njëra prej modeleve më të thjeshta të APIt në të cilin
klienti ekzekuton një bllok të kodit në një server tjetër.Ndonëse REST është për resurse,
RPC është për veprime.RPC API zakonishtë ndjek dy rregulla të thjeshta:
•

Endpoints përmbajnë emrin e operacionet që do të ekzekutohet
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•

Thirrjet e API bëhen me anë të HTTP foljeve të pershtatshëm si GET vetëm për
lexim dhe POST për tjerat.

Figure 11. HTTP kërkesa për API të Slack
Stili i RPC API nuk është i veqantë për HTTP.Janë disa protokolle tjera me performancë të
lartë që janë të disponueshme për RPC API duke perfshirë Apache Thrift, dhe gRPC.Këta
të dyja kanë një mekanizem të ndertuar që e perdorin për editim të struktures së të dhenave.
(15)

3.3.7. GraphQL
GraphQL është një gjuhë manipuluese për API që ka arritë një tërheqje të rëndesishme
koheve të fundit.Është zhvilluar nga Facebook ne 2012, ndërsa është lëshuar publikisht në
vitin 2015, edhe është adaptuar nga ofruesit e APIve si GitHub, Yelp, dhe
Pinterest.GraphQL lejon që klientet të definojnë strukturen e të dhënës që deshirojnë ta
marrin prej serverit, dhe serveri kthen saktesishtë atë strukturë të dhënës.

Figure 12. Shembull i një GraphQL query
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Figure 13. Shembull i përgjigjes së GitHubit
Ndryshe nga REST dhe RPC API, GraphQL API i nevojitet vetem një URL endpoint, dhe
nuk nevojitet për HTTP foljet për pershkrim të operacionit.Në vend të kesaj GraphQL
përdorë JSON për performimin e kërkesës. (16)

Figure 14. Query i avansuar ne GitHub API
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Tabela 2. Krahasimet ndërmjet modeleve të API
REST

RPC

GraphQL

Çka?

Shfaq të dhënat si resurse dhe
përdorë metodat standarde të
HTTP për CRUD operacionet

Shfaq metodat
vepruese te API,
klienti i vendos emrat
dhe argumentet e
metodës

Një gjuhë query për API,klienti
definon strukturen e kërkesës

Shembulli i

Stripe,GitHub,Twitter,Google

Slack,Flickr

Facebook,GitHub,Yelp

GET/users/<id>

GET/users.get?id=<id> query($id:String!){user(login:$id){
name
company
createdAt}

shërbimit
Shembulli i
përdorimit

HTTP foljet

GET,POST,PUT,PATCH,DELETE GET,POST

GET,POST

Avantazhet

Përdorë karakteristikat e
HTTP,lehtë për mirëmbajtje

Lehtë per tu kuptuar,
përfomance të lartë

Fleksibile në kthim të kërkesës,
kthen vetëm të dhënat e kërkuara

Disavantazhet

Ngarkesë në kthim të
dhënave,shumë HTTP metoda të
përdorura

Standardë i limituar,
vështirësi në zbulim të
dhënave

Shumë i komplikuar për API të
thjeshtë, optimizimi i
performancës është i vështirë.

Për APIt që shfaqin
shumë veprime

Kur ju doni te bëni kërkesa
specifike, dhe kërkesa të jetë
fleksibile

Kur të përdoret? Për API që manipulojnë me CRUD
operacione

3.3.8. WebHooks
Një WebHook është thjeshtë një URL që pranon një HTTP POST ose GET, PUT,
DELETE. Një ofrues i API i cili implementon WebHooks thjeshtë do të bëjë POST tek një
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URL i konfiguruar kur diqka ndodhë.Ndryshe nga API kërkese-përgjigje, me WebHooks ju
mund të pranoni përditesimet në kohe reale.Disa ofrues te API si Slack,Stripe,GitHub dhe
Zapier suportojnë WebHooks.

Figure 15. Shembulli i WebHooks në kohë reale
WebHooks janë të mrekullueshem për shpërndarjen e të dhenave në kohe reale prej nje
serveri në serverin tjeter.Gjatë zhvillimit të aplikacioneve është lehtë të implementohet
WebHooks sepse thjeshtë mund te krijohet një HTTP endpoint ku mund të pranohen
eventet. (17)
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3.3.9. WebSockets
WebSocket është një protokoll që përdoret për vendosjen e rrjedhjes të një kanali të
komunikimit nga një lidhje e vetme e protokollit TCP.Meqenëse ky protokoll zakonishtë
përdoret për komunikim ndërmjet web klientit dhe një serveri, nganjëherë përdoret për
komunikim ndërmjet serverve poashtu.
Një WebSocket protokoll mbështetet nga shfletuesit kryesorë dhe shpesh përdoret për
aplikacionet në kohe reale.Slack përdorë WebSockets për dergimin e eventeve që ndodhin
në vendin e punev tek klientet e Slack, duke perfshirë mesazhet e reja,krijimin e kanaleve
etj.Poashtu Slack ofron një API për mesazhe në kohë reale ku zhvilluesit e ndryshëm mund
ta përdorin për marrjen e eveneteve në kohë reale nga Slack dhe të dërgojnë mesazhe tek
klientet.Gjithashtu Blockchain përdorë WebSocket API për dërgimin e lajmërimeve në
kohë reale rreth transaksioneve dhe bloqeve të ndryshëm tek klientët.
WebSockets mundesojnë komunikimin full-duplex, ku serveri dhe klienti mund të
komunikojnë me njëri tjetrin përnjeherë.WebSockets janë të dizajnuar për të punuar në
portin 80 ose 443 ku mund të punojnë edhe me firewall i cili i bllokon portet tjera.Kjo ka
rëndesi të madhe për zhvilluesit e ndërmarrjeve te mëdha.Përshembull disa zhvillues të
ndërmarrjeve të cilët e perdorinë Slack API preferojnë të perdorinë WebSocket API sesa të
përdorinë WebHooks sepse ato janë në gjendje që të pranojnë evente prej Slack API në
mënyrë të sigurtë sesa te hapin një HTTP Webhook endpoint në internet ku Slack mund të
postojë mesazhet e tyre.
WebSockets janë të mrekullueshem për rrjedhje më të shpejtë të dhenave në kohë reale, dhe
kanë lidhje me qëndrueshmeri të gjatë. (18)
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Figure 16. Lidhja ndërmjet Slack dhe një shfletuesi me anë të WebSocket

3.3.10. HTTP rrjedhja
Me HTTP API të kërkesës dhe përgjigjes, klientet dërgojnë një HTTP kërkese dhe serveri
kthen një HTTP përgjigje.Me rrjedhjen HTTP serveri mund të vazhdojë të shtyj të dhenat
në një lidhje të vetme që hapet prej klientit.
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Figure 17. Ndërveprimi klient server me HTTP Streaming API
Twitter përdorë protokollinë e HTTP rrjedhjes për dërgim të të dhënave nëpermjet një
lidhje të vetme e cila hapet ndërmjet një aplikacioni dhe API të Twitterit. (19)
Tabela 3. Krahasimi i Event-Driven API
WebHooks

WebSockets

HTTP Streaming

Çka?

Njoftimi i eventeve me ane të
thirrjeve të HTTP

Koneksion dy palësh
me anë të TCP

Koneksion
afatgjatë me
HTTP

Shembulli i

Slack,Stripe,GitHub,Zapier

Slack,Trello,Blockchai
n

Twitter,Facebook

Avantazhet

Komunikim i lehtë i
servëreve,përdorë HTTP
protokollinë

Komunikim dy palësh,
mund të shmag
firewallin

Rrjedhja e të
dhënave me
HTTP të
thjeshtë,mund të
shmang firewallin

Disavantazhet

Nuk mund te punojë permes
firewallit,siguri të dobët

Nevojitet të mirembajë
lidhjen e
vazhdueshem, nuk
përdorë HTTP

Komunikim
dypalësh është i
vështirë,

Kur të përdoret?

Te bëjë qe serveri të shërbej
ne kohë reale eventet

Për komunikim
dypalësh, dhe në kohë
reale ndërmjet serverit
dhe shfletuesit

Për komunikim
një pale me anë të
një HTTP të
thjeshtë

shërbimit

3.3.11. Siguria e API
Siguria është një element kritik i çdo web aplikacioni, veqanërishtë per APIt.Problemet dhe
dobësitë e reja çdo herë janë duke u zbuluar,dhe është shumë e rëndësishme që të mbroni
API tuaj nga sulmet e ndryshme.Një prishje e sigurisë mund të jetë shkatërrimtare, ndërsa
implementimi i dobët i sigurisë mund të dergojë në humbje e të dhënave më kritike. Për të
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siguruar aplikacionin tuaj ka shumë gjëra të cilat inxhinieret duhet të kujdesen.Kjo
përfshinë si validimin e të dhënave hyrëse duke perdorurë SSL protokollinë çdo herë, pastaj
validimin e llojëve të përmbajtjes si dhe për mbrojtjen nga XSS dhe CSRF. Përtej këtyre
praktikave të sigurisë të web aplikacionit, ka edhe teknika tjera shtesë që aplikohen në
mënyrë specifike të web APIt që ju i shfaqni tek zhvilluesit jashtë kompanisë tuaj.Prej
teknikave më të përdorura janë:
•

Authentikimi-është një proces i verifikimit se kush jeni.Web aplikacionet
zakonishtë ekzekutohen së pari duke ju pyetur gjatë logimit për emrin e
përdoruesit dhe fjalëkalimin.Ky kombinim bëhet për validimin ekzistues të
emrit të përdoruesit dhe fjalëkalimit, dhe të sigurohet që kërkesa të jete e
mirëfillet.

•

Autorizimi-është një proces i verifikimit se çka ju e keni te lejuar të bëni
kur ju dëshironi të bëni diqka.Për shembull një web aplikacion ju lejon juve
te shikoni një faqe, megjithatë juve nuk ju lejohet të editoni atë faqe në
qoftëse nuk jeni administratori.Kjo është autorizimi.

Përderisa ju e dizajnoni një API, ju duhet të mendoni se si zhvilluesit e aplikacioneve do të
përdorin authentikimin dhe autorizimin me APIn tuaj.Në fillim ofruesit e API kanë filluar
të mbështesinë Authentikimin Bazik, e cila është një teknikë e thjeshtë dhe që përdoret për
kontrollimin e qasjeve në web,po ashtu ofron siguri te paktë.Në qoftëse e përdorni
authentikimin për API tuaj gjatë përdorimit të aplikacioneve të zhvilluar nga dikush tjetër,
përdoruesit duhet të shpërndajnë të dhënat e tyre personale si emrin e përdoruesit dhe
fjalëkalimin, e cila është nje disavantazhë duke e përfshire atë që aplikacionet kërkohen që
këto kredenciale ti ruajnë në një tekst ose në një mënyrë që ato mund të dekriptohen.Nëse
një aplikacion i shfaqë këto kredenciale me anë të ndonjë bug, atëhere të dhënat private
mund të dëmtohen nga ndonjë haker keqdashës.Per shkak te këtyre problemeve Twitter
vendosi që të ndal suportin për Authentikimin Bazik te APIt ne 2010.
Njëra prej teknikave më të avansuar në authentikim dhe autorizim është teknika e OAuth.
Për adresiminin e problemeve që është ballafaquar Authentikimi Bazik, si dhe authentikimi
dhe autorizimi si mekanizma më të përhapur, ne vitin 2007 është prezantuar OAuth.OAuth
është një standard i hapur që lejon që përdoruesit të kenë qasje tek aplikacionet pa
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shpërndarjen e fjalëkalimeve me ta.Versioni i fundit OAuth 2.0 është protokolli më i
standardarizuar në industri për autorizim.Ky protokoll është adoptuar nga kompanitë e
shumta si Amazoni, Google, Facebook, GitHub, Stripe dhe Slack.Përfitimi më i madh i
OAuth është që përdoruesit nuk kanë nevojë që të ndajnë fjalëkalimet me aplikacionet. Për
shembull TripAdvisor dëshiron që të ndërtojë një aplikacion që do përdorë një përdoruesi të
Facebookut identitetin, profilin, listën e shokëve dhe të dhënat e tjera.Me OAuth,
TripAdvisori mund të ridrejtojë atë përdorues për tek Facebook, ku ata mund te autorizojnë
TripAdvisorin për qajse te informatave.Pasiqë përdoruesi autorizon për shpërndarje të
dhënave, TripAdvisori mund të thirrë API të Facebook të nxerrjen e informates.

Figure 18. Rrjedhja e OAuth authentikimit ndërmjet TripAdvisori dhe Facebook
Përfitimi i dytë i OAuth është që lejon që përdoruesit të API të pranojnë të japin
autorizimin në mënyrë selektive. Çdo aplikacion ka kërkesa të ndryshme kur të dhënat e
tyre nevojiten prej një ofruesi të API,OAuth lejon që ofruesit e APIë kenë qasje në një ose
më shumë resurse.Për shembull në rastin e TripAdvisorit e dhënë më lartë, ku
TripAdvisiori autorizohet për lexim të profilit të përdoruesit,listës së shokëve, dhe shumë
gjërave tjera, por nuk mund të postojë në emer të përoduresit në Facebook.
Prej metodave kryesorë që përdoren në OAuth janë gjenerimi i tokenit dhe OAuth scopes.
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Me ane të OAuth, aplikacionet përdorin tokenin e qasjes për thirrje të API në emer të
përdoruesit.Gjenerimi i këtij tokeni ndodhë në shumë rrjedha.Para se një aplikacion të
startojë rrjedhjen e OAuth, nevojitet të regjistrohet në API.Gjatë regjistrimit, zhvilluesit
ofrojnë një URL ridrejtuese ku me anë të API mund të ridrejtohet përdoruesi i autorizuar.
Ofruesi i APIt lëshon një klient ID dhe një fjalë sekrete të cilat janë unike për aplikacionin.
Klient ID mund të jetë publike, kurse fjala sekrete duhet te jetë e fshehtë. Pasiqë aplikacioni
është registruar, aplikacioni mund të gjeneron tokenin e qasjes duke ndjekur këto hapa:
•

Aplikacioni drejton përdoruesin për tek ofruesi i API për autorizimAplikacionet zakonishtë i paraqesinë përdoruesëve të autorizuar butonin “Vazhdoni
me Facebook”.Kur përdoruesit të klikojnë ne buton, ata ridrejtohen në URL e
autorizuar te API.Përderisa të ridrejtohet aplikacioni dërgon klient ID dhe kërkesat
për lejim në një parametër të quajtur scope.

•

Ofruesi i API kërkon autorizim të përdoruesit-Ofruesi i API qartë tregon se për
cilat lejesa aplikacioni është duke bërë kërkesë.Nëse përdoruesit i ndalohet
autorizimi, ai ridrejtohet prapa për tek URL i aplikacionit me një error si
access_denied.

•

Aplikacioni shkëmben kodin e autorizimit me një token të qasjes-Pasi të
funksionojë autorizimi,aplikacioni shkëmben kodin e autorizimit me token të qasjes.
Aplikacioni ia dërgon klient ID, fjalën sekrete, kodin e autorizimit dhe URLn
ofruesit të API vetëm për të marrë tokenin e qasjes.Kodi i autorizimit ofrohet që të
përdoret vetem një here, kjo ndihmon për parandalimin e sulmeve të ndryshme.
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Figure 19. OAuth 2.0 token i qasjes
Fushat ose scopes të OAuth përdoren për limitin të qasjese së aplikacionit në të dhënat e
përdoruesit. Për shembull një aplikacion duhet vetëm të identifikojë një përdorues.Në vend
se të ketë qasje në të gjithë të dhënat e përdoruesit, aplikacioni mund të bëjë kërkesë për
qasje vetëm për informatat e profilit të përdoruesit.Gjatë autorizimit ofruesi i API do ti
shfaq të gjitha fushat të kërkuara tek përdoruesi, në këtë mënyrë përdoruesi e dinë se qfarë
qasje mund të ketë në aplikacion.Për definimin e fushave të një API është një problem
interesant. Shumë API ofrojnë vetëm shkrim, lexim dhe kombinim shkrim/lexim të
fushave. Për shembull Twitter API ofron tri nivele të lejeses me anë të fushave si: vetëm
shkrim, shkrim dhe lexim, dhe shkrim lexim dhe qasje direkte të mesazhëve.
Praktikat më të mira të OAuth janë:
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•

Jetëgjatesia e shkurtër e kodit të autorizimit-Kodi i gjeneruar i autorizimit duhet
të skadojë në pak minuta dhe duhet të jetë vetëm për një përdorim.Në këtë mënyrë
një sulmues nuk mund të gjenerojë token meëë aplikacionit te autorizuar.

•

Token një përdorimesh-Nëse jeni duke ndërtuar një aplikacion që ruan të dhënat
shumëë ndjeshme, duhet konsideruar kufizimi i tokenit tuaj të jete vetëm një
përdorim.

•

OAuth fushat për informatat të ndjeshme-Mbroji të dhënat e ndjeshme në
shërbimin tuaj duke përdorur fushat e dedikuara të OAuth.Në këtë mënyrë
përdoruesit nuk mund të japin qasje aplikacioneve për informatat e ndjeshme.

•

HTTPS endpoints-Përshkak se tokenet e qasjes dërgohen si pjesë e çdo kërkese të
HTTP, është e rëndesishme që endpoints të API të kerkojnë HTTPS.Kjo parandalon
sulmet e hakereve.

•

Verifikimi i URL-së ridrejtues-Kur një URL ridrejtuese jepet gjatë kërkesës për
autorizim, siguroni qëë pershtatet me URL të regjistruar të aplikacionit.Nëqoftese
nuk është atëherë serveri i API duhet të tregojë një error.

•

Mbani të informuar përdoruesit-Ju duhet të informoni përdoruesit me anë të
email kur një autorizim i ri jepet.Në këtë mënyrë përdoruesit mund të alarmohen për
autorizimin në qoftëse ka qenë i paparamenduar.

•

Mos vendosni emra mashtrues aplikacioneve-Mos lejoni që aplikacionet të
përdorin emra që mund të mashtrojë përdoruesit duke menduar një aplikacion i
jashtëm është ndërtuar nga kompania juaj.Ne vitin 2017 një sulmues krijoji një
aplikacion me anë te Google OAuth të quajtur si Google Docs kur nje milion llogari
të Googles janë hakuar nga ky aplikacion. (20)
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Figure 20. Aplikacioni me emrin Google Docs që hakojë një milion llogari të Googles

3.4. REST API
Konceptet e REST janë paraqitur për here të parë nga Roy Fielding në punimin e tij të
doktoraturës.Parimi kryesorë i RESTit është përdorimi i HTTP protokollit për komunikim
të të dhënave ndërmjet sistemeve të ndryshme, dhe sillet rreth konceptit të resurseve ku
secili komponent konsiderohet si resursë dhe këto resurse qasen nga ndërfaqet e zakonshme
duke përdorurë metodat e HTTP.
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Figure 21. Shembull i shërbimit të REST
REST është një stil i arkitektures dhe nuk është gjuhë programuese apo teknologji.Ofron
udhëzime për sistemet e shpërndara për komunikim direkt duke përdorur parimin ekzistues
dhe protokollet e webit për krijimin e web shërbimit dhe API pa ndihmen e SOAP ose
ndonjë protokolli të sofistikuar.Arkitektura e REST është e thjeshtë dhe ofron qasje tek
resurset ku klientët e RESTit qasen dhe manipulojnë me resurseë klientëve.Në stilin e
RESTit, URI ose Global ID ju ndihmojnë për identifikimin e secilit resursë.RESTi përdorë
disa resurse të ndryshëm për reprezentimin e të dhënave në tipet si XML, JSON, tekst,
imazhe e kështu me rradhe. (21)

3.4.1. Kufizimet e arkitekturës së REST
Janë disa rregulla të dizajnimit që aplikohen për ndertimin e karakteristikave të ndryshme të
stilit te arkitekturës së RESTit të cilat ju referohen si kufizimet e RESTit.
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Figure 22. Kufizimet e arkitekturës së REST
Diagrami i mësipërm përshkruan kufizimet e REST në një web aplikacion.Kufizimet e
RESTit janë:
•

Client-server

•

Statelessness

•

Cacheable

•

Uniform interface

•

Layered systems (22)

3.4.2. Klient-Server
Arkitektura ose modeli klient-server ndihmon në ndarjen e punëve ndermjet ndërfaqes së
përdoruesit dhe vend ruajtes së të dhenave.
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Figure 23. Klienti dhe serveri
Klienti është një komponent që është kërkuesi i shërbimit dhe dërgon kërkesa për të dhënat
e ndryshme të shërbimit në server.Ndërsa serveri është një komponent që është ofrues i
shërbimit dhe vazhdimishtë ofron shërbime tek klienti siq ai kërkon.Klienti dhe serveri
zakonishtë përbejnë sistemet e shpërndara që komunikojnë me anë të internetit. (23)

3.4.3. Statelessness
Statelessness nënkupton që çdo kërkese e HTTP ndodh në komplet izolim. Kur klienti bën
një HTTP kërkese i perfshinë të gjitha informatat të nevojshme për serverin që serveri të
kompletojë atë kërkesë. Serveri kurrë nuk mbështetet në informatat të kërkesave të kaluara.
Nëse ajo informatë ka qene e rëndësishme klienti duhet të dërgojë atë përsëri. (24)
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Figure 24. Statelessness
Kufizimi i statelessness ka disa kufizime të rëndesishme në komunikimin ndërmjet
shërbimeve dhe konsumatorëve për arritjen e qëllimeve të dizajnit.Kufizimet të cilat arrihen
me anë të statelessness janë:
•

Klienti është përgjegjës për dërgimin e informacioneve tek serveri kurdo që i
nevojitet.

•

Serveri gjithashtu nevojitet të perfshije informatat e nevojshme qe klientit i
nevojiten.

•

Ndërveprimet HTTP perfshijnë dy gjendje, si gjendjen e aplikacionet dhe gjendjen e
resursit. (24)

3.4.4. Kufizimi i Caching në REST
Caching është aftësia e ruajtjes së të dhënave që ju qasemi shpesh, e cila i shërben
kërkesave të klientit dhe kurrë nuk e gjeneron përgjigjjen e njejtë më shume se një herë
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përderisa ajo të kërkohet.Caching ofron shkallëzueshmeri dhe performance me përgjigje të
shpejt dhe redukton ngarkesën e serverit.

Figure 25. Implementimi i Caching
Ndër perfitimet për përdorim të caching janë:
•

Reduktojnë bandwidth

•

Janë të shpejtë në përgjigje

•

Reduktojnë ngarkimin në server

•

Fshehin dështimet e rrjetit dhe e shërbejnë klientin me përgjigje. (25)

3.4.5. Uniform interface
Shërbimet e bazuara në REST mund të përdorin ndërfaqen HTTP, si GET, POST, PUT,
DELETE për manipulime të ndryshme në web.Qëllimi i uniform interface është që të
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përdorë fjalë të njejta në internet, përshembull GET dmth për lexim ose nxerrje të diqkaje
prej serverit.

Figure 26. Uniforme interface
Janë katër parime të cilat e përbejnë kufizimin e uniform interface e ato janë:
•

Identifikimi i resurseve-Një resursë reprezenton një entitet të emeruar në
aplikacion, dhe është emeruar si Uniform Resource Locator ose URL.Një URL në
një web aplikacion është një link dhe është identifikues për resursin e webit, si për
shembull https://developer.twitter.com

•

Manipulimi me resurse-Resurset pasiqë të identifikohen mund të rikthehen në
server në format të ndryshme, si psh JSON, XML, HTML, PNG, SVG dhe te tjera.
Këto formate reprezentojnë resurset e identifikuara dhe të cilat janë të kuptueshme
për klientin.

•

Mesazhet vetpërshkruese-Një kërkesë e klientit dhe përgjigja e serverit janë
mesazhe.RESTful aplikacionet operojnë me tipet e mesazheve si GET, HEAD,
PUT, POST, dhe DELETE.Mesazhet duhet të jenë vetpërshkruese, ku formati i të
dhënave duhet të vijë me tipin e të dhënes, per shembull application/json ku i
tregohet marrësit se qfarë mesazhe po i dërgohet.

•

HATEOAS-Hypermedia as the Engine of Application State ose HATEOAS është
njëra prej kufizimeve më kritike, ku pa këtë shërbimet nuk mund të jenë RESTful.
HATEOAS ka të bëjë me linqet të cilat lidhen me resurset.Shembull për këtë kemi
hyperlinks si <a> tags ku e dergojnë klientin në një link ose webfaqe tjetër. (26)
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3.4.6. Sistemet me shtresa
Në përgjithësi një sistem me shtresa përbehet prej shtresave me njësi të ndryshme të
funksionalitetit.Karakteristikat themelore të sistemeve me shtresa është që një shtresë
komunikon me ndërfaqe të predefinuara dhe komunikon vetëm me shtresë përmbi ose me
shtresën poshtë.Shtresat munden të shtohen, të hiqen, të modifikohen dhe të ridrejtohen.

Figure 27. Shtresa në sistemet me shtresa
Stili i RESTit lejon që shërbimet të përdorin një sistem me shtresa përshembull kur ne
vendosim një REST API në serverin A, dhe i ruajmë të dhënat në serverin B dhe bëjnë
authentikimin në serverin C.
Stili i arkitekturës së RESTit sugjeron që shërbimet mund të përbehen prej shumë
shtresave(27)
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Figure 28. Shembulli i shtresave
Janë disa rregulla për krijimin e REST API që duhet ti kemi parasysh e ato janë:
•

REST është bazuar në resurse ose në emer,ku do të thotë që një URI i një REST
API duhet të perfundojë me një emer.Përshembull /api/users është një praktikë e
mirë, ndërsa /api?type=users është një praktikë e keqe për krijimin e REST API.

•

HTTP foljet përdoren për identifikimin e veprimeve e ato janë GET, POST,
DELETE, UPDATE, PATCH.

•

Një web aplikacion duhet të organizohet në resurse, përshembull api/users me
perdorimin e GET i nxjerr të gjitha përdoruesit, ndërsa me POST krijon një
përdorues te ri. (28)

3.5. GraphQL API
GraphQL është njëra prej mënyrave më moderne për ndërtimin e API.GraphQL është një
sintaksë e cila përshkruan se si duhet të kërkohet e dhena, dhe zakonishtë përdoret për
nxjerrjen e të dhënave prej serverit tek klienti.Ka tri karakteristika kryesore të cilat janë:
•

Lejon që klienti të specifikojë saktesisht qfarë të dhëne i nevojitet

•

Bën me të lehtë nxjerrjen e të dhënave prej shume burimeve.

•

Përdorë një tip për përshkrim të dhënave
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Me GraphQL përdoruesi është në gjendje të bëjë vetëm një thirrje të vetme për nxjerrjen e
informatës së kërkuar sesa të ndertojë disa kërkesa me REST API për të njejtën pune.

Figure 29. Shembulli i GraphQL
GraphQL gjithashtu është një gjuhë open-source që është zhvilluar nga Facebook.Ofron një
mënyrë më efikase të dizajnimit, krijimit dhe konsumimit të API,parimisht është
zevendësim i REST API.
Tipet janë karakteristikat më të rëndësishme në GraphQL, të cilat reprezentojnë se si një
GraphQL API do të duket, e ndër tipet më të përdoruara në GraphQL janë:
•

Queries-Queries në GraphQL janë mënyra se si ju dëshironi të nxjerrni të dhënat
prej serverit.Gjëja më e mirë rreth queries në GraphQL është se ju do të merrni të
dhënat e sakta që ju i deshironi, as më pak dhe as me shumë.Kjo ka ndikim të
madhë në API sepse nuk ka over-fetching ose underfetching të informatave siq
ndodh me REST API.
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Figure 30. GraphQL Query
•

Mutations-Në GraphQL, mutations janë menyra se si i modifikoni të dhënat në
server dhe se si i nxerrni të dhenat.Mutations janë të njejtë si CREATE, UPDATE,
DELETE në REST.

Figure 31. GraphQL Mutations
•

Subscriptions-Janë mënyra se si ju do të mirembani një lidhje në kohë reale me një
server.Kjo do të thote që sa herë një event ndodh në server dhe kurdo që ai event
thirret, serveri do të dergon të dhenat përkatese tek klienti. (29)
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Figure 32. GraphQL Subscriptions

3.5.1. Komponentet e GraphQL
Komponentët e GraphQL të cilat komunikojnë ndermjet vete ndahen në:
•

Komponentët e serverit të cilat janë Schema,Query dhe Resolvers, dhe

•

Komponentët e klientit të cilat janë GraphiQL, dhe ApolloClient (30)

Figure 33. Komponentet e GraphQL

3.5.2. Skema
Njejtë si skemat e bazave të të dhenave, edhe skemat e GraphQL definojnë strukturën e të
dhënave.Skema përfshin tipin e të dhenave dhe llojin e operacioneve që mund të
performohen në të dhena.Skema ndryshe njihet edhe si Schema Definition Language ose
42

SDL.SDL është e njejtë pa marrë parasysh qfarë teknologjie përdorni, ju mund të përdorni
cilën do gjuhë programuese ose framework.Me anë të skemes është me lehtë të kuptohet se
qfarë tipe API do të ketë.

Figure 34. Skema ne GraphQL
Tipet skalare që përdoren në skeme janë: Int, Float, String, Boolean dhe ID. (31)

3.5.3. Resolvers
Resolvers janë funksione që ofrojnë implementimin e biznes logjikës në GraphQL.Skema
përshkruan strukturën e queryt, ndërsa resolvers ofrojnë funksionalitetin.Resolvers
gjithashtu merren me manipulimin e CRUD operacionëve. (32)
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Figure 35. Roli i resolvers në GraphQL

3.5.4. Apollo Klient
Apollo Klient është një librari për menagjimin e gjendjeve që përdoret për aplikacionet e
Javascriptit.Thjeshtë ju duhet të shkruani një GraphQL query dhe Apollo klient mirret me
kërkesat dhe të dhenat tuaja, pastaj ju shfaq juve ato te dhëna. (33)
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Figure 36. Apollo Klient

3.5.5. GraphiQL
GraphiQL është një IDE e integruar në shfletues e cila është e krijuar nga Facebook ku ju
lejon juve të beni editimin dhe testimin e queryit dhe mutations dhe mund të eksploroni
GraphQL APIn.GraphiQL gjithashtu është vegel testuese ku ju lejon qe ti shikoni rezultatet
direkt në shfletues.Graphiql mund ti qaseni në localhost si http://localhost:8000/graphiql.
(34)
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Figure 37. GraphiQL IDE

3.6. Përse GraphQL është e ardhmja e API
Që nga fillimi i webit, zhvillimi i API ka qenë një detyre e veshtirë për zhvilluesit, dhe
mënyra se si ne zhvillojmë API duhet të evoulojë me kohën keshtu që ne duhet me ndërtu
API te mirë dizajnuar dhe intuitivë.
Në vitet e fundit GraphQL ka rritur popullaritetin në mesin e zhvillueseve.Shumë kompani
kanë filluar të adoptojnë këtë teknologji për ndërtimin e API të tyre.Kompanitë si Spotify,
Facebook,GitHub,NYTimes,Netflix,Walmart dhe tjerat e përdorin këtë teknologji për
ndërtimin e APIve të tyre.
Para shumë kohe kur zhvilluesit ndërruan dizajnimin e API prej SOAP tek REST menduan
që do te ju jepte më shumë fleksibilitet në punën e tyre.Ky ndryshim për tek REST punojë
shumë mirë për një kohe dhe ishte levizje e mirë ne atë kohë.Aplikacionet dhe webi u bënë
më shumë të sofistikuar dhe API evoulojë shumë mirë.por sidoqoftë REST API tashmë ka
shumë probleme e ndër ta është:
•

Shumë endpoints-Çdo resursë në REST është i representuar nga një endpoint.Në
aplikacionet e ndryshme ne mund të kemi shumë endpoints për resurse të ndryshme.
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Në qoftëse ju bëni një GET kërkese ju duhet një endpoint për specifikim të asaj
kërkese me parametra të specifikuara.Në qoftëse bëni një POST kërkese ju duhet
një endpoint tjetër për atë kërkesë.Imagjinoni që të ndertoni një aplikacioni social
mediale si Facebook, ku duhet të ndërtohet shumë endpoints dhe do të shpenzohet
shumë kohë në ndërtim dhe mirëmbajtje të atij aplikacioni.

Figure 38. Endpoints për kërkesa të ndryshme
•

Over-fetching dhe under-fetching i informatave-Problemi kryesorë që i bezdisë
shumë zhvillues të web aplikacioneve është over-fetching dhe underfetching i
informatave nëpermjet REST API.Kjo është kështu sepse REST API çdo herë kthen
një strukturë fikse.Ne nuk mund të kemi të dhenat e sakta përderisa ne nuk krijomë
një endpoint specifike për këtë.Në qoftëse neve na nevojitet një pjesë e të dhënave,
ne duhet të punojmë me të gjithë objektin.Për shembull nëse neve na nevojitet
emri,mbiemri dhe mosha e një përdoruesi në REST API, nuk ka shansa që të
marrim këto të dhënat pa i nxjerr të gjitha dhënat që janë aty.
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Figure 39. Over-fetching i të dhenave
•

Versionimi-Një prej pikave më të veshtira të REST është versionimi.Me REST API
është shumë e zakonshëm të shohësh shumë versione të APIve.Në GraphQL nuk
nevojitet të ketë versione përderisa ju mund të evouloni APIn tuaj duke shtuar tipe
të reja ose duke i hequr të vjetrat.Në GraphQL e gjitha qka ju duhet të bëni është që
ju të shkruani një kod të ri.Ju mund të shkruani tipe të reja,queries dhe mutations pa
pasur nevojë për një version të APIt. (35)

Figure 40 Versionimi në REST

3.6.1. GraphQL si e ardhmja e API
Në vitin 2012 Facebook përballej me probleme përderisa ishin duke zhvilluar aplikacionet
mobile të tyre ku i bëri ata që të krijojnë GraphQL.Këto probleme ishin shumë të shpeshta
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sidomos kur bëhej fjala për dizajnim të REST API dhe problemet e cekura me lartë. Me
shumë koncepte të ndryshme në mendje, zhvilluesit nga Facebook zhvilluan një mënyrë më
të mirë për dizajnim të API dhe e quajtën GraphQL.Në parim GraphQL është zëvendësim i
RESTit me shumë improvizime.Me GraphQL ne kemi shumë karakteristika që ju japin juve
superfuqi për ndertimin e API ndër të cilat janë:
•

Endpoint i vetëm-Nuk ka nevojë për ndërtimin e shumë endpoints, ku me
GraphQL ne mund të kemi vetëm një endpoint me anë të së cilës ne mund të marrim
shumë të dhëna vetëm me një kërkese të vetme.GraphQL mbështjell gjithë queries,
mutations, dhe subscriptions në një endpoint të vetem dhe i bënë të disponueshme
për ju.Permisonë ciklin e zhvillimit sepse nuk keni nevojë të bëni dy kërkesa për
nxjerrjen e të dhënave nga resurset e ndryshme.Imagjinoni nëse ndërtoni një
aplikacion të madhë,nuk keni nevojë për shumë endpoints dhe për shkrim të shumë
kodeve sikurse në REST.Me një endpoint të vetëm ne mund të bejmë kërkesa sa të
deshirojmë.

Figure 41. Endpoint i vetëm
•

Me GraphQL ju mund të nxirrni vetëm të dhënat e kërkuara-Jo më overfetching dhe under-fetching të informatave.Ju mund të nxirrni vetëm të dhënat që
juve ju nevojiten.Gjatë ketij procesi GraphQL permisonë performancën e APIt tuaj,
veqanerishtë në lidhje të dobët me internet.
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Figure 42 Nxjerrja e informatës të kërkuar
•

GraphQL bën të lehtë ndërtimin e APIve të qëndrueshme-Shumë zhvillues
mendojnë që GraphQL është i komplikuar sepse perfshinë skemen dhe një enpoint
të vetëm.Kur ju ja filloni ndërtimit të API ju e shihni se sa lehtë është që të nderohet
ai API.Një endpoint i vetëm i APIt ndihmon që të zhvilloni më lehtë aplikacionin
tuaj.Bën që API të jetë vetë i dokumentuar dhe nuk ka nevoje që të shkruhet
dokumentim rreth saj.Në qoftëse nuk përdorni Javascript si gjuhë programuese ju
mund të përdoreni edhe gjuhë tjera ku GraphQL mbështet më shumë se 12 gjuhë
programuese.

Fakti që GraphQL është një gjuhë open-source do të thotë që komuniteti mund të
kontribuojë në të dhe të bëj permisime.Kur Facebook bëri që të jetë i hapur për
komunitetin, fitojë shumë tërheqje dhe miratime prej zhvillueseve.Sot GraphQL zhvillohet
shumë shpejtë dhe shumë zhvillues filluan të ndërtojnë API me të. (36)
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Figure 43. Rritja e komunitetit ndër vite

3.7. Migrimi i REST API në GraphQL
Njëra prej të metave të REST API është se REST nuk e ka skemën për përshkrimin se qfarë
strukture të të dhënave duhet të kthehet nga endpoints të API.Në këtë projekt do të marrim
shembullin e një blog aplikacioni.Supozoni që janë dy modele, përdoruesit dhe postimet, ku
është një relacion një me shumë në mes tyre, ku një perdorues mund të lidhet më shumë
postime.Për shembull ne mund të kemi këto endpoints

Figure 44. Endpoints të aplikacionit
Me këtë dizajn ne mund të jemi në gjendje që të bëjmë query:
•

Një listë të përdorueseve

•

Një përdorues specifikë të dhënë me id

•

Të gjitha postet e një përdoruesi specifikë me anë te id
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•

Një listë të postimeve

•

Një postim specifikë të dhënë me id

•

Autorin e postimit të dhënë me id

Janë dy mënyra kryesore se si ne mund të dizajnojmë strukturën e të dhënave me anë të
REST API e cilat janë flat dhe nested. (37)

3.7.1. REST API flat dizajn
Në flat dizajn relacionet ndërmjet modeleve janë të caktuara me anë të IDs të cilat i lidhin
ato.Për shembull një thirrje e /users endpoint duhet të kthejë një numer të objekteve të
përdoruesve të cilat kanë një fushë si postIds.Kjo fushë permban një varg të Idve të
postimeve të secilit përdorues që është i lidhur me të. (38)

Figure 45. Shembulli i flat dizajn
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3.7.2. REST API nested dizajn
Imagjinoni që web aplikacioni duhet të shfaq një pasqyrim më një list të përdorueseve dhe
titujëve me postimet e tyre të fundit.Në këtë skenarë ju duhet të bëni kërkesë tek /users
endpoint, ku kjo do të ju kthejë një list të Idve për postimet që lidhen me përdoruesin,
kështu që ju duhet të bëni edhe një kërkesë tek /blog/posts/<id> endpoint për marrjen e
titujëve.Për shmangien e këtij problemi ju mund të përdoreni nested dizajnin.Me këtë dizajn
në vend të vargut me id, çdo objekt i përdoruesit mund të ketë një varg me postime. (39)

Figure 46. Nested dizajni

3.7.3. Shndërrimi i REST API në GraphQL
Në përgjithësi ndërtimi i një GraphQL API çdo herë kërkon dy hapa esenciale:
1. Së pari duhet të definuar skemen e GraphQL
2. Së dyti duhet të implementuar resolvers për atë skemë
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Një pjese e madhe e fleksibilitetit të GraphQL është se GraphQL nuk është i lidhur vetëm
me një burim të caktuar të të dhënave.Resolvers mund të kthejnë të dhënat prej çdo kujt si
prej SQL ose NoSQL databazave,REST API dhe sistemeve te ndryshme.
Për kalimin nga REST API tek GraphQL duhet të kryhen tri procese si:
1. Analizimi i modelit të të dhenave të REST API
2. Ndërtimi i skemës së GraphQL për APIn bazuar ne modelin e të dhënave
3. Implementimi i funksioneve resolvers për skemën (40)

3.7.4. Analizimi i modelit të të dhënave të REST API
Gjëja e parë që duhet të kuptuar është modeli i të dhënave që kthehet prej endpoint të
ndryshëm të RESTit.Në shembullin tonë ne kemi modelin e përdoruesit i cili ka fushat si Id
dhe emri, si dhe fusheë e postimeve e cila reprezentohet si një lidhje me shumë relacione të
modelit të postimit.Modeli i postimeve ka Id, titullin, permbajtjen dhe fushën e publikimit,
si dhe fusha autori e cila reprezenton si një lidhje me një relacion të modelit të përdoruesit.
Pasiqë e dimë se qfarë të dhëna kthehen prej REST API, ne mund ta shndërrojmë në skemë
të GraphQL me anë të GraphQL skemës. (41)

Figure 47. Skema e aplikacionit
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3.7.5. Definimi i skemës
Çdo skemë e GraphQL ka tri tipe të rëndesishme që perdoren si query, mutation dhe
subscription të cilat janë pika kyqe për definimin e API.Për definimin e skemës të GraphQL
duke u bazuar në REST kemi dy mënyra për realizimin e ketij procesi si:
1. Përkthimi i çdo endpoint të RESTit në një query të GraphQL
2. Rregullimi i APIt që të jetë më i pershtatshëm për klientet.
Le të fillojmë me /users endpoint.Për shndërrimin e endpoint në query, ne duhet që të kemi
një tip kryesor query në definim të skemës dhe të kemi një fushë me listen e përdorueseve.

Figure 48. Shndërrimi i endpoint në query
Për thirrje të queryt të përdoruesit që ne e shtuam në skemë, ky query duhet të vendoset në
një kërkesë të HTTP POST që mund të dërgohet tek endpoint i GraphQL API.
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Figure 49. Query në HTTP POST
Shtimi i endpointit te dytë të API si /users/<id>, ku parametri e cila është pjesë e URL të
REST endpoint tash bëhet si argument në fushen të tipit query

Figure 50. Endpoint i dytë
Endpoint i tretë si /users/<id>/posts bëhet me anë të user(id:ID!) të fushës përdoruesi në
query.

Figure 51. Endpoint i tretë
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Kompletimi i API bëhet duke shtuar fushën e postimeve në query, si dhe tri endpoints të
RESTit vendosen me një vend

Figure 52. Kompletimi i endpoints me një vend
Tashmë kemi kompletuar skemën për GraphQL API që është e njejtë me REST API të
definuar më parë.Mënyra e fundit për funksionim është implementimi i funksioneve
resolvers për skemën e dhënë. (42)

3.7.6. Implementimi i resolvers për skemën
GraphQL ka një ndarje strikte në mes të struktures dhe sjelljës.Struktura e API është e
definuar nga skema e GraphQL, ndërsa sjellja e GraphQL API është implementimi i
skemes në formë të funksioneve resolvers.
Implementimi i resolvers është mjaft i hapur, e gjitha qka duhet të bëjmë është të thirrim
endpoints të korresponduar të RESTit që i vendosem në query, në mënyrë që të pranojmë
përgijgjen e kërkuar.
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Figure 53. Resolvers që përdoren për skemën
Për resolvers të përdoruesit dhe postimeve ne e ekstraktojmë Idn që ofrohet në query dhe që
është e perfshirë ne URL.E gjitha që ju duhet për funksionim të ketij aplikacioni është
krijimi i një instance të GraphQl Server prej graphql-yoga e cila është një paketë në NPM,
ju duhet vetëm ti vendosni resolvers dhe skemën në këtë paket dhe të thirrni metodën start
në instancen e serverit.

Figure 54. Fillimi i aplikacionit të GraphQL
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Resolvers kthejnë vetëm të dhënat që i marrin prej /users/<id> endpoint sepse ne po e
perdorim versionin flat të RESTit të permendur më lartë.Një zgjidhje më e mire është
implemenitimi i një resolver të dedikuar për tipin e përdoruesit.

Figure 55. Implementimi i resolvers për përdoruesin
Implementimi i resolvers nuk përmban bugs dhe ju mund të ndërthurni query sa të doni
gjatë zhvillimit të aplikacionit

Figure 56. Shembulli i një pjese të aplikacionit në GraphiQL
59

Shndërrimi i REST API në GraphQL në fillim është veshtirë, sepse proceset e zhvillimit
duhet të bërë në mënyrë manuale.Nëse dëshironi që të eksploroni në këtë fushë ju mund të
manipuloni me projektin të vendosur ne github ne këtë link https://github.com/graphqlbinding/graphql-binding-openapi. (43)
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4. METODOLOGJIA
Për mbledhjen e të dhënave, informatave dhe për realizimin e studimeve të caktuara janë
përdorur metoda shumë efektive dhe cilësore. Kërkimi për përfundimin e kësaj teme është
bazuar në një rast studimi, dhe është realizuar duke përdorur metodat si shqyrtimi i
literaturës, hulumtimi dhe metoda eksperimentale.
Shqyrtimi i literaturës-Për të arritur tek një rezultat sa më i mirë i mundshëm për
përfundimin e kësaj teme diplome, gjatë hulumtimit tonë kemi përzgjedhur materiale, libra
nga ekspertët dhe profesionistet e kësaj fushe.
Hulumtimi-Gjatë hulumtimit tonë kemi përdorur shembuj profesional dhe praktikë nga
zhvilluesit më të mirë të kësaj fushe, si dhe projekte të bëra nga zhvilluesit e ndryshëm, si
dhe libra të bëra veçanërisht për këto teknologji.
Metoda eksperimentale-Me anë të hulumtimit në fushën e studimit janë analizuar dhe bërë
eksperimente për teknologjitë REST API dhe GraphQL, si dhe janë ekzekutuar shumë
Query dhe janë testuar këta dy teknologji, ku janë krahasuar për përformancen e tyre me
anë të shpejtësisë së ekzekutimit.
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5. REZULTATET
Në këtë kapitull do të diskutohet për problemet të cilat i kemi cekur me lartë që mund të
ndodhin gjatë zhvillimit të web aplikacioneve. Zhvilluesit e ri të web aplikacioneve që të
kenë më qartë se si mund të zhvillohet me lehtë një web aplikacion ose te integrohen disa
pjesë të ndryshme në aplikacionet e tyre, dhe mund të përdorin modulin e krijuar nga ne.
Web aplikacioni jonë ofron zgjidhje se si mund ti përdorim operacionet kryesore të cilat
përdoren në zhvillim të webit e që janë CRUD format të cilat janë jashtëzakonisht të
përdorshme kudo në web aplikacione.Aplikacioni jonë është i ndërtuar si modul i njëjtë por
duke përdorur dy teknologjitë më të rëndësishme të ndërtimit të API si REST dhe
GraphQL.

5.1. Teknologjitë e përdorura
Teknologjitë të cilat janë përdorur për zhvillim të këtij moduli janë Visual Studio Code e
cila është një IDE e hapur për zhvillim të aplikacioneve të ndryshme, si dhe gjuhët
programuese si Javascript, ReactJs, NodeJs, ExpressJs si dhe bazë së të dhënave është
perdorur MongoDB e cila është një platformë e cila përdoret për bazen e të dhënave si
NoSQL. Po ashtu janë përdorur edhe librari te ndryshme të NodeJs të cilat mund të
instalohen me anë të NPM.Për testim dhe krahasim të aplikacionit siç do e cekim me poshtë
kemi përdorur Postman një aplikacion që përdoret për testim të APIve.

5.2. Zhvillimi i API
Për ndërtimin e API me anë të GraphQL dhe REST siç e kemi cekur më lartë GraphQL
perdorë skemën e definuar që përdoret për ndërtim të aplikacionit e cila nuk ndryshon pa
marrë parasysh se çfarë gjuhe programuese kemi përdorur pe zhvillim, ndërsa REST API e
definon strukturen e vete me anë të cilës do gjuhë programuese, në rastin tone kemi
perdorurë Javascript.Për sa i përket zhvillimit të API REST API është me lehte për zhvillim
sepse përdorë atë gjuhe të cilën ti e përdore në zhvillim ndërsa GraphQL me skemën e vet
është më vështirë në fillim, por GraphQL heq problemin e versioneve të cilat ndryshojnë
pothuajse shpesh në REST API
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Figure 57 .Skema e GraphQL

Figure 58. Resolvers të perdorur në GraphQL API
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Figure 59. Struktura e REST API

Figure 60. Funksionet për implementim të REST API
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5.3. Krijimi i përdorueseve dhe authentikimi me token
Gjatë krijimit të modulit tonë pas strukturimit te skemës të API si ne GraphQL ashtu edhe
në REST, gjëja tjeter e rëndesishme është edhe mënyra se si krijohen përdoruesit të cilet e
perdorin modulin tonë.Sa i perket krijimit dhe authentikimit GraphQL për shkak të
fleksibilitetit është më e shpejtë në krijim dhe në verfikim sesa REST API.

Figure 61. Krijimi i përdoruesit në GraphQL
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Figure 62. Authentikimi me token në GraphQL

Figure 63. Krijimi i perdoruesit në REST API
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Figure 64. Authentikimi në REST API

5.4. Pëdorimi i CRUD Operacioneve
CRUD operacionet janë shumë të rëndesishme dhe esenciale gjatë zhvillimit të web
aplikacioneve.Në modulin tonë kemi bërë krahasime në mes GraphQL dhe REST API se
cila përdoret për krijim më të lehtë të aplikacioneve dhe gjatë testimit kemi arritur në
përfundim se GraphQL për shkak se eleminon problemin e under-fetching dhe overfetching të cekur më lartë është më së miri të përdoret gjatë zhvillimit të aplikacionit.
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Figure 65. Krijimi i postimeve në GraphQL

Figure 66. Leximi i postimit në GraphQL
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Figure 67. Përditesimi i postimit në GraphQL

Figure 68. Fshirja e postimit në GraphQL
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Figure 69. Krijimi i postimit në REST API

Figure 70. Leximi i postimit në REST API
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Figure 71. Perditesimi i postimit ne REST API

Figure 72. Fshirja e postimit ne REST API
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5.5. Krahasimi në nxjerre të të dhënave të shumta prej databasës
Over-fetching e cila është nxjerrja e të dhënave të shumta ku prej tyre ka që nuk të
nevojiten, si dhe under-fetching nxjerra e paket e të dhenave ku ju detyron të krijoni një
endpoint të ri për nxjerre të të dhenave, GraphQL në rastin tonë eleminon këto të dyja siq i
kemi cekur me lartë, dhe shpejtësia e nxjerrjes së të dhënave me anë të GraphQL është me e
favorshme sesa me anë të REST API.

Figure 73. Nxjerrja e të dhënave të shumta në GraphQL
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Figure 74. Nxjerrja e të dhënave të shumta në REST API

5.6. Mbështetja e komuniteteve të zhvillueseve në trajtimin e erroreve
Gjatë zhvillimit të web aplikacionit patjetër që do të keni probleme të ndryshme, dhe
mënyra e gjetjës së problemit është shumë e rëndesishme.Komunitetet si GitHub dhe
StackOverFlow ofrojnë zgjidhje të problemeve nga zhvilluesit e ndryshëm.Trajtimi i
erroreve në aplikacion si dhe kerkimi i mbështetjes në komunitete, përparesi është për
REST API, sepse REST API ka më shumë zhvillues sesa GraphQL e cila është në rritje të
sipërm.
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Figure 75. GraphQL në GitHub

Figure 76. REST në Github
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Tabela 4. Krahasimet në shpëjtesi të GraphQL API dhe REST API
GraphQL
Zhvillimi i API

REST

Vështirë për tu zhvilluar Lehtë për tu zhvilluar sepse
në fillim për shkak të përdorë teknologjinë e njejtë
skemës

Krijimi i përdoruesve dhe authentikimi

770ms

në

krijim

të 846ms

në

krijim

të

përdoruesve dhe 725ms në përdoruesve dhe 672ms në
authentikim
CRUD operacionet

authentikm

27ms në krijim,14ms në 1158ms në krijim,24ms në
lexim,27ms në përditesim lexim,51ms në perditesim,
dhe 55ms në fshirje

dhe 76ms në fshirje

Nxjerra e të dhënave të shumta prej 24ms në nxjerje të të 97ms
databazës

dhënave

Mbështetja e komuniteteve

Komuniteti

në nxjerrje të

të

dhënave
i

GraphQL

është në rritje të sipërm, Përshkak se është për kohv
mbeshtetja është më e të gjatë në treg, zhvilluesit
vogël

ofrojnë mbështetje të madhe
në zgjidhje të problemeve

Tabela më lartë tregon për pikat të cilat janë krahasuar në këtë modul.Zhvillimi i API si
pika e parë i takon REST API për arsye se është më lehtë të zhvillohet,ndërsa pikat si
krijimi i përdorueseve, CRUD operacionet si dhe manipulimi me të dhëna me databazë për
nga ana e shpejtësisë siq shihet ne tabelë i takojnë GraphQL.Ndërkohë mbështetja ne
komunitete për gjetjen e problemeve të ndryshme i takon REST API për shkak se është
teknologji me zhvillues me më përvojë.
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6. DISKUTIME DHE PËRFUNDIME
Duke u bazuar në rezultatet më lartë vijmë në përfundim se zhvillimi i API që të bëhet me
shpejtë mund të përdorim REST API, ndërsa GraphQL API në fillim është i komplikuar
pastaj mund te menaxhohet më lehtë. Ndërsa kur zhvillojmë module ku kemi të bëjmë me
krijim të përdorueseve dhe authentikimi mund te përdoret GraphQL API për shkak të
performancës dhe efikasitetit të saj, mirëpo REST API është me i sigurtë edhe pse është më
i ngadalshëm. Tek CRUD format, si dhe nxjerra e të dhënave të shumta prej databazës
mund të përdorim GraphQL për shkak se është me i shpejtë ne manipulim me databazën ku
është edhe arsyeja për shkak që është krijuar si gjuhë manipuluese. Për trajtim të erroreve,
mbështetje më të madhe ne komunitete më të mëdha te programimit mund të gjejmë më
shumë për REST API përshkak se është teknologji më e përdorshme dhe që një kohë të
gjatë në treg, ndërsa GraphQL është teknologji në rritje si dhe komuniteti i saj është në
rritje të sipërm. Krahasimi i këtyre pikave mendojmë që ka qenë e mjaftueshme nëse
dëshironi të dini se si të zhvillohet një API, të orientoni se cilën teknologji të përdorni, dhe
ku mund të referoheni nëse dëshironi të zhvilloni nja API më shpejtë që kryen punë të
shumta, efikase dhe ky API të jetë i ripërdorshëm dhe i suksesshëm.

76

REFERENCAT
[1] Guru99. What are Web Services? Architecture, Types, Example. Guru99.com.
[Online] August 19, 2019. https://www.guru99.com/web-service-architecture.html.
[2] 99, Guru. https://www.guru99.com/web-service-architecture.html. guru99.com.
[Online] August 19, 2019. https://www.guru99.com/web-service-architecture.html.
[3] Guru_99. What are Web Services? Architecture, Types, Example. guru99.com.
[Online] August 19, 2019. https://www.guru99.com/web-service-architecture.html.
[4] Guru-99. What are Web Services? Architecture, Types, Example. guru99.com.
[Online] August 19, 2019. https://www.guru99.com/web-service-architecture.html.
[5] Guru99. https://www.guru99.com/web-service-architecture.html. guru99.com.
[Online] August 19, 2019. https://www.guru99.com/web-service-architecture.html.
[6] Morgan, Bruce. Microservices in Action. s.l. : Manning, 2019.
[7] Amazon. What are Microservices? Amazon.com. [Online] 2019.
https://aws.amazon.com/microservices/.
[8] Skelia. 5 MAJOR BENEFITS OF MICROSERVICE ARCHITECTURE. Skelia.com.
[Online] March 2, 2018. https://skelia.com/articles/5-major-benefits-microservicearchitecture/.
[9] Mulesoft. What is an API? (Application Programming Interface). mulesoft.com.
[Online] June 20, 2015. https://www.mulesoft.com/resources/api/what-is-an-api.
[10] Biehl, Matthias. API Architecture: The Big Picture for Building APIs (APIUniversity Series Book 2). s.l. : ApiUniversity, 2015.
[11] Biehl, Mathias. API Architecture: The Big Picture for Building APIs (API-University
Series Book 2). s.l. : ApiUniversity, 2015.
[12] Biel, Matthias. API Architecture: The Big Picture for Building APIs (API-University
Series Book 2). s.l. : ApiUniversity, 2015.
[13] Jin, Brenda. Designing Web APIs. s.l. : O'Reilly Media, 2018.
[14] Sahni, Saurabh. Designing Web APIs: Building APIs That Developers Love. s.l. :
O'Reilly Media, 2018.
[15] Shevat, Amir. Designing Web APIs: Building APIs That Developers Love. s.l. :
O'Reilly Media, 2018.
77

[16] Brenda Jin, Amir Shevat. Designing Web APIs: Building APIs That Developers
Love. s.l. : O'Reilly Media, 2018.
[17] Brenda Jin, Amir Shevat,Saurabh Sahni,. Designing Web APIs: Building APIs
That Developers Love. s.l. : O'Reiily Media, 2018.
[18] Saurabh Sahni, Amir Shevat, Brenda Jin. Designing Web APIs: Building APIs
That Developers Love. O'Reilly Media : s.n., 2018.
[19] Amir Shevat, Brenda Jin,Saurabh Sahni. Designing Web APIs: Building APIs That
Developers Love. s.l. : O'Reilly Media, 2018.
[20] Amir Shevat, Saurabh Sahni. Designing Web APIs: Building APIs That Developers
Love. 2018.
[21] Doglio, Ferndando. REST API Development with Node.js. La Paz : Apress, 2018.
[22] Doglio, Fernando. REST API Development with Node.js. La Paz : Apress, 2018.
[23] Fernando, Doglio. REST API Development with Node.js. La Paz : Apress, 2018.
[24] Fielding, Roy. Statelessness. Restfulapi.net. [Online] 2017.
https://restfulapi.net/statelessness/.
[25] GeeksForGeeks. REST API Architectural Constraints. Geeksforgeeks.org. [Online]
2019. https://www.geeksforgeeks.org/rest-api-architectural-constraints/.
[26] Subramanian, Harihara. Hands-On RESTful API Design Patterns and Best
Practices. Birmingham-Mumbai : Packt Publishing, 2019.
[27] Harihara Subramanian, Pethuru Raj. Hands-On RESTful API Design Patterns and
Best Practices. Birmingham-Mumbai : Packt Publishing, 2019.
[28] Komokoti, Brian. Beginning GraphQL. s.l. : Packt Publishing, 2018.
[29] TutorialsPoint. GraphQL - Application Components. TutorialsPoint. [Online] 2019.
https://www.tutorialspoint.com/graphql/graphql_application_components.htm.
[30] Porcello, Eve. Learning GraphQL. s.l. : O'Reilly Media, 2018.
[31] Eve Porcello, Alex Banks. Learning GraphQL. s.l. : O'Reilly Media, 2018.
[32] ApolloGraphQL. What is Apollo Client? ApolloGraphQL. [Online] 2019.
https://www.apollographql.com/docs/react/.
[33] Kimokot, Brian. Beginning GraphQL. s.l. : Packt Publishing, 2018.

78

[34] Maldonado, Leonardo. Why GraphQL is the future of APIs. Medium.com. [Online]
April 8, 2019. https://medium.com/free-code-camp/why-graphql-is-the-future-of-apis6a900fb0bc81.
[35] Maldonado, Leonard. Why GraphQL is the future of APIs. Medium. [Online] April
8, 2019. https://medium.com/free-code-camp/why-graphql-is-the-future-of-apis6a900fb0bc81.
[36] Burk, Nikolas. How to wrap a REST API with GraphQL - A 3-step tutorial.
Prisma.io. [Online] February 22, 2018. https://www.prisma.io/blog/how-to-wrap-a-rest-apiwith-graphql-8bf3fb17547d.
[37] Burk, Nikolass. How to wrap a REST API with GraphQL - A 3-step tutorial.
Prisma.io. [Online] Feburary 22, 2018. https://www.prisma.io/blog/how-to-wrap-a-rest-apiwith-graphql-8bf3fb17547d.
[38] Burk, Nikolaas. https://www.prisma.io/blog/how-to-wrap-a-rest-api-with-graphql8bf3fb17547d. Prisma. [Online] Feburary 22, 2018. https://www.prisma.io/blog/how-towrap-a-rest-api-with-graphql-8bf3fb17547d.
[39] Burk, Nikoolas. How to wrap a REST API with GraphQL - A 3-step tutorial.
Prisma.io. [Online] Feburary 22, 2018. https://www.prisma.io/blog/how-to-wrap-a-rest-apiwith-graphql-8bf3fb17547d.
[40] Burki, Nikolas. How to wrap a REST API with GraphQL - A 3-step tutorial.
Prisma.io. [Online] Feburary 22, 2018. https://www.prisma.io/blog/how-to-wrap-a-rest-apiwith-graphql-8bf3fb17547d.
[41] Burk, Niikolas. How to wrap a REST API with GraphQL - A 3-step tutorial.
Prisma.io. [Online] Feburary 22, 2018. https://www.prisma.io/blog/how-to-wrap-a-rest-apiwith-graphql-8bf3fb17547d.
[42] NikolasBurk. How to wrap a REST API with GraphQL - A 3-step tutorial. Prisma.io.
[Online] Feburary 22, 2018. https://www.prisma.io/blog/how-to-wrap-a-rest-api-withgraphql-8bf3fb17547d.

79

