A system for automated setting of production machines by PRELOVŠEK, FRANCI
 
 
Univerza v Ljubljani 
Fakulteta za elektrotehniko 
Franci Prelovšek 
Sistem za avtomatizirano nastavljanje 
proizvodnih strojev 
Diplomsko delo univerzitetnega študija 
Mentor: izr. prof. dr. Boštjan Murovec 











Zahvaljujem se mentorju izr. prof. dr. Boštjanu Murovcu za potrpežljivost, razumevanje in 
pomoč pri izdelavi tega dela. Posebno zahvalo si zasluži moj brat Miha Prelovšek za številne 
strokovne nasvete. Zahvaljujem se še vsem zaposlenim v podjetju Prelovšek d.o.o. za pomoč 
pri fizični izvedbi zasnovanega demonstracijskega sistema in manjše nasvete. Zahvaljujem se 
tudi staršema za neprestano podporo – ne le v času pisanja diplomskega dela, temveč tekom 







1 Uvod 1 
2 Trenutno stanje 3 
2.1 Delovni nalog 3 
2.2 Tehnološki list 5 
3 Izbor orodij 7 
3.1 Demonstracijski sistem 7 
4 Podatkovna baza 9 
4.1 Relacijska podatkovna baza 9 
4.2 Povezave med tabelami 10 
4.3 Izvedba podatkovne baze 12 
4.4 Podatkovni tipi 14 
5 Komunikacija s stroji 16 
5.1 Splošno o protokolu ModBUS RTU 16 
5.2 Vezava naprav 17 
5.3 ModBUS RTU – izvedbeni del 18 
6 Izdelava spletne aplikacije 21 
6.1 Osnovna izvedba 21 
6.2 Razširjena izvedba 28 
7 Objava spletne aplikacije 51 








Idejna zasnova sistema ............................................................................................................... 2 
Primer delovnega naloga ............................................................................................................ 4 
Primer tehnološkega lista ........................................................................................................... 6 
Shema demonstracijskega sistema.............................................................................................. 8 
Demonstracijski sistem ............................................................................................................... 8 
Primer tabele ............................................................................................................................... 9 
Glavni del spletne aplikacije..................................................................................................... 14 
Shema razmerja ........................................................................................................................ 16 
Pretvornik za RS-485 ............................................................................................................... 17 
Načrt priklopa naprav ............................................................................................................... 17 
Meni Regulacijske naprave ...................................................................................................... 19 
Meni Testiranje Modbus povezave .......................................................................................... 19 
Diagram poteka osnovne izvedbe ............................................................................................. 21 
Meni Proizvodnja ..................................................................................................................... 23 
Prijava v spletno aplikacijo ...................................................................................................... 28 
Diagram poteka menija Tehnološki listi ................................................................................... 29 
Meni Tehnološki listi ................................................................................................................ 31 
Spletni obrazec za dodajanje tehnološkega lista....................................................................... 34 
Meni Stroji ................................................................................................................................ 37 
Diagram poteka menija Regulacijske naprave ......................................................................... 38 
Diagram poteka menija Stroji ................................................................................................... 39 
Diagram poteka menija Testiranje Modbus povezave ............................................................. 40 
Spletni obrazec za dodajanje nove regulacijske naprave.......................................................... 45 
Spletni obrazec za preimenovanje regulacijske naprave .......................................................... 48 










Diplomsko delo opisuje razvit sistem za avtomatizirano nastavljanje strojev pri proizvodnji 
elektro-izolacijskih cevi in kablov. Uporabnik preko razvite spletne aplikacije izbere tip 
izdelka in stroj, ki ga želi uporabiti. Sistem nato izbrani stroj avtomatično ustrezno nastavi. 
Aplikacija je razvita v programskem jeziku C#. Komunikacija med sistemom in stroji poteka 
preko protokola ModBUS RTU. Nastavitve komunikacije in parametri, ki jih sistem pošilja na 
stroje, se hranijo v podatkovni bazi Microsoft SQL Server. Aplikacija omogoča tudi urejanje 
te baze. 
 
Ključne besede: spletna aplikacija, programski jezik C#, podatkovna baza Microsoft SQL 









The thesis describes a developed system for automated setting of machines in a production of 
electro-insulating tubes and cables. Using a developed web application, a user chooses a type 
of product and a machine he wants to use. Afterwards, the system automatically properly sets 
the machine. The application is developed in programming language C#. The communication 
between the system and the machines is executed through protocol ModBUS RTU. The 
communication settings and the parameters that the system sends to machines are stored in a 
database Microsoft SQL Server. The application also allows you to edit this database. 
 
Key words: web application, programming language C#, database Microsoft SQL Server, 





Cilj diplomske naloge je zvišati stopnjo avtomatizacije v proizvodnji elektro-izolacijskih cevi 
in kablov. V proizvodnji se nahaja več strojev, na katerih se izdeluje različne izdelke. 
Proizvodnja poteka na sledeč način. Preko poslovnega informacijskega sistema se stiska 
delovni nalog, s katerim se informira delavca, kateri izdelek je potrebno izdelati in v kakšni 
količini. Podatkov o proizvodnem procesu delovni nalog ne vsebuje. Gre za podatke, kot so 
zahtevane surovine, tipi orodij, nastavitve parametrov stroja in podobno. Ti podatki so 
zapisani na tehnoloških listih, ki se sedaj arhivirajo v papirni obliki. Na podlagi prejetega 
delovnega naloga delavec uporabi ustrezen tehnološki list, izbere enega izmed strojev ter 
ročno nastavi njegove parametre, kot so delovna temperatura, sistemski tlak, hitrost vleka in 
podobno. Delovni nalog in tehnološki list sta podrobneje opisana v drugem poglavju. 
Opisani postopek želimo avtomatizirati. Odločili smo se razviti sistem, ki hrani podatke o 
proizvodnem procesu in, kar je najbolj pomembno, omogoča avtomatizirano nastavljanje 
parametrov proizvodnih strojev glede na izbrani izdelek, ki naj se na njih proizvede. 
Zastavljeni sistem prikazuje slika 1.  
Sistem ima dostop do obstoječe baze izdelkov in naročil, s čimer so mu na voljo podatki, 
katere izdelke je potrebno izdelati. Za interakcijo z operaterjem uporabljamo grafični 
vmesnik, ki temelji na spletni aplikaciji. Posledično lahko operater komunicira s sistemom 
tudi preko pametnega telefona ali tabličnega računalnika. Pri tem mu sistem nudi vse potrebne 
podatke o proizvodnem procesu izbranega izdelka, ki se hranijo v za ta namen razviti 
podatkovni bazi. Ko operater izbere stroj, na katerem naj se izdelek proizvede, sistem stroju 
nastavi ustrezne parametre. To omogoča modul, ki skrbi za komunikacijo sistema s 
proizvodnimi stroji. Vmesnik omogoča tudi urejanje podatkov, ki se uporabniku izpišejo ter 
urejanje parametrov, ki se nastavljajo na strojih. 
Z opisanim sistemom se proizvodni postopek močno poenostavi, saj se preskoči tiskanje 
delovnih nalogov ter ročno nastavljanje parametrov strojev. Večja stopnja avtomatizacije tudi 














Seznam izdelkov in naročil, ki so del











Slika 1: Idejna zasnova sistema 
 
Diplomsko delo obsega izdelavo opisanega sistema, kar zajema: 
 izdelavo podatkovne baze, 
 izvedbo komunikacije med sistemom in stroji ter 
 izdelavo vmesnika (spletne aplikacije) za urejanje podatkovne baze in nastavljanje 




2 Trenutno stanje 
Trenutna rešitev za nastavljanje proizvodnih strojev temelji na delovnih nalogih in 
tehnoloških listih. 
2.1 Delovni nalog 
Primer delovnega naloga prikazuje slika 2. Vsak delovni nalog je označen s svojo unikatno 
številko. Na začetku delovnega naloga je podano ime kupca ter številka in datum naročila. 
Ime kupca v našem primeru je Kupec d.o.o. in je zaradi poslovne tajnosti maskirano. Sledita 
šifra in ime izdelka, ki ga ta kupec naroča. V našem primeru je ime izdelka CEV GSE FI 10 
MM ČRNA. Gre za cev, ki je izdelana iz steklenih vlaken in silikonske izolacije. Podana sta 
tudi zahtevana količina in rok izdelave, do katerega mora biti izdelek narejen. Sledi tabela 
surovin, ki so potrebne za izdelavo izdelka. V to tabelo delavec vpiše številko spremnega lista 
uporabljene surovine. Na ta način se zagotovi sledljivost uporabljenih surovin. Sledi tabela, ki 
prikazuje kdaj je bila cev izdelana, kdo jo je izdelal in v kakšni količini. Pri izdelavi naše 
spletne aplikacije vpis teh informacij sicer ni predviden, vendar bi to možnost bilo smiselno 









2.2  Tehnološki list 
Tehnološki list se izbere na podlagi prejetega delovnega naloga. Primer tehnološkega lista 
prikazuje slika 3. 
V prvem delu tehnološkega lista se nahajajo splošne informacije o izdelku. Podana sta ime in 
šifra izdelka. Izdelek je lahko izdelan na podlagi določene risbe, po določenem standardu ali 
na osnovi določenega vzorca. Seveda je možna kombinaciji vseh treh načinov. Ta del 
tehnološkega lista vsebuje tudi te informacije in težo izdelka. 
Drugi del delavca informira na katere stvari mora bit pozoren pred, med in po izdelavi 
izdelka. V našem primeru delavec preveri velikost notranjega premera, debelino stene, 
odtenek barve, oprijem in čistost notranjosti cevi. 
Tretji del vsebuje imena, šifre in količino surovin. Kljub temu, da gre v našem primeru za 
črno cev, se dodatnega barvila ne potrebuje, saj je uporabljen material že v osnovi črn.  
Četrti del nam pove na katerih strojih izdelek lahko proizvedemo, katero orodje se uporabi in 
kakšne so nastavitve stroja. Velikost trna, stožca in puše je določeno glede na velikost same 
cevi. Pritisk materiala določa debelino stene. Večji pritisk pomeni debelejšo plast 
silikonskega nanosa. Velikost vleka določa samo hitrost izdelave. V našem primeru je 
razvidno, da se v eni uri izdela 100 metrov cevi. Zagotoviti je potrebno tudi dve delovni 
temperaturi na dveh različnih koncih proizvodnega procesa. 
Za proizvodnjo želenega izdelka so potrebne vse te informacije. Zato spletna aplikacija 




Slika 3: Primer tehnološkega lista 
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3 Izbor orodij 
Izhodiščna zahteva našega sistema je kompatibilnost z obstoječim poslovnim informacijskim 
sistemom. Slednji je sestavljen iz dveh delov: grafičnega vmesnika in podatkovne baze. Gre 
za bazo izdelkov, naročil, delovnih nalogov ter številnih drugih podatkov, ki za naš sistem 
niso relevantni. Razviti sistem temelji na podatkovni bazi Microsoft SQL Server. Za razvoj 
podatkovne baze smo uporabili orodje Microsoft SQL Server Management Studio Express, ki 
je dostopen brezplačno.  
Grafični uporabniški vmesnik temelji na spletnih tehnologijah, kar ima nekaj pomembnih 
prednosti: do sistema lahko dostopamo  preko tablic ali pametnih telefonov, uporaba je 
preprosta, vmesnik pa ne potrebuje predhodne namestitve specifične programske opreme ali 
njenih posodobitev v primeru izdaje nove verzije aplikacije. Dodatna prednost take odločitve 
je, da so spletne tehnologije dobro povezljive s SQL bazami. Aplikacijo smo razvili v 
programskem jeziku C#, saj je preprost, sodoben in primeren za izdelavo spletnih aplikacij. 
Povezavo s proizvodnimi stroji smo vzpostavili preko protokola ModBUS RTU. Gre za 
protokol, ki je zanesljiv, enostaven za uporabo, razvit specifično za industrijske namene in 
brezplačen. Zaradi naštetih lastnosti je zelo razširjen v industrijskih okoljih. 
 
3.1  Demonstracijski sistem 
Za validacijo izvedenega sistema smo proizvodne stroje nadomestili z demonstracijskim 
sistemom, ki stroje simulira in je izdelan izključno za to nalogo. Sestavljen je iz treh različnih 
regulatorjev podjetja AsconTecnologic: KM1, KM3 in KX1. Sistem simulira proizvodne 
stroje z eno, dvema ali tremi regulacijskimi napravami. Shemo sistema prikazuje slika 4. 





















4 Podatkovna baza 
Sistem temelji na centralni bazi podatkov, ki hrani podatke o vseh strojih, ki so v sistemu 
vsebovani. Model podatkovne baze se določi glede na potrebe aplikacije. Podatkovna baza je 
v osnovi sestavljena iz podatkov in metapodatkov. Metapodatki so podatki o podatkih. Gre za 
podatke kot so definicije tabel in sama struktura podatkovne baze. Gre torej za podatke, ki so 
pomembni za pravilno interpretacijo podatkov, ki se vnašajo v podatkovno bazo. Skozi 
zgodovino se je razvilo več tipov podatkovnih baz. Trenutno najboljšo rešitev za učinkovito 
shranjevanje, branje in spreminjanje podatkov predstavlja relacijska podatkovna baza.  
 
4.1  Relacijska podatkovna baza 
Relacijski model je sestavljen iz treh delov: zbirke tabel, nabora operacij za manipulacijo 
podatkov v tabelah ter nabora pravil, ki zagotavljajo integriteto podatkov. 
Tabele relacijskega modela so sestavljene iz vrstic in stolpcev (slika 6). 
 
 
Slika 6: Primer tabele 
 
Podatki znotraj ene vrstice predstavljajo zaključen vnos v tabelo. Stolpcem so dodeljena 
imena. Posamezni podatki v določenem stolpcu vsebujejo isti podatkovni tip, zaradi česar 
imajo vse vrstice enako strukturo. Ob novem zapisu se tabeli doda vrstica, medtem ko število 
stolpcev ostane nespremenjeno. Presečišče stolpca in vrstice imenujemo celica, ki predstavlja 
elementarni podatek. Za ločevanje zapisov uporabljamo različne vrste ključev: 
 primarni ključ (ang. primary key) unikatno določa zapis v tabeli in se uporablja za 
definiranje povezav med tabelami, 
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 unikatni ključ (ang. unique key) onemogoča podvojen zapis v tabeli, vendar se ne 
uporablja za definiranje povezav med tabelami, 
 tuj ključ (ang. foreign key) se uporablja v podrejenih tabelah (ang. child tables) ali 
izpeljanih tabelah (ang. bridge/junction tables) in vsebuje vrednost primarnega ključa, 
ki se uporablja v nadrejenih tabelah (ang. parent tables). 
 
4.2  Povezave med tabelami 
Povezave med tabelami vzpostavljajo relacije med primarnimi in tujimi ključi. Ločimo 
različne tipe povezav: 
 Ena-ena (ang. One-to-One Relationship) 
Je najenostavnejša povezava, ki jo dobimo, če eno tabelo razbijemo na dve tabeli. Ti dve 
tabeli sta povezani preko ključev. Prva tabela vsebuje primarni ključ, druga pa tujega. V 
kolikor želimo drugi tabeli dodati nov zapis, moramo nov zapis najprej dodati prvi tabeli. 
ID izdelka (PK) Ime izdelka Cena izdelka [EUR/m] 
23 Modra cev 1,1 
44 Zelena cev 1,0 
 
 
ID izdelka (PK) Ime izdelka 
23 Modra cev 
44 Zelena cev 
 







 Ena-mnogo (ang. One-to-Many relationship) 
To je povezava med nadrejeno tabelo in podrejeno tabelo. 
Nadrejena tabela vsebuje primarni ključ: 
ID izdelka (PK) Ime izdelka 
23 Modra cev 
44 Zelena cev 
 
Podrejena tabela vsebuje tuji ključ in ima več zapisov: 
ID izdelka (FK) Surovina 
23 Modra barva 
23 Silikon 
44 Zelena barva 
44 Poliuretan 
 
 Mnogo-mnogo (ang. Many-to-Many relationship) 
To povezavo sestavljata dve iskalni tabeli (ang. lookup table) in ena izpeljana tabela. Na ta 
način je več vrstic ene tabele povezanih z več vrsticam druge tabele. 
ID izdelka (PK) Ime izdelka 
23 Modra cev 
44 Zelena cev 
 









ID surovine (PK) Ime izdelka 
1 Modra barva 
2 Silikon 
3 Zelena barva 
4 Poliuretan 
 
4.3  Izvedba podatkovne baze 
Naša podatkovna baza, ki vsebuje podatke o proizvodnih procesih je povezana z že obstoječo 
podatkovno bazo izdelkov in delovnih nalogov. Tabela izdelkov je sestavljena iz stolpca šifer, 
ki predstavlja primarni ključ, in stolpca imen izdelkov: 
Izdelki: Šifra izdelka (PK) Ime izdelka 
 
Tabela delovnih nalogov vsebuje sledeče stolpce: 
DelovniNalogi: Št. delovnega naloga Šifra izdelka (FK) Količina 
 
Šifra izdelka v tej tabeli predstavlja tuji ključ. Tabeli sta povezani preko ena-mnogo 
povezave. Na isti izdelek se namreč nanaša več delovnih nalogov. Tabele, ki smo jih kreirali 
na novo, so sledeče: 
IzdelkiParametri: Šifra izdelka (FK) ID parametra (FK) Vrednost parametra 
 
















StrojiParametriNaprave: ID stroja (FK) ID parametra (FK) ID naprave (FK) 
 
Tabela Izdelki je s tabelo IzdelkiParametri povezana preko ena-mnogo povezave. Za izdelavo 
enega izdelka je potrebno nastaviti več parametrov. V naši aplikaciji parametri niso 
poimenovani. V kolikor bi jih želeli poimenovati, bi ustvarili novo tabelo Parametri, ki bi 
vsebovala stolpec »ID parametra« in stolpec »Ime parametra«. S tem bi ustvarili mnogo-
mnogo povezavo med tabelama Izdelki in Parametri. Tabela IzdelkiParametri bi postala 
izpeljana tabela. To bi bilo smiselno storiti, če bi se odločili za nadgradnjo naše aplikacije. 
Tabeli Izdelki in IzdelkiOpombe sta povezani preko ena-ena povezave. Vsakemu izdelku je 
namenjen le en prostor za opombe. Gre za vse informacije o proizvodnem procesu izdelka, ki 
se ne nanašajo na parametre strojev. 
Med tabelama Naprave in Stroji je vzpostavljena povezava mnogo-mnogo preko izpeljane 
tabele StrojiParametriNaprave. En stroj ima več naprav. V praktičnih primerih ena naprava 
pripada le enemu stroju, vendar se jo v primeru našega demonstracijskega sistema lahko 
dodeli več kot enemu stroju. 
Glavni del spletne aplikacije (slika 7), ki temelji na prikazanih tabelah, poteka na sledeč 
način. Uporabnik posredno preko delovnega naloga izbere želeni izdelek. S tem je določena 
šifra izdelka. Uporabnik ustrezno izbere tudi proizvodni stroj. S tem je določen ID stroja. Na 
ta način ustrezno skrčimo tabeli IzdelkiParametri in StrojiParametriNaprave – pri prvi 
ignoriramo vrstice z neustrezno šifro, pri drugi pa vrstice z neustreznim ID-jem stroja. Med 
skrčenima tabelama se vzpostavi ena-ena povezava preko ključa »ID parametra«. Prav tako se 
vzpostavi ena-ena povezava med skrčeno tabelo StrojiParametriNaprave in tabelo Naprave 
preko ključa »ID naprave«. Na ta način z izbiro delovnega naloga in stroja poiščemo vse 





Slika 7: Glavni del spletne aplikacije 
 
4.4  Podatkovni tipi 
Podatkovni tip je oznaka za abstraktno množico mogočih vrednosti, ki jih lahko zavzame 
podatek. Podatkovni tip navadno določa tudi operacije, ki se jih lahko izvaja nad to množico 
vrednosti. Podatkovni tip predstavlja omejitev vnosa vrednosti, kar pomaga pri validaciji 
vnesenih podatkov.  
Podatkovni tipi, ki smo jih uporabili v naši podatkovni bazi, so: 
 int – cela števila, 
 float – decimalna števila s plavajočo vejico, 
 char (n) – niz znakov s fiksno širino, 
 varchar (n) – niz znakov s spremenljivo širino, 
 nvarchar (n) – niz večzložnih znakov s spremenljivo širino, 




Podatkovni tipi po tabelah: 
 











IzdelkiParametri: Šifra izdelka 
(char(16)) 











































StrojiParametriNaprave: ID stroja  
(int) 
ID parametra  
(int) 






5 Komunikacija s stroji 
5.1  Splošno o protokolu ModBUS RTU 
Modbus RTU je serijski komunikacijski protokol, ki je zaradi svoje preprostosti in robustnosti 
postal standardni komunikacijski protokol v industriji. V principu gre za skupek pravil, ki se 
uporabljajo pri pošiljanju podatkov med elektronskimi napravami preko serijske povezave. 
Obstajajo tudi druge izvedbe protokola Modbus, denimo Modbus TCP/IP, ki namesto 
serijskega porta uporablja omrežje TCP/IP. Pri serijski povezavi posamezni bit prenesenega 
podatka uteleša določena napetost, pri čemer pozitivna napetost predstavlja ničle, negativna 
pa enice. Hitrost prenosa v našem primeru znaša 9600 bitov na sekundo.  
Ena od elektronskih naprav, ki so povezane preko protokola Modbus, je gospodar (ang. 
master), medtem ko so ostale naprave sužnji (ang. slaves). Standardno Modbus omrežje 
vsebuje enega gospodarja in do 255 sužnjev. Vsak suženj ima unikaten naslov od 1 do 255. 
Gospodar daje navodila in na ta način določa, kdaj, kaj in kdo lahko na vodilu nekaj počne. 
Gospodar določa smer pretoka podatkov (od gospodarja do sužnja ali obratno). Gospodar 
prenos začne tako, da pošlje naslov sužnja in ukaz. Odzove se samo suženj s pravim 









Slika 8: Shema razmerja 
 
Na koncu vsakega sporočila (prejetega ali poslanega) sta dva zloga rezervirana za vrednost 




5.2  Vezava naprav 
Protokol Modbus RTU se najpogosteje uporablja v kombinaciji s fizičnim protokolom RS-
485, ki je uporabljen tudi v našem primeru. Za dostop do vodila RS-485 je uporabljen 
pretvornik AsconTecnologic A01, ki se poveže z računalnikom preko USB priključka in je 
prikazan na sliki 9.  
 
Slika 9: Pretvornik za RS-485 
 
Omenjeni pretvornik je naš modul za komunikacijo s proizvodnimi stroji in ima vlogo 






































Slika 10: Načrt priklopa naprav 
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Regulatorji in pretvornik A01 so povezani preko terminalov A in B, ki ju vsebuje serijski 
komunikacijski vmesnik RS-485. Za napajanje vsi regulatorji potrebujejo izmenično napetost 
220 V. Vsi regulatorji v demonstracijskem sistemu se uporabljajo za regulacijo temperature, 
ki jo merimo s tipali tipa Pt100. Pretvornik A01 za napajanje potrebuje 12 voltov enosmerne 
napetosti ter je preko vodila USB povezan s strežnikom, kjer je nameščena spletna aplikacija.  
 
5.3  ModBUS RTU – izvedbeni del 
Pred začetkom programiranja se definira parametre za serijsko komunikacijo. Izbor teh 
parametrov je omejen s specifikacijami priključenih naprav. Izbrani parametri so: 
 naslov naprave KM1 je 1, 
 naslov naprave KM3 je 2, 
 naslov naprave KX1 je 3, 
 hitrost prenosa je 9600 bit/s, 
 oblika zloga: 1 začetni bit, 8 podatkovnih bitov, brez paritete in 1 stop bit. 
 
Protokol Modbus RTU je izveden v okviru spletne aplikacije, ki uporablja odprtokodno 
knjižnico »Open-source Modbus Library in C#«. Slednjo priporoča Modbus.org. Spletni 
naslov do knjižnice je http://code.google.com/p/free-dotnet-modbus/downloads. 
Spletna aplikacija vsebuje meni za vpis parametrov serijske komunikacije (slika 11). Poleg 
omenjenih parametrov je potrebno vpisati še register parametra naprave, iz katerega beremo 
oziroma v katerega zapisujemo. Vsi parametri se zapišejo v podatkovno bazo, ki je opisana v 
4. poglavju. 
Spletna aplikacija vsebuje tudi meni za testiranje Modbus povezave (slika 12). Prvi način 
testiranja povezave je branje iz vpisanega registra naprave. Drugi način testiranja je 





Slika 11: Meni Regulacijske naprave 
 
 




Izdelava spletne aplikacije je podrobno opisana v 5. poglavju, zato so tu opisane le ključne 
vrstice kode pri izdelavi tega dela spletne aplikacije. Ključni korak pri branju parametra 
predstavlja sledeč zapis: 
 
string COM = "COM" + ParametriNaprave.COM.ToString(); 
int BaudRate = ParametriNaprave.BaudRate; 
int DataBits = ParametriNaprave.DataBits; 
string ParityString = ParametriNaprave.Parity; 
double StopBitsDouble = ParametriNaprave.StopBits; 
byte NaslovNaprave = Convert.ToByte(ParametriNaprave.DeviceAddress); 
ushort Register = Convert.ToUInt16(ParametriNaprave.Register); 
ushort SteviloRegistrov = 1; 
 
ModbusMasterSerial ModbusPovezava = new ModbusMasterSerial(ModbusSerialType.RTU, COM, 









V prvem delu omenjene kode se iz podatkovne baze prebere parametre naprave. To se stori s 
pomočjo razreda ParametriNaprave. Ko se te podatke pretvori v pravilno obliko (vseh 
pretvorb gornji zapis ne prikazuje), se definira spremenljivko ModbusPovezava.  Metoda 
ModbusPovezava.Connect() povezavo vzpostavi. Kot gospodar Modbus omrežja preberemo 
vrednost registra na podrejeni napravi z uporabo metode ReadHoldingRegisters. Vrednost 
prebranega registra se shrani v spremenljivko Parameter. Operacijo zaključimo z metodo 
ModbusPovezava.Disconnect(). 
Podobno izgledajo ključne vrstice kode pri zapisovanju vrednosti parametra. Bistvena razlika 
je ta, da se namesto metode ReadHodlingRegisters uporabi metodo WriteSingleRegister. 
Slednjo prikazuje sledeč zapis. 




6 Izdelava spletne aplikacije 
6.1  Osnovna izvedba 
Osnovna izvedba spletne aplikacije omogoča nastavljanje parametrov proizvodnih strojev. 
Diagram poteka prikazuje slika 13. 
Zagon aplikacije





Branje in izpis opomb o 
proizvodnem procesu
Je izbrani stroj ustrezen?











Pošiljanje parametrov na izbrani stroj





Slika 13: Diagram poteka osnovne izvedbe 
22 
 
Ob zagonu aplikacije se iz podatkovne baze prebereta seznama delovnih nalogov in strojev. 
Oboje se zgodi na skoraj identičen način, zato je tu obrazloženo zgolj branje seznama strojev, 
ki ga prikazuje sledeč zapis. 
 
public class KnjiznicaPodatki 
{ 
public SqlConnection SqlPovezavaTL = new SqlConnection("Data 
Source=.\\SQLEXPRESS; Database=eTLP; Trusted_Connection=Yes"); 
        
public ListItemCollection SeznamStrojev() 
       { 
            ListItemCollection Seznam = new ListItemCollection(); 
 
            SqlPovezavaTL.Open(); 
 
            string SqlTekst = "SELECT StrojID, StrojIme FROM Stroji"; 
            SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
            SqlDataReader Bralnik = SqlUkaz.ExecuteReader(); 
 
            while (Bralnik.Read()) 
            { 
                string StrojID = Bralnik.GetInt32(0).ToString(); 
                string StrojIme = Bralnik.GetString(1); 
 
                ListItem x = new ListItem(); 
                x.Text = StrojIme; 
                x.Value = StrojID; 
 
                Seznam.Add(x); 
            } 
            SqlPovezavaTL.Close(); 
 
            return Seznam; 
       } 
} 
 
Zapis prikazuje uporabo razreda KnjiznicaPodatki, v katerem so zapisane prav vse tiste 
funkcije, ki so izdelane in se uporabljajo izključno za našo aplikacijo. 
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V razredu KnjiznicaPodatki je definirana povezava do podatkovne baze. Nato je napisana 
funkcija SeznamStrojev, ki nam vrne seznam strojev. V sami funkciji je najprej definirana 
oblika seznama. Nato se vzpostavi povezava s podatkovno bazo. Sledi definicija SQL ukaza. 
Stavek SELECT poišče stolpca StrojID in StrojIme, ki se nahajata v tabeli Stroji. Ob izvršbi 
SQL ukaza, se nam torej iz podatkovne baze prebereta ID in ime stroja. Sledi pretvorba 
seznama v prikazano obliko. Zakaj je to potrebno, je obrazloženo v naslednjem koraku.  
Izbor delovnega naloga in stroja poteka preko padajočega seznama (slika 14).  
 
 








Definiranje padajočega seznama strojev predstavlja sledeč zapis. 
 
KnjiznicaPodatki Podatki = new KnjiznicaPodatki(); 
 
protected void Page_Init(object sender, EventArgs e) 
{         
DropDownListStroji.DataSource = Podatki.SeznamStrojev(); 
DropDownListStroji.DataTextField = "text"; 




Seznam strojev prikličemo preko omenjenega razreda KnjiznicaPodatki. V padajočem 
seznamu se izpiše ime izbranega stroja. Ker je vrednost padajočega seznama definirana kot ID 
izbranega stroja, imamo do slednjega enostaven dostop, kar nam olajša programiranje v 
nadaljevanju. To je razlog, da je oblika seznama ListItemCollection. 
Sledi izpis opomb o proizvodnem procesu, kar se realizira na sledeč način. 
 
protected void DropDownListDN_SelectedIndexChanged(object sender, EventArgs e) 
{ 
string Sifra = DropDownListDN.SelectedValue; 
string Opomba = Podatki.BeriOpombe(Sifra); 
TextBoxOpombe.Text = Opomba; 
} 
 
Izpisana opomba ustreza izdelku, ki je izbran preko delovnega naloga. Zato se opomba 
posodobi ob vsaki spremembi izbora padajočega seznama delovnih nalogov. Vrednost 
padajočega seznama je šifra izbranega izdelka. Slednjo uporabimo pri klicu funkcije 
BeriOpombe, ki je zapisana v razredu KnjiznicaPodatki. Ta funkcija nam poda opombe o 
proizvodnem procesu izbranega izdelka, ki jih zapišemo v polje za besedilo TextBoxOpombe. 




public string BeriOpombe(string Sifra) 
{ 
string Opombe = ""; 
SqlPovezavaTL.Open(); 
string SqlTekst = "SELECT Opomba FROM IzdelkiOpombe WHERE IzdelekSifra = 
@Sifra"; 
SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
SqlUkaz.Parameters.AddWithValue("@Sifra", Sifra);             
SqlDataReader Bralnik = SqlUkaz.ExecuteReader(); 
while (Bralnik.Read()) 
{ 






V tabeli IzdelkiOpombe se v stolpcu Opomba poišče tisto opombo, ki ima v stolpcu 
IzdelekSifra dodeljeno ustrezno šifro. 
Naslednji korak predstavlja preverjanje, če izbrani stroj ustreza izbranemu izdelku. Različni 
tipi izdelkov se namreč proizvajajo na različnih strojih. Sledeč zapis prikazuje preverjanje ali 
število regulacijskih naprav stroja ustreza številu parametrov na tehnološkem listu izdelka. 
 
protected void DropDownListStroji_SelectedIndexChanged(object sender, EventArgs e) 
{ 
string Sifra = DropDownListDN.SelectedValue; 
int StrojID = Convert.ToInt32(DropDownListStroji.SelectedValue); 
if (Podatki.SteviloParametrovTL(Sifra) != Podatki.SteviloParametrov(StrojID)) 
{ 










Poglejmo konkreten primer. V kolikor je za proizvodnjo izdelka potrebno nastaviti 5 
parametrov, stroj pa ima zgolj 2 regulacijski napravi, se v polje LabelOpozorilo izpiše 
opozorilo, da stroj izbranemu tehnološkemu listu ne ustreza. Aplikacija je izdelana tako, da se 
parametre na stroj kljub temu lahko pošlje. V temu primeru bi se poslala zgolj dva od petih 
parametrov. V kolikor bi se odločili za nadgradnjo aplikacije, bi bilo smiselno razmisliti o 
dodatni omejitvi. 
Naslednji korak v diagramu poteka predstavlja odločitev ali se procesne parametre izbranega 
izdelka pošlje na izbrani stroj ali ne. To storimo takrat, ko smo izberemo pravi delovni nalog 
in pravi stroj. 
Sledi branje Modbus nastavitev za vse regulacijske naprave, ki jih uporablja izbrani stroj in 
branje procesnih parametrov izdelka. Vsaki regulacijski napravi se določi en procesni 
parameter. Šele nato se parametre pošlje na izbrani stroj. Na ta način se stroj pripravi na 
proizvodnjo.  
Gre za obsežen del kode, pri katerem naj omenimo le to, da se pri branju Modbus nastavitev 
naprav uporablja razred KnjiznicaTypeDef. V temu razredu so definirani novi razredi, ki 
predstavljajo nove podatkovne tipe, ki so sestavljeni iz več osnovnih podatkovnih tipov. 
Primer takega razreda je razred ParametriNaprave. Uporabo tega razreda predstavlja sledeč 
zapis.  
 
KnjiznicaTypeDef.ParametriNaprave ParametriNaprave = new 
KnjiznicaTypeDef.ParametriNaprave(); 
 









Pri tem velja: 
 
public class KnjiznicaTypeDef 
{ 
 public class ParametriNaprave 
{ 
 public int COM; 
 public int BaudRate; 
 public int DataBits; 
 public string Parity; 
 public double StopBits; 
 public int DeviceAddress; 



















6.2  Razširjena izvedba 
Razširjena izvedba spletne aplikacije omogoča tudi urejanje podatkovne baze. Sestavljena je 
iz sledečih menijev in podmenijev: 
 Proizvodnja, 
 Tehnološki listi, 
 Nastavitve, 
o Regulacijske naprave, 
o Stroji, 
o Testiranje ModBUS povezave. 
Aplikacija je izdelana iz glavne strani (ang. master page) in spletnih  obrazcev, ki glavno stran 
uporabljajo (ang. web form using master page). Meni Proizvodnja zajema celotno osnovno 
izvedbo aplikacije in je dostopen vsem uporabnikom aplikacije. Ostali meniji so namenjeni le 
določenim uporabnikom in so zaščiteni z geslom (slika 15). 
 
 





6.2.1 Tehnološki listi 
Diagram poteka menija Tehnološki listi prikazuje slika 16. 
Izbor menija  Tehnološki listi 
Vpis gesla










tehnološkega lista v 
podatkovno bazo
Branje in izpis parametrov





tehnološkega lista v 
podatkovno bazo
Urejanje tehnološkega lista je končano
DA










Slika 16: Diagram poteka menija Tehnološki listi 
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Sprva se zahteva vpis uporabnika in njegovega gesla. To se stori z uporabo seje (ang. 
session). 
 
protected void ButtonPrijava_Click(object sender, EventArgs e) 
{ 
Session["Uporabnik"] = TextBoxUporabnik.Text; 
Session["Geslo"] = TextBoxGeslo.Text; 
 
Response.Redirect((string)Session["ZadnjaStran"]);      
} 
 
Uporabnik v ločena polja za besedilo vpiše svoje ime in geslo, ki se shranita v spremenljivki 
Uporabnik in Geslo. Ob kliku na gumb Prijava se izvajanje kode nadaljuje. Ali je vpisano 
geslo pravilno se preveri preko funkcije Dostop, kar predstavlja sledeč zapis. 
 
bool dostop = Podatki.Dostop((string)Session["Uporabnik"], (string)Session["Geslo"]); 
if (dostop == false) 
{ 




Pri čemer velja: 
 
public bool Dostop(string Uporabnik, string Geslo) 
{ 
if (Uporabnik == null | Geslo == null) 
{ 
return false; 
}             
bool Rezultat = false; 
SqlPovezavaTL.Open(); 
string SqlTekst = "SELECT * FROM Uporabniki WHERE Uporabnik = @Uporabnik AND 
Geslo = @geslo"; 
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SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
SqlUkaz.Parameters.AddWithValue("@Uporabnik", Uporabnik); 
SqlUkaz.Parameters.AddWithValue("@Geslo", Geslo); 
SqlDataReader Bralnik = SqlUkaz.ExecuteReader(); 






Če gesla ni vpisanega, funkcija Dostop vrne negativen odgovor. V kolikor temu ni tako, 
funkcija Dostop primerja vpisano ime in geslo s tistimi imeni in gesli, ki so zapisani v SQL 
tabeli. Slednja bi sicer lahko bila zapisana v sami kodi, vendar je zaradi večje preglednosti 
bolj smiselno ustvariti novo SQL tabelo. V tem primeru je dodajanje novih uporabnikov lažje 
in bolj pregledno. Stavek SELECT v tabeli Uporabniki poišče vse tiste vrstice, kjer se v 
stolpcu Uporabniki nahaja vpisano ime in v stolpcu Geslo nahaja vpisano geslo. V kolikor 
zadetkov ni, funkcija Dostop ponovno vrne negativen odgovor. Ko je geslo pravilno, se 
prikaže meni tehnoloških listov (slika 17). 
 
 
Slika 17: Meni Tehnološki listi 
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Sledi branje seznama tistih izdelkov, ki tehnološki list imajo. To se stori na podoben način kot 
branje seznama strojev (poglavje 6.1). Tudi v tem primeru se izdelek izbere preko padajočega 
seznama. Sledi branje in izpis parametrov ter opomb. Tu je potrebno paziti na dejstvo, da 
imajo različni tehnološki listi različno število parametrov. Pomembnejši del izvedbe tega dela 
prikazuje sledeč zapis. 
 
protected void DropDownListIdenti_SelectedIndexChanged(object sender, EventArgs e) 
{ 
    string Sifra = DropDownListIdenti.SelectedValue; 
    int SteviloParametrovTL = Podatki.SteviloParametrovTL(Sifra); 
 
    PlaceHolderTL.Controls.Clear(); 
 
    for (int i = 1; i <= SteviloParametrovTL; i++) 
    { 
        TextBox TextBoxParameter = new TextBox(); 
        TextBoxParameter.ID = "TextBoxParameter" + i.ToString(); 
        TextBoxParameter.Width = 200; 
 
        PlaceHolderTL.Controls.Add(TextBoxParameter); 
 
        double VrednostParametra = Podatki.BeriTL(Sifra, i); 
        string VrednostParametraString = Convert.ToString(VrednostParametra); 
        (PlaceHolderTL.FindControl("TextBoxParameter" + i.ToString()) as TextBox).Text 
= VrednostParametraString; 
    } 
} 
 
Šifro izdelka se definira preko padajočega seznama izdelkov. Število parametrov 
tehnološkega lista nam poda funkcija SteviloParametrovTL. Z uporabo zanke For se za vsak 
parameter ustvari polje za besedilo (ang. text box). Vsa ta polja se vstavi v za ta namen 
ustvarjen prostor (ang. place holder), ki je sprva prazen. Nato se poišče še vrednosti 
parametrov z uporabo funkcije BeriTL, ki temelji na že omenjenem SQL stavku SELECT. 
Vrednosti parametrov se pretvori iz števil v niz znakov, saj se jih le na ta način lahko vstavi v 
pravkar ustvarjena polja za besedilo. 
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Parametre in opombe uporabnik ureja s klikom na ustrezna polja. V kolikor uporabnik želi 
tehnološki list shraniti, klikne na gumb Shrani. S tem se urejanje tehnološkega lista zaključi. 
Izvedbo tega dela predstavlja sledeč zapis. 
 
protected void GumbShraniParametre_Click(object sender, EventArgs e) 
{ 
    string Sifra = DropDownListIdenti.SelectedValue; 
    int SteviloParametrovTL = Podatki.SteviloParametrovTL(Sifra); 
                         
    for (int i = 1; i <= SteviloParametrovTL; i++) 
    { 
        string ParameterString = (PlaceHolderTL.FindControl("TextBoxParameter" + 
i.ToString()) as TextBox).Text; 
        double Parameter = Convert.ToDouble(ParameterString); 
 
        Podatki.ShraniTL(Sifra, Parameter, i); 
    } 
 
    string NovaOpomba = (PlaceHolderTL.FindControl("TextBoxOpombe") as TextBox).Text; 
    Podatki.ShraniOpombe(Sifra, NovaOpomba); 
} 
 
Pri čemer velja: 
 
public void ShraniTL(string Sifra, double Parameter, int ParameterID) 
{ 
    SqlPovezavaTL.Open(); 
    string SqlTekst = "UPDATE IzdelkiParametri SET ParameterVrednost = @Vrednost WHERE 
IzdelekSifra = @Sifra AND ParameterID = @ParameterID"; 
    SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
    SqlUkaz.Parameters.AddWithValue("@Vrednost", Parameter); 
    SqlUkaz.Parameters.AddWithValue("@ParameterID", ParameterID); 
    SqlUkaz.Parameters.AddWithValue("@Sifra", Sifra); 
    SqlUkaz.ExecuteNonQuery(); 





Gre za zelo podoben del kode kot pri pravkar opisanem branju parametrov. Bistvena razlika je 
funkcija ShraniTL, ki temelji na SQL stavku UPDATE. Ta stavek v tabeli IzdelkiParametri 
spremeni vrednost parametra v tistih vrsticah, ki imajo ustrezno šifro izdelka in ustrezen ID 
parametra. 
V kolikor uporabnik želi tehnološki list dodati, klikne na gumb »dodaj tehnološki list«. Temu 
gumbu je dodeljena povezava (ang. PostBackUrl) do novega spletnega obrazca (slika 18). 
 
 
Slika 18: Spletni obrazec za dodajanje tehnološkega lista 
 
Za izbor izdelka je ponovno uporabljen padajoči seznam. Število parametrov novega 








string Sifra = DropDownListIdenti.SelectedValue; 
int SteviloParametrov = Convert.ToInt16(TextBoxSteviloParametrov.Text); 
 
for (int i = 1; i <= SteviloParametrov; i++) 
{ 





Pri čemer velja: 
 
public void ShraniNovTL(string Sifra, double Parameter, int ParameterID) 
{ 
SqlPovezavaTL.Open(); 
string SqlTekst = "INSERT INTO IzdelkiParametri (IzdelekSifra, ParameterID, 
ParameterVrednost) VALUES (@Sifra, @ParameterID, @Vrednost)"; 





SqlPovezavaTL.Close();              
} 
 
Šifro izdelka se definira preko padajočega seznama izdelkov. Število parametrov se iz niza 
znakov pretvori v celo število. S pomočjo zanke For se funkcijo ShraniNovTL kliče 
tolikokrat, kolikor je parametrov v novem tehnološkem listu. Slednja v podatkovno bazo 
vpiše nove podatke s stavkom INSERT INTO. Ta stavek v tabelo IzdelkiParametri s stolpci 
IzdelekSifra, ParameterID in ParameterVrednost doda nov vnos. Vrednosti vseh parametrov 
tehnološkega lista ob novem vnosu so vedno enake nič. Spremeni se jih v nadaljevanju. Ob 
zaključku zanke For, se ponovno vrnemo na meni s tehnološkimi listi. 









Pri čemer velja: 
 
public void IzbrisiTL(string Sifra) 
{ 
SqlPovezavaTL.Open(); 
string SqlTekst = "DELETE FROM IzdelkiParametri WHERE IzdelekSifra = @Sifra"; 






public void IzbrisiOpombe(string Sifra) 
{ 
SqlPovezavaTL.Open(); 
string SqlTekst = "DELETE FROM IzdelkiOpombe WHERE IzdelekSifra = @Sifra"; 






Izbrani tehnološki list je določen s šifro izdelka. Podatki o tehnološkem listu so zapisani v 
dveh tabelah. V prvi tabeli so zapisani procesni parametri. V drugi tabeli so zapisane opombe. 
Zato se kliče dve funkciji: IzbrisiTL in IzbrisiOpombe. Obe funkciji uporabita SQL stavek 
DELETE FROM. Funkcija IzbrisiTL v tabeli IzdelkiParametri izbriše vse zapise, kjer se v 
stolpcu IzdelekSifra nahaja izbrana šifra izdelka. Funkcija IzbrisiOpombe stori enako v tabeli 
IzdelkiOpombe. 
Ob potrditvi se vse spremembe tehnološkega lista shranijo v podatkovno bazo.  
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6.2.2  Nastavitve 
Meni nastavitve vsebuje tri podmenije: 
 Regulacijske naprave, 
 Stroji, 
 Testiranje Modbus povezave. 
Menija Regulacijske naprave in Testiranje Modbus povezave sta že omenjena v poglavju 5.3 




Slika 19: Meni Stroji 
 
Meni Regulacijske naprave poleg urejanja parametrov za serijsko komunikacijo omogoča tudi 
dodajanje, preimenovanje in odstranjevanje naprav. Te naprave se v meniju Stroji dodeli 
različnim strojem. Stroji so sestavljeni iz različnega števila naprav. Vsaka naprava regulira en 
parameter. 
Diagrame poteka menija nastavitve prikazujejo slike 20, 21 in 22.  
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Izbor menija  Regulacijske naprave 
Vpis gesla






Se regulacijsko napravo 
preimenuje?
Se doda novo regulacijsko 
napravo?






Branje in izpis Modbus 
nastavitev naprave
Urejanje Modbus nastavitev naprave
Se spremembe shrani?
Zapisovanje sprememb 
nastavitev v podatkovno 
bazo


























Slika 20: Diagram poteka menija Regulacijske naprave 
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Izbor menija  Stroji 
Vpis gesla
















nastavitev v podatkovno 
bazo




























Slika 21: Diagram poteka menija Stroji 
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Izbor menija  Testiranje ModBUS 
povezave 
Vpis gesla









Branje vrednosti iz registra izbrane 
naprave preko ModBUS povezave
Je branje uspešno izvedeno?
BRANJE
Izpis prebrane vrednosti Izpis napake
DA
NE






Pošiljanje vpisane vrednosti v izbrano 
napravo preko ModBUS povezave










Izvedba menija Nastavitve poteka na podoben način kot izvedba menija Tehnološki listi 
(poglavje 6.2.1). Temelji torej na funkcijah, ki uporabljajo standardne SQL stavke (SELECT, 
UPDATE, INSERT INTO, DELETE FROM). Kljub temu si poglejmo diagrame potekov in 
nekaj dodatnih vrstic kode. 
Ob izboru menija Regulacijske naprave se zahteva vpis uporabnika in njegovega gesla, kar se 
ponovno realizira z uporabo seje (poglavje 6.2.1). Sledi branje seznama regulacijskih naprav. 
To se realizira z uporabo funkcije SeznamNaprav. 
 
public ListItemCollection SeznamNaprav() 
{ 
    ListItemCollection Seznam = new ListItemCollection(); 
 
    SqlPovezavaTL.Open(); 
 
    string SqlTekst = "SELECT NapravaID, NapravaIme FROM Naprave"; 
    SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
    SqlDataReader Bralnik = SqlUkaz.ExecuteReader(); 
 
    while (Bralnik.Read()) 
    { 
        string NapravaID = Bralnik.GetInt32(0).ToString(); 
        string NapravaIme = Bralnik.GetString(1); 
 
        ListItem x = new ListItem(); 
        x.Text = NapravaIme; 
        x.Value = NapravaID; 
 
        Seznam.Add(x);                 
    } 
    SqlPovezavaTL.Close(); 
 
    return Seznam; 
} 
 
SQL stavek SELECT v tabeli Naprave poišče stolpca NapravaID in NapravaIme. Stavek se 
izvrši preko že omenjene povezave SqlPovezavaTL (poglavje 6.1). Zanka While se izvrši 
tolikokrat, kolikor vrstic vrne stavek SELECT. Vsaka vrstica posebej se shrani v 
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spremenljivko Seznam. Dejansko gre za razred ListItemCollection, ki omogoča, da se 
spremenljivki pripiše dve vrednosti. V eno se zapiše ime naprave in v drugo njen ID. Pri tem 
se ID naprave pretvori iz števila v niz znakov.  
Za izbor regulacijske naprave se ponovno uporabi padajoči seznam, v katerem je prikazano 
ime naprave. Vrednost padajočega seznama je definirana kot ID izbrane naprave. 
 
protected void Page_Init(object sender, EventArgs e) 
{ 
    DropDownListNaprave.DataSource = Podatki.SeznamNaprav(); 
    DropDownListNaprave.DataTextField = "text"; 
    DropDownListNaprave.DataValueField = "value"; 
    DropDownListNaprave.DataBind(); 
} 
 
Sledi branje in izpis Modbus nastavitev izbrane naprave. Branje se izvede z uporabo funkcije 
BeriParametreNaprave. 
 
public KnjiznicaTypeDef.ParametriNaprave BeriParametreNaprave(int NapravaID) 
{ 
    KnjiznicaTypeDef.ParametriNaprave VrednostiParametrov = new 
KnjiznicaTypeDef.ParametriNaprave(); 
 
    if (PoisciParametreRS485(NapravaID)) 
    { 
        SqlPovezavaTL.Open(); 
        string SqlTekst = "SELECT COM, BaudRate, DataBits, Parity, StopBits, 
DeviceAddress, Register FROM Naprave WHERE NapravaID = @NapravaID"; 
        SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
        SqlUkaz.Parameters.AddWithValue("@NapravaID", NapravaID); 
        SqlDataReader Bralnik = SqlUkaz.ExecuteReader(); 
        while (Bralnik.Read()) 
        { 
            VrednostiParametrov.COM = Bralnik.GetInt32(0); 
            VrednostiParametrov.BaudRate = Bralnik.GetInt32(1); 
            VrednostiParametrov.DataBits = Bralnik.GetInt32(2); 
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            VrednostiParametrov.Parity = Bralnik.GetString(3); 
            VrednostiParametrov.StopBits = Bralnik.GetDouble(4); 
            VrednostiParametrov.DeviceAddress = Bralnik.GetInt32(5); 
            VrednostiParametrov.Register = Bralnik.GetInt32(6); 
        } 
        SqlPovezavaTL.Close(); 
    } 
    else 
    { 
        VrednostiParametrov.COM = 9999; 
        VrednostiParametrov.BaudRate = 1200; 
        VrednostiParametrov.DataBits = 4; 
        VrednostiParametrov.Parity = "None"; 
        VrednostiParametrov.StopBits = 1; 
        VrednostiParametrov.DeviceAddress = 9999; 
        VrednostiParametrov.Register = 9999; 
    } 
 
    return VrednostiParametrov; 
} 
 
Pri tem velja: 
 
public class KnjiznicaTypeDef 
{ 
    public class ParametriNaprave 
    { 
        public int COM; 
        public int BaudRate; 
        public int DataBits; 
        public string Parity; 
        public double StopBits; 
        public int DeviceAddress; 
        public int Register; 






public bool PoisciParametreRS485(int NapravaID) 
{ 
    bool Rezultat = false; 
 
    SqlPovezavaTL.Open(); 
    string SqlTekst = "SELECT * FROM Naprave WHERE NapravaID = @NapravaID"; 
    SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
    SqlUkaz.Parameters.AddWithValue("@NapravaID", NapravaID); 
    SqlDataReader Bralnik = SqlUkaz.ExecuteReader(); 
    Rezultat = Bralnik.HasRows; 
    SqlPovezavaTL.Close(); 
 
    return Rezultat; 
} 
 
Vsaka prebrana nastavitev izbrane naprave se izpiše bodisi v padajoči seznam bodisi v polje 
za besedilo, kar se realizira na sledeč način. 
 
protected void DropDownListNaprave_SelectedIndexChanged(object sender, EventArgs e) 
{ 
    int NapravaID = Convert.ToInt32(DropDownListNaprave.SelectedValue); 
 
    KnjiznicaTypeDef.ParametriNaprave Parametri = 
Podatki.BeriParametreNaprave(NapravaID); 
    TextBoxCOM.Text = Parametri.COM.ToString(); 
    DropDownListBaudRate.Text = Parametri.BaudRate.ToString(); 
    DropDownListDataBits.Text = Parametri.DataBits.ToString(); 
    DropDownListParity.Text = Parametri.Parity; 
    DropDownListStopBits.Text = Parametri.StopBits.ToString(); 
    TextBoxAddress.Text = Parametri.DeviceAddress.ToString(); 
    TextBoxRegister.Text = Parametri.Register.ToString(); 
} 
 
Aplikacija uporabniku omogoča prosto urejanje teh nastavitev. V kolikor uporabnik želi 
dodati novo regulacijsko napravo, klikne na gumb Dodaj. Temu gumbu je dodeljena povezava 





Slika 23: Spletni obrazec za dodajanje nove regulacijske naprave 
 
Ob vnosu imena nove naprave v dano polje za besedilo in ponovnem kliku gumba Dodaj se 
izvede sledeča koda. 
 
protected void GumbDodaj_Click(object sender, EventArgs e) 
{ 
    string ImeNaprave = TextBoxImeNaprave.Text; 
    Podatki.DodajNapravo(ImeNaprave); 
    Response.Redirect("NastavitveNaprave.aspx"); 
} 
 








public void DodajNapravo(string ImeNaprave) 
{ 
    SqlPovezavaTL.Open(); 
    string SqlTekst = "INSERT INTO Naprave (NapravaIme, COM, BaudRate, DataBits, 
Parity, StopBits, DeviceAddress, Register) VALUES (@ImeNaprave, @COM, @BaudRate, 
@DataBits, @Parity, @StopBits, @DeviceAddress, @Register)"; 
    SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
    SqlUkaz.Parameters.AddWithValue("@ImeNaprave", ImeNaprave); 
    SqlUkaz.Parameters.AddWithValue("@COM", 9999); 
    SqlUkaz.Parameters.AddWithValue("@BaudRate", 1200); 
    SqlUkaz.Parameters.AddWithValue("@DataBits", 4); 
    SqlUkaz.Parameters.AddWithValue("@Parity", "None"); 
    SqlUkaz.Parameters.AddWithValue("@StopBits", 1); 
    SqlUkaz.Parameters.AddWithValue("@DeviceAddress", 9999); 
    SqlUkaz.Parameters.AddWithValue("@Register", 9999); 
    SqlUkaz.ExecuteNonQuery(); 
    SqlPovezavaTL.Close(); 
} 
 
Funkcija temelji na SQL stavku INSERT INTO, ki v tabelo Naprave vstavi novo vrstico. 
Nastavitve vsake pravkar dodane naprave so vedno enake. V stolpec COM se zapiše vrednost 
9999 in tudi za ostale stolpce velja podobno. Vse te vrednosti se spremeni naknadno. Po klicu 
te funkcije se ponovno zažene stran za urejanje regulacijskih naprav. 
V kolikor uporabnik želi regulacijsko napravo odstraniti, klikne na gumb Odstrani. Izvrši se 
sledeča koda. 
 
protected void LinkButtonOdstrani_Click(object sender, EventArgs e) 
{ 
    int NapravaID = Convert.ToInt32(DropDownListNaprave.SelectedValue); 
    Podatki.OdstraniNapravo(NapravaID); 
    Page_Init(sender, e); 
} 
 
Napravo se odstrani na podlagi njenega ID-ja, ki se ga dobi preko padajočega seznama 
naprav. Sledi klic funkcije OdstraniNapravo. Zadnja vrstica kode v zapisu zagotovi ponoven 
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zagon tistega dela kode, ki se izvrši ob izboru menija Regulacijske Naprave. Na ta način se 
posodobi padajoči seznam naprav. 
Funkcija OdstraniNapravo temelji na SQL stavku DELETE. Iz tabele Naprave izbriše vse 
vrstice z določenim ID-jem. 
 
public void OdstraniNapravo(int NapravaID) 
{ 
    SqlPovezavaTL.Open(); 
    string SqlTekst2 = "DELETE FROM Naprave WHERE NapravaID = @NapravaID"; 
    SqlCommand SqlUkaz2 = new SqlCommand(SqlTekst2, SqlPovezavaTL); 
    SqlUkaz2.Parameters.AddWithValue("@NapravaID", NapravaID); 
    SqlUkaz2.ExecuteNonQuery(); 
    SqlPovezavaTL.Close(); 
} 
 
V kolikor uporabnik želi regulacijsko napravo preimenovati, klikne na gumb Preimenuj. 
Izvrši se sledeča koda. 
 
protected void LinkButtonPreimenuj_Click(object sender, EventArgs e) 
{ 
    int NapravaID = Convert.ToInt32(DropDownListNaprave.SelectedValue); 
    string NapravaIme = DropDownListNaprave.SelectedItem.Text; 
    Session["NapravaID"] = NapravaID; 
    Session["NapravaIme"] = NapravaIme; 
 
    Response.Redirect("NastavitveNapravePreimenuj.aspx"); 
} 
 
Pred preusmeritvijo do novega spletnega obrazca (slika 24) se ustvari spremenljivki za ID in 






Slika 24: Spletni obrazec za preimenovanje regulacijske naprave 
 
Ob zagonu strani za preimenovanje naprave se z uporabo seje izpiše trenutno ime naprave. Ob 
vnosu novega imena naprave in ponovnem kliku gumba Preimenuj se kliče funkcijo 
PreimenujNapravo, v katero se vstavi ID in novo ime naprave. ID naprave se pridobi z 
uporabo seje, novo ime pa z uporabo polja za besedilo. Sledi preusmeritev na predhodno 
stran. To prikazuje sledeč zapis. 
 
protected void Page_Load(object sender, EventArgs e) 
{ 
    LabelTrenutnoIme.Text = (string)Session["NapravaIme"]; 
} 
 
protected void GumbPreimenuj_Click(object sender, EventArgs e) 
{ 
    int NapravaID = (int)Session["NapravaID"]; 
    string NapravaIme = TextBoxNovoIme.Text; 
    Podatki.PreimenujNapravo(NapravaID, NapravaIme); 
 






Pri čemer velja: 
 
public void PreimenujNapravo(int NapravaID, string NapravaIme) 
{ 
    SqlPovezavaTL.Open(); 
    string SqlTekst = "UPDATE Naprave SET NapravaIme = @NapravaIme WHERE NapravaID = 
@NapravaID"; 
    SqlCommand SqlUkaz = new SqlCommand(SqlTekst, SqlPovezavaTL); 
    SqlUkaz.Parameters.AddWithValue("@NapravaID", NapravaID); 
    SqlUkaz.Parameters.AddWithValue("@NapravaIme", NapravaIme); 
    SqlUkaz.ExecuteNonQuery(); 
    SqlPovezavaTL.Close(); 
} 
 
Funkcija PreimenujNapravo temelji na SQL stavku UPDATE, ki v tabeli Naprave spremeni 
ime naprave z določenim ID-jem. 
V kolikor uporabnik želi vse spremembe v meniju Regulacijske naprave shraniti, klikne na 
gumb Shrani in izvede se sledeča koda. 
 
protected void GumbShraniRS485_Click(object sender, EventArgs e) 
{ 
    int NapravaID = Convert.ToInt32(DropDownListNaprave.SelectedValue); 
    KnjiznicaTypeDef.ParametriNaprave ParametriRS485 = new 
KnjiznicaTypeDef.ParametriNaprave(); 
 
    ParametriRS485.COM = Convert.ToInt32(TextBoxCOM.Text); 
    ParametriRS485.BaudRate = Convert.ToInt32(DropDownListBaudRate.Text); 
    ParametriRS485.DataBits = Convert.ToInt32(DropDownListDataBits.Text); 
    ParametriRS485.Parity = DropDownListParity.Text; 
    ParametriRS485.StopBits = Convert.ToDouble(DropDownListStopBits.Text); 
    ParametriRS485.DeviceAddress = Convert.ToInt32(TextBoxAddress.Text); 
    ParametriRS485.Register = Convert.ToInt32(TextBoxRegister.Text); 




Z uporabo razreda ParametriNaprave se v spremenljivko ParametriRS485 shrani vse vpisane 
parametre. Če je potrebno, se jih sprva pretvori iz niza znakov v števila. Te parametre se 
zapiše v podatkovno bazo z uporabo funkcije ShraniRS485, ki temelji na SQL stavku 
UPDATE. 
Meni Regulacijske naprave ima praktično identičen diagram poteka kot meni Stroji. Zato tudi 
izvedba menija poteka na enak način. Na enak način poteka tudi izvedba prvega dela menija 
za testiranje Modbus povezave. Izvedba drugega dela tega menija je že opisana v poglavju 5.3 




7 Objava spletne aplikacije 
Razvoj spletne aplikacije poteka v razvojnem okolju programa Microsoft Visual Studio. Ko je 
aplikacija izdelana, se jo prenese v delovno okolje. Med poganjanjem aplikacije v razvojnem 
okolju ta namreč ni dostopna ostalim zunanjim napravam, saj se ob vsakem testiranju 
aplikacija zažene na naključnem naslovu razvojnega strežnika (ang. Visual Studio 
Development server). Delovno okolje omogoča hitrejše izvajanje aplikacije, saj ne podpira 
možnosti odkrivanja hroščev, ki je na voljo samo v razvojnem okolju. 
Pri prehodu v delovno okolje se spletno aplikacijo namesti na namenski spletni strežnik, ki 
ima stalni naslov. Pri tem se uporabi program za poganjanje spletnih aplikacij. Operacijski 
sistemi Windows omogočajo poganjanje spletnih aplikacij preko programa Internet 
Information Services (IIS) Manager. Slednjega se aktivira preko kontrolne plošče (ang. 
Control Panel) preko menija za aktiviranje Windows programov (ang. Turn Windows features 
on or off). Program IIS Manager prikazuje slika 25. 
 
 




Ker spletna aplikacija uporablja knjižnico Microsoft .Net Framework 4, se je potrebno 
prepričati, da je slednja nameščena tudi na namenskem spletnem strežniku. V kolikor temu ni 
tako, se jo namesti preko programa ISS Manager. 
Privzeto se aplikacija izvaja na vratih (ang. port) 80, ki so primarna vrata izvajanje spletne 
aplikacije. Da se vse zunanje naprave lahko povežejo do spletne aplikacije, morajo ta vrata 
biti odprta. 
V programu Microsoft Visual Studio se pri objavi (ang. publish) spletne aplikacije izbere 
metodo objave (v našem primeru »file system«) in lokacijo objave (v našem primeru C:\eTL). 
V program ISS Manager se vpiše enako lokacijo in določi privzeto stran ob zagonu aplikacije. 
Za privzeto stran je izbran meni Proizvodnja. S tem korakom je objava spletne aplikacije 




Sistem za avtomatizirano nastavljanje proizvodnih strojev je izdelan zaradi stalnih zahtev po 
višanju stopnje avtomatizacije v industriji. Sistem temelji na spletni aplikaciji, ki je 
sprogramirana v programskem jeziku C#, podatkovni bazi Microsoft SQL Server in protokolu 
Modbus RTU, ki omogoča komunikacijo s stroji. 
Sistem preverjeno deluje na izdelanem demonstracijskem sistemu. V samo proizvodnjo 
zaenkrat še ni implementiran. Pri implementaciji bo potrebno vse regulacijske naprave 
proizvodnih strojev povezati preko vodila RS-485 na enak način kot je to storjeno pri 
demonstracijskem sistemu. Sledil bo programski del kot je vnašanje Modbus nastavitev. 
Skoraj zagotovo bomo največ časa potrebovali za vnos tehnoloških listov, saj je teh res 
veliko. 
Kljub temu, da sistem izpolnjuje vse zastavljene zahteve, je možnosti za izboljšave še veliko. 
V aplikacijo bi lahko dodali nov meni za vpis informacij o uporabljenih surovinah in s tem 
poenostavili postopek za sledljivost surovin kot to opisuje poglavje 2.1. Še ena možnost 
izboljšave je dodajanje dodatnih opozoril in omejitev pri urejanju tehnoloških listov in vnosu 
parametrov za Modbus komunikacijo. Dodali bi lahko tudi možnost poimenovanja 
parametrov na tehnoloških listih in dodatne omejitve pri pošiljanju teh parametrov na stroje. 
Na ta način bi dodatno zmanjšali možnost napak pri proizvodnji. Sistem je zasnovan tako, da 
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