One of the major issues related to teaching an introductory programming course is the excessive amount of time spent on the language's syntax, which leaves little time for developing skills in program design and solution creativity. The wide variation in the students' backgrounds, coupled with the traditional classroom (one size-fits-all) teaching strategy, and bounded course duration, makes it extremely difficult for an instructor to go beyond adequate syntax coverage, to developing and enhancing the student's problem solving abilities. The solution to this dilemma is provided by a teaching environment that transforms and enhances traditional classroom teaching with a customized software teaching tool. We proposed, developed, and tested a software tool for teaching a first course in programming languages. The tool was used in teaching one of four sections of a programming course in our institution with favorable comparative results. This paper presents the comparative results of testing the teaching tool on an introductory computer programming course. Our results indicate that the tool was very effective in improving the students' performance in learning the programming concepts and reducing the time spent on syntax coverage. Additionally, the tool has proved to be useful in the following:
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-creating templates that enforce the important concepts and constructs, -providing the flexibility to switch from a language to another, -helping to bridge the gap between students from various backgrounds,
-increasing the student's enthusiasm and confidence in writing correct programs.
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Introduction
Information systems have become a critical component of the competitive strategy of many of today's business organizations. The demand for programmers and software developers continues to increase, as information technology is increasingly being integrated into the architecture and strategy of organizations. However, the supply of sufficiently competent and skilled programmers remains an illusive goal. In particular, given the diverse educational background of the students, the task of preparing them to the job market by providing them with appropriate programming skills is becoming more important.
Many colleges require students to take programming courses not as a major but as a college requirement to satisfy a set of broad skills and knowledge for a degree in another field, such as finance. Many such students show interest in computer programming (Gayo-Avello & FernandezCuervo, 2003) , but the majority of them find it a difficult and complex cognitive task (Guindon, 1990; Jeffries, Turner, Polson, & Atwood, 1981; Kim & Lerch, 1997; Letovsky, 1986; Mayer, 1989; Simon, 1973) . In our institution, an introductory programming course is compulsory to all the students of the college of business. This course is intended to provide a broad set of problem solving skills as a foundation for business problem solving, as noted by Soloway (2003) and Moor & Deek (2006) . Furthermore, in many degree programs, such as computer science and information systems, students take a related set of programming courses, beginning with an introductory one.
The two fundamental issues related to teaching programming are: the selection of a programming language for the introductory course and the most effective approach for teaching this introductory course. The choice of the first programming language, and its teaching approach, are critical to the students' understanding and acquisition of programming skills as well as their preparation for the next higher programming course (Parker, Chao, Ottaway, & Chang, 2006) . The question of which programming language, such as C, Basic, Pascal, Java, or COBOL, is ideal as an introductory course has been controversial, influenced by the evolution of the programming languages and software engineering disciplines. The teaching approach is even more problematic and open to a great deal of experimentation. Most of the challenges inherent in teaching an introductory programming course, especially within the constraints imposed by a semester system (Churcher & Tempero, 1998) , are related to the excessive amount of time spent on teaching the language syntax and the wide variation in the students' backgrounds. Covering the language's syntax is but one of the three primary pedagogical goals of teaching a programming language: program design skills and creative thinking are probably the ultimate skills sought after, which are intended to provide and reinforce generic problem-solving skills that are so vitally important in today's business world (Moor & Deek, 2006) .
Many academics report their experience in using various teaching methods in this regard. These methods include changing the programming language, using different textbooks, slowing the course down, switching between bottom-up and top-down approaches, or even lowering the standards or reducing the course requirements, as some academics suggest. None of these methods has produced any significant results (Baldwin & Kuljis, 2000) . With the increase in enrollments and the diversity in the students' backgrounds, abilities, learning speeds, and attitudes, an alternative approach is needed to overcome the difficulties inherent in teaching an introductory programming course (Gayo-Avello & Fernandez-Cuervo, 2003) . Computer programming demands complex cognitive skills such as reasoning and planning (Kurland, Pea, Clement, & Mawby, 1986) . There is a general acceptance in the literature that learners need to acquire syntactic, conceptual and strategic knowledge, as McGill and Volet (1997) suggest.
The goal of this research paper was to develop a computer programming teaching tool that addresses the issues and challenges we have faced in our school, and have been reported also by many others (McCracken et al., 2001; Sheard & Hagan, 1997) . The objective of this research focuses on the following:
1. Course management time, with syntax coverage taking a much shorter time.
2. More emphasis on design and creative thinking/problem solving skills.
3. Guiding the students, through the use of templates, in their learning processes.
4. Independent web-based learning, with less need for supervision.
5. Language-independent learning, where students can learn multiple languages in parallel and easily switch from one language to another.
The rest of the paper is organized as follows. A background on the challenges of teaching computer programming is presented in the next. Our research methodology appears in the third section. The fourth section provides our experimental results. Discussion appears in the fifth section, and conclusions with suggestions for future work are given in the final section.
Background
There have been discussions in the literature concerning the selection of the first programming language (Allen, Grant, & Smith, 1996; Galy & Waldron, 2002; Guzdial, McCracken, & Elliott 1997; Reinfelds, 1998) . The choice of the first programming language, while not yet settled, is arguably less important than the issues of what to teach, how to teach it, and achieving an appropriate balance between knowledge of the language syntax, design skills, and creativity. A first programming course needs to introduce the programming principles, which are usually conceptual in nature, using any suitable computer programming language. The language itself is not as important as the construction of a solution to the problem under study. Programming languages are used sometimes solely for the development of creative thinking and design skills.
However, the objective for students of computer science and information systems is the ability to design and construct programs as creative solutions to real world problems. One programming language is not sufficient for these fields, as programming is usually their ultimate career. In our institution, "Principles of Business Programming" is the first course in the MIS major. This is a required course for all the students of the four departments of the college (management, accounting, economics and MIS). It is a vital course for today's business students, as it helps to build and enhance their problem-solving and creative thinking skills. This, however, introduces a significant complication in teaching such a course, as students have various backgrounds and interests.
Our students enter the college from the high school with art (literary) or science concentrations. Initially, we chose the C language for teaching the Principles of Business Programming course. Although the selected language is essential for the MIS students, it was found to be far from practical or useful to the students from the other departments. Visual Basic.NET was then selected for the last couple of semesters, but due to the differences in syntax our MIS students now face a new challenge when moving up to the Java course which is required as a second programming course for the MIS students. We are, therefore, back to the old ugly question of which language should be selected as a first programming language. Thus, besides the problems related to teaching the three sets of skills (syntax, design, creativity) in the first course, MIS students face the additional challenge of switching to a completely different language once they finish the first. This problem is one of the reasons why some institutions are thinking to migrate or have already migrated to using Java as the introductory (first) programming course (Campbell & Bolker, 2002) . The development of creative thinking and design skills is one of the main objectives for the first course regardless of the language used. This must occur in the first course or students will suffer in all the following programming courses.
Teaching a language's syntax often takes the greater part of a semester's time. However, with the syntactic knowledge, students are usually able to write programs that can be compiled, but the students would not necessarily possess the design and development knowledge required for difficult and realistic programming problems. A programming language's syntax deals with the facts and rules governing the language (Bayman & Meyer, 1998) . Syntactical knowledge is an important step in learning a programming language by novice programmers and could, according to our experience, consume up to two thirds of the course period; nonetheless, some students still face serious problems understanding the language syntax (Sherad & Hagan, 1997) . Our primary goal is to reduce the time required to cover the syntax and to alleviate the syntax problems facing students. Having a system that guides the students in writing the program's constructs correctly, avoiding thereby the most common and silly mistakes, will speed the learning process and help the students to become more confident (Ala-Mutka, Uimonen, & Jarvinen, 2004) .
Research Methodology
This paper describes an experimental tool that was developed to achieve the above-mentioned goals. This web-based tool helps in mastering the various programming constructs and forces the students to follow the instructor's templates, which emphasize the conceptual knowledge as stated by Linn and Dalbey (1989) , to achieve a well planned learning path. It reduces the need for a commercial development environment and at the same time provides valuable information back to the instructors. We discuss below the main architectural features of the tool.
System Architecture
The proposed system consists of the components shown on Figure 1 . These components are divided into a client side (shown as shaded) that is a combination of three frames within the development page that is displayed to the user directly after logging-in.
A read only instructor's template is displayed within dev.xml frame using the format.xsl file. A template, simply, is a skeleton program structure that the students can easily com- plete to produce a source file. From the load.htm frame, a student can create his/her own copy of the instructor's template or retrieve one of his/her previously saved xml files using getFile.asp. The saved file is retrieved from the user's personal folder that is created in the server when the user's account is created. The system saves all programs in the XML format for integration and interoperability.
After loading the instructor's template or previously saved files, the user can add to or delete from the contents of the XML file. For any selected construct, the XML requests the related construct's template template.asp from the select.asp file. This template page contains the required fields, instructions, and example explaining the selected construct. When the template is filled in and submitted, update.asp will update and redisplay the contents of the XML file accordingly. This process is repeated until the development process is completed. The user then is able to save the produced program by invoking convert.asp that is using convert.xsl to produce out.htm. This file is also converted (using third party software) into source.cpp which is an ASCII text file. The text is popped-up in a simple program development editor where the user is able to compile and run it.
Program Templates
As the following figure shows (Figure 2) , the user will have the program's main structure and a control (X) to delete any statement (except the main structure) and the control (U) to add a new statement. Pressing the control (U) will display a list of all possible valid statements at that location. The possible statements in the body of the main function include declaration, if statement, for loop, while statement and so forth. However, the selection list at the top of the program contains #include, #define, library inclusion, global variables and so forth. As mentioned previously, selecting any statement will display the necessary fields that are required to be filled by the user in the frame located at the right as well as a description and example for the selected statement. Filling the fields related to the selected statement on the right hand side and pressing the "insert" button will insert the statement in the program at the left hand side. This process will assure that no mistake can be made in creating the statements and in allocating them within the program. It has been found to be very useful in creating the program in general and nested statements in particular. A sample of a nested program is shown in Figure 3 .
Experiments
An experiment has been carried out on a class of 20 students during the Summer of 2004. The course was divided into three periods (two weeks each, equivalent to 16 contact hours). The first period was devoted to an introduction to programming languages in general, and C in particular. Basic concepts of hardware, software, memory, variables, expressions, input, output and so forth were introduced during the first period of the course. During the second period, selection and looping with nesting were introduced with and without using the teaching tool. The final period was found long enough to emphasize the previous concepts and the introduction of functions, arrays, variable scopes and so forth. During this period, students were found opening and using the teaching tool without instructions or encouragement. However, after learning and mastering program structure using the teaching tool, some students were found writing correct programs directly on a text editor. There was a mid-term exam at the end of the first and second periods (Exam1 and Exam 2), and a comprehensive final exam at the end of the third period (Final). We will refer to the experimental class mentioned above as the section under experiment (SUE). The students' performance results of the SUE were compared with the results from three other sec- tions of the same course, as follows: A section taught by the same instructor of the experimental section (SUE), in a previous semester using the conventional class-teaching method, i.e. without using the teaching tool (we will refer to this as the Instructor's Conventional Section, or ICS). The Instructor made sure that the examination structure and its level of difficulty were kept similar for both sections, SUE and ICS. Two other sections (referred to as SEC 2 and SEC 3) were taught in parallel with the SUE, but by other instructors and without using the teaching tool. All the students of the above four sections had roughly the same level of academic preparedness. As demonstrated by the ANOVA paired sample tests for all the four sections (see Table 1 ), no significant differences in students' abilities (as measured by their cumulative GPAs) have been identified. 
Experimental Results
The examination results from the SUE were compared with the results from the other three sections mentioned above. The first and second mid-term exams were different but the final exam was uniform to all the three sections (i.e., SUE, SEC 2, and SEC 3). For the SUE, no significant difference was expected between the first and second mid-term exams, as the teaching tool was introduced towards the end of the second period and the real effect of the tool should appear during the final period. However, two distinct groups of students already started to form during the second exam as some students started to have a better control of the language, thanks to the teaching tool, whereas the majority concentrated around the mean value of the group.
As the contents, concepts and complexity of the material are different from one period to another during the semester where the level of difficulty was increasing from the first period, with the lowest, towards the final, with the highest difficulty, simple comparison between the scores achieved will therefore be inappropriate. To have a more realistic comparison, the following distribution around the mean was computed for each exam score:
where Z i is the deviation of the score X i of the i th student from the mean µ. This shows the distribution of scores that can be compared around the zero center.
We conducted a (post hoc) ANOVA test on the differences between the means of the scores for the exams of the three sections. Table 2 shows the results for the SUE, where the significance value is shown is parenthesis. As demonstrated by Table 2 , there are significant differences between the Final and both Exam 1 and Exam 2, but no significant difference between Exam 1 and Exam 2. This indicates that the teaching tool has been effective in improving the students' scores in the final exam. As a comparison, tables 3, 4, & 5 present similar tests for sections SEC 2, SEC 3, & ICS, respectively. As Table 3 indicates, there are no significant differences between the scores of the three exams for SEC 2. Similarly, no significant differences between the three exams can be reported for sections SEC 3 or ICS, as indicated by Table 4 and Table 5 , respectively. For these sections (taught without the teaching tool), no significant performance differences can be identified during any of the three exams. It is interesting to note that the significant differences for the SUE resulted from an improvement in the students' performance in the final exam due to the use of the teaching tool, as pointed to above. To test the improvement impact on the final exam for the SUE, the final exams of the four sections were compared, as reported in Table 6 . Even though there were certainly some extraneous factors related to differences in instructors, teaching approaches, etc., between the four sections, the final results for the SUE are still superior to those of sections SEC 3 and ICS, and slightly better than those for SEC 2. The authors suspect the existence of these extraneous factors to be the reason behind the insignificance of the difference between the final results for SUE versus SEC 2. 
Discussion
To realize the significance of students' performances due to the use of the teaching tool, the three exams (two midterms and a final) of the SUE were compared, as reported above. The first exam covered the basic concepts with a minimal number of constructs. The teaching tool had not been used during the preparation period for this exam. The performance of students was expected to be high due to the introductory nature of the material covered.
The major programming constructs were introduced during the second period of the semester. The students' performance in the second exam that followed this period was expected to be lower than that of the first exam due to the relatively more difficult concepts covered. Since the teaching tool was introduced at the middle of this period, not much improvement in the performance of the experimental section was therefore expected. In fact, because the tool had just been introduced before the exam and due to the difficulty of the concepts covered, the result for the second exam was worse than that for the first exam.
As indicated by Table 2 for section SUE, the teaching tool has significantly improved the results for the final exam, compared with the results of the first two exams that did not benefit from the use of this tool. On the other hand, the relatively more difficult material and exams affected the performance of the other sections (SEC 2 & SEC 3) in which the teaching tool was not used (see Tables 3-5 ). The final exam was the hardest and was uniform for all the sections. However, a significant number of the students in SUE performed very well, whereas a small number of the students still had difficulties related primarily to the acquisition of design and creative solution skills.
Exam results in programming courses are usually not normally distributed. This phenomenon didn't appear clear to us during the first exam. However, it appeared clearer in the second and the final exams. For the final exam, the chart shows two peaks of low and high scores (see Figure  4 ). This pattern is noticed in most of programming courses. The reason for that is the influence of the ability to think logically on the design and creativity skills, particularly in a first programming course. This means that some of the students in our samples found the course a very difficult subject that even the teaching tool could not help them in enhancing these skills. However, other students have the ability of logical thinking and therefore gained superior performance that was evidenced during the second and the final exams. Having two peaks of performance in the final exam of a programming course appears normal as some students have weak logical skills and this issue needs further investigation. This pattern of two peaks has appeared in the entire four sections and has been found to be very clear in the case of the students who used the teaching tool, which means that students with logical thinking skills have improved on these skills. The reason for that is the help offered by the tool in eliminating the syntax problem and allowing the students to concentrate on the problem-solving ability. The idea is shown clearly when the final results are compared for the four sections as shown in Figure 4 .
The introduction of the teaching tool has been found to be an effective solution to the syntaxlearning problem. The tool has helped in solving the dilemma mentioned earlier regarding the time spent on teaching the language syntax, leaving little time for developing other skills. MIS students can now easily switch to C or Java syntax without falling in the syntax error trap. Some of the SUE students later used the tool heavily in building their programs at the beginning of the Java course (second programming course).
Students of first programming course are a mixture of different disciplines and background. The teaching tool has helped in bringing all students to the same level in a short period of time. This offered the instructor more time to concentrate on the concepts rather than syntax and its related errors.
Using the tool, the instructor can supply an incomplete program that is loaded by students to complete a specific requirement. This will encourage the collaboration through the gathering of students in groups to discuss the problem as a team. The instructor can regularly change or add more requirements to the same problem using the completion strategy approach used by Chang, Chiao, Chen, and Hsiao (2000) . This approach emphasizes the design and creative thinking skills that are usually ignored when the students spend their time correcting the most common syntax errors.
Conclusions and Future Work
This paper presented an experiment with the development and testing of a web-based teaching tool for programming courses. The tool was motivated by our experience teaching an introductory programming course in an MIS degree program at our institution. The central issue was the excessive amount of class time spent on teaching the language syntax, which limits, and often precludes, the ability to achieve the other two fundamental programming objectives of developing program design skills and creativity in the problem solution.
The teaching tool we developed has produced interesting results that show clearly that the tool was effective in speeding up teaching and learning the language syntax. In addition to achieving the objective of speeding up syntax learning, the teaching tool includes the following salient features:
• The tool can be used in creating templates that enforce the important concepts and constructs.
• The tool is flexible and allows switching from a language to another.
• It helps to bridge the gap between students from various backgrounds and bring them up to an equal level at an early stage in the course.
• It helps to increase the student's enthusiasm and confidence in writing correct programs.
• It can be used as a web-based self learning tool that will reduce the need for teaching and learning assistance.
Although most of the above mentioned issues have been addressed in this work, further investigations might be needed. In our next work a survey will be conducted to get a better understanding of students' opinions about the tool and its effectiveness. Based on the survey results, more efforts might be added to enhance the tool to include more features. The enhanced tool may include the ability of automatic marking of students' assignments based on the template that is continuously modified and controlled by the instructor who can prepare a pattern of learning curve.
More emphasis can be added to personalization and distance learning that will help enrolled students in enhancing their performance, as well as assist in self and distant-learning courses. Finally, the clearly distinguishable peaks of performances might be used as a measure in selecting students in the MIS program, which traditionally has a higher demand than other programs in our college. 
