Abstract. In this paper we initiate the study of testing properties of hypergraphs. The goal of property testing is to distinguish between the case whether a given object has a certain property or is "far away" from the property. We prove that the fundamental problem of -colorability of k-uniform hypergraphs can be tested in time independent of the size of the hypergraph. We present a testing algorithm that examines only (k / ) O(k) entries of the adjacency matrix of the input hypergraph, where is a distance parameter independent of the size of the hypergraph. Notice that this algorithm tests only a constant number of entries in the adjacency matrix provided that , k, and are constant.
Introduction
A classical problem in computer science is to verify if a given object possesses a certain property. For example, we want to determine if a boolean formula is satisfiable, or if a graph is connected. In its very classical formulation, the goal is to give an exact solution to the problem, that is, to provide an algorithm that always returns a correct answer. In many situation, however, this formulation is too restrictive, for example, because there is no fast (or just fast enough) algorithm that gives the exact solution. Recently, many researchers started studying a relaxation of the "exact decision task" and considered various forms of approximation algorithms for decision problems. In property testing (see, e.g., [1, 11, 13, 17, 16, 18, 19, 26, 29] ), one considers the following class of problems:
Let C be a class of objects, O be an unknown object from C, and Q be a fixed property of objects from C. The goal is to determine (possibly probabilistically) if O has property Q or if it is far from any object in C which has property Q, where distance between two objects is measured with respect to some distribution D on C.
14, 18, 19, 30] ). Property testing arises naturally in the context of program verification, learning theory, and, in a more theoretical setting, in probabilistically checkable proofs. For example, in the context of program checking, one may first choose to test whether the program's output satisfies certain properties before checking that it is as desired. This approach is a very common practice in software development, where it is (typically) infeasible to require to formally test that a program is correct, but by verifying whether the output satisfies certain properties one can gain a reasonable confidence about the quality of the program's output.
The study of property testing for combinatorial objects, and mainly for labeled graphs, was initiated by Goldreich et al. [18] . They investigated several interesting graph properties and showed, for example, that testing -colorability of graphs is testable in time independent of the input size.
We refer the reader to the excellent survey by Ron [29] , where a very thorough exposition of this field is presented and applications of this model are discussed.
Our Contribution
In this paper we extend the notion of property testing to hypergraphs, and study the problem of testing colorability properties of hypergraphs. Hypergraphs. Recall that a hypergraph is a pair H = (V, E) such that E is a subset of the power set of V . The set V is the set of vertices and E is the set of edges. We consider only finite hypergraphs (i.e., V is finite) and such that V ∩ E = ∅. If E contains only sets of size k then H is said to be k-uniform. A hypergraph is a well-known generalization of a graph; a 2-uniform hypergraph is a standard undirected graph.
An -coloring of a hypergraph H = (V, E) is a mapping χ : V → {1, . . . , }. An -coloring χ of a hypergraph H = (V, E) is called proper if H contains no monochromatic edge (that is, for every e ∈ E, there exist x, y ∈ e such that χ(x) = χ(y)). A hypergraph H is -colorable, if there exists a proper -coloring of H.
In the case when we will discuss the 2-coloring problem, we shall frequently consider χ to be a function that assigns to every vertex either color red or blue. Testing colorability property of hypergraphs. In this paper we study the problem of testing the property that a given hypergraph is -colorable. We assume the hypergraph H = (V, E) with n vertices is k-uniform and it is represented by its adjacency matrix A of size n k , that is, the entry Observe that the behavior of an -tester may be arbitrary for hypergraphs that neither have property P nor are -far from property P. Specifically, given query access to an adjacency matrix A representing H, and a distance parameter , we study the problem of determining with reasonably high probability whether H is -colorable, or whether more than an -fraction of entries of A should be modified so that the hypergraph defined by the modified adjacency matrix becomes -colorable. In the later case, we say H is -far from being -colorable.
There are two measures of the complexity of testing algorithms: the query complexity and the running time complexity of an -tester. The query complexity of a tester (in our context of hypergraphs) is measured only by the number of queries to the entries of the adjacency matrix of the input hypergraph, while the running time complexity counts also the time needed by the algorithm to perform other tasks (e.g., to verify if a given sub-hypergraphs is -colorable).
To exemplify the notion of -testers, let us compare the notion of standard approximation of 2-colorability with the notion of testing 2-colorability in 3-uniform hypergraphs (this is a slight modification of an example used in [7] Results. Our main theorem is an -tester for -colorability of k-uniform hypergraphs that has query complexity that is independent of the input hypergraph size.
Our -tester follows the standard approach in this area: it first samples at random a subset of vertices of the hypergraph H, and then checks whether the sub-hypergraph of H induced by the vertices chosen is colorable:
' We can prove the following result.
This immediately implies the following.
Theorem 1.2. There is an -tester for -colorability of k-uniform hypergraphs that has query complexityÕ((k / )
2 k ) and the running time of exp(Õ(k / ) 2 ).
Context and Related Work
Hypergraph coloring. Hypergraph coloring is a well studied problem in the literature in discrete mathematics, combinatorics, and computer science. In contrast to graphs, where one can decide in linear time if a graph is 2-colorable (or equivalently, bipartite), testing if a given hypergraph is 2-colorable is N P-hard even for 3-uniform hypergraphs [23] . In [22] , it is shown that unless N P ⊆ ZPP, for any fixed k ≥ 3, it is impossible to approximate in polynomial time the chromatic number of k-uniform hypergraphs within a factor n 1−ε for any constant ε > 0. Very recently, Guruswami et al. [20] proved that for any constant c, it is N P-hard to color a 2-colorable 4-uniform hypergraph using c colors. In [20] even a stronger inapproximability result is shown, that there exists a constant c 0 such that, unless N P ⊆ DT IM E(n O(log log n) ), there is no polynomial time algorithm that colors a 2-colorable 4-uniform hypergraph using c 0 log log log n colors.
The property of hypergraph 2-colorability (called also "Property B" by Erdős) has been extensively studied in the combinatorics literature (see, e.g., [5, 10, 12, 27] ). In particular, the study of this problem led to the discovery of the celebrated Lovász Local Lemma [12] . In computer science the problems of coloring hypergraphs have been studied mostly due to its connection to important graph coloring and satisfiability problems (cf., e.g., [9, 24] ). Extending the approximation results for graph coloring, several authors have provided approximation algorithms for coloring 2-colorable hypergraphs [2, 8, 21, 22] . For example, the very recent polynomial-time approximation algorithm from [21] colors any 3-uniform 2-colorable hypergraphs usingÕ(n 1/5 ) colors.
Testing colorability. We are not aware of any prior testing algorithms for colorability of hypergraphs. However, very recently we have heard that, independently to our work, Alon and Shapira (personal communication, 2001) developed a testing algorithm for some general version of satisfiability that includes also testing -colorability of uniform hypergraphs. Goldreich et al. [18] were the first who studied the problem of testingcolorability in graphs (although implicitly this problem could be traced to [28] ). In the most basic case of graph 2-coloring (that is, testing bipartitness), they designed an algorithm withÕ(1/ 3 ) query complexity (and running time). Their analysis was later improved by Alon and Krivelevich [3] , who showed that the complexity of this algorithm isÕ(1/ 2 ). For the more general case of testingcolorability for arbitrary ≥ 2, Goldreich et al. [18] presented an algorithm with the query complexity ofÕ( 4 / 6 ) and the running-time complexity of 2Õ
3 ) . Again, Alon and Krivelevich [3] improved the analysis of the algorithm and obtained a bound ofÕ( 2 / 4 ) on the query complexity and 2Õ
( / 2 ) on the running time. Alon et al. [1] presented another "constant-time" (i.e., independent of the size of the input graph) property testing algorithm; their algorithm uses the Szemerédi Regularity Lemma, and therefore the bounds for the query complexity and the running time, though independent of the size of the graph, have huge dependency of and . Fischer [15] extended the methods from [1] and investigated more general graph colorability properties.
Organization of the Paper
Because of space limitations, we concentrate our analysis mostly on testing 2-colorability of 3-uniform hypergraphs and only briefly discuss extensions to the general case. In the main part of the paper, in Section 2, we present a detailed analysis of Tester(s, 2) and prove Theorems 1.1 and 1.2 for 2-colorability of 3-uniform hypergraphs. Then, in Section 3, we briefly discuss extensions of this result to -colorability of k-uniform hypergraphs.
Testing 2-Colorability of 3-Uniform Hypergraphs
In this section we only consider 2-coloring of 3-uniform hypergraphs. Let H = (V, E) be a 3-uniform hypergraph. This section is devoted to the proof the following result.
2 ) is an -tester for 2-coloring 3-uniform hypergraphs. Theorem 2.1 immediately implies the following.
Theorem 2.2.
There is an -tester for 2-coloring 3-uniform hypergraphs with query complexity of Θ (1/ 6 ) and the running time of exp(O(1/ 2 )).
We choose s = 4 · 10 3 · (1/ ) 2 , though we did not try to optimize the constant and it is easy to improve over our constant 4 · 10 3 significantly, perhaps even to a one digit number.
In order to prove Theorem 2.1 we must show the following properties of Tester(s, 2):
1. if H is 2-colorable, then the algorithm accepts H (that is, H S is 2-colorable); 2. if H is -far from 2-colorable, then the algorithm rejects H (that is, H S is not 2-colorable) with probability at least 2/3.
Since if a hypergraph is 2-colorable, so is any its sub-hypergraph (and in particular, H S ), property (1) trivially holds. Therefore we must only prove that property (2) holds as well. From now on, we shall assume H is -far from having 2-coloring.
Coloring Game with the Adversary
For the purpose of the analysis, we partition our sample set S into 100/ sets
We analyze the following game on H:
We play 100/ rounds starting with an initially empty set V colored of colored vertices. In the course of the game we are adding new vertices to V colored and the adversary chooses a color for each of these vertices. The coloring procedure of the adversary may be arbitrary, but the partial coloring of H on the sub-hypergraph induced by V colored must be always proper. If the adversary is unable to properly color the vertex chosen, then we win. If the adversary properly colors the vertices during all 100/ rounds, he wins.
Formally, round i of the game looks as follows:
-We choose a vertex v from set U i and add it to V colored .
-The adversary colors v either red or blue. He is not allowed to create monochromatic edges.
The following claim that plays the key role in our analysis explains the idea behind introducing the game.
Claim. If for any 3-uniform hypergraph H that is -far from 2-colorable we win independently of the strategy of the adversary with probability at least 2/3, then the hypergraph H S computed by Tester(s, 2) is not 2-colorable with probability at least 2/3. Therefore, in particular, Tester(s, 2) is an -tester for 2-coloring 3-uniform hypergraphs.
Proof. The proof is by contradiction. Let us assume that H S has a proper coloring χ H S with probability greater than 1/3 (over the choice of S). Then, the adversary may color each vertex v ∈ S according to χ H S (v). Since the adversary wins if χ H S is proper, he wins with probability greater than 1/3, which is a contradiction. By our discussion above, this implies that Tester(s, 2) is an -tester for 2-coloring 3-uniform hypergraphs. Therefore, our plan is to show that if H is -far from 2-colorable, then we win the game with probability at least 2/3 independently of the strategy of the adversary. In order to prove this result, we first concentrate ourself on estimating the probability that we win against a single fixed strategy of the adversary, and then generalize this estimation to winning against all strategies of the adversary.
Our Strategy
Informally, our strategy in round i is to choose an especially selected vertex v from U i that either cannot be properly colored or that adds many new "constraints" to the colors of the vertices of the hypergraph no matter what color the adversary chooses to color v.
During the game, some of the vertices are already colored. This coloring defines constraints for the colors of the remaining, yet uncolored vertices. We model these constraints by five sets V colored , V conf lict , V red , V blue , V free that form a partition of the vertex set V , and by two graphs G red = (V, E red ) and G blue = (V, E blue ). In what follows we prove that the so obtained hypergraph H is properly 2-colored by χ and that it is obtained from H by deleting less than n 3 edges. It is easy to see that the algorithm maintains the invariant that the constraints for the colors of the remaining vertices do not change. Indeed, if coloring a certain vertex creates new constraints, then all edges that cause these constraints are deleted from the hypergraph. Thus at any time, coloring a vertex in V red (V blue ) red (blue) does not create any monochromatic edges in the current hypergraph. Coloring heavy and conflict vertices obviously is correct because all incident edges are deleted. And finally, coloring a vertex in V free either red or blue again does not create any monochromatic edges because of the invariant. Therefore, the obtained hypergraph H is properly 2-colored by χ.
It remains to show that the number of deleted edges is less than n 3 . We remove at most n 2 edges incident to any heavy vertex or a vertex in V conf lict . Since we know that there are less than n/10 heavy vertices as well as less than n/10 vertices in V conf lict , the loop over these two sets of vertices (that removes all incident edges) will delete less than 2 n 3 /10 edges. All remaining vertices are not heavy. Thus, coloring any such a vertex will create less than n/10 new constraints in V red , V blue , and V conf lict and less than n 2 /10 new constraints in G red and G blue (cf. Definition 2.1). Each of the new constraints in V red , V blue , and V conf lict can cause at most n edges to become new constraints. Since there are at most n vertices in V red ∪ V blue ∪ V free , the last three loops delete at most 5 n 3 /10 edges from H. Thus, overall, the hypergraph H is obtained from H by deleting less than 7 n 3 /10 edges. This yields a contradiction, because on one hand we have assumed that H is -far from 2-colorable, but on the other hand we have just shown that there is a 2-colorable hypergraph H that is obtained from H by deletion of less than n 3 edges.
Proof of Theorem 2.1
Now we are ready to formulate our strategy in details and to complete the proof of Theorem 2.1. We consider only the case that H is -far from 2-colorable. We want to show that for any strategy of the adversary, we win with probability at least 2/3. Then, Claim 2.1 would imply the proof of Theorem 2.1.
Observe that there are at most 2 100/ strategies of the adversary, each one corresponding to a binary string of length 100/ such that if the ith bit is 1 (or 0, respectively), then the adversary colors vertex v ∈ U i red (or blue, respectively). Let us fix any strategy of the adversary Υ . Then, in round i we may assume we know the current status of the game (the coloring of the vertices in P chosen prior to round i). We further may assume that the set U i is chosen at random. Then we choose the next vertex v ∈ U i to be colored by the adversary as follows: If there is a vertex in U i that belongs also to V conf lict then we choose one such a vertex and win the game. If there is no vertex in U i ∩ V conf lict , then we choose a heavy vertex if one exists in U i . If there is no heavy vertex in U i , then we choose an arbitrary vertex from U i . Now, let us observe that since U i is a randomly chosen set of vertices of size 40/ , from Lemma 2.1 we may conclude that in round i 
Pr v is neither heavy nor belongs to
Given this majorization result, we can use basic calculations to estimate the probability that X Υ ≥ 50/ . Let N = 100/ and p = e −4 .
Pr[X
Thus, we have shown that for a given strategy Υ the adversary wins with probability upper bounded by (1/3) · 2 −100/ . Now, we can incorporate the union bound to obtain an upper bound for the probability that there is a strategy Υ for which the adversary wins:
Hence, we have proven that we win for all strategies with probability greater than or equal to 2/3. By Claim 2.1, this implies the proof of Theorem 2.1.
follows roughly the same approach as the proof of Theorem 2.1 and we will frequently refer to that proof for some details. Let us fix s = 1600 k 2 2 ln / 2 and consider Tester(s, ). Since it is easy to see that any -colorable hypergraph is accepted by the tester, it is sufficient to prove that any hypergraph that is -far from -colorable is rejected by Tester(s, ) with probability at least 2/3.
Our goal is to show that we win the game against the adversary who is now allowed to use colors instead of 2 as in Section 2. We partition the sample set S into 20 k 2 2 / sets U i , 1 ≤ i ≤ 20 k 2 2 / of size 80 ln / each. We obtain the general result by adjusting our constraint modeling from Section 2 to -coloring of k-uniform hypergraphs. We model the constraints by a set of j-uniform hypergraphs H i,j for each 1 ≤ i ≤ and 1 ≤ j ≤ k − Using similar arguments (though technically more involved) as those used in Section 2, we can prove the following main technical result. Once we have Lemma 3.1, we can proceed similarly as in Subsection 2.3 to prove that we win the game with probability greater than or equal to 2/3 no matter which strategy is chosen by the adversary.
This implies the proof of Theorem 1.1.
