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Abstract 
Orientation inside an aircraft in VFR (visual) conditions can be difficult if the flight area is 
unknown. Thus, this project proposes to design and analyze a very Low-Cost Inertial Navigation 
System (INS) in order to study whether the system would be able to locate the user visually 
inside a flight area.  
You should use the radionavigation aids or GPS system but it is interesting to use an INS as it 
does not depend of external agents. It can be interesting as in mountain areas the signal can be 
lost. Both radionavigation aids and GPS use a very high frequency (VHF band) in their signals. At 
VHF the signal cannot bounce on the ionosphere so the range would be limited. Also, it can avoid 
obstacles like a mountain. So, in mountain areas coverage can be a problem. 
Furthermore, you can use a custom map in order to highlight some visual interesting points as 
mountains or highway for instance. Also, it can be highlight aerial spaces and its frequencies. 
Using this system, you can monitor the entire flight. It can be interesting for a further analysis. 
It will be interesting for aviation college as it permits analyze how the flight was done.  
This system implementation is not only for aircraft, but it can be used for aerial, terrestrial and 
maritime vehicles.  
 
 
 
 
 
Resumen 
Orientarse en una aeronave en VFR (visual) puede ser complicado si no se conoce la zona. Por 
eso, este proyecto propone diseñar y analizar un sistema inercial (INS) de mínimo coste para ver 
hasta qué punto podría ser factible para determinar la ubicación visualmente. Se pretende 
utilizar el sistema inercial para complementar a las radioayudas y GPS. 
No se puede prescindir de las radioayudas ni GPS, pero la idea de aportar un sistema que no 
dependa de agentes externos como un INS puede ser interesante en zonas donde la cobertura 
pueda ser problemática, por ejemplo en zonas montañosas. En altas frecuencias (VHF), que son 
las que utilizan las radioayudas, las ondas no son capaces de sortear obstáculos ni rebotar en la 
ionosfera, de esta manera el rango de la señal es visual (Anexo, Radioayudas). Por lo tanto, en 
presencia de regiones montañosas esta señal puede ser tapada por el terreno.  
Además, se propone utilizar un mapa personalizado de manera que se resalten puntos de interés 
a nivel visual para el piloto como autopistas o montañas. También se resaltan espacios aéreos y 
frecuencias de éstos. Utilizando este sistema también se puede monitorizar el vuelo para un 
posterior análisis, tema muy interesante para escuelas de aviación, ya que permite analizar 
cómo ha sido el vuelo.  
La implementación de este sistema no sólo es válida para una aeronave, si no que se podría 
utilizar para cualquier tipo de vehículo, ya sea aéreo, terrestre o acuático.  
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1. Introducción 
La orientación es un requisito indispensable cuando se trata de volar. Una aeronave ligera, suele 
volar en condiciones VFR, por lo que la instrumentación que lleva a bordo es bastante sencilla y 
escasa.  
Para orientarse, la manera más rápida y sencilla es visualmente. Visualmente se pueden 
reconocer objetos característicos como el mar, una montaña o más detalladamente una 
autopista o un edificio suficientemente grande y distintivo. Esta capacidad de orientación visual 
se desarrolla fundamentalmente por la experiencia y la cantidad de horas volando. Entonces, si 
se está aprendiendo a volar, generalmente es complicado orientarse visualmente desde el aire. 
Por lo tanto, hay que usar otros sistemas para orientarse.  
Después de la observación, hay dos sistemas basados en agentes externos que nos ayudan a 
posicionarnos en el mapa. Las radioayudas y el GPS. Debido a que estos sistemas pueden perder 
cobertura en determinadas zonas, es muy aconsejable llevar ambos para que si un sistema falla, 
el otro pueda seguir orientando al usuario. Esta situación puede producirse en zonas 
montañosas.  
Las señales de radioayudas se encuentran en el rango de frecuencias VHF (de 30 MHz a 300 
MHz) mientras que el GPS utiliza una frecuencia de 1575 MHz, que se encuentra en el rango UHF 
(de 300 MHz a 3GHz). En los rangos VHF y UHF la cobertura de las ondas no es muy extensa. Esto 
se debe a que la cobertura es puramente visual, a estas frecuencias no se pueden sortear 
obstáculos. Además, en frecuencias menores la ionosfera rebota la señal por lo que se puede 
aumentar el rango. En el caso de VHF y UHF la señal atraviesa la ionosfera. Por ese motivo, al 
permanecer en regiones montañosas es posible que la cobertura de radioayudas y GPS 
disminuya. 
Las radioayudas se componen básicamente por sistemas VOR y DME (Anexo, Radioayudas) . El 
principal problema de estas radioayudas es la baja precisión y sobre todo que es un sistema 
poco intuitivo y puede resultar difícil si no se está familiarizado con él. Además de que el coste 
de mantenimiento de las infraestructuras es muy elevado.  
Por otro lado, el GPS es mucho más intuitivo y preciso que las radioayudas. La desventaja que 
tiene el GPS es que es un sistema extremadamente complejo ya que depende de una 
constelación de satélites. Además, puede pasar que en según qué zonas se pierda la señal (típico 
ejemplo, entre montañas). En ese momento se iría “a ciegas” hasta que el GPS lograra volver a 
coger la señal.  
Una avioneta diseñada para vuelos VFR suele venir equipada con un sistema GPS muy básico y 
un par de sistemas para radionavegación. Estos sistemas requieren un mantenimiento complejo 
y a menudo, debido a que no se van a utilizar, si se estropean se les da poca prioridad y llegan a 
estar mucho tiempo estropeados.  
Cuando se usa un sistema de navegación, es importante llevar dos sistemas completamente 
diferentes. Lo más habitual es encontrarse un sistema GPS junto con uno de radioayudas. De 
esta manera si un sistema falla se puede utilizar el otro.  
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Por otra parte, siempre va bien monitorizar un vuelo. Especialmente cuando se está 
aprendiendo a volar. Así que hacer un sistema capaz de mostrar dinámicamente la posición y 
que guarde los valores para ver la ruta trazada después del vuelo puede ser buena idea. 
 
 
Solución 
Un buen sistema de orientación sería aquel que fuera sencillo, intuitivo y preferiblemente que 
no dependiera de agentes externos. Un sistema de referencia inercial (INS) se ajusta muy bien a 
estas características. 
Un sistema INS es sencillo e intuitivo ya que lo que se muestra no deja de ser un mapa con una 
posición (como si de un GPS se tratase), pero todo ello sin necesidad de comunicación con 
ningún otro tipo de sistema exterior. Únicamente es necesario el sistema inercial que se reduce 
a un conjunto de chips. De esta manera, en zonas montañosas donde suele haber problemas 
con la recepción de la señal GPS y de las radioayudas, un sistema INS no tendría ningún tipo de 
problema ya que toda la información se crea y se procesa a bordo de la aeronave sin depender 
de ningún sistema exterior.  
 El coste de un sistema INS común no suele ser demasiado elevado. Es cierto que los sistemas 
inerciales de un avión comercial valen miles de euros, pero esto se debe a que poseen giróscopos 
laser y consiguen una precisión altísima. Para el caso de un vuelo VFR no se necesita una 
precisión milimétrica, simplemente se necesita saber aproximadamente la orientación de la 
aeronave, y 100 m de error, por ejemplo, es algo que se puede tolerar. Así que con un sistema 
común que podemos encontrar en cualquier tienda de electrónica tenemos suficiente para 
implementar este sistema.  
La principal desventaja de este sistema es que con el paso del tiempo se va generando un error 
cada vez más grande. Esto es debido a que para calcular la posición actual se usa el valor de la 
posición anterior. Entonces si al calcular la posición tenemos un pequeño error debido a, por 
ejemplo, una aceleración momentánea errónea, este error se mantendrá indefinidamente ya 
que para la siguiente iteración nos basaremos en ésta que contiene un error. Así, aunque los 
errores no sean excesivamente grandes, se van acumulando.  
Así pues, un sistema inercial parece una buena alternativa para tener una idea aproximada de 
la posición del usuario desde el aire.  
Además, este sistema no sólo sería válido para una avioneta, también se podría utilizar en 
vehículos como coches, bicicletas o barcos de velas entre muchos otros. Incluso hay estudios 
donde se usan este tipo de sistemas en personas (Referencias, Artículos, [2]). 
Objetivo 
El objetivo de este proyecto es crear un sistema para orientarse desde una avioneta (u otro 
vehículo) en VFR de una manera intuitiva, sencilla y económica.  
Este sistema tiene que tener una buena fiabilidad y repetitividad, pero no tiene por qué tener 
una exactitud muy elevada. Interesa dar una posición aproximada para que el usuario se sitúe 
en el mapa. No es necesario llegar a tener error por debajo de 1 m. Desde el aire un error de 
 
 
8 
 
incluso 100 m es omisible (en fase de crucero, que es en la que se le da más énfasis en este 
proyecto).  
El sistema debería tener una pantalla donde se muestre un mapa con la ubicación actual. Como 
extra, se podría hacer un fichero donde se guardan los datos del vuelo por si se quiere ver la ruta 
una vez finalizado el vuelo.  
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2. Arquitectura del sistema 
Para llevar a cabo este proyecto, necesitamos tener muy claro cada componente y función de 
cada sistema. La arquitectura que debe tener nuestro proyecto consta fundamentalmente de 3 
partes: Sensores, microprocesador y visualización o display. 
 
Fig. 1. Arquitectura del sistema 
Una vez visto el esquema básico que se seguirá hay que analizar cada componente por separado 
para ver sus funciones y características. 
Sensor 
El sensor es el objeto que nos va a proporcionar todos los datos que se necesitan. El sensor 
que se debe utilizar debe de ser uno con acelerómetro y giróscopo incorporado. De esta 
manera se consigue saber la orientación de la aeronave en todo momento. 
Los requisitos mínimos necesarios de este sensor son: 
• Capacidad de medir aceleraciones de hasta 4 g.  
• Capacidad de medir velocidades angulares de hasta 250 °/s. 
• Bus de comunicación I2C para facilitar la comunicación con el microprocesador.  
Microprocesador 
El microprocesador o microcontrolador es el núcleo de este sistema. Esta parte es 
fundamental ya que es la que se encarga de obtener los datos del sensor, procesarlos para 
conseguir la información que se necesita y enviarlos a una pantalla para poder visualizarlo 
todo correctamente. 
Los requisitos mínimos necesarios de este microprocesador son: 
• Bus de comunicación I2C para facilitar la obtención de datos. 
• Capacidad de aplicar algoritmos y ecuaciones.  
• Alimentación a 5 V para poder alimentar fácilmente con baterías portables.  
• Capacidad de aplicar un mapa e interactuar con él. Es decir, plotear los valores 
obtenidos en el mapa en tiempo real. 
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Visualización o display 
El sistema display es el encargado de sacar por pantalla todos los valores obtenidos 
previamente.  
Los requisitos mínimos necesarios para este sistema son: 
• Pantalla entre 5” y 10”. Una pantalla inferior a 5’’ no mostraría claramente los 
valores obtenidos y una pantalla superior a 10’’ sería incomodo de llevar a bordo de 
una aeronave. 
 
Con estos requisitos mínimos sería posible llevar a cabo este proyecto de manera satisfactoria.  
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3. Diseño Hardware 
Una vez se tiene claro que especificaciones se necesitan hay que buscar elementos que encajen 
con las características necesarias. Para ello, existen tres opciones de diseño en cuanto a 
arquitectura que pueden satisfacer los requisitos.  
1. Ordenador portátil usando Labview como programa procesador 
La primera solución sencilla para cumplir requisitos sería utilizar un ordenador portátil 
con un software de adquisición de datos como por ejemplo LabView.  
El diseño consiste en conectar el sensor inercial a un sistema de adquisición de datos y 
enviar los datos a un ordenador portátil para el procesado. Para decodificar las señales 
del sensor se usaría el programa LabView, por ejemplo. Con esos datos se haría un 
display sobre un mapa obtenido por el programa Google Earth o similar.  
El inconveniente que presenta este diseño es que es muy aparatoso llevar un sistema 
tan voluminoso y pesado dentro de una aeronave, o cualquier vehículo en general. 
 
2. Arduino 
Dando el salto a Arduino se consigue un sistema compacto, más pequeño y manejable, 
capaz de obtener los datos del sensor. El inconveniente de este diseño es que los 
periféricos gráficos de Arduino son bastante limitados. La mejor opción sería enviando 
los datos a un ordenador y hacer el display con éste, de nuevo se vuelve a una situación 
parecida al caso 1.  
 
3. Raspberry Pi 3 modelo B 
La Raspberry Pi 3 es un mini-ordenador de bajo coste y consumo. Posee un rendimiento 
similar a un smartphone o tablet. Otro elemento a favor es que cuenta con una gran 
variedad de periféricos debido a su sistema operativo GNU/Linux. De esta forma, se 
puede tener todo el sistema de una manera compacta y hacer la visualización con una 
pequeña pantalla táctil similar a una tablet conectada directamente la Raspberry Pi.  
El principal inconveniente de este sistema es la entrada de sensores. La Raspberry Pi 
solo acepta entradas digitales.  
Finalmente, el diseño escogido para implementar en este proyecto ha sido la Raspberry Pi 3, 
pero utilizando Arduino como sistema de adquisición de datos. La gran ventaja de utilizar 
Arduino como adquisición de datos es que se podría implementar sensores analógicos, cosa que 
solo con la Raspberry Pi 3 no se podría ya que ésta únicamente tiene entradas digitales. Además, 
el hecho de cambiar o aumentar el número de sensores que se utilizar no afecta a la arquitectura 
del sistema. Es muy sencillo hacer pequeñas modificaciones en cuanto a sensores. Esto hace que 
sea un sistema muy fácil de adaptar. 
Características sensores 
Para realizar este proyecto se pensó en utilizar 3 sensores diferentes: 
• MMA8452Q (acelerómetro)   ($ 2) 
• BNO055 (acelerómetro y giróscopo)  ($ 7) 
• MPU9150 (acelerómetro y giróscopo)  ($ 5) 
Se ha pensado en estos tres sensores porque poseen características muy similares y con un 
precio muy reducido. Así que se podría utilizar uno u otro sin alterar excesivamente el 
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comportamiento del sistema. El precio que se muestra es únicamente del chip. Si se quiere 
comprar el chip ya soldado en una placa el precio será más elevado. 
El sensor MPU9150 no se utilizó debido a que había un problema de configuración. Así que se 
usó el sensor BNO055. El acelerómetro de este sensor mostraba errores mucho más grandes de 
lo que se esperaba según el datasheet. Al no poder localizar la fuente de estos errores se utilizó 
el sensor MMA8452Q como acelerómetro y el giróscopo del BNO055.  
 
Características del sensor MMA8452Q 
El sensor MMA8452Q es un acelerómetro digital de 3 ejes de la compañía NXP montado sobre 
una placa Sparkfun cuyas características principales son: 
• 12 bits de resolución 
• Sensor digital con bus de comunicación I2C 
• Rango variable entre ±2 g, ±4 g y ±8 g. 
Mirando el datasheet podemos determinar el error teórico que tendremos. Para nuestro caso 
que sería con un rango de ±4 g, la tolerancia sería: 
• Tolerancia del sensor:   ±4 % 
• Tolerancia de la temperatura:  ±0.008 %/K 
• Tolerancia debido a ruido máxima ±2.52 mg  
Los errores debido a cambios en temperatura son despreciables. Así que el error que tendremos 
será el error debido a la tolerancia del sensor para nuestro caso de ±4 g y el error debido al ruido 
que será de ±2.52 mg como máximo.  
Además de estos errores, también se tendrá un error sistemático. Este error no es más que un 
valor inicial de la medida que no es el que debería. Este tipo de error se puede eliminar 
fácilmente calibrando.  
Acoplamiento del sensor MMA8452Q 
Para acoplar este sensor a la placa Arduino, que será el sistema de adquisición basta con 
conectar los puertos SDA y SCL del sensor a los pines de Arduino añadiendo dos resistencias de 
330 Ω. En la siguiente figura puede verse la instalación. 
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Fig. 2. Acoplamiento MMA8452Q a placa Arduino 
Características del sensor BNO055 
Este sensor de la marca Bosch posee un giróscopo y un acelerómetro. Este chip va acoplado a 
una placa Arduino. Esta placa con el sensor BNO055 se conoce como 9 Axes Motion Shield. De 
esta manera se coloca la placa del sensor encima de la placa de Arduino formando un bloque 
compacto. 
Es importante destacar que para que la placa 9 Axes Motion Shield funcione se ha de 
cortocircuitar unos pines específicos dependiendo de la placa Arduino que se use. En nuestro 
caso, usamos una placa Leonardo, así que hemos de cortocircuitar el pin D7 con D4 para que el 
sistema funcione.  
 
Tabla 1. Pins para diferentes placas Arduino 
En la siguiente figura se puede ver la placa 9 Axis Motion Shield con la zona donde se encuentran 
los pines D7 y D4 resaltada.   
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Fig. 3. Soldadura en 9 Axis Motion Shield 
 
Las características de este sensor BNO055 son: 
• Giróscopo de 16 bits con rango variable entre ±125 °/s y ±2000 °/s. 
• Acelerómetro de 14 bits con rango variable entre ±2 g, ±4 g, ±8 g y ±16 g. 
• Bus de comunicación I2C 
• Temperatura de funcionamiento nominal de -40 °C a 85 °C. 
• Incorpora magnetómetro.  
• Salida de datos a 100 Hz. 
Mirando el datasheet podemos determinar el error teórico que tendremos. En el peor de los 
casos estos errores son, para el giróscopo: 
• Tolerancia del sensor:   ±3 % 
• Tolerancia de la temperatura:  ±0.07 %/K 
• Tolerancia de alimentación:  ±0.1 %/V 
• Tolerancia debido a ruido máxima ±0.3 °/s 
Los errores debido a cambios en temperatura y voltaje son despreciables. Así que el error que 
tendremos será de ±0.3 °/s además de un ±3 % de la medida total. Todo esto, en el peor de los 
casos.  
También tenemos errores al empezar a tomar muestras, pero al calibrar podremos eliminar 
estos errores por completo.  
Para el acelerómetro tenemos las siguientes tolerancias: 
• Tolerancia del sensor:   ± 4% 
• Tolerancia de la temperatura:  ± 0.03%/K 
• Tolerancia de alimentación:  ± 0.2%/V 
• Tolerancia debido a ruido máxima ± 6 mg 
Como en el caso del giróscopo, el error inducido por cambios de temperatura o voltaje son muy 
pequeños por lo que se pueden menospreciar. 
Al mover el sensor y dejarlo en reposo el acelerómetro no volvía a una posición de reposo si no 
que se mantenía con una aceleración constante. Debido a este fenómeno se optó por utilizar el 
sensor MMA8452Q. El giróscopo del sensor BNO055 funciona perfectamente así que se siguió 
utilizando éste.  
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Características del sensor MPU9150 
Este sensor digital de la marca InvenSense montado sobre una placa de la casa Sparkfun posé 
las siguientes características: 
• Acelerómetro de rango variable entre ±2 g, ±4 g, ±8 g y ±16 g. 
• Giróscopo de rango variable entre ±250 °/s, ±500 °/s, ±1000 °/s y ±2000 °/s. 
• Salida de datos configurable entre 4 y 1000 Hz. Por defecto son 100 Hz. 
• Incorpora magnetómetro. 
• Comunicación con bus I2C. 
Realmente las características de este sensor son muy parecidas a los otros dos. Así que como 
hubo ese problema con la configuración se optó por cambiar este sensor por el BNO055 
manteniendo unas características muy similares.  
 
Arduino como sistema de adquisición de datos 
Arduino posee la gran ventaja respecto a la Raspberry Pi 3 de que puede trabajar con entradas 
analógicas. Para los sensores actuales no importaría mucho acoplarlos a la Raspberry Pi o a 
Arduino ya que al tener salidas digitales vía I2C tanto Arduino como Raspberry Pi podrían adquirir 
los datos. Sin embargo, en un futuro se podría querer implementar otro tipo de sensores cuya 
salida sea analógica. Un claro ejemplo sería un barómetro para medir la presión atmosférica y 
así estimar la altura.  
Por contrapartida, Arduino es un microcontrolador de 8 bits. Al ser un microcontrolador de 8 
bits Arduino no puede trabajar con números con muchos decimales o enteros largos, trunca los 
valores si el dígito excede 8 bits. Por lo tanto, para el procesado sería conveniente utilizar un 
microcontrolador de superior a 8 bits para que así los datos sean correctos.  
 tiene la desventaja de que trunca los valores decimales, la cual cosa hace que no sea una 
herramienta muy fiable para el procesado de datos.  
Por esos motivos se ha elegido a Arduino como herramienta para adquirir los datos de los 
sensores. Luego estos datos se transfieren a la Raspberry Pi 3 donde se procesan.  
Características de Arduino Leonardo 
Arduino Leonardo es placa basada en un microprocesador ATmega32u4. El modo de 
funcionamiento de Arduino es conectarlo a un PC o similar y crear el programa deseado. Una 
vez se tenga, se sube a la placa Arduino y manteniendo una alimentación correcta, Arduino 
ejecuta este programa indefinidamente.  
Las características de Arduino Leonardo son: 
• Voltaje operativo de 5 V. 
• Alimentación a 7-12 V por entrada micro-USB. También permite alimentación por uno 
de sus pines.  
• 20 pines digitales. 
• 12 pines de conexión analógicos. 
• Reloj de 16 MHz. 
• Botón de reset físico en la placa. 
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Fig. 4. Placa Arduino Leonardo 
 
Además, Arduino Leonardo al permitir entradas analógicas además de digitales hace que se 
puedan acoplar diferentes sensores como por ejemplo un sensor de presión o temperatura.  
En este proyecto no se acoplan más sensores, pero un sensor de presión podría ser un buen 
elemento adicional para medir la altitud de la aeronave, así como corregir la velocidad en altura.   
Raspberry Pi 3 modelo B como procesador 
La Raspberry Pi 3 modelo B es el último modelo de la gama Raspberry Pi. La Raspberry Pi es un 
chip con los componentes necesarios para convertirlo en un mini-ordenador. La potencia de éste 
es limitada, como la de un Smartphone o Tablet. Sin embargo, para tareas como leer un sensor 
y hacer un display, es potencia suficiente. El sistema operativo que usa es GNU/Linux. 
Su uso es principalmente para hacer sistemas programados como, por ejemplo: Un dispensador 
de comida para peces, un sensor de proximidad, una pequeña estación meteorológica, un 
ordenador portátil, etc 
Instalación del sistema operativo 
La RP3 utilizada ya incorporaba un sistema operativo instalado. De esta manera es más sencillo 
empezar a enfocarse en el tema. No obstante, se explica de manera teórica como se instalaría 
el sistema operativo por primera vez.  
Para instalar el sistema operativo habría que seguir una serie de pasos bastante sencillos.  
1. Instalar el programa NOOBS en nuestra tarjeta SD 
Se descarga NOOBS con un PC y lo se copia en una SD ya formateada. Este programa es 
un instalador de OS para Raspberry Pi. Una vez copiado, volver a colocar la SD en la RP3. 
2. Encender la RP3  
Se conecta todos los periféricos necesarios: ratón, teclado, pantalla y cable LAN. Antes 
de instalar el OS no se podrá utilziar el WiFi ya que no está configurado. Una vez todo 
montado se conecta la alimentación y se enciende automáticamente.  
3. Instalar el OS 
Al encender aparece un menú con una lista de OS para instalar. Se elige la versión que 
deseada. En este caso, se encuentra instalado el OS Raspbian Jessie. Solo hay que seguir 
los pasos que el propio programa te va diciendo. Básicamente consiste en elegir OS y 
elegir idioma, tanto de OS como de teclado.  Una vez hecho esto nos dirá que se borrará 
la tarjeta SD, aceptamos y empezará la instalación. Al finalizar se reiniciará 
automáticamente y se tendrá la RP3 lista para usar.  
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Ahora que ya está todo configurado solo falta alimentar por el puerto micro-USB y añadir un 
ratón y un teclado inalámbrico para que sea más cómodo su uso.  
Componentes y características de Raspberry Pi 3 
El procesador utilizado es la Raspberry Pi 3 modelo B. Los componentes de la RP3 son los que se 
muestran en la figura 5. Estos componentes se pueden dividir en grupos: 
• Alimentación 
Puerto micro USB. 
• CPU 
Procesador de cuatro núcleos de 64 bits con memoria RAM de 1GB. 
• Memoria 
Tarjeta SD extraíble. No tiene memoria interna. 
• Conexión a pantalla 
Puerto HDMI, puerto DSI para pantallas y puerto CSI para cámaras. 
• Sonido 
Puerto Jack de 3.5mm.  
• Conectividad 
Tenemos como parte inalámbrica los sitemas de Bluethooth y WiFI. Por otro lado, el 
puerto LAN para conectar el cable Ethernet. 
• Periféricos 
4 puertos USB y 40 pines de conexión para acoplar prácticamente cualquier periférico.  
 
Fig. 5. Raspberry Pi 3 Modelo B 
Las principales características de la Raspberry Pi 3 modelo B son: 
• Capacidad de comunicación con bus I2C. 
• Entrada y salida de datos digital. 
• Sistema operativo Linux/GNU, concretamente en nuestro caso Debian Jessie. 
• 40 GPIO pines para acoplar dispositivos como el sensor, por ejemplo.  
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En la siguiente figura se puede observar los 40 GPIO pines junto con sus características.  
 
Fig. 6. GPIO pins en Raspberry Pi 3 
 
Características del display 
Para crear el sistema de display, podemos acoplar una pantalla a la Raspberry Pi. Esta pantalla 
esta creada para usarse en la Raspberry Pi. De esta manera, acoplando la pantalla se consigue 
un sistema compacto y sencillo.  
Las características de esta pantalla son: 
• 7 pulgadas. 
• Multitáctil. 
• Resolución de 800 x 480 pixels. 
• Permite una conexión fácil acoplándose a la entrada del puerto DSI de la RP3. 
Para conectar la pantalla a la Raspberry Pi basta con conectar los cables. Simplemente se conecta 
el cable con forma de malla desde la entrada DSI display port de la Raspberry hasta la pantalla. 
Luego se conectan los pines GND (tierra eléctrica), 5V (alimentación), SCL (señal reloj) y SDA 
(señal de datos) de la pantalla hacia la Raspberry Pi. En el caso de SCL y SDA no tienen porqué ir 
a el puerto SCL y SDA de la Raspberry Pi respectivamente. La Raspberry Pi permite establecer 
una comunicación I2C por cualquiera de sus pines marcados en color verde en la figura 6 a pesar 
de que por defecto debieran ser los azules.  
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Fig. 6. Pantalla 7” acoplada a Raspberry Pi junto a Arduino con los sensores conectados 
 
Diseño de la arquitectura final  
Finalmente, nuestro sistema se compone de cinco elementos: Sensor BNO055, sensor 
MMA8452Q, placa Arduino Leonardo, Raspberry Pi 3 modelo B y una pantalla táctil de 7’’. La 
arquitectura final queda como muestra la figura siguiente: 
 
 
Fig. 7. Arquitectura del sistema 
La gran ventaja de esta arquitectura es que se permite cambiar los sensores o acoplar nuevos 
de una manera sencilla sin necesidad de hacer cambios en la estructura del sistema. Además, 
permite la posibilidad de utilizar sensores analógicos. 
El funcionamiento de este sistema es el siguiente: 
1. Los sensores envían los datos a Arduino. 
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2. Arduino recibe datos de estos sensores y los envía a la Raspberry Pi 3. 
3. La Raspberry Pi recibe los datos y los procesa.  
3.1. Primero pasa la magnitud de ambos sensores a la magnitud del Sistema 
Internacional  
3.2. Luego implementa ecuaciones y algoritmos (4. Diseño Software, Algoritmo 
Strapdown) para obtener los datos de aceleración compensada la gravedad 
terrestre, velocidad, posición y orientación o actitud. 
3.3. Con estos datos de posición en metros se convierten en posición en un mapa 
editado resaltando los puntos de interés. 
4. Se envían los datos de posición del mapa a la pantalla de 7’’ para la visualización. 
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4. Diseño Software 
Algoritmos y ecuaciones 
Para pasar de unos datos de aceleración y velocidad angular a una posición concreta en el mapa 
se necesita aplicar una serie de algoritmos y ecuaciones. 
Algoritmo para INS Strapdown 
Este sistema de navegación inercial contiene un acelerómetro y un giróscopo. Eso implica que 
al moverse un cierto ángulo en una dirección la nueva aceleración está en un eje diferente. Es 
decir, si nuestro eje X está apuntando al norte y el avión hace un giro de 90º hacia el este, 
nuestro eje X ahora estará apuntando al este en vez de al norte. 
Para solucionar este problema existen dos métodos diferentes: 
• Método Gimbal 
Un Gimbal es un elemento mecánico que hace que a pesar de que haya un movimiento, 
el sensor siempre apunta hacia el mismo eje.  
Antiguamente se usaba mucho en brújulas y en los primeros sensores inerciales. Hoy 
en día solo se utiliza para las cámaras de video, ya que se puede ir grabando y da una 
muy buena imagen debido a que la cámara siempre se orienta en la misma dirección y 
sin vibraciones. El principal motivo por el que ya no se usa este sistema en INS es debido 
a la complejidad mecánica del soporte. Hoy en día es más sencillo usar procesado, que 
es justo lo que se consigue con el método Strapdown. 
 
Fig. 8. Brújula y soporte de cámara con gimbal 
• Método Strapdown 
Este método consiste en dejar fijo el sensor en el objeto móvil (aeronave, persona, 
coche, etc) y que se muevan los ejes junto con el móvil. Para compensarlo se aplican 
una serie de ecuaciones. Este método es mucho más sencillo para sensores inerciales 
ya que se solo hace falta aplicar un algoritmo.  
 
Colocación de ejes y ángulos de giro en una aeronave 
Una aeronave se define usando los ejes body o cuerpo, en español. Estos ejes siempre son 
iguales. X representa el morro, Y el ala derecha y Z apunta hacia tierra. (ver figura 9) 
Para colocar el sensor dentro de la aeronave, lo más sencillo sería colocar el sensor de tal manera 
que cada eje del sensor corresponda a los ejes body.  
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Para los giros, tenemos tres ángulos diferentes: 
• Roll (lateral) 
Este movimiento es el giro sobre el eje X. Este giro se caracteriza con la letra griega φ 
• Pitch (elevación) 
Este movimiento es el giro sobre el eje Y. Este giro se caracteriza con la letra griega θ 
• Yaw (guiñada) 
Este movimiento es el giro sobre el eje Z. Este giro se caracteriza con la letra griega ψ 
 
 
Fig. 9. Ejes body en aeronave 
Algoritmo Strapdown 
El algoritmo capaz de compensar el cambio de ejes a partir de los ángulos se llama Strapdown. 
Este algoritmo consiste en hacer un cambio de ejes. Para explicarlo mejor, se explica paso a paso 
como se crea este algoritmo.  
Primero, se verá un ejemplo con un giro de alabeo o roll, en inglés. Al hacer un movimiento 
rotacional en el eje X, los nuevos ejes Y’ y Z’ ya no corresponden a los ejes que se habían definido 
previamente. En la siguiente figura podemos ver el movimiento claramente.  
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Fig. 10. Ejemplo rotación roll 
Si se aplican ecuaciones podemos relacionar los nuevos ejes con los antiguos a través del ángulo 
de giro. 
𝑋 = 𝑋′ 
𝑌 = 𝑌′ cos Φ − 𝑍′ sin Φ 
𝑍 = 𝑌′ sin Φ +  𝑍′ cos Φ 
Donde Y y Z son los ejes originales, Y’ y Z’ son los nuevos ejes después del movimiento y Φ es el 
ángulo que se mueve.  
Es decir, el sensor ahora está en los ejes X’,Y’ y Z’ pero se requiere pasar a los ejes X, Y y Z.  
Si se crea una matriz con estas ecuaciones obtenemos lo que se conoce como cosine matrices o 
matrices de rotación. Estas matrices sirven para crear el algoritmo. Con las ecuaciones que 
hemos obtenido podemos crear la matriz de rotación del eje X. Hay una para cada eje. 
𝑅𝑥 =  [
1 0 0
0 cos Φ sin Φ
0 −sin Φ cos Φ
] 
Esta matriz tiene las variables X, Y y Z como columnas y las variables X’,Y’y Z’ como filas.  
Si aplicamos el mismo proceso para el movimiento de pitch y yaw obtenemos las siguientes 
matrices de rotación: 
𝑅𝑦 =  [
cos θ 0 − sin θ
0 1 0
sin θ 0 cos θ
] 
𝑅𝑧 =  [
cos ψ sin ψ 0
−sin ψ cos ψ 0
0 0 1
] 
Ahora que se tiene las tres matrices de rotación se pueden juntarlas todas en una. Para ello 
aplicamos la siguiente ecuación: 
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𝑅 =  𝑅𝑧𝑅𝑦𝑅𝑥
=  [
cos θ cos ψ − cos Φ sin ψ + sin Φ sin θ cos ψ sin Φ sin ψ + cos Φ sin θ cos ψ
cos θ sin ψ cos Φ cos ψ + sin Φ sin θ sin ψ −sin Φ cos ψ + cos Φ sin θ sin ψ
−sin θ sin Φ cos θ cos Φ cos θ
] 
Al ser matrices, la multiplicación de estas no es conmutativa, por lo que sí importa el orden. No 
obstante, tanto si usamos Rzyx o, Rxyz o cualquier otra el resultado sería el mismo ya que el 
movimiento sucede en los 3 ángulos a la vez.  
Sin embargo, se peude hacer una aproximación: Los ángulos van a ser pequeños ya que el sensor 
mide los ángulos cada muy poco tiempo (cada 12 ms aproximadamente). Por lo tanto, se puede 
hacer la siguiente aproximación: 
cos ∝  →  0 
sin ∝ → ∝ 
Las unidades de los ángulos han de ser radianes para poder aplicar esta aproximación.  
Entonces la matriz de rotación global queda: 
𝑅 =  [
1 −ψ θ
ψ 1 −Φ
−θ Φ 1
] 
Finalmente, para saber los ejes originales basta con multiplicar los ejes del sensor en cada 
momento por la matriz de rotación R. 
(𝑋, 𝑌, 𝑍) =  (𝑋′, 𝑌′, 𝑍′) ·  [
1 −ψ θ
ψ 1 −Φ
−θ Φ 1
]  
De esta manera, se obtiene el resultado de las aceleraciones en los ejes iniciales que son los que 
se usarán como base para obtener la velocidad y posición. Estos ejes inerciales son fijos, nunca 
varían su orientación independientemente de la posición del sensor.  
Al final se utiliza la matriz sin simplificar, la que incluye razones trigonométricas, debido a que 
es más sencilla de implementar. Si utilizamos la versión con ángulos simplificados se requeriría 
hacer un lazo cerrado (feedback) para obtener los resultados de las variables anteriores. Así, es 
más sencillo utilizando la matriz de rotación estándar y los ángulos inerciales en vez de los 
incrementales.  
Cálculos de velocidad y posición a partir de aceleraciones inerciales 
Para obtener la velocidad y la posición solo se necesita saber la aceleración instantánea (en ejes 
inerciales) y el tiempo entre un dato y otro. Es decir, la frecuencia de salida de datos del 
microcontrolador del sensor, que son 83 Hz (12 ms). Es importante resaltar que la frecuencia de 
datos que nos marca Arduino cuando nos da los valores es algo más baja 71Hz (14ms) debido a 
que tarda 2 ms en coger los datos y enviarlos por el puerto serie. De la misma manera, la 
Raspberry Pi 3 saca los datos a una frecuencia de 62Hz (16ms), 2 ms después de que Arduino le 
haya pasado valores. La frecuencia que nos interesa para hacer los cálculos es la frecuencia de 
salida de datos del microcontrolador, es decir 83Hz. 
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La aceleración instantánea es la variación de la velocidad respecto a un intervalo de tiempo. 
Dicho con ecuaciones: 
𝑎 =  
𝑑𝑣
𝑑𝑡
 
Si integramos esta ecuación entre un intervalo de tiempo t - t0 donde t0 es igual a 0 y un intervalo 
de velocidad v – v0 obtenemos: 
∫ 𝑎 𝑑𝑡 =  ∫ 𝑑𝑣
𝑣
𝑣0
𝑡
𝑡0
 
Integramos y se obtiene: 
𝑎𝑡 = 𝑣 −  𝑣0 
Si lo ordenamos: 
𝑣 = 𝑣0 + 𝑎𝑡  
Es decir, la velocidad final depende de la velocidad en momento anterior, la aceleración 
instantánea y el tiempo entre muestras, que son 12 ms (83Hz).  
Para sacar la posición se utiliza el mismo método. Sabiendo que la posición es la variación de a 
velocidad respecto al tiempo, es decir: 
𝑣 =  
𝑑𝑟
𝑑𝑡
 
La velocidad instantánea es igual a la velocidad anterior más la aceleración por el tiempo entre 
muestras, así que: 
𝑣0 + 𝑎𝑡 =  
𝑑𝑟
𝑑𝑡
 
Si se integra: 
∫ (𝑣0 + 𝑎𝑡 ) 𝑑𝑡 =  ∫ 𝑑𝑟
𝑟
𝑟0
𝑡
𝑡0
 
Se resuelve, se ordena y se obtiene: 
𝑟 = 𝑟0 + 𝑣0𝑡 +  
1
2
 𝑎 𝑡2 
Es decir, la posición depende la posición anterior más la velocidad por el tiempo y por la mitad 
de la aceleración multiplicada por el tiempo al cuadrado.  
En la práctica, esto no es del todo cierto, ya que los valores son discretos, no continuos. Para 
utilizar estas ecuaciones es necesario discretizarlas, las ecuaciones con integrales solo son 
válidas para funciones continuas.  
Cuando se integra, el resultado que se obtiene es el área bajo la superficie de la curva. Al 
discretizar, el resultado es la suma de áreas de las diferentes muestras. En la siguiente figura se 
puede ver una comparación entre una función analógica o continua (función roja) y ésta misma 
discretizada (en color azul).  
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Fig. 11. Representación de señales continuas y discretas 
El resultado de la integración sería el área rallada bajo la superficie de la curva roja mientras que 
para el caso discreto está área sería la suma de las áreas de los prismas azules que se obtiene 
cada 12 ms, el tiempo de muestreo. Si el tiempo de muestreo es elevado, el área discretizada es 
prácticamente igual al área continua.  
Para discretizar las ecuaciones hay que utilizar un tiempo de 12 ms, que es el tiempo entre dato 
y dato. Luego los valores de las variables corresponderán al instante mismo instante excepto la 
posición que será del instante anterior. Es decir: 
𝑟𝑖 = 𝑟𝑖−1 + 𝑣𝑖𝑡𝑚𝑢𝑒𝑠𝑡𝑟𝑒𝑜 +  
1
2
 𝑎𝑖𝑡𝑚𝑢𝑒𝑠𝑡𝑟𝑒𝑜
2  
Para el caso de la velocidad sería exactamente igual: 
𝑣𝑖 = 𝑣𝑖−1 + 𝑎𝑖𝑡𝑚𝑢𝑒𝑠𝑡𝑟𝑒𝑜 
Serán las últimas dos ecuaciones las que se implementarán en el código para la obtención de 
datos. 
Compensación de la gravedad 
Si no se corrige la gravedad se trendrá siempre una aceleración hacia el centro de la tierra con 
un valor constante de 9,81 m/s2, es decir, 1 g. El sensor interpreta que está en caída libre 
permanentemente, y eso no es así.  
Para corregirlo basta con haber calculado la aceleración en los ejes inerciales. Estos ejes 
inerciales se mantienen constantes sea cual sea la orientación del sensor. Así que, si fijamos el 
eje Z inercial paralelo a la gravedad, éste lo será siempre.  
Entonces para corregir la gravedad basta con restar un valor constante, el valor de la gravedad 
terrestre a nivel del mar, (la altura a la que se prevé trabajar es pequeña y hace que se pueda 
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considerar la gravedad como constante manteniendo un error mínimo) a la componente Z de la 
aceleración inercial. 
En la siguiente figura se puede ver la diferencia entre los ejes inerciales (verde) y los ejes body 
(naranja).  
 
Fig. 12. Ejemplo de giro con ejes inerciales y ejes body 
 
 Calibración inicial 
Un sistema electrónico siempre va a tener un pequeño error o tolerancia. Este error o tolerancia 
puede tener dos orígenes: Aleatorio o sistemático. Dependiendo de su naturaleza se puede 
eliminar o no.  
• Aleatorio 
Este error es un ruido que aparece de forma aleatoria y no existe manera de eliminarlo 
por completo. La única manera de minimizarlo es implementando filtros. Un tipo de 
filtro podría ser utilizar más sensores y usando la media de estos como resultado. Este 
tipo de error es imposible eliminarlo del todo, solo se puede minimizar y acotarlo 
probabilísticamente. 
• Sistemático 
Este error es modelable, es decir, existe una ecuación tal que modela el 
comportamiento del sensor para todo su rango. Normalmente este error está intrínseco 
al proceso de fabricación de dicho sensor. Este error suele ser muy similar para 
cualquier sensor del mismo modelo. Se puede corregir calibrando. El proceso de 
calibración consiste en encontrar y añadir una ecuación que modele el comportamiento 
del sensor. Esto se logra haciendo pruebas experimentales. Para este caso en concreto, 
basta con añadir un offset a las muestras.  
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Así que para minimizar el error que nos da el sensor vamos a calibrar para compensar el error 
sistemático. No se aplicará ninguna medida para corregir el error aleatorio.  
Para calibrar se cogerán una serie de muestras con el sensor estático. Estas muestras se realizan 
con el sensor en una determinada posición sin moverlo. Se hace la media de todas las muestras 
que se hayan creado en el tiempo que dure el test (aproximadamente unos 10 s) y este será el 
valor de la aceleración para ese test en concreto. Se hacen 5 test. Para este test se coloca el 
sensor encima de una superficie plana con el eje Z hacia arriba.  
Los valores que obtenemos, en unidades del SI (m/s2), son: 
Test en 
posición 
de uso 
SENSOR DESVIACIÓN ESTÁNDAR DEL SENSOR 
X Y Z X Y Z 
1 -0.323 -0.431 9.824 
 
2 -0.32 -0.504 9.838 
3 -0.313 -0.513 9.836 
4 -0.409 -0.455 9.841 
5 -0.399 -0.43 9.842 
TOTAL -0.3528 -0.4666 9.836 0.04701276 0.03966485 0.00703562 
Tabla 2. Ejemplo de calibración y desviación estándar 
Si el error fuera exactamente 0 los valores que se esperarían obtener serían: 
• Eje X: 0 m/s2 
• Eje Y: 0 m/s2 
• Eje Z: 9.81 m/s2 
Una vez hecho la media de los 5 test podemos ver que el sensor muestra unas aceleraciones de: 
• Eje X: -0.3528 m/s2 
• Eje Y: -0.466 m/s2 
• Eje Z: 9.836 m/s2 
En la tabla 2 podemos ver los valores de cada test, así como la media y la desviación estándar 
para cada eje.  
La desviación estándar muestra el valor promedio del ruido aleatorio. Si analizamos los 
resultados vemos que la desviación estándar está en el orden de magnitud que nos prometía el 
fabricante. Según el fabricante el error debido al ruido es de unos 2.5 mg (0.025m/s2).  
La media que obtenemos de los distintos test se conoce como offset. Para calibrar, basta con 
restar este valor de offset al valor que se obtiene del sensor. Haciendo esta simple resta 
podemos eliminar casi por completo el error sistemático. Hay que destacar que para el eje Z, 
que contiene la gravedad terrestre, hay que calibrar y luego añadirle 9.81 m/s2. De esta manera 
cuando pasemos de los ejes body a los ejes inerciales podremos compensar correctamente la 
gravedad.  
 
En la práctica es más cómodo y eficaz si la calibración la hace el propio sistema al iniciarse.  
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Así que para calibrar se crea un algoritmo que consiste en hacer el proceso que acabo de 
mencionar para sacar el offset pero haciendo varias muestras dejando un intervalo de tiempo 
de milisegundos entre ellas. Con esta técnica la calibración es más precisa ya que la media se 
hace con más muestras, 50 en este caso, y además es muy sencillo de calibrar. Como forma parte 
del código solo hay que iniciar el programa y antes de iniciar el programa se calibra 
automaticamente. 
 
Softwares de programación 
Una vez se conocen las ecuaciones a aplicar es momento de coger un programa y escribir el 
código. Todos los códigos utilizados se pueden ver en Anexo, Códigos de programación. 
Arduino 
El primer paso es usar Arduino con su respectivo software para coger los datos de ambos 
sensores y enviarlos por el puerto serie. Para establecer la comunicación con el sensor BNO055 
y MMA8452Q lo primero es descargar las librerías correspondientes (Referencias, Librerias 
Arduino) e instalarlas.  
En este programa es cuando hemos de fijar la escala del acelerómetro y del giróscopo. El 
acelerómetro hay que configurarlo a 4G, mientras que el giróscopo se puede dejar por defecto 
a 250°/s. Todo esto a una velocidad de transmisión por el puerto serie de 74880 baudios. 
Raspberry Pi 3 
Dentro de los softwares utilizados en la Raspberry Pi podemos distinguir entre dos tipos de 
software: Procesado y display. 
Software de procesado: Processing 
El utilizado para este caso será Processing.  
Processing es un programa cuya programación es enfocada a elementos visuales. Es decir, se 
programa a través de un código basado en Java pero está pensado para crear elementos y 
formas visuales. Por este motivo, este programa puede ser un buen candidato para “dibujar” los 
datos del sensor en una imagen modificada por mí: El mapa. 
La idea al usar este programa es usar una imagen de muy alta resolución como fondo y un punto 
para mostrar la ubicación. De esta manera tendríamos un mapa con una zona determinada 
donde se mostraría la ubicación de la aeronave, así como elementos a resaltar y espacios aéreos. 
La imagen de fondo ya estará editada previamente con Photoshop, en nuestro caso (Ver 
apartado: Processing / Creación del mapa con Photoshop).  
Instalación 
Para instalarlo basta con aplicar el comando curl https://processing.org/download/install-
arm.sh | sudo sh desde la consola. Con este comando se descarga automáticamente vía WiFi el 
paquete y se instala.  
Adquisición de datos 
El proceso para adquirir datos es muy simple. Es un lenguaje de programación basado en Java. 
En mi caso, que nunca había programado con Java, me resultó bastante sencillo. Existen varios 
tutoriales para Processing y de cara a problemas más de lenguaje de programación también se 
pueden encontrar tutoriales y foros de Java sin ningún problema.  
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Método de visualización 
Como se comentaba brevemente antes, la idea sería tener una imagen de muy alta resolución 
de fondo. Entonces se haría una vista de una zona más concreta (haciendo un zoom) para 
apreciar los detalles de la zona. La idea sería hacerlo como si fuera Google Maps. Se mueve la 
rueda del ratón y se amplía o se aleja el zoom. Además, si se pulsa el botón izquierdo del ratón 
se vuelve a la foto con la escala original.  
También se podría hacer el zoom con dos dedos usando una pantalla táctil, pero es un código 
mucho más complejo de implementar que la rueda del ratón. Para este proyecto me he limitado 
a implementar la versión “de ordenador”. Sí que es verdad que para el uso que se le pretende 
dar sería interesante poder usar los dedos como zoom. 
Este método es muy sencillo e intuitivo además de fácil de programar. El gran inconveniente de 
este sistema es que se necesita una imagen con una resolución altísima para que al hacer zoom 
no se pixele la imagen. Una imagen con tanta resolución no se encuentra de forma gratuita si 
no que es de pago. Así que para presentar este proyecto se utiliza una captura de una región 
con Google Maps. Para una implementación enfocada a un producto final, sería conveniente 
usar una imagen de mayor resolución.  
Estructura del código 
La estructura básica de Processing se basa en una función Setup y otra Draw. La función Setup 
se inicia solo una vez mientras que la función Draw es la que se ejecuta indefinidamente.  
En la función Setup tenemos que abrir la imagen del mapa editado. Luego hay que abrir el puerto 
serie de Arduino y guardarlo como variable. Finalmente hay que crear los archivos de texto 
donde guardaremos los datos obtenidos durante la prueba para poder usarlos posteriormente.  
En la función Draw es donde tenemos que coger los valores de Arduino, ajustar el tamaño de 
imagen y guardar los valores en los ficheros a la vez que se plotea el resultado.  
Para la función de zoom y los comandos de teclado hay que implementar otra función fuera de 
Setup y Draw.  
El esquema utilizado para crear las variables es el siguiente: 
 
Fig. 13. Esquema StrapDown 
 
Con los datos del giróscopo se puede sacar la orientación de la placa. Con la orientación y la 
aceleración en los ejes body se aplica la matriz de rotación y se obtiene la aceleración inercial. 
Se compensa la gravedad y luego se integra para pasar a velocidad y posición.  
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Software de display: Processing 
Además de usar Processing como procesador de datos, este programa también es capaz de 
mostrarnos la interfaz que buscamos y sacarla por la pantalla. 
Para ello simplemente basta con pasar la posición en metros a pixeles sabiendo la escala del 
mapa. Luego hay que coger la imagen editada previamente por nosotros y cargarla en 
Processing.  
Para crear una ubicación que se mueva en tiempo real sólo hay que hacer que plotear un circulo 
en la posición actual.  
 
Hay varias alternativas a Processing, pero lo más cómodo es procesar y crear el display con el 
mismo programa. Si hubiéramos elegido hacer un procesado con Arduino, podríamos elegir otro 
programa para hacer el display.  
El motivo de no hacerlo así es porque Arduino trunca los valores y eso genera un error. Además 
que los softwares para hacer el display no son tan sencillos. Vamos a ver las alternativas que se 
podrían usar: 
Google Earth (GE) 
Google Earth es un software más que conocido que permite ver prácticamente cualquier parte 
de la Tierra y a una infinidad de escalas diferentes. Por ello, este programa sería una buena 
opción para ubicar nuestra aeronave.  
Instalación versión GE 6.0.3: 
A pesar de que existe la versión GE 7.1.4, como presenta algunos errores en Linux (por lo que se 
comenta en foros), se prefiere usar una versión más antigua pero más estable en Linux.  
Al instalarlo aparece un problema al instalar el paquete lsb-core. Debido a esto Google Earth no 
se ejecuta correctamente. Así que se investigaron alternativas a Google Chrome y se encontró 
Marble, un programa bastante interesante.  
Marble 
Haciendo una búsqueda rápida por internet se puede encontrar Marble. Marble es un programa 
compatible con cualquier OS de Linux que dispone de mapas libres, gratis y da la posibilidad de 
trabajar offline. Una muy buena alternativa para este proyecto. El hecho de ser un programa 
100% libre presenta grandes ventajas respecto a GE. La principal ventaja sería el poder modificar 
los mapas libremente. Con esto se podría, por ejemplo, resaltar elementos; algo muy 
interesante desde el punto de visto de nuestro proyecto. Entre Marble y GE, Marble parece 
tener más ventajas, así que me decanto por Marble.   
Para descargarlo vamos a la web (Referencias, Links, Descarga de Marble) y elijo el sistema 
operativo correspondiente: Debian 8 Jessie con un procesador armhf. Descargamos este 
paquete y lo ejecutamos desde la consola para instalarlo.  
Edición de mapas 
Una vez instalado podemos ver como ofrece una gran variedad de estilos de mapas. Además, 
todos ellos son editables pudiendo poner capas con fotos, líneas y polígonos. Con estas 
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características tenemos lo que necesito para mi sistema. No obstante, el editado es bastante 
complejo y laborioso.  
Con los polígonos se podría delimitar las aéreas de los diferentes espacios aéreos. Luego con la 
capacidad de insertar imágenes se podría poner las frecuencias correspondientes además de 
fotografías aéreas de elementos visuales de interés. 
Con estas características se podría editar la imagen y guardarla para así usar el programa offline 
a la hora de mostrar la posición por pantalla.  
Adquisición de datos 
Es algo complejo adquirir los datos de un fichero y mostrarlos en tiempo real en la interfaz. Este 
problema también se tenía en GE. Se puede adquirir y mostrar la trayectoria de la aeronave una 
vez finalizado el recorrido, pero es algo más complejo hacerlo a tiempo real, ya que Marble no 
está pensado pasa eso.  
El motivo de esto es que mientras un programa intenta escribir datos en el fichero, otro lo está 
leyendo. Esto suele ser un motivo de error en la mayoría de los casos cuando se usan velocidades 
de transmisión y recepción altas, como en mi caso. La solución sería bastante simple: Escribir 
durante un periodo de tiempo y cerrar el archivo para que Marble lo leyera. Luego volver a 
escribir y Marbla que se espere. Pero haciendo esto se perdería bastante precisión ya que la 
posición que se mostraría podría no ser la real.  
Debido al potencial problema de adquisición de datos y sobre todo a la complejidad para editar 
el mapa, me decanto por otras alternativas enfocadas no tanto en un globo terráqueo si no en 
un software de programación con buena capacidad para crear elementos visuales. Encuentro 
dos alternativas bastante interesantes: LabView y Processing. 
LabView 
LabView es un programa que permite una programación muy intuitiva y muy visual. Es un 
programa muy bueno para trabajar la adquisición de datos de sensores y crear gráficas.  
El inconveniente que tiene es que está disponible libremente para Linux Ubuntu pero no para 
Debian. Existen versiones de pago de personas que han intentado adaptar este programa para 
el OS Debian. No obstante, son todas versiones beta de compañías/colectivos ajenos a National 
Instruments, creadores de LabView.  
 
Así que finalmente la mejor opción para este caso es Processing, el software utilizado.  
Ordenador 
Para poder llevar a cabo este proyecto es indispensable utilizar un ordenador previamente y 
posteriormente. Primero necesitamos coger una foto del mapa y editarla. Esto se puede hacer 
con Photoshop. Luego, sería conveniente utilizar Matlab como herramienta para analizar los 
datos obtenidos por los test.  
Photoshop CS6 como creador de mapas 
Para la creación del mapa se debería usar una imagen con una resolución altísima de manera 
que al hacer zoom conserve los píxeles suficientes para no ver “emborronada” la imagen. Estas 
imágenes en HD de mapas son de pago. Por ese motivo, para este proyecto he optado por usar 
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un recorte del mapa de Google Maps. Esta imagen presenta una resolución moderada y a la hora 
de hacer zoom pierde mucha calidad, pero es suficiente para nuestro proyecto ya que los 
recursos son limitados.  
Una vez tenemos descargada la imagen con la ayuda de Photoshop CS6 es hora de ir modificando 
la imagen.  
Para la modificación nos basaremos en añadir cuatro tipos de elementos diferentes: 
• Espacios Aéreos 
Lo ideal sería definir el contorno del espacio aéreo y mostrar el tipo de espacio aéreo, 
las alturas máximas y mínimas, así como las frecuencias necesarias. Por la falta de 
resolución de la imagen, es bastante difícil colocar todos estos elementos y que sean 
visibles y claros. Por ese motivo, en este proyecto he decidido no mostrar las 
frecuencias.  
• Elementos de interés visual para el piloto 
Cuando un piloto está algo desorientado lo más fácil es mirar alrededor y ver en función 
de elementos característicos del paisaje donde se encuentra. Un ejemplo claro de este 
tipo de elementos sería el mar o la montaña de Montserrat. 
Si tuviéramos un mapa con mayor resolución también se podría añadir (en el caso de 
Sabadell) la AP7, el Ikea, el depósito de agua… Todo esto son elementos visuales de 
referencia para los pilotos. Por falta de resolución no añado estos elementos al mapa.  
• Alturas máximas por sectores en VFR 
Si buscamos la TMA de Barcelona y vemos la carta VFR vemos los espacios aéreos cerca 
de Barcelona, así como unos subespacios VFR con una altura máxima definida. 
• Aeropuertos alternativos a Sabadell 
En todo plan de vuelo, ya sea visual o instrumental han de haber aeropuertos 
alternativos al de origen/destino por si algún suceso impidiera el aterrizaje en dicho 
aeropuerto. En el caso de Sabadell, los aeropuertos alternativos son el de Reus (LERS) y 
el de Girona (LEGE). Ambos aeropuertos están resaltados en el mapa. Además, también 
está Barcelona (LEBL) 
Con estos elementos resaltados en el mapa el piloto puede ubicarse perfectamente en el mapa 
sin necesidad de una precisión milimétrica, que es justo lo que este proyecto pretende mostrar.  
Para ubicar estos elementos en el mapa usamos las funciones de capas de Photoshop. Así, cada 
elemento individual pertenece a una capa y es mucho más fácil tenerlo ordenado. Para crear 
estos elementos basta con usar formas simples como líneas, polígonos (de muchas caras para 
simular círculos perfectos) y texto.  
En la siguiente imagen se puede ver como el diseño por capas permite agrupar diversas subcapas 
y además añadir una etiqueta para que sea más visual para el usuario. ` 
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Fig. 14. Mapa creado con Photoshop resaltando elementos visuales de interés 
Visualización del trazado y cálculos 
Para crear la ruta en tiempo real se ha de tener en cuenta la escala del mapa y la magnitud que 
está dando el sensor. Pero para este proyecto, debido a que el objetivo no es conseguir una 
precisión milimétrica, sino dar al usuario una idea estimada de su posición, es suficiente con 
hacer este proceso de una manera más gráfica como se explica a continuación.  
Centro en Sabadell 
Para empezar, centrémonos en Sabadell, cuyo código OACI es LELL. Lo primero que hay que 
hacer es situar el punto de inicio ahí. Para ello, se crea un código de prueba en Processing donde 
al hacer click con el ratón en una posición se guarde el valor de la X y de la Y que el programa 
tiene en esa posición. Como resultado se obtiene una X igual a 417 y una Y igual a 294. Con esto 
sabemos el punto exacto de LELL en nuestro mapa, este será nuestro punto de origen, el 
P(417,294). 
Orientación de pista  
La pista de Sabadell tiene dos cabeceras de pista, la 13 y la 31. Esto quiere decir que su pista se 
encuentra con una cabecera a 130º respecto el norte y la otra a 310º respecto el norte.  
Esto es importante ya que se ha de configurar el sensor de manera que cuando el avión vaya 
recto corresponda a 130º respecto el norte en el mapa.  
Matlab 
Una vez hecho el test se guardan unos archivos en formato .txt donde se almacena los valores 
de las variables para cada prueba. Se ha creado un código en Matlab que es capaz de procesar 
esta información y crear plots para ver cada variable de forma más visual. De esta manera se 
puede analizar cómo ha funcionado el test. 
Tanto si el resultado del test es satisfactorio o no, es conveniente analizarlo con plots del tipo 
variable-tiempo. De esta manera podemos ver si en todo momento los sensores se comportan 
de manera correcta.  
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5. Integración de sistemas y 
resultados de validación 
Una vez está todo el código escrito es hora de ensamblar el sistema en conjunto y hacer pruebas 
para comprobar que todo funciona correctamente.  
Para juntar los sistemas, lo mejor es ir comprobando sistema a sistema que funciona 
correctamente. Primero vemos que el sensor y Arduino funcionan como se espera. Después 
comprobamos la RP3 y la pantalla. Finalmente juntamos todo y comprobamos que funcione 
correctamente.  
Una vez tenemos todo ensamblado es hora de comprobar qué error tendrá el sensor. Hemos 
estimado unos errores teóricos, pero además vamos a comprobarlo haciendo unos sencillos 
tests. 
Si se analiza el precio de este proyecto se obtiene la siguiente tabla: 
Componente Precio [ € ] 
Sensor BNO055 en placa para Arduino 26.30 
Sensor MMA8452Q 8.75 
Arduino Leonardo 18.00 
Raspberry Pi 3 modelo B 40.00 
Pantalla para Raspberry Pi 3 70.00 
Cables 2.00 
Batería portátil 20.000 mAh 25.00 
Total 190.05 € 
Tabla 3. Precio del sistema 
Por menos de 200 € tenemos un sistema inercial de bajo coste que, teóricamente, cumple con 
nuestras expectativas. Todos los componentes de este proyecto han sido comprados al detalle 
a través de empresas con convenio con la universidad. Si se compraran estos mismos 
componentes a gran escala y los sensores sin la placa se reduciría el coste drásticamente. El 
coste de un sensor inercial sin placa, únicamente el chip ronda los $ 5. En este caso, con el chip 
montado en una placa el precio es mayor.  
Ahora que se tiene todo el sistema ensamblado es momento de realizar una serie de test para 
comprobar su funcionamiento. 
Test 1. Colocar el sensor en una posición. Subirlo y luego bajarlo  
El objetivo de este test es analizar el comportamiento de la aceleración del sensor mediante un 
ejemplo muy sencillo.  
Explicación del movimiento 
Se mueve el sensor desde su origen hasta una superficie un poco más elevada (unos 50 cm de 
altura) y se deja unos segundos. Se intenta mantener los ejes en la misma posición. Luego se 
baja hasta la posición original.  
Expectativas  
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Con este test se espera ver un pico de aceleración al momento de subida y de bajada y luego 
una aceleración de 0 (ya que se encuentra parado).  
Resultado 
Los resultados que se obtienen son: 
 
 
Fig. 15. Resultados Test 1. 
Antes de nada, lo primero que se debe hacer es analizas si se ha calibrado bien. Y efectivamente 
vemos que el valor siempre empieza en 0. Justo lo que se pretendía.  
Luego se puede apreciar bastante bien que a la hora de mover el sensor se crean aceleraciones 
muy bruscas en muy poco espacio de tiempo. Hay muchos picos de aceleración que no son 
correctos. Por ejemplo, en el eje Y hay un pico de aceleración de -3G. Esta aceleración no se ha 
podido producir durante el ensayo de este test.  
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Por otra parte, se puede ver como los ángulos no acaban de volver a 0 después de acabar el 
movimiento. Esto se puede deber a que el sensor no está bien fijado y no se queda 
completamente estático si no que tiene un pequeño juego. Además de que el cable de Arduino 
limita un poco el movimiento. 
Por lo tanto, aquí ya tenemos una serie de errores a tener en cuenta: 
• Al mover el sensor aparecen picos de aceleración enormes que no se deben al 
movimiento.  
Para eliminar este error se podrían aplicar varios métodos. El primero sería comparar el 
resultado de la aceleración entre el instante anterior y posterior, y si la diferencia es 
excesivamente grande se debe a que es un error. Por lo tanto, se podría truncar ese valor a uno 
más próximo a sus resultados colindantes.  
Otra manera podría ser añadir otro sensor y aplicar un filtro de Kalman por ejemplo. De esta 
manera el error debería amortiguarse.  
• Los ángulos no son precisos debido a la estabilidad del sensor 
Cuando se fije en una superficie sólida y plana se conseguirán mejores resultados. Por ahora, 
para ejecutar estos test se usará la placa Arduino como está. Hay un pequeño juego a la hora de 
dejarla estática debido a que la superficie no es completamente plana.  
 
Por lo general, este test ha sido satisfactorio, aunque con errores más grandes de los que se 
esperaban en un primer momento.  
Test 2. Hacer un giro de 90°  
El objetivo de este test es comprobar cómo de exacto es el giróscopo. 
Explicación del movimiento 
Se realizará un giro de -90 ° en el eje Y, pitch. Se mantendrá en reposo unos segundos y se volverá 
a colocar en su posición de partida haciendo la rotación inversa.  
Expectativas 
Se espera mantener una aceleración constante en los 3 ejes. Al momento del giro, debido a 
vibraciones se espera encontrar picos de aceleración pequeños. En cuanto al giróscopo se espera 
una variación de 0 a -90 ° en el eje Y, mientras que los ejes X y Z se mantienen constantes. 
Resultados 
Los resultados que obtenemos son: 
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Fig. 16. Resultados Test 2. 
Se puede ver que el resultado del test es favorable, pero hay una serie de imprecisiones a 
comentar. 
• El ángulo obtenido no es exactamente -90° 
No se consigue un movimiento de -90°, sino un movimiento de -87.6°. Esto es debido a 
dos posibles causas. 
a. Físicamente el giro no ha sido de 90°.  
Se ha girado la placa, pero es posible que el giro que se ha realizado no sea de 
90° exactamente. Tenemos un soporte que no es completamente plano, esta 
imprecisión podría hacer que el giro sea un poco menor o mayor al esperado. 
En este caso el error es de 2.4°, se está cometiendo un error del 2.66%.  
b. El cambio de velocidad angular a ángulo. 
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El sensor nos da valores de velocidad angular. Para pasar velocidad angular a 
ángulos hay que multiplicar por un incremento de tiempo. Este incremento de 
tiempo es la velocidad que el microprocesador del sensor BNO055 saca las 
muestras. Se ha estimado que esta velocidad es de 12 ms. Pero si el resultado 
real fuera, por ejemplo, 12.3 ms se estaría cometiendo un pequeño error que 
repercutiría en el resultado del ángulo.  
• Al mover el sensor aparecen picos de aceleración enormes que no se deben al 
movimiento.  
Igual que el Test 1, al hacer un movimiento con el sensor se crean fuertes picos de 
aceleración que no se corresponden al movimiento físico del sensor.  
 
Este test nos ha servido para concluir que a pesar de estar todo correctamente, hay errores 
notables que habría que corregir para poder utilizar este sistema INS en una implementación 
práctica.  
La manera de minimizar estas imprecisiones podría ser añadiendo más sensores y creando un 
algoritmo capaz de minimizar imprecisiones. Otra solución sería utilizar sensores más precisos, 
lo que supondría un incremento notable en el precio del proyecto.  
 
Test 3. Estático 15 minutos.  
Al tratarse de un INS, a medida que va pasando el tiempo, debido a las iteraciones que 
inevitablemente utilizan una imprecisión debido al ruido del sensor, los datos van perdiendo 
precisión. Así, se hace este test para comprobar que todo funciona correctamente durante un 
tiempo largo.  
Explicación del movimiento 
Este test consiste en dejar el sensor quieto encima de una superficie plana sin tocarlo durante 
un tiempo y comprobar si es normal su comportamiento.  
Expectativas 
Se espera que la aceleración y los ángulos en los 3 ejes sean cero ya que está quieto. Debido al 
ruido aleatorio no será exactamente cero, si no que después de los 15 min habrá un cierto error 
que se espera que sea pequeño. 
Resultados 
Se hace el test dejando el sensor durante 15 minutos quieto y se obtienen los siguientes 
resultados: 
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Fig. 17. Resultados Test 3.  
 
Podemos sacar una serie de conclusiones respecto a este test: 
• Dejando el sensor quieto también se crean picos de aceleración (aunque más 
pequeños) 
De nuevo, para poder compensarlos se debería utilizar más sensores en paralelo. 
• El giróscopo es bastante preciso, excepto en el eje Z 
Por lo general, cualquier sensor inercial tiene un error más grande en el eje Z que en el 
X e Y. Esto se debe al mismo proceso de fabricación, siempre hay un eje que funciona 
peor que el resto. La fabricación de estos chips se hace con lo que se conoce como 
fabricación MEMS. Este proceso de fabricación es a capas, por lo que en el eje Z el 
sensor será menos exacto que X e Y ya que estos se han fabricado diferente.  
La manera de arreglar esto sería colocar otro giróscopo y utilizar el eje X o Y del nuevo 
giróscopo como el eje Z de éste viejo.  
• La aceleración es precisa, pero no lo suficiente 
Con una aceleración constante de 0.1 m/s2 en 2 minutos nos hemos movido más de 700 
metros. Un pequeño error en la aceleración puede crear errores muy grandes. En el 
caso de este test, el error en 15 minutos es enorme. Según el sensor nos hemos 
desplazado más de 3.5 km en el eje más preciso cuando no nos hemos movido ni 1 cm 
del sitio.  
 
Con este test se ha comprobado que se genera un error muy grande con el tiempo. Se necesita 
más precisión y de una forma continuada para poder utilizar este sistema en cualquier aplicación 
real.  
Para conseguirlo se podría intentar utilizar más sensores de bajo coste. Pero al ser sensores de 
bajo coste puede ocurrir lo mismo. No obstante, al tener varios sensores siempre se mejorará 
un poco la precisión. La siguiente alternativa sería utilizar sensores de mayor rendimiento, lo 
que supondrá un aumento en cuanto a prestaciones, pero aumentando el presupuesto de este 
proyecto.  
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Test 4. Aeropuerto Barcelona El-Prat – Badalona con coche 
Por conflictos con los horarios no se ha podido realizar una prueba a bordo de una aeronave 
ligera. Así, que para comprobar su uso se ha utilizado un vehículo haciendo la ruta desde el 
aeropuerto de Barcelona hasta Badalona. Como se ha comentado antes, este sistema se podría 
usar tanto en una aeronave como en un coche. El modo de funcionamiento es el mismo. El 
tiempo transcurrido durante este test ha sido de aproximadamente 20 minutos. La ruta a seguir 
se puede ver en la siguiente imagen. 
 
Fig. 18. Trayecto aeropuerto Barcelona El Prat - Badalona 
 
Explicación del movimiento 
Se coloca el sensor en el suelo del vehículo con el eje X apuntando hacia el capó. De modo que 
los ejes body estén en la posición estándar. X hacia delante, Y hacia la derecha y Z hacia el centro 
de la Tierra. Se asegura con velcro para que la fricción entre la placa con el sensor y el suelo del 
coche sea máxima y así evitar movimientos involuntarios del sensor.  
Expectativas 
La distancia real recorrida ha sido de poco menos que 30 km. Por lo tanto, cabría esperar que el 
sensor mostrara unos valores del orden de magnitud de 30 km para el eje X e Y. En cuanto a Z 
se espera una variación pequeña ya que la diferencia de altitud entre el aeropuerto de Barcelona 
y Badalona es mínima. En cuanto los ángulos se espera una variación mínima ya que el trayecto 
ha sido mayoritariamente por autopista, así que no ha habido movimientos bruscos. 
Resultados 
Si analizamos los resultados obtenemos los siguientes plots: 
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Fig. 19. Resultados Test 4. 
Si se analiza la posición, se ve que el resultado no ha tenido nada que ver con la realidad. 
Empíricamente ha habido un movimiento 30 km en el plano XY. Según el sensor, este 
movimiento ha sido de unos 300 – 400 km. En el eje Z el movimiento ha sido de otros 300 km 
hacia el centro de la Tierra. A pesar de estos resultados, podemos sacar una serie de 
conclusiones. 
• El sensor MMA8452Q (acelerómetro) funciona correctamente a pesar de tener un 
error aleatorio y sistemático muy grande.  
Al empezar el test, hubo unos minutos que la conducción fue por calles antes de llegar 
a la autopista. Aquí hubo varios frenazos y acelerones bruscos en comparación con el 
resto del test que fue en autopista. Este fenómeno se puede ver claramente en el eje X 
de la aceleración. Al principio hay muchos picos de aceleración debido a la conducción 
urbana, mientras que al incorporarse en la autopsita las aceleraciones son mucho más 
suaves.  
Si miramos el valor medio de la aceleración, para cualquier eje, vemos que no es cero. 
Este valor debería ser 0 ya que se empieza de parado y se acaba parado. El hecho de no 
ser 0 indica una fuerte presencia de errores. De hecho, si nos fijamos en la velocidad, 
nunca volvemos a parar, de hecho, al final del test se acaba con velocidades enormes 
que no tienen nada que ver con el trayecto realizado. Estos errores son tanto aleatorios 
como sistemáticos. Si miramos los plots vemos que las aceleraciones tienden a 
desviarse de 0 a medida que pasa el tiempo. En el eje Y se puede ver perfectamente. Se 
empieza en 0 pero al final del test el valor medio es de -3 m/s2. Esta desviación no se 
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corresponde con la realidad. Además, hay un error aleatorio enorme de 
aproximadamente 2 m/s2. Esto hace que los valores no sean coherentes.  
• Aparecen picos de aceleración muy grandes 
De nuevo, se puede apreciar que aparecen picos de aceleración repentinos sin ningún 
sentido físico. 
• El giróscopo también tiene errores 
Si analizamos el giróscopo vemos que también se acaba con cierto error ya que al final 
del test el ángulo de roll es de 15 °. Esto no tiene ningún sentido tratándose de un coche, 
se debe a un error. Se puede ver como en los primeros momentos del test, el error del 
giróscopo es mayor debido a que la conducción es más brusca que al final del test donde 
se circula por autopista.   
• Las vibraciones afectan mucho 
Si se analiza el error aleatorio se ve como en este test la aceleración fluctúa 
aproximadamente unos 2 m/s2. En los test anteriores, esa fluctuación es de 
aproximadamente 0,2 m/s2. El hecho de tener vibraciones aumenta el error aleatorio 
un orden de magnitud por encima. Para solucionar esto existen algoritmos para 
compensar las vibraciones en INS (Referencias, Artículos, [3]). 
Con este test se ha demostrado que este sistema INS no es apto para un uso en navegación. Al 
utilizar elementos de bajo coste presenta errores muy elevados que hacen imposible su correcta 
implementación.  
Para mejorar estos errores se debería minimizar tanto el error aleatorio como el sistemático. 
Para ello se debería filtrar, por ejemplo, añadiendo más sensores, y también hacer una 
calibración más precisa. Se debería encontrar una ecuación que se corresponda a la deriva que 
sufre el acelerómetro con el tiempo ya que en este proyecto la calibración que se ha hecho es 
simplemente añadir un offset. 
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6. Conclusiones y perspectivas de 
futuro 
El objetivo de este proyecto es diseñar un sistema inercial de muy bajo coste con precisión 
suficiente como para poder ubicarse en un vuelo visual. Se ha demostrado que por menos de 
200€ se puede tener un sistema INS con visualización en tiempo real. Hay que destacar que en 
este proyecto no se ha usado algoritmos específicos para la reducción de ruido, se ha querido 
implementar un sistema de bajo coste con algoritmos básicos. Sin embargo, se tiene un error 
demasiado grande como para poder utilizarse en esta aplicación. 
Los errores encontrados que hacen que no sea posible la utilización de este sistema son: 
• Ruido aleatorio 
Este ruido es demasiado grande para tener una exactitud suficiente para llevar a cabo 
el sistema. 
• Calibración de ruido sistemático 
A pesar de calibrar, una mejor calibración con instrumentos específicos de calibración 
reduciría el error sistemático. 
• Picos de aceleración aleatorios  
Estos picos de aceleración generan un error enorme que se ha de corregir. 
• Sujeción y estabilidad de la placa 
La sujeción de la placa está hecha mediante tres patas. Esto hace que no sea muy 
estable y tenga poca estabilidad, lo que repercute en su resultado.  
• Vibraciones del vehículo 
Todo vehículo con motor de combustión sufre vibraciones. Estas vibraciones son 
suficientemente elevadas como para aumentar el error aleatorio un orden de 
magnitud.  
Si se aumentara la precisión de este sistema se podría utilizar para el uso previsto. Para mejorar 
la precisión se podrían implementar diferentes técnicas. Desde algoritmos hasta nuevos 
sensores. Se debería arreglar estos inconvenientes para minimizar el error de precisión. 
• Limitar el pico de aceleración al haber un movimiento 
Como hemos visto antes, al hacer un movimiento el sensor crea ciertos picos de 
aceleraciones muy bruscos en un intervalo de tiempo muy pequeño. Estos picos de 
aceleración no son reales. 
Por lo tanto, se podrían eliminar comparando el valor del pico con los intervalos 
anteriores y posteriores. Si la diferencia es excesivamente grande se podría limitar el 
valor del pico de aceleración y hacer que sea similar a los valores de aceleración de los 
intervalos colindantes.  
Otra manera de hacerlo sería utilizando otro acelerómetro. Al tener dos (o incluso más) 
acelerómetros se puede comparar los valores de cada uno de ellos y hacer una media o 
implementar un filtro de Kalman. De esta manera los errores puntuales como este se 
reducirían drásticamente. 
• Minimizar el ruido aleatorio 
Si este sistema lo montamos en un vehículo, ya sea terrestre o aéreo, el vehículo va a 
sufrir una serie de vibraciones. Estas vibraciones van a afectar a la medida de nuestro 
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sensor. Para reducirla se podría crear una superficie amortiguadora entre el sensor y el 
vehículo. Además, sería conveniente utilizar algoritmos para compensar estas 
vibraciones. (Referencias, Artículos, [3]). 
 
Debido a la arquitectura que se emplea, es bastante sencillo incorporar nuevos sensores. Esto 
será interesante para aplicaciones futuras ya que permitirá disminuir el error. Además, dichos 
sensores no tienen por qué ser solamente inerciales, también se podría añadir un barómetro 
analógico para medir la presión atmosférica y estimar la altura.  
Como ya se ha visto, las principales correcciones que se deberían hacer serían enfocadas a 
reducir el ruido aleatorio y a reducir los picos de aceleración generados aleatoriamente.  
Para ello habría que aumentar el presupuesto de este proyecto, ya que la manera más sencilla 
de conseguir estas reducciones seria utilizando más sensores. Así, se podría aplicar algoritmos 
de comparación entre ellos para minimizar errores sistemáticos y aleatorios.  
INS como sistema auxiliar 
Se podría implementar un sistema GPS a nuestro sistema INS. De esta manera se conseguiría 
saber la posición gracias a la señal GPS y con el giróscopo del INS se podría saber la orientación 
de la aeronave. Además, se podría utilizar el GPS para calibrar dinámicamente el INS. De esta 
manera, si se atravesara una zona donde la señal GPS se perdiera, el INS podría dar la posición 
hasta que se vuelva a recuperar la señal. 
La ventaja de añadir un GPS es que se puede ubicar al usuario con una exactitud muy buena. 
Sabiendo la orientación de la aeronave y su posición, el usuario estará mejor situado en el mapa 
ya que no solo sabrá donde se encuentra ahora, sino que también sabrá donde se encontrará 
después ya que se conoce la orientación de la aeronave. Con un GPS sin INS no se puede saber 
la orientación de la persona o vehículo, únicamente se sabe su posición.  
El hecho de llevar el INS autocalibrado durante todo el trayecto es un factor interesante a tener 
en cuenta. En regiones donde la señal de GPS sea débil, se utilizaría el INS para no perder en 
ningún momento la ubicación. 
Por lo tanto, además de las mejoras que se han propuesto, acoplar un GPS podría ser otra buena 
alternativa para obtener un sistema que te permita conocer la ubicación de una manera muy 
precisa y aumentando la integridad del sistema gracias a la parte del INS.   
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8. ANEXOS 
Radioayudas  
Las radioayudas son infraestructuras en tierra que a través de señales en la banda de VHF 
(excepto el DME que utiliza UHF) ayudar a orientar a una aeronave en el aire.  
Al utilizar frecuencias tan elevadas se disminuye el rango. Esto es debido a que las ondas 
traspasan la ionosfera y no pueden atravesar obstáculos, por lo tanto, en regiones montañosas 
por ejemplo es probable que se pierda la señal.  
Hay varios tipos de radioayudas, pero las más comunes son el VOR, el DME, el NDB y el ILS.  
VOR (Very high frequency Omnidireccional Range) 
El sistema VOR se basa en ondas de muy alta frecuencia (VHF, entre 108 y 118 MHz modulada 
en AM) que se envían desde la estación en tierra a todas las direcciones de manera radial. El 
alcance de esta radioayuda es de unos 300km de amplitud y unos 11km de altura.  
El avión, a través de su sistema VOR a bordo, capta una señal del VOR y sabe la orientación de 
esta señal respecto al VOR en tierra. Sabiendo la posición de la estación VOR y el radial VOR en 
el que se encuentra se puede tener una idea aproximada de su posición.  
 
Fig. 20. Radiales VOR 
DME (Distance Measuring Equipment) 
El sistema DME es un sistema que mide la distancia a un blanco. El principio de funcionamiento 
es muy simple: La aeronave envía una señal de muy alta frecuencia (UHF, 962 y 1213 MHz) al 
equipo DME, este la procesa y la reenvía con un retardo de unos 50 milisegundos. Al llegar a la 
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aeronave, ésta calcula la distancia a la que se encuentra respecto al DME sabiendo el tiempo 
que ha tardado en llegar la señal. 
Normalmente se utiliza el VOR y el DME de manera conjunta (se ubican en la misma posición) y 
así se puede obtener la ubicación exacta de la aeronave. El identificativo de un sistema 
VOR/DME en una carta de navegación aérea es el de la siguiente imagen: 
 
Fig. 21. Representación DME 
NDB (Non-Directional Beacon) 
El principio de funcionamiento de un sistema NDB es muy similar al de un faro para los barcos. 
Este sistema emite a una frecuencia determinada y conocida por el usuario en todas direcciones. 
La aeronave es capaz de saber dónde se encuentra la radioayuda siguiendo su señal.  
Este sistema tiene un rango más extenso que el VOR pero como contrapartida su precisión es 
mucho menos ya que esta señal se ve bastante afectada por fenómenos meteorológicos, 
montañas, etc.  
Un sistema NDB se representa con el símbolo siguiente: 
 
Fig. 22. Representación NDB 
ILS (Instrument Landing System) 
Este sistema es solo para aterrizajes. No da ninguna información de ruta. Con este sistema una 
aeronave es capaz de aterrizar en condiciones de visibilidad muy reducida, incluso nula. Este 
sistema está pensado para aeronaves comerciales y de cargo. Una avioneta no lleva este tipo de 
sistema a bordo. 
Este sistema se compone de 4 haces de frecuencia diferente. Dos de ellos se usan para 
determinar la trayectoria vertical y los otros dos la horizontal. La aeronave se aproxima a la pista 
y cuando tiene una señal demasiado elevada en una frecuencia significa que se está desviando 
de la trayectoria de aterrizaje prevista.  
En la siguiente figura se puede ver claramente su funcionamiento. 
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Fig. 23. Funcionamiento ILS 
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Bus I2C 
I2C o I2C es un bus de comunicación muy sencillo formado por dos cables, SDA (Serial DAta) y 
SCL (Serial CLock), para conectar dispositivos de poca velocidad, como por ejemplo un sensor 
inercial o un convertidor A/D.  
El I2C sigue una estructura de Master-Slave, es decir, hay un componente que inicia la 
comunicación (Master) y va dirigida a otro componente que reacciona a la petición del Master 
(Slave).  
En la siguiente figura se puede ver un ejemplo con un microcontrolador actuando como Master 
y tres sistemas actuando como Slave, un ADC, un DAC y otro microcontrolador.  
 
Fig. 24. Esquema funcionamiento bus I2C 
Protocolo de transmisión  
El protocolo básico de actuación emplea 8 bytes de comunicación. Cada dispositivo esclavo tiene 
7 bytes como dirección o address. El dispositivo master no necesita ninguna dirección ya que 
este genera el reloj. El último byte se emplea para decir si se escribe (0) o se lee (1). Al inicio de 
la transmisión el maestro envía un paquete y el esclavo responde escribiendo (guarda los datos) 
o leyendo (envía datos al maestro). 
En régimen nominal se empieza con un “1” tanto en SDA como SCL. Entonces el Master  envía 
un “0” para empezar la comunicación. Luego se activa el reloj con una frecuencia determinada 
y se envía el paquete necesario a través de SDA. Los paquetes se envían a todos los esclavos que 
se quiera sin interrumpir la conexión. Para finalizar el envio de paquetes del maestro se vuelve 
a colocar un “1” en el reloj y acto seguido en el SDA. En la siguiente figura se puede ver 
claramente el protocolo I2C en acción.  
 
Fig. 25. Transmisión SDA y SCL 
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Códigos de programación 
Código de Arduino 
//libreria MMA8452Q 
#include <SparkFun_MMA8452Q.h> 
//libreria BNO055 
#include "NineAxesMotion.h"         
#include <Wire.h> 
 
MMA8452Q accel; 
NineAxesMotion mySensor;         
bool updateSensorData = true;         //Flag to update the sensor data. 
Default is true to perform the first read before the first stream 
float a_body[3];//acceleration linear del sensor 
float omega[3];//vel angular del sensor 
 
void setup() //This code is executed once 
{ 
  //Peripheral Initialization 
  Serial.begin(74880);           //Initialize the Serial Port to view 
information on the Serial Monitor 
  I2C.begin();                   //Initialize I2C communication to the let 
the library communicate with the sensor. 
  //Sensor Initialization 
  accel.init(SCALE_4G);          // Set accel at 4G range 
  mySensor.initSensor();         // The I2C Address can be changed here 
inside this function in the library 
  mySensor.setOperationMode(OPERATION_MODE_NDOF);   //Can be configured to 
other operation modes as desired 
  mySensor.setUpdateMode(AUTO);  //The default is AUTO. Changing to MANUAL 
requires calling the relevant update functions prior to calling the read 
functions 
  //Update 
  mySensor.updateAccelConfig(); 
  updateSensorData = true; 
} 
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void loop() //This code is executed always 
{ 
  if (accel.available()) 
  { 
     if (updateSensorData)  //Update data 
    { 
      accel.read(); 
      mySensor.updateGyro();  
      updateSensorData = false;  
    } 
    //Aceleracion que lee el sensor en [g] 
    a_body[0]=accel.cx;  
    a_body[1]=accel.cy;  
    a_body[2]=accel.cz;  
 
    //Saco la velocidad angular que me da el sensor en [DEG/S] 
    omega[0]=mySensor.readGyroX();  
    omega[1]=mySensor.readGyroY();      
    omega[2]=mySensor.readGyroZ();      
 
    //Lo escribo en el Puerto Serie 
        for(int c=0;c<3;c++){ 
    Serial.print(omega[c]);//En DEG/S        
    Serial.print(","); 
    } 
        for(int c=0;c<3;c++){ 
    Serial.print(a_body[c]);//En G 
    Serial.print(","); 
    } 
    Serial.println();// /n 
    updateSensorData = true; 
  } 
} 
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Código de Processing 
Main  
import processing.serial.*;//Para que se comunique con Arduino  
Serial myPort;  // Create object from Serial class 
String datastring;   //Lo que quiero --> Lo he de coger como string y luego 
lo paso a float 
 
int i=0;//Para contar iteraciones 
Sensor mySensor; //inicio my clase Sensor 
float data[] = new float[5];//Para coger datos 
//Variables 
boolean FirstTime = true; 
float a_body[] = new float[3]; //Al definir se cuenta como 1,2,3. Luego se 
usa 0,1,2 
float a_inertial[] = new float[3]; 
float a_offset[] = new float[3]; 
float omega_offset[] = new float[3]; 
float omega[] = new float[3]; 
float angle[] = new float[3]; 
float total_angle[] = {0,0,0}; 
float total_angleDEG[] = new float[3]; 
float velocity[] = new float[3]; 
float position[] = new float[3]; 
float gravity[] = {0,0,9.81}; 
float altitude[] = new float[2]; 
float dt = 0.012;//en segundos                         
//Para display imagen 
PImage img;  // Declare variable "a" of type PImage 
float signal;// Para poder saber donde clicko en la imagen 
boolean zoom = false; 
//zoom 
float scaleFactor = 1.0; 
float translateX = 0.0; 
float translateY = 0.0; 
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//Valor signal en LELL 
// --->  231500.0 
//Valor sx, sy en LELL 
// --->  417 294   
int[] LELL = {417 , 294, 148 };//X Y en pixeles, Z en metros 
//Valor sx, sy en 5NM fuera de LELL al Este 
// --->  454 294 
// Cada 37 puntos (454-417) son 9260m = 5NM 
//Por lo tanto, cada 250m = 1 pixel (9260/37) 
 
IntList Xtrayectory = new IntList(); 
IntList Ytrayectory = new IntList(); 
IntList Ztrayectory = new IntList(); 
 
//Para guardar valores 
PrintWriter accel; 
PrintWriter vel; 
PrintWriter pos; 
PrintWriter gyro; 
 
void setup() 
{ 
  fullScreen(); 
  // The image file must be in the data folder of the current sketch to load 
successfully 
  img = loadImage("FotoMapa.jpg");  // Load the image into the program   
  String portName = Serial.list()[0]; //change the 0 to a 1 or 2 etc. to 
match your port 
  myPort = new Serial(this, portName, 74880);//Tiene que estar puesto lo 
mismo que arduino 
  delay(200);//para q de tiempo de pintar la primera linea 
  datastring = myPort.readStringUntil('\n');//Primera linea es mala 
   
  accel = createWriter("acceleration[ms2].txt"); 
 
 
59 
 
  vel = createWriter("velocity[ms].txt"); 
  pos = createWriter("position[m].txt"); 
  gyro = createWriter("gyro[degree].txt"); 
} 
 
 
void draw() 
{ 
   if ( myPort.available() > 0)  
  { // If data is available: 
    datastring = myPort.readStringUntil('\n');  // read it and store it in 
datastring 
    String[] dataarray = split(datastring, ',');//cortalo         
    data = float(dataarray);                    // Lo paso a float 
   
    //Añado una linea de Arduino a la clase sensor. Aqui ya se hace la 
conversion a RAD/s y m/s2 
    mySensor = new Sensor(data[0],data[1],data[2],data[3],data[4],data[5]); 
  }  
   
  //DISPLAY SENSOR 
  //Hago el zoom 
  translate(translateX,translateY); 
  scale(scaleFactor); 
  // Displays the image at point (0,0)  
  image(img, 0, 0, img.width, img.height); 
 
  if(FirstTime){ 
      Calibration(); 
      FirstTime = false; 
    } 
     
  //Funcion que procesa los datos 
  Data_processing();  
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  //Funcion que me dibuje el mapa 
  Data_draw(); 
   
  //Funcion que guarda valores 
  Data_saving();  
}//End draw 
 
//Para restablecer el zoom 
void mousePressed() { 
  //if (mousePressed) { 
    scaleFactor = 1; 
    translateX = 0.0; 
    translateY = 0.0; 
  //} 
} 
 
//Para hacer el zoom 
void mouseWheel(MouseEvent e) { 
  translateX -= mouseX; 
  translateY -= mouseY; 
  float delta = e.getCount() > 0 ? 1.05 : e.getCount() < 0 ? 1.0/1.05 : 1.0; 
  scaleFactor *= delta; 
  translateX *= delta; 
  translateY *= delta; 
  translateX += mouseX; 
  translateY += mouseY; 
} 
 
void keyPressed(){ 
  if (key == ESC){ 
    accel.flush();//Para que guarde todo lo q queda en el fichero 
    pos.flush(); 
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    vel.flush(); 
    gyro.flush(); 
    accel.close(); 
    vel.close(); 
    pos.close(); 
    gyro.close(); 
    exit();//finaliza el programa 
  } 
} 
 
void Calibration(){ 
  println("System calibrating");//Aviso que se esta calibrando 
  float a_off[] = new float[3]; 
  float o_off[] = new float[3]; 
  for(int c=0;c<50;c++){ 
    o_off[0] += mySensor.oX; 
    o_off[1] += mySensor.oY; 
    o_off[2] += mySensor.oZ;       
    a_off[0] += mySensor.aX; 
    a_off[1] += mySensor.aY; 
    a_off[2] += mySensor.aZ; 
    delay(50); //Pongo un delay para coger mejor las muestras 
  } 
  for(int c=0;c<3;c++){//Divido entre el numero de muestras para sacar el 
offset 
    omega_offset[c] = o_off[c]/50; 
    a_offset[c] = a_off[c]/50; //Cuando sea eje Z le estoy quitando la g 
tambien 
  } 
  a_offset[2] += -9.81;//Añado la gravedad como offset para poder compensarla 
luego. El offset de z es solo el sistematico.  
  println("Calibration finished"); 
} 
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void Data_processing(){ 
    //Guardo los datos que me ha pasado arduino (la conversion a RAD/s y m/s2 
se hace en el constructor de la clase Sensor) 
    omega[0] = mySensor.oX; 
    omega[1] = mySensor.oY; 
    omega[2] = mySensor.oZ;       
    a_body[0]= mySensor.aX; 
    a_body[1]= mySensor.aY; 
    a_body[2]= mySensor.aZ; 
 
    //Saco angulo a partir de la velocidad angular 
    angle[0] = omega[0] * dt; 
    angle[1] = omega[1] * dt; 
    angle[2] = omega[2] * dt;    
     
    //Saco el angulo total  
    total_angle[0] = total_angle[0] + angle[0]; 
    total_angle[1] = total_angle[1] + angle[1]; 
    total_angle[2] = total_angle[2] + angle[2]; 
     
    //Hago sistema STRAPDOWN con angulos NO pequeÃƒÂ±os (uso incremental de 
angulo!). Matriz no commutativa. He usado Rxyz 
    float Rmatrix[][] = new float[3][3]; 
    Rmatrix[0][0]= cos(angle[1])*cos(angle[2]); 
    Rmatrix[0][1]= cos(angle[1])*sin(angle[2]); 
    Rmatrix[0][2]= -sin(angle[1]); 
    Rmatrix[1][0]= sin(angle[0])*sin(angle[1])*cos(angle[2]) - 
cos(angle[0])*sin(angle[2]); 
    Rmatrix[1][1]= sin(angle[0])*sin(angle[1])*sin(angle[2]) + 
cos(angle[0])*cos(angle[2]); 
    Rmatrix[1][2]= sin(angle[0])*cos(angle[1]); 
    Rmatrix[2][0]= cos(angle[0])*sin(angle[1])*cos(angle[2]) + 
sin(angle[0])*sin(angle[2]); 
    Rmatrix[2][1]= cos(angle[0])*sin(angle[1])*sin(angle[2]) - 
sin(angle[0])*cos(angle[2]); 
    Rmatrix[2][2]= cos(angle[0])*cos(angle[1]); 
 
 
63 
 
 
    //Creo la nueva acceleraciÃƒÂ³n multiplicando matrices 
    a_inertial[0] = 
a_body[0]*Rmatrix[0][0]+a_body[1]*Rmatrix[1][0]+a_body[2]*Rmatrix[2][0];//X 
    a_inertial[1] = 
a_body[0]*Rmatrix[0][1]+a_body[1]*Rmatrix[1][1]+a_body[2]*Rmatrix[2][1];//Y 
    a_inertial[2] = 
a_body[0]*Rmatrix[0][2]+a_body[1]*Rmatrix[1][2]+a_body[2]*Rmatrix[2][2];//Z 
 
    //Calculo velocidad 
    for(int c=0;c<3;c++){ 
    velocity[c]=a_inertial[c]*dt +velocity[c]; //v=at+v0 
    }    
 
    //Calculo posicion 
    for(int c=0;c<3;c++){ 
    position[c]= position[c] + velocity[c]*dt + a_inertial[c]*dt*dt*0.5; 
    } 
     
  //Ajusto la desviacion debida a la cabecera de pista   
  //Cabecera 13 
  float[] angulo_RAD = { radians(40) , radians(50)}; 
  float x13 = position[0]/cos(angulo_RAD[1]) - 
position[1]/sin(angulo_RAD[1]); 
  float y13 = position[0]/cos(angulo_RAD[0]) + 
position[1]/sin(angulo_RAD[0]); 
  position[0] = x13; 
  position[1] = y13; 
  /* 
  //Cabecera 31 
  float[] angulo_RAD = { radians(40) , radians(50)}; 
  float x31 = position[0]/sin(angulo_RAD[0]) - 
position[1]/cos(angulo_RAD[0]); 
  float y31 = position[0]/sin(angulo_RAD[1]) - 
position[1]/cos(angulo_RAD[1]); 
  position[0] = x31; 
 
 
64 
 
  position[1] = y31; 
  */ 
   
  //Añado la altura de LELL 
  //altitude esta en metros [0] y en feets [1] 
  //Al incremento de antes le sumo la altura inicial q es LELL 
  if(FirstTime){ 
   //La primera vez pongo la altura del aeropuerto 
   position[2] = position[2] + LELL[2]; 
  } 
  altitude[0] = position[2]; //m 
  altitude[1] = position[2]*3.28084; //ft 
}// END Data_processing() 
 
void Data_saving(){ 
  total_angleDEG[0] = total_angle[0]*180*PI; 
  total_angleDEG[1] = total_angle[1]*180*PI; 
  total_angleDEG[2] = total_angle[2]*180*PI; 
   
  //Guardo los datos 
  accel.println(a_inertial[0]+" "+a_inertial[1]+" "+a_inertial[2]);//tiene q 
ser XYZ0 no 1!! 
  vel.println(velocity[0]+" "+velocity[1]+" "+velocity[2]); 
  pos.println(position[0]+" "+position[1]+" "+position[2]);//altitude cuenta 
con el 148m inicial! 
  //gyro.println(omega[0]+" "+omega[1]+" "+omega[2]);   
  gyro.println(total_angleDEG[0]+" "+total_angleDEG[1]+" 
"+total_angleDEG[2]);  
}//END Data_saving() 
 
void Data_draw(){ 
  //Pinto posicion 
  float Xpix;//Pixels X 
  float Ypix;//Pixels Y 
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  //Paso la posicion en [m] a pixeles 
    float fc = 37.0/9260.0; //factor de conversion [m]<-->[pixeles] 
    Xpix = position[0]*fc; 
    Ypix = position[1]*fc; 
  // Lo paso a INT 
    Xpix = (int)Xpix; 
    Ypix= -(int)Ypix;//Pongo el menos pq la Y va al reves en processing 
  //Lo coloco en funcion del origen 
    Xpix = LELL[0] + Xpix;//Nuevo punto a partir del origen LELL 
    Ypix = LELL[1] + Ypix;//Nuevo punto a partir del origen LELL 
   
  //Guardo el historico de la trayectoria 
  if(FirstTime){ 
    //El punto inicial es LELL 
    Xtrayectory.append(417);//Xmapa 
    Ytrayectory.append(294);//Ymapa 
  }else{ 
      Xtrayectory.append((int)Xpix); 
      Ytrayectory.append((int)Ypix); 
      Ztrayectory.append((int)altitude[0]); 
  } 
  //Paso el historico XYZ a int[] para poder plotear 
  int[] X4draw = Xtrayectory.array(); 
  int[] Y4draw = Ytrayectory.array(); 
 
  //Pinto la posicion ANTIGUA 
  for(int r=0; r < i - 1; r++){  
    fill(255,0,0);//Relleno de rojo como la trayectoria 
    stroke(255,0,0);//pinto contorno de rojo para la trayectoria 
    ellipse(X4draw[r],Y4draw[r],3,3); 
  } 
  //Pinto posicion ACTUAL 
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  fill(255,0,0);//Relleno de rojo como la trayectoria 
  stroke(0,255,0);//pinto contorno de verde para la posicion actual 
  ellipse(Xpix,Ypix,5,5); 
       
  //Pinto la altura 
  stroke(0,255,0); 
  noFill(); 
  rect(5,5,120,50); 
  textSize(20); 
  text(altitude[0], 10, 30);  
  text("m", 100, 30);  
  text(altitude[1], 10, 50);  
  text("ft", 100, 50);  
   
  FirstTime = false; 
} 
 
 
Sensor object 
public class Sensor{ 
  int i; 
  //variables 
  public float aX; 
  public float aY; 
  public float aZ; 
  public float oX; 
  public float oY; 
  public float oZ; 
  public float vX; 
  public float vY; 
  public float vZ; 
  public float pX; 
  public float pY; 
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  public float pZ; 
  public float R; 
  public float P; 
  public float Y; 
   
  //Constructor 
  Sensor(float omega_x, float omega_y, float omega_z, float ax, float ay, 
float az){ 
    //Entra en [g] y [deg/s] y sale como [m/s2] y [rad/s] 
    aX = ax*9.81; 
    aY = ay*9.81; 
    aZ = az*9.81; 
    oX = omega_x*PI/180;  
    oY = omega_y*PI/180;  
    oZ = omega_z*PI/180;   
  } 
   
  //funciones (para que devuelva valores) 
  public float aX(){ 
    return aX; 
  } 
   
  public float aY(){ 
    return aY; 
  } 
   
  public float aZ(){ 
    return aZ; 
  } 
   
  public float R(){ 
    return R; 
  } 
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  public float P(){ 
    return P; 
  } 
   
  public float Y(){ 
    return Y; 
  } 
   
  public float Rrad(){ 
    float Rrad = radians(R); 
    return Rrad; 
  } 
   
  public float Prad(){ 
    float Prad = radians(P); 
    return Prad; 
  } 
   
  public float Yrad(){ 
    float Yrad = radians(Y); 
    return Yrad; 
  } 
   
  public float[] Accel(){ 
    float[] xyz = {aX,aY,aZ}; 
    return xyz; 
  } 
   
  public float[] Vel(){ 
    float[] xyz = {vX,vY,vZ}; 
    return xyz; 
  } 
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  public float[] Pos(){ 
    float[] xyz = {pX,pY,pZ}; 
    return xyz; 
  } 
   
  public float[] GyroDEG(){ 
    float[] Gdeg = {R,P,Y}; 
    return Gdeg; 
  } 
   
  public float[] GyroRAD(){ 
    float[] Grad = {radians(R),radians(P),radians(Y)}; 
    return Grad; 
  } 
}//End sensor class 
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Código de Matlab 
Este es el código utilizado para sacar los plots con la aceleración, velocidad, posición y 
orientación. 
 
clear all; 
close all; 
 
fa = fopen('acceleration[ms2].txt'); 
fv = fopen('velocity[ms].txt'); 
fr = fopen('position[m].txt'); 
fg = fopen('gyro[degree].txt'); 
line = fgetl(fa); 
 
r=1; 
c=1; 
afile=fscanf(fa,'%f',3); 
vfile=fscanf(fv,'%f',3); 
rfile=fscanf(fr,'%f',3); 
gfile=fscanf(fg,'%f',3); 
while(~feof(fa))     
    if(c==4) 
        afile=fscanf(fa,'%f',3); 
        vfile=fscanf(fv,'%f',3); 
        rfile=fscanf(fr,'%f',3); 
        gfile=fscanf(fg,'%f',3); 
        c=1; 
        r=r+1; 
    else 
    acc(r,c) = afile(c); 
    vel(r,c) = vfile(c); 
    pos(r,c) = rfile(c); 
    gyro(r,c) = gfile(c); 
    c=c+1; 
    end 
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end 
fclose(fa); 
fclose(fv); 
fclose(fr); 
fclose(fg); 
 
i=1; 
it = size(acc); 
while(i<= it(1)); 
    iterations(i) = i; 
    i=i+1; 
end 
 
%valores medios 
i=1; 
ax=0; 
ay=0; 
az=0; 
vx=0; 
vy=0; 
vz=0; 
px=0; 
py=0; 
pz=0; 
gx=0; 
gy=0; 
gz=0; 
while(i<=it(1)) 
    ax = acc(i,1) + ax; 
    ay = acc(i,2) + ay; 
    az = acc(i,3) + az; 
    vx = vel(i,1) + vx; 
    vy = vel(i,2) + vy; 
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    vz = vel(i,3) + vz; 
    px = pos(i,1) + px; 
    py = pos(i,2) + py; 
    pz = pos(i,3) + pz; 
    gx = gyro(i,1) + gx; 
    gy = gyro(i,2) + gy; 
    gz = gyro(i,3) + gz; 
    i=i+1; 
end 
    ax =  ax/it(1); 
    ay =  ay/it(1); 
    az =  az/it(1); 
    vx =  vx/it(1); 
    vy =  vy/it(1); 
    vz =  vz/it(1); 
    px =  px/it(1); 
    py =  py/it(1); 
    pz =  pz/it(1); 
    gx =  gx/it(1); 
    gy =  gy/it(1); 
    gz =  gz/it(1); 
     
%Acc 
figure 
plot(iterations,acc(:,1),'r'); 
title({'X Acceleration [ms2]','MEAN VALUE:', ax}) 
 
figure 
plot(iterations,acc(:,2),'g'); 
title({'Y Acceleration [ms2]','MEAN VALUE:', ay}) 
 
figure 
plot(iterations,acc(:,3),'k'); 
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title({'Z Acceleration [ms2]','MEAN VALUE:', az}) 
 
%vel 
figure 
plot(iterations,vel(:,1),'r'); 
title({'X Velocity [ms]','MEAN VALUE:', vx}) 
 
figure 
plot(iterations,vel(:,2),'g'); 
title({'Y Velocity [ms]','MEAN VALUE:', vy}) 
 
figure 
plot(iterations,vel(:,3),'k'); 
title({'Z Velocity [ms]','MEAN VALUE:', vz}) 
 
%pos 
figure 
plot(iterations,pos(:,1),'r'); 
title({'X Position [m]','MEAN VALUE:', px}) 
 
figure 
plot(iterations,pos(:,2),'g'); 
title({'Y Position [m]','MEAN VALUE:', py}) 
 
figure 
plot(iterations,pos(:,3),'k'); 
title({'Z Position [m]','MEAN VALUE:', pz}) 
 
%gyro 
figure 
plot(iterations,gyro(:,1),'r'); 
title({'ROLL [Deg]','MEAN VALUE:', gx}) 
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figure 
plot(iterations,gyro(:,2),'g'); 
title({'PITCH [Deg]','MEAN VALUE:', gy}) 
 
figure 
plot(iterations,gyro(:,3),'k'); 
title({'YAW [Deg]','MEAN VALUE:', gz}) 
 
 
