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Für den Austausch und zur Kopplung von Simulationsmodellen ist die
Nutzung herstellerübergreifender Standards wie des Functional Mock-up-
Interfaces (FMI) unerlässlich. In diesem Artikel wird eine Methode zum
automatisierten Export von Simulationsmodellen aus Simulink in Module
nach dem Standard FMI for Co-Simulation vorgestellt. Der automatisierte
Export nutzt den Quelltextgenerator von Simulink und passt diesen über
Templates für den Target Language Compiler so an, dass der erzeugte
Quelltext das Functional Mock-up Interface implementiert. Der Artikel
beschreibt die Methode zum Auslesen der Signaldefinitionen inkl. Bezeichner
und Typen aus dem Simulink-Modell und die Methode zur Generierung des
FMI-Quelltextes.
1 Einleitung
Simulationen sind heute ein wesentlicher Bestandteil des Produktentwicklungsprozes-
ses, da sie es ermöglichen, Erkenntnisse schon vor dem teuren Bau von Prototypen
eines neuen Produktes zu gewinnen. In einer hoch spezialisierten Arbeitsweise ist es
notwendig, Simulationsmodelle zwischen Entwicklern auszutauschen: Beispielsweise
∗Diese Arbeit wurde unterstützt vom Spitzentechnologiecluster Energieeffiziente Produkt- und Pro-
zessinnovationen in der Produktionstechnik (eniPROD), der von der Europäischen Union aus
Mitteln des Europäischen Fonds für regionale Entwicklung (EFRE) sowie aus Landesmitteln des
Freistaats Sachsen gefördert wird.
1
könnte ein Maschinenhersteller Modelle der verwendeten Bauteile bei seinen Zulieferern
anfordern, um die Simulationsmodelle der Bauteile modular zu einer Gesamtsimulation
der Maschine zusammenzufügen. Für diesen Austausch sind herstellerübergreifende
Standards unerlässlich. Einen solchen Standard stellt das Functional Mock-up-Interface
dar, das von einem Konsortium europäischer Industrieunternehmen aus dem Automoti-
ve-Bereich, Softwareunternehmen und Wissenschaftseinrichtungen entwickelt wurde
[6, 7].
Als Simulationsmodell wird hier eine Nachbildung eines realen Systems bezeichnet,
die die funktionalen Beziehungen enthält und problemspezifisch einen zeitabhängigen
physikalischen Vorgang möglichst wirklichkeitsgetreu reproduziert. Ein Simulationsmo-
dell hat meist ein oder mehrere Eingangssignale, mit denen der Benutzer das Problem
genauer spezifiziert, und ein oder mehrere Ausgangssignale. Das Modell wird in der
Regel unter Verwendung einer speziellen Software, der Simulationsumgebung, entworfen
und auch durch diese ausgeführt. Bei der Ausführung werden unter Berücksichtigung der
Eingangssignale die Ausgangssignale in Abhängigkeit von der Simulationszeit berechnet.
Die vorliegende Arbeit entstand innerhalb des Projektes eniPROD [3], das unter
anderem die Entwicklung und Erforschung von Produktentwicklungsprozessen ener-
gieeffizienter Produkte zum Ziel hat. Zur Abschätzung des Energiebedarfs von Werk-
zeugmaschinen unter verschiedenen Prozessparametern wurden Energiemodelle dieser
Werkzeugmaschinen entwickelt, die in der Simulationsumgebung Simulink dargestellt
werden [18]. Als Problem stellte sich hierbei die Nichtexistenz einer generischen Schnitt-
stelle zur Kopplung der Simulink-Modelle an andere Simulationsumgebungen heraus.
Eine solche Schnittstelle wird beispielsweise benötigt, um den mittels eines Simulink-
Modells abgeschätzten Energieverbrauch der Werkzeugmaschine bei der Herstellung
eines bestimmten Produkts in einer Virtual-Reality-Umgebung (VR) zu visualisieren
[19]. Durch eine solche Visualisierung soll dem Produktentwickler verdeutlicht werden,
welche Prozessschritte an der Werkzeugmaschine besonders energieintensiv sind. Da die
VR keine generische Schnittstelle zur Anbindung des Maschinenenergiemodells aufweist,
ist derzeit bei jeder Änderung am Modell eine aufwändige Neukompilierung der VR-
Anbindung erforderlich.
Nach [6] stellt das Functional Mock-up Interface (FMI) den ersten Standard zum
Austausch von Simulationsmodellen dar, der unabhängig von Simulationswerkzeugen ist.
Aufgrund seiner breiten Unterstützung durch Hersteller von Simulationsumgebungen
[7] ist zu erwarten, dass der Standard in naher Zukunft große Bedeutung erhält. Neben
der Verbesserung beim Austausch von Simulationsmodellen zwischen verschiedenen
Einrichtungen kann der Standard auch Vorteile innerhalb einer Einrichtung bringen:
Beispielsweise konnte durch Nutzung des Functional Mock-up Interfaces zur Simulati-
onskopplung die Komplexität der Kopplung und die Anzahl benötigter Zusatzwerkzeuge
im Produktentwicklungsprozesses verringert werden [21]. Im oben genannten Beispiel
entfiele der Schritt des Neukompilierens der VR-Umgebung bei Änderungen am Modell:
Der FMI-Standard vorsieht, dass zu jedem Simulationsmodell ein so genanntes Model
Description Schema, das die konkrete Schnittstelle des Modells definiert, mitgeliefert
wird. Das ermöglicht es, die Schnittstellendefinition zur Laufzeit auszulesen.
Die Simulationsumgebung Simulink ist eine Erweiterung für Matlab zur „Modellie-
rung, Simulation und Analyse dynamischer Systeme“ [5]. Die Modelle können sowohl
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zeitkontinuierliche als auch zeitdiskrete Teile enthalten. Außerdem kann die Simulation
auf asynchrone Ereignisse reagieren [14]. Simulink-Modelle bestehen aus Funktionsblö-
cken, die mit unidirektionalen Signalen zu einem Signalflussplan verknüpft werden. Die
intuitive Form der Darstellung als Signalflussplan ermöglicht eine einfache Eingabe
und ein schnelles Erfassen bestehender Modelle, vgl. [5]. Zur Ausführung zeitkontinu-
ierlicher Simulationsmodelle, die auf Differentialgleichungen basieren, bietet Simulink
verschiedene Differentialgleichungslöser mit fester und mit variabler Schrittweite an.
Für zeitdiskrete Modelle wird der Discrete-Algorithmus, ebenfalls wahlweise mit fester
bzw. variabler Schrittweite, angeboten. Möglich ist auch, verschiedene Teile der Simula-
tion mit verschiedenen Zeitschrittweiten auszuführen. Nach Hatnik und Altmann
kann der Simulink-Simulationsalgorithmus „grob als erweiterter Datenflussalgorithmus“
charakterisiert werden [8].
Der vorliegende Artikel stellt einen Exportfilter für Simulink vor, der aus einem
vorhandenen Simulink-Simulationsmodell eine Functional Mock-up Unit, also ein Soft-
waremodul nach dem FMI-Standard, erzeugt. Damit lässt sich das Modell in einer
Form exportieren, die eine dynamische Anbindung an andere Simulationsumgebungen
ermöglicht. Ein FMI-Exportfilter für Simulink wird in der wissenschaftlichen Literatur
noch nicht beschrieben. Ein solcher Exportfilter wird neben dem eniPROD-Projekt
auch in weiteren Projekten benötigt, z. B. [21].
Der Artikel gliedert sich wie folgt: In Abschnitt 2 wird der Standard des Functional
Mock-up Interface (FMI) in seinen zwei Ausprägungen, d. h. FMI for Model Exchange
und FMI for Co-Simulation, kurz dargestellt. Abschnitt 3 veranschaulicht die Funktions-
weise von Simulink und die Herangehensweise bei der Implementierung eines Modells
mit FMI an einem Beispiel. In Abschnitt 4 werden Möglichkeiten zur Lösung des
vorliegenden Problems der generischen Anbindung von Simulink-Simulationsmodellen
skizziert und bereits existierende Lösungen für den FMI-Export in Simulink vorgestellt.
Abschnitt 5 erläutert die konkrete Implementierung des Exportfilters. In Abschnitt 6
werden die Ergebnisse zusammengefasst.
2 Functional Mock-up Interface
Nach Kübler und Schiehlen [10] kann das Modell eines Simulationsmoduls in drei
Ebenen beschrieben werden, auf denen jeweils die Kopplung an andere Module mög-
lich ist: Die physikalische Modellbeschreibung nutzt physikalische Größen und ihre
Zusammenhänge zur Darstellung des Systems, die mathematische Modellbeschreibung
formuliert das Modell als System mathematischer Gleichungen und die Verhaltensbe-
schreibung gibt das Verhalten des Modells unter gegebenen Einflüssen als konkrete
Zahlenwerte an.
Der Standard des Functional-Mock-up-Interface (FMI) bietet zwei Arten der Simu-
lationskopplung an: FMI for Model Exchange [16] für die Ebene der mathematischen
Modellbeschreibung und FMI for Co-Simulation [15] für die Ebene der Verhaltens-
modellbeschreibung. Der FMI-Standard liegt derzeit in Version 1.0 vor, der auch in
dieser Arbeit genutzt wird. Die Version 2.0 des Standards [7] ist derzeit in Arbeit, die
Dokumentation liegt in der vorläufigen Version 2.0 Beta 4 vom 10. August 2012 [17]
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Abbildung 1: Schema der Kopplung mehrerer Co-Simulation-FMUs
vor.
Bei FMI for Model Exchange wird das Simulationsmodell in Form von Differential-
gleichungen in Zustandsraumdarstellung (ordinary differential equations, ODE), die
über ein standardisiertes Interface in der Programmiersprache C ausgewertet werden
können, definiert. Der sogenannte Simulationsmaster importiert das Simulationsmodell
und führt es aus. Für diesen Zweck stellt er einen Differentialgleichungslöser zur Aus-
wertung und Lösung der Differentialgleichungen des Modells bereit. Zur Weitergabe
wird das Modell in Quelltext- oder kompilierter Form in eine Functional Mock-up Unit
(FMU) gepackt. Bei der Weitergabe in Quelltextform ist die FMU unabhängig vom
verwendeten Simulator und von der Zielplattform. Mit der Weitergabe in kompilierter
Form als simulator- und zielplattformspezifische dynamische Bibliothek (shared library)
können die Gleichungen vor dem Benutzer verborgen werden. Des Weiteren ist in
der FMU ein Model Description Schema, das in einer XML-Datei beschrieben wird,
enthalten. Im Model Description Schema werden alle Variablen, d. h. die Ein- und
Ausgangssignale des Modells, mit Namen und Datentyp definiert. Außerdem wird jeder
Variablen eine Identifikationsnummer zugeordnet. Optional können weitere Dateien,
z. B. Dokumentation, zur FMU hinzugefügt werden. Alle genannten Dateien werden in
ein ZIP-Archiv gepackt und ergeben so die FMU.
Beim Standard FMI for Co-Simulation werden Simulationsmodule verbunden, indem
sie über den Master der Co-Simulationsumgebung zu diskreten Kommunikations-
zeitpunkten Daten austauschen. Das Prinzip wird in Abb. 1 illustriert: Der Master
verbindet dabei Ausgang y(t) eines Moduls mit Eingang u(t) eines anderen Moduls.
Außerdem weist er die Module an, jeweils ihre Teilsimulation bis zum nächsten Kommu-
nikationszeitpunkt auszuführen. Während der Datenaustausch stets zu den diskreten
Kommunikationszeitpunkten, deren Abstand ggf. veränderlich ist, stattfindet, kann
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1 fmiComponent fmiInstantiateSlave(fmiString instanceName, fmiString fmuGUID,
fmiString fmuLocation, fmiString mimeType, fmiReal timeout, fmiBoolean
visible, fmiBoolean interactive, fmiCallbackFunctions functions,
fmiBoolean loggingOn);
2 fmiStatus fmiInitializeSlave(fmiComponent c, fmiReal tStart, fmiBoolean
StopTimeDefined, fmiReal tStop);
3 fmiStatus fmiTerminateSlave(fmiComponent c);
4 fmiStatus fmiResetSlave(fmiComponent c);
5 void fmiFreeSlaveInstance(fmiComponent c);
6
7 fmiStatus fmiSetReal (fmiComponent c, const fmiValueReference vr[], size_t
nvr, const fmiReal value[]);
8 fmiStatus fmiSetInteger(fmiComponent c, const fmiValueReference vr[], size_t
nvr, const fmiInteger value[]);
9 fmiStatus fmiSetBoolean(fmiComponent c, const fmiValueReference vr[], size_t
nvr, const fmiBoolean value[]);
10 fmiStatus fmiSetString (fmiComponent c, const fmiValueReference vr[], size_t
nvr, const fmiString value[]);
11 fmiStatus fmiGetReal( fmiComponent c, const fmiValueReference vr[], size_t
nvr, fmiReal value[]);
12 fmiStatus fmiGetInteger( fmiComponent c, const fmiValueReference vr[], size_t
nvr, fmiInteger value[]);
13 fmiStatus fmiGetBoolean( fmiComponent c, const fmiValueReference vr[], size_t
nvr, fmiBoolean value[]);
14 fmiStatus fmiGetString( fmiComponent c, const fmiValueReference vr[], size_t
nvr, fmiString value[]);
15
16 fmiStatus fmiDoStep( fmiComponent c, fmiReal currentCommunicationPoint,
fmiReal communicationStepSize, fmiBoolean newStep);
Listing 1: Interface einer FMU nach der FMI-Variante für Co-Simulation
das Modell selbst zeitkontinuierlich oder zeitdiskret sein. Liegen dem Modell Differenti-
algleichungen o. ä. zu Grunde, hat das Modul dafür selbst einen Löser bereitzustellen.
Da möglicherweise nicht alle im Projekt auftretenden Modelle in die ODE-Form über-
führbar und somit nach der Model-Exchange-Methode koppelbar sind, bietet es sich
für diese Arbeit an, die Co-Simulation-Methode zu verwenden. Im vorliegenden Falle
kann so außerdem auf die qualitativ guten Löser von Matlab/Simulink zurückgegriffen
werden.
Eine FMU nach dem Standard für Co-Simulation ist analog zu einer FMU nach dem
Standard für Model Exchange aufgebaut: Ein ZIP-Archiv enthält eine plattformspezifi-
sche dynamische Bibliothek, das Model Description Schema und optional den Quelltext
sowie weitere Dokumentation. Die dynamische Bibliothek muss eine Schnittstelle an-
bieten, welche mindestens die in Listing 1 gezeigten Funktionen bereitstellt [15]. Zur
Verwaltung des Modells existieren die Funktionen:
• fmiInstantiateSlave zum Erzeugen einer neuen Instanz des Simulationsmo-
duls,
• fmiInitializeSlave zum Initialisieren des Moduls,
• fmiResetSlave zum Zurücksetzen des Moduls in den Ausgangszustand,
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• fmiTerminateSlave zum Beenden der Ausführung sowie
• fmiFreeSlaveInstance zur Zerstörung der Instanz des Moduls und zur Spei-
cherfreigabe.
Der Datenaustausch erfolgt über die Funktionen:
• fmiSetReal, fmiSetInteger, fmiSetBoolean und fmiSetString, die
jeweils eine Variable des angegebenen Typs im Modell setzen sowie
• fmiGetReal, fmiGetInteger, fmiGetBoolean und fmiGetString, die
analog für das Auslesen dieser Variablen zuständig sind.
Das Interface der Datenaustauschfunktionen ist so konzipiert, dass für jeden der Daten-
typen real, integer, boolean und string eine spezifische Funktion existiert, die
jeweils eine oder mehrere Variablen dieses Typs ändert. Adressiert werden die Variablen
über ihre Identifikationsnummer, die für den jeweiligen Typ eindeutig ist. Die Zuordnung
der Identifikationsnummern zu den Variablen wird im Model Description Schema defi-
niert. Beim Funktionsaufruf wird im Parameter nvr die Anzahl der Variablen angegeben,
im Parameter vr ihre Identifikationsnummern und im Parameter value ihre jeweiligen
Werte. Optional können über die Funktionen fmiSetRealInputDerivatives und
fmiGetRealOutputDerivatives die Ableitungen der Variablen eingegeben bzw.
ausgelesen werden. Über die Schrittfunktion fmiDoStep wird das Simulationsmodul
angewiesen, seine Simulation bis zum angegebenen nächsten Kommunikationszeitpunkt
fortzuführen.
Das Model Description Schema legt die Schnittstelle des Modells fest. Ein Beispiel
wird in Abschnitt 3.3 gegeben. Es wird im XML-Format angegeben und sein Aufbau
ist wie folgt: Die Wurzel bildet das Element fmiModelDescription, in dessen
Attributen Metadaten, wie der Name des Simulationsmodells und eine für den Signaltyp
eindeutige Identifikationsnummer, festgelegt werden. Das Wurzelelement enthält das
Element ModelVariables, in dem die Ein- und Ausgangsvariablen deklariert werden.
Für jede Variable existiert ein Element ScalarVariable, das folgende Attribute
besitzt:
• name für einen eindeutigen Bezeichner der Variablen,
• valueReference für die Identifikationsnummer,
• variability, in dem angegeben wird, ob und ggf. zu welchen Zeitpunkten sich
die Variable ändern lässt,
• causality, in dem angegeben wird, ob es sich um ein Eingangssignal (input),
ein Ausgangssignal (output), ein internes Signal (internal) oder ein Steue-
rungssignal für die Simulationsumgebung (none) handelt, sowie
• description für eine optionale Beschreibung der Variablen.
Das Attribut variability kann die folgenden Werte enthalten:
• constant für Variablen, deren Wert sich nicht ändert,
• parameter für Variablen, deren Wert nur vor Initialisierung der Simulation
gesetzt werden kann,
• disrete für Variablen, deren Wert sich nur zu bestimmten Zeitpunkten ändert,
und
• continuous für Variablen, deren Wert sich jederzeit ändern kann.
Innerhalb des ScalarVariable-Elements wird ein Unterelement, das den Typ des
Signals festlegt, angegeben. Der Typ kann z.B. den Wert Real für Gleitkommava-
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riablen oder Boolean für Boole’sche Variablen annehmen. Zusätzlich können in der
ersten Ebene unterhalb des Wurzelelementes weitere Angaben, wie z. B. Einheiten-
und Typdefinitionen, Standardwerte für Experimente oder zu implementierten optio-
nalen Fähigkeiten der FMU, gemacht werden. Für Details hierzu wird auf die FMI-
Dokumentation [15, 16] verwiesen.
3 Beispiel
Die Implementierung einer speziellen Functional Mock-up Unit soll hier anhand eines
Beispiels skizziert werden. Dazu wurde das Beispiel Bewegung eines elastischen Balls
aus [9, S. 96], das die Bewegung eines springenden Balls simuliert, leicht abgewandelt.
In diesem Abschnitt wird nach einer Beschreibung des Modells springender Ball das
zugehörige Simulink-Modell angegeben und abschließend die Gestaltung des FMI
umrissen.
3.1 Modellbeschreibung
Zur Veranschaulichung wird das Modell zunächst auf den drei Ebenen nach Kübler
und Schiehlen beschrieben.
Physikalische Modellbeschreibung
An der Position ~r0 = (rx,0, ry,0)> im Raum befinde sich zum Zeitpunkt t = 0 ein Ball,
der die Anfangsgeschwindigkeit ~v0 = (vx,0, vy,0)> habe. Als einzige Kraft wirke auf ihn
die Erdanziehungskraft, die bewirkt, dass der Ball zu Boden fällt. Am Boden führt er
zum Zeitpunkt ts1 einen teilelastischen Stoß mit der Stoßzahl k aus, prallt also zurück
und bewegt sich wieder nach oben bis zu einem Umkehrpunkt. Die Erdanziehungskraft
sorgt nun dafür, dass der Ball wieder nach unten fällt, wodurch sich der Vorgang ständig
wiederholt.
Anders ausgedrückt wird die anfängliche Energie des Balls, die sich aus seiner
kinetischen und potentiellen Energie zusammensetzt, bis zum ersten Aufprall vollständig
in kinetische Energie umgewandelt. Durch den nicht-elastischen Anteil des Stoßes beim
Aufprall wird dem Ball ein Teil dieser Energie entzogen. Während der Aufwärtsbewegung
bis zum Umkehrpunkt wird der verbleibende Teil der kinetischen Energie vollständig
in potentielle Energie umgewandelt. Dann wiederholt sich der Vorgang.
Mathematische Modellbeschreibung
Die Bewegung des Balls unterliegt dem Superpositionsprinzip. Die Bewegungen in der
Horizontalen, also der x-Richtung, und der Vertikalen, also der y-Richtung, können
folglich unabhängig voneinander betrachtet werden. In horizontaler Richtung erfährt
der Ball keine Kraft, demzufolge auch keine Beschleunigung ax. Die Geschwindigkeit vx
ist also konstant und entspricht der Anfangsgeschwindigkeit in horizontaler Richtung
vx,0:
ax(t) = x¨(t) = 0 , vx(t) = x˙(t) = vx,0 . (1)
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Die x-Koordinate des Balls zum Zeitpunkt t lässt sich durch die Zeitintegration der
Geschwindigkeit in horizontaler Richtung ermitteln:
x(t) =
∫ t
0
x˙(t) dt . (2)
Die y-Koordinate des Balls zu einem Zeitpunkt t während des Falls bis zum Zeitpunkt
ts1 des ersten Stoßes lässt sich wie folgt berechnen:
y(t) = y(0) +
∫ t
0
y˙(t) dt = y(0) +
∫ t
0
(
y˙(0) +
∫ t
0
y¨(t) dt
)
dt . (3)
Die Anfangsbedingungen werden festgelegt durch:
y(0) = ry,0 und y˙(0) = vy,0 . (4)
Die Beschleunigung in y-Richtung ay entspricht dem Negativen der Erdbeschleunigung
g:
ay(t) = y¨(t) = −g . (5)
Beim Aufprall auf den Boden wird der Ball reflektiert, d. h. seine Geschwindigkeit
wechselt ihr Vorzeichen. Außerdem wird der Ball mit der Stoßzahl k gedämpft, sodass
sich die Geschwindigkeit v′y nach dem Stoß wie folgt aus der Geschwindigkeit vy vor
dem Stoß ergibt:
v′y = −kvy bzw. y˙(tsi) = −k y˙(tsi − ε) , (6)
wobei tsi − ε der Zeitpunkt kurz vor dem i-ten Stoß ist. Die y-Koordinate des Balls
nach dem i-ten Stoß ergibt sich aus:
y˙(t) = y˙(tsi) +
∫ t
tsi
y¨(t) dt , tsi ≤ t < tsi+1 . (7)
Verhaltensbeschreibung
Die Verhaltensbeschreibung eines Modells gibt für eine bestimmte Belegung der Ein-
gangssignale an, welche Werte sich für die Ausgangssignale für einen Zeitschritt der
Simulation ergeben. Für das Beispiel wurden mit Simulink die Ausgangssignale x und
y für den Zeitraum von t = 0 bis t = 4 für die Eingangssignalbelegungen von x0 = 1,
vx,0 = 0, vy,0 = 0 und k = 0 berechnet. Das Resultat ist in Abb. 2 dargestellt. Das
Diagramm zeigt den Wert der x- sowie der y-Koordinate des Balls in Abhängigkeit des
Zeitpunktes t des Simulationsschrittes.
3.2 Simulink-Modell
Das Simulink-Modell, das die mathematische Modellbeschreibung umsetzt, wird in
Abb. 3 gezeigt. Auf der linken Seite ist die Eingabe dargestellt, die aus einer Startge-
schwindigkeit in horizontaler Richtung v0, einer horizontalen Startposition x0, einer
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Abbildung 2: Verhaltensbeschreibung für das Beispielmodell springender Ball
Abbildung 3: Simulink-Modell des Beispiels springender Ball
Stoßzahl k und einer Starthöhe y0 besteht. Die Ausgabe sind die Koordinaten x und y
der derzeitigen Ballposition. Diese werden zusätzlich in einem Diagramm („XY-Graph“)
dargestellt, das auch in Abb. 4 abgebildet ist.
Hauptbestandteile des Modells sind die drei Integratoren, d. h. Integration Geschwin-
digkeit x’(t), Integration Beschleunigung y”(t) und Integration Geschwindigkeit y’(t),
die durch das Symbol „ 1s“ dargestellt werden. Der obere Integrator integriert die
konstante Geschwindigkeit v0 zur Position in x-Richtung mit dem Startwert x0 nach
Gleichung (2). Darunter befindet sich der Integrator der Geschwindigkeit in y-Richtung
nach Gleichung (3) mit dem Startwert y0. Das Symbol „ “ zeigt an, dass die Integration
beschränkt ist. Die Beschränkung legt fest, dass der y-Wert nie unter Null fallen darf.
Außer zur Ausgabe wird das Ausgangssignal y auch als Trigger zum Zurücksetzen der
Integration der Beschleunigung genutzt: Sobald y = 0 ist, wird das Beschleunigungsinte-
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Abbildung 4: Bewegung des springenden Balls (Ausgabe der Simulation in Simulink)
gral auf Null gesetzt. Dessen aktueller Zustand, d. h. die aktuelle Geschwindigkeit, wird
über den oberen Ausgang herausgeführt, zur Simulation des teilelastischen Stoßes nach
Gleichung (6) mit −1 und der Stoßzahl k multipliziert und dann als neuer Startwert für
die Integration genutzt. Der Wert für die y-Geschwindigkeit zu Beginn der Simulation
wird in der Komponente „Startbedingung“ festgelegt.
3.3 Functional Mock-up Unit
Das Model Description Schema für eine Functional Mock-up Unit, die das beschriebene
Simulink-Modell implementiert, ist in Listing 2 angegeben: Nach der Angabe einiger
genereller Daten zum Modell in den Attributen des Tag fmiModelDescription
werden im Tag ModelVariables die Ein- und Ausgangssignale deklariert. Es sind
jeweils Skalare vom Typ Real, also Gleitkommawerte. Die Eingangssignale x_0, v_0
, y_0 und k, sind als parameter markiert, d. h. sie können nur vor Beginn der
Simulation verändert werden. Die Signale x und y sind als Ausgangssignale markiert.
Zusätzlich ist angegeben, dass die Zeitschrittweite variabel sein darf, was z. B. zum
Erreichen einer höheren Genauigkeit in der Umgebung von Nullstellen nützlich ist.
In Listing 3 ist der Quelltext für die Datenaustauschfunktionen fmiSetReal und
fmiGetReal angegeben. In der Funktion fmiSetReal werden die Eingangssignale im
Parameter vr über ihre im Model Description Schema zugewiesene Identifikationsnum-
mer valueReference identifiziert. Ihnen wird der im Parameter value übergebene
Wert zugewiesen. Da die Signale im Model Description Schema als parameter mar-
kiert wurden, ist ihre Veränderung nur vor der Initialisierung des Modells zulässig. In
der Funktion fmiGetReal wird analog über den Parameter vr angegeben, für welche
Variablen Werte über den Parameter value zurückgegeben werden sollen.
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1 <?xml version="1.0" encoding="UTF-8"?>
2 <fmiModelDescription
3 fmiVersion="1.0"
4 modelName="SpringenderBall"
5 modelIdentifier="SpringenderBall1"
6 guid="{2603951681U}">
7 <ModelVariables>
8 <ScalarVariable name="x_0" valueReference="1" variability="parameter"
causality="input" description="x-Anfangsposition">
9 <Real start="0"/>
10 </ScalarVariable>
11 <ScalarVariable name="v_0" valueReference="2" variability="parameter"
causality="input" description="x-Anfangsgeschwindigkeit">
12 <Real start="0"/>
13 </ScalarVariable>
14 <ScalarVariable name="y_0" valueReference="3" variability="parameter"
causality="input" description="y-Anfangsposition">
15 <Real start="1"/>
16 </ScalarVariable>
17 <ScalarVariable name="k" valueReference="4" variability="parameter"
causality="input" description="Sto zahl">
18 <Real start="1"/>
19 </ScalarVariable>
20 <ScalarVariable name="x" valueReference="5" variability="continuous"
causality="output" description="x-Position">
21 <Real/>
22 </ScalarVariable>
23 <ScalarVariable name="y" valueReference="6" variability="continuous"
causality="output" description="x-Position">
24 <Real/>
25 </ScalarVariable>
26 </ModelVariables>
27
28 <Implementation>
29 <CoSimulation_StandAlone>
30 <Capabilities canHandleVariableCommunicationStepSize="true"/>
31 </CoSimulation_StandAlone>
32 </Implementation>
33 </fmiModelDescription>
Listing 2: Model Description Schema für das Beispiel springender Ball
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1 fmiStatus fmiSetReal(fmiComponent c,
const fmiValueReference vr[],
size_t nvr, const fmiReal value
[])
2 {
3 for (unsigned int i = 0; i < nvr; i
++) {
4 switch (vr[i]) {
5 case 1: x0 = value[i]; break;
6 case 2: v0 = value[i]; break;
7 case 3: y0 = value[i]; break;
8 case 4: k = value[i]; break;
9 default: return fmiError;
10 }
11 }
12 return fmiOK;
13 }
1 fmiStatus fmiGetReal(fmiComponent c,
const fmiValueReference vr[],
size_t nvr, fmiReal value[])
2 {
3 for (unsigned int i = 0; i < nvr ;
i++) {
4 switch (vr[i]) {
5 case 5: value[i] = x; break;
6 case 6: value[i] = y; break;
7 default: return fmiError;
8 }
9 }
10 return fmiOK;
11 }
Listing 3: Datenaustauschfunktionen für das Beispiel springender Ball
4 Möglichkeiten zum automatisierten Export von FMUs
Simulink bietet mit dem Simulink Coder [12] bzw. mit dem Embedded Coder [11]
die Möglichkeit, Simulationsmodelle in C- oder C++-Quelltext zu exportieren. Nach
der Kompilierung kann ein solches Modell unabhängig von der Simulink-Umgebung
ausgeführt oder an andere Simulationsumgebungen angebunden werden [14]. Eine
Schnittstelle nach dem FMI-Standard kann für derart exportierten Code bereitgestellt
werden, indem ein Wrapper das FMI implementiert. Dieser Wrapper wandelt die Aufrufe
der FMI-Funktionen jeweils in Aufrufe der Funktionen des exportierten Codes um.
Außerdem ist für das Modell ein Model Description Schema zu erzeugen.
Damit nicht für jedes neue Simulink-Modell ein neuer Wrapper geschrieben werden
muss, ist es sinnvoll, den Ansatz zu automatisieren. Dazu wird die von Simulink erzeugte
Headerdatei geparst, um herauszufinden, welche Signale aus dem Modell herausge-
führt werden. Dieses Parsen kann z. B. unter Verwendung von regulären Ausdrücken
geschehen, die auf die Signaldefinitionen in der erzeugten Headerdatei passen. Mit
den so gewonnenen Informationen lässt sich das Model Description Schema erstellen.
Dadurch ist der Wrapper auch ohne Neukompilierung in der Lage, die FMI-Schnittstelle
mit der Schnittstelle des von Simulink erzeugten Codes anzubinden. Ein Nachteil der
Parsing-Methode ist die Tatsache, dass der Parser bei Änderungen im Format der
Headerdatei in zukünftigen Simulink-Versionen ggf. angepasst werden muss, da keine
dafür vorgesehene und definierte Schnittstelle zum Einlesen der Modellbeschreibung
genutzt wird. Schubert et al. [21] berichten, dass die Entwicklung eines Exportfil-
ters für Simulink begonnen wurde: Der Export basiere auf dem generierten C-Code,
weist also möglicherweise Ähnlichkeiten zu der in diesem Absatz skizzierten Parsing-
Verfahrensweise auf. Auf nähere Details wird in [21] allerdings nicht eingegangen.
Den Im- und Export von FMI-Modellen im Model-Exchange-Format für die Simulati-
onsumgebung JModelica.org erläutern Andersson et al. [4] bzw. für die Simulationsum-
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gebung SimulationX Noll et al. [20]. Beide geben an, dass die zentrale Herausforderung
jeweils war, die simulationsinternen Gleichungen in Differentialgleichungen in ODE-
Form zu überführen.
Unter [1] werden verschiedene Tools aufgelistet, die den Im- bzw. Export von FMUs
in bzw. aus Simulink ermöglichen: @Source und Dymola ermöglichen den Export von
Simulink-Modellen via Model Exchange. Die FMI Toolbox von Modelon und die FMI
Suite von TLK ermöglichen den Import von FMI-Modellen nach dem Model-Exchange
und nach dem Co-Simulation-Standard; das Paket FMI Blockset von Claytex ermöglicht
lediglich den Import von FMI-Co-Simulation-Modellen. Nur ITI bietet im Rahmen
der Interfaces für seine SimulationX -Umgebung einen Co-Simulation-Exportfilter für
Simulink an, dazu werden jedoch keine näheren Informationen angegeben.
5 FMI-Export für Simulink-Modelle
Die Funktionsweise der in diesem Abschnitt entwickelten Export-Methode zur Um-
wandlung eines Simulink-Modells in eine Functional Mock-up Unit wird in Abb. 5
schematisch dargestellt: Der in Simulink integrierte Codegenerator, der Target Language
Compiler, wird hierbei über ein Template so gesteuert, dass der erzeugte Quelltext des
Modells das Functional Mock-up Interface implementiert. Dieser wird kompiliert und
von einem Matlab-Skript mit dem Model Description Schema in der Functional Mock-
up Unit zusammengefasst. Im Folgenden werden die Schritte im Detail beschrieben.
Simulink-
Modell
Target
Language
Compiler
TLC-
Template
C-Quelltext
Model
Description
Schema
C-Compiler dynamischeBibliothek
Matlab-
Skript FMU
Ein-
gabe
Generierung
Ein-
gabe
Über-
set-
zung
Eingabe
Erzeu-
gung
Eingabe
Gene-
rie-
rung
Ein-
gabe
Abbildung 5: Ablauf der vorgestellten Methode zur Erzeugung einer FMU: Die Kreise
stellen jeweils ein aufgerufenes Programm dar, dessen Ein- und Ausga-
bedaten durch die Quadrate symbolisiert werden. Die fett umrandeten
Quadrate sind gleichzeitig die Ein- bzw. Ausgabe der gesamten Methode.
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5.1 Codegenerierung mit dem Target Language Compiler
Um die Ausführung eines Simulink-Modells auch außerhalb der Simulink-Umgebung
zu ermöglichen, z. B. um ein Modell als Komponente in eine größere Simulation ein-
zubinden, kann das Modell mit dem Simulink Coder [12] bzw. dem Embedded Coder
[11] in C- oder C++-Quelltext umgewandelt werden. Dieser Quelltext lässt sich in
einem weiteren Schritt als Stand-Alone-Anwendung kompilieren oder als Modul in eine
Simulationsumgebung einbinden. Signale, auf die von außerhalb des Moduls zugegriffen
werden soll, werden in Simulink als ExportedGlobal definiert. Die entsprechenden Varia-
blen werden dann im Quelltext als globale Variablen definiert und über die Schnittstelle
verfügbar gemacht.
Der Quelltextgenerator greift für die Umwandlung des Simulink-Modells in Quelltext
auf den Target Language Compiler (TLC) [13] zurück. Zur Anpassung des Quelltextes
an die Plattform, auf der der Code später ausgeführt wird, kann ein spezifisches Target
ausgewählt werden. Möglich ist beispielsweise die Generierung von Code für Embedded-
Geräte, für Echtzeitsysteme mit und ohne dynamische Speicherallokation, für die
Autosar-Plattform oder als dynamische Bibliothek [11, 12].
Bei der Quelltextgenerierung erfüllt der TLC zwei Aufgaben:
• Übersetzen einzelner Funktionsblöcke in C-Quelltext,
• Zusammensetzen der Funktionsblöcke zum Gesamtmodell im Quelltext und Er-
zeugung der benötigten Header-Dateien, sowie weitere zur Kompilierung benötigte
Dateien wie Makefiles etc.
Der TLC interpretiert Dateien, die Quelltext in der Sprache des zu erzeugenden
Codes enthalten. In diesen Quelltext wurden Anweisungen der sog. Target-Language-
Programmiersprache eingefügt. Die Target-Language-Anweisungen werden durch die
modellspezifisch generierten Quelltextfragmente ersetzt. Die folgende TLC-Datei erzeugt
beispielsweise ein C++-Programm, das den Namen des Simulink-Modells ausgibt:
1 #include <iostream>
2
3 int main()
4 {
5 std::cout << "%<CompiledModel.Name>" << std::endl;
6 }
Jede TLC-Anweisung beginnt mit einem %-Zeichen. Die Anweisung %<CompiledModel
.Name> gibt den Namen des Modells zurück, d. h. die Anweisung wird durch diesen
Rückgabewert ersetzt, sodass der TLC am Ende des Übersetzungsprozesses eine über-
setzbare C++-Datei ausgibt. Zur besseren Erkennbarkeit sind die TLC-Befehle in den
Beispielprogrammen in diesem Dokument fett gedruckt.
Durch Verwendung spezifischer TLC-Dateien wird der Entwickler in die Lage ver-
setzt, Quelltext zu generieren, der den Erfordernissen seiner Anwendungsumgebung (in
Bezug auf Schnittstelle, Speicherbedarf, Laufzeit usw.) entspricht. Mit den TLC-Befeh-
len openfile, selectfile und closefile kann eine bestimmte Quelltextdatei
geöffnet, zur Ausgabe ausgewählt und wieder geschlossen werden.
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1 fmiStatus fmiGetReal(fmiComponent c, const fmiValueReference vr[], size_t nvr
, fmiReal value[]) {
2 Model* comp = (Model *)c;
3 for (unsigned int i = 0; i < nvr; i++) {
4 value[i] = getReal(vr[i]);
5 if (comp->loggingOn) comp->functions.logger(c, comp->instanceName, fmiOK,
"log",
6 "fmiGetReal: #r%u# = %.16g", vr[i], value[i]);
7 }
8 return fmiOK;
9 }
Listing 4: Funktion fmiGetReal, angepasst aus [2]
5.2 Templatebasierte Quelltextgenerierung
Der hier entwickelte Exportfilter nutzt den Embedded Coder [11] zur Quelltextge-
nerierung, da dieser im Vergleich zum Simulink Coder [12] die Möglichkeit bietet,
durch Templates die Generierung individuell anzupassen. Als Target für den TLC wird
ert_shrlib genutzt, das eine dynamische Bibliothek (shared library) erzeugt. Mit
dem Standard-Template sieht die Schnittstelle der Bibliothek folgende Funktionen vor:
• void model_initialize(void) zum Initialisieren des Modells,
• void model_step(void) zum Ausführen eines Zeitschrittes sowie
• void model_terminate(void) zum Beenden der Ausführung.
Signale, die im Simulink-Modell als ExportedGlobal markiert wurden, sind als globale
Variablen definiert.
Durch Verwendung des in diesem Abschnitt vorgestellten Templates für den TLC
kann der Quelltext so generiert werden, dass die Schnittstelle dem FMI-Standard
entspricht. Jede Funktion wird dabei von einem eigenen (Teil-)Template definiert. Als
Beispiel für die Datenaustauschfunktionen im FMI-Standard (vgl. Listing 1) wird in
Listing 4 die Funktion fmiGetReal dargestellt, die den Wert des Signals vom Typ
Real mit der übergebenen Identifikationsnummer zurückgibt. Die Funktion führt
einige Verwaltungsaufgaben wie Logging durch und ruft die Funktion getReal auf,
die modellspezifisch durch den TLC generiert wird.
Das Template für die Funktion getReal ist in Listing 5 gezeigt: Die TLC-Anweisun-
gen werden durch %-Zeichen eingeleitet. Im Feld Externs sind alle als ExportedGlobal
markierten Signale sowie deren Typen und Identifikationsnummern gespeichert. Die
foreach-Schleife in Zeile 3 iteriert über alle diese Signale. Die Signale des Daten-
typs real werden in Zeile 4 ausgewählt und in Zeile 5 wird eine case-Alternative
für jede dieser Variablen in den Quelltext eingefügt. ValueReference ist dabei die
Identifikationsnummer der Variablen und Name ihr Bezeichner. Für die weiteren Daten-
typen integer und boolean erfolgt die Quelltextgenerierung analog, die Behandlung
des Datentyps string wurde noch nicht implementiert. Die Erzeugung des Feldes
Externs wird in Listing 6 gezeigt. In Zeile 11 wird für jedes Eingangssignal geprüft, ob
es als ExportedGlobal deklariert ist. Wenn ja, wird es in Zeile 17 zum Feld Externs hin-
zugefügt. Der Verbunddatentyp ExternVar enthält dabei den Bezeichner des Signals
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Name den Datentyp Type und eine unter allen Signalen dieses Typs eindeutige Identi-
fikationsnummer ValueReference, die zur Zuordnung zwischen Signal und Nummer
im Model Description Schema benötigt wird. Analog werden die Ausgangssignale aus
CompiledModel.BlockOutputs dem Feld Externs hinzugefügt.
1 fmiReal getReal(fmiValueReference vr) {
2 switch (vr) {
3 %foreach externIdx = numOfExterns
4 %if Externs.ExternVar[externIdx].Type == "real"
5 case %<Externs.ExternVar[externIdx].ValueReference>: return %<Externs
.ExternVar[externIdx].Name>;
6 %endif
7 %endforeach
8 default: return 0;
9 }
10 }
Listing 5: TLC-Template zur Erzeugung der Funktion getReal
1 %assign numOfReals = 0
2 %createrecord Externs {}
3 %assign numOfExterns = 0
4
5 %with CompiledModel.ExternalInputs
6 %foreach InputIdx = NumExternalInputs
7 %assign thisInput = ExternalInput[InputIdx]
8 %assign signalName = thisInput.Identifier
9 %assign signalType = thisInput.CGTypeIdx
10
11 %if(thisInput.StorageClass == "ExportedGlobal")
12 %switch(signalType)
13 %%real_T (double)
14 %case 0
15 %%real32_T (float)
16 %case 1
17 %addtorecord Externs ExternVar { Name signalName; ValueReference
numOfReals; Type "real" }
18 %assign numOfExterns = numOfExterns + 1
19 %assign numOfReals = numOfReals + 1
20 %break
21
22 ... analog für integer und boolean ...
23
24 %default
25 %assign error = "Unknown CgTypeIdx"
26 %<LibReportError(error)>
27 %break
28 %endswitch
29 %endif
30 %endforeach
31 %endwith
Listing 6: Erzeugung des Feldes ExternVar aus den Modellvariablen
Das Fortführen der Simulation bis zum nächsten Kommunikationszeitpunkt wird von
der Funktion fmiDoStep, s. Listing 7, erledigt. Nach dem Logging ruft sie die Funktion
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1 fmiStatus fmiDoStep(fmiComponent c, fmiReal currentCommunicationPoint,
fmiReal communicationStepSize, fmiBoolean newStep) {
2 Model* comp = (Model *)c;
3 fmiCallbackLogger log = comp->functions.logger;
4 if (comp->loggingOn) log(c, comp->instanceName, fmiOK, "log", "fmiDoStep:
currentCommunicationPoint = %g, ", "communicationStepSize = %g, ", "
newStep = fmi%s", currentCommunicationPoint, communicationStepSize,
newStep ? "True" : "False");
5 eventUpdate(communicationStepSize,c);
6 return fmiOK;
7 }
Listing 7: Funktion fmiDoStep, angepasst aus [2]
1 void eventUpdate(double stepSize, fmiComponent c)
2 {
3 Model* comp = (Model *)c;
4 const double baseStepSize = %<CompiledModel.FundamentalStepSize>;
5 unsigned int steps = 0;
6 internalCounter+=stepSize;
7 steps = internalCounter/baseStepSize;
8 internalCounter-=steps*baseStepSize;
9 for (int i = 0; i < steps; i++) {
10 %if CompiledModel.MdlGenRateGroupingCode == "no"
11 %<CompiledModel.Name>_step();
12 %else
13 %foreach sampleNum = %<CompiledModel.NumSampleTimes>
14 if(%<CompiledModel.Name>_M->Timing.TaskCounters.TID[%<sampleNum>] == 0) %
<CompiledModel.Name>_step%<sampleNum>();
15 %endforeach
16 %endif
17 }
18 }
Listing 8: TLC-Template für eventUpdate
eventUpdate, die durch den TLC generiert wird, auf. Die Funktion eventUpdate ist
in Listing 8 dargestellt. Die interne Zeitschrittweite des Modells wird in Zeile 4 über das
Template in den Quelltext eingetragen. Sie wird entweder vom Nutzer oder automatisch
in Simulink festgelegt und ist abhängig vom Lösungsverfahren, dem Verhalten des
Modells und der gewünschten Genauigkeit. Da die interne Schrittweite des Modells von
dem Intervall zwischen zwei Kommunikationszeitpunkten abweichen kann, müssen in
einem Schritt der FMI-Umgebung ggf. mehrere bzw. keine internen Schritte ausgeführt
werden. Das wird in der Schleife in Zeile 9 sichergestellt. In Zeile 11 wird die erzeugte
Schrittfunktion aufgerufen, wenn nur eine existiert. In Zeile 14 wird die jeweils passende
Schrittfunktion aufgerufen, wenn es aufgrund von unterschiedlichen Schrittweiten der
Funktionsblöcke mehrere Schrittweiten im Modell gibt.
Das Model Description Schema, also die Beschreibung der Eingangs- und Ausgangssi-
gnale des Modells in XML-Form wird durch das in Listing 9 gezeigte Template generiert.
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1 %openfile xml = "modelDescription.xml"
2 %selectfile xml
3 <?xml version="1.0" encoding="ISO-8859-1"?>
4 <fmiModelDescription
5 fmiVersion="1.0"
6 modelName="%<CompiledModel.Name>"
7 modelIdentifier="%<CompiledModel.Name>"
8 guid="{%<CompiledModel.ModelChecksum[0]>}">
9
10 <ModelVariables>
11
12 %foreach externIdx = numOfExterns
13 <ScalarVariable name="%<Externs.ExternVar[externIdx].Name>}" valueReference
="%<Externs.ExternVar[externIdx].ValueReference>}">
14 %if Externs.ExternVar[externIdx].Type == "bool"
15 <Boolean/>
16 %endif
17 %if Externs.ExternVar[externIdx].Type == "real"
18 <Real/>
19 %endif
20 %if Externs.ExternVar[externIdx].Type == "int"
21 <Integer/>
22 %endif
23 </ScalarVariable>
24 %endforeach
25
26 </ModelVariables>
27
28 <Implementation>
29 <CoSimulation_StandAlone>
30 <Capabilities
31 canHandleVariableCommunicationStepSize="true"
32 canInterpolateInputs="false"
33 canRunAsynchronuously="false"
34 canSignalEvents="false"
35 canNotUseMemoryManagementFunctions="false"
36 canHandleEvents="false"/>
37 </CoSimulation_StandAlone>
38 </Implementation>
39 </fmiModelDescription>
40 %closefile xml
Listing 9: TLC-Template für das Model Description Schema
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1 switch hookMethod
2 case ’after_make’
3 switch computer
4 case ’PCWIN’
5 ext=’win32’;
6 case ’PCWIN64’
7 ext=’win64’;
8 otherwise
9 display([’Unknown System: ’,computer,’. Moving to 32-bit Folder’]);
10 ext=’win32’;
11 end
12
13 mkdir([’binaries/’,ext]);
14 mkdir(’sources’);
15
16 copyfile([’../’,modelName,’_’,ext,’.dll’],[’binaries/’,ext,’/’,modelName,’.
dll’]);
17 copyfile([modelName,’.c’],’sources/’);
18 copyfile([modelName,’_data.c’],’sources/’);
19 copyfile([modelName,’.h’],’sources/’);
20 copyfile([modelName,’_private.h’],’sources/’);
21 copyfile([modelName,’_types.h’],’sources/’);
22 copyfile(’../fmi.c’,’sources/’);
23 copyfile(’../fmi.h’,’sources/’);
24
25 zip(modelName,{’modelDescription.xml’,’binaries/’,’sources/’});
26 movefile([modelName,’.zip’],[’../’,modelName,’.fmu’]);
27 rmdir(’binaries’,’s’);
28 rmdir(’sources’,’s’);
29 end
Listing 10: after make-Hook für die FMU-Erzeugung
Erneut wird das Feld Externs zum Auslesen der Variablentypen herangezogen: In
den Zeilen 10–26 werden alle Signale in die XML-Struktur eingetragen. In Zeile 13 wird
eine neues Element vom Typ ScalarVariable erzeugt. Dieses Element besteht aus
dem Namen name sowie der Identifikationsnummer valueReference des Signals.
Außerdem enthält es eine Angabe, von welchem Typ das Signal ist (Zeilen 14–22). In
den Zeilen 30–36 wird angegeben, welche optionalen Features des FMI-Standards die
FMU implementiert.
Bei dem in Listing 10 dargestellten Matlab-Skript handelt es sich um einen after
make-Hook, der von Simulink unmittelbar nach Rückkehr des make-Kommandos, also
nach der Kompilierung des generierten Quelltextes, aufgerufen wird. Dieses Skript sorgt
dafür, dass die Quelltext- und Binärdateien mit der vorgesehenen Verzeichnisstruktur
in eine FMU-Datei gepackt werden. In den Zeilen 3–11 wird die Systemarchitektur
ausgewählt. In Zeile 16 wird die erzeugte dynamische Bibliothek in das Binärdateien-
Unterverzeichnis kopiert, in den Zeilen 17–23 die Quelltextdateien entsprechend in
das Quelltext-Unterverzeichnis. Zum Abschluss wird der Verzeichnisbaum in eine ZIP-
Datei gepackt (Zeile 25) und deren Endung in fmu umgewandelt (Zeile 26).
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5.3 Zukünftige Erweiterungen
Eine zukünftige Erweiterung des Templates umfasst die Implementierung des vom Stan-
dard als optional vorgesehenen Features des Setzens bzw. Auslesens der Ableitungen der
Eingangs- und Ausgangssignale durch die Funktion fmiSetRealInputDerivatives
bzw. fmiGetRealOutputDerivatives. Ebenfalls soll die Möglichkeit, Zeichenket-
ten als Eingangs- oder Ausgangssignal zu nutzen noch realisiert werden. Die vorgestellte
Methode sollte sich ohne große Probleme auch auf diesen Datentyp übertragen lassen.
Des Weiteren ist zu untersuchen, inwieweit die von Simulink erzeugte dynamische
Bibliothek eine simultane Ausführung mehrerer Instanzen erlaubt. Davon ist abhän-
gig, ob auch mehrere FMUs des gleichen Modells parallel ausgeführt werden können.
Ebenfalls soll die Betriebssystemabhängigkeit der erzeugten FMUs untersucht werden.
Bislang wurden nur FMUs für das Betriebssystem Windows erzeugt. Da jedoch keine
betriebssystemspezifischen Funktionen genutzt werden und Simulink beide Plattfor-
men unterstützt, sollte ein Erzeugen von FMUs zur Ausführung auf Linux-Systemen
unproblematisch umsetzbar sein.
6 Zusammenfassung
In diesem Artikel wurde eine Export-Methode vorgestellt, mit der sich ein Simulink-
Modell in eine Functional Mock-up Unit (FMU), also eine Komponente, die das Func-
tional Mock-up Interface implementiert, übersetzen lässt. Dazu wurde der Embedded
Coder, ein Quelltextgenerator von Simulink, genutzt, und ein spezifisches Template für
den Target Language Compiler entwickelt. Durch Übersetzen des Simulink-Modells in
eine FMU kann das Modell in anderen Simulationsumgebungen, auch solchen fremder
Hersteller, genutzt werden. Die vorgestellte Export-Methode arbeitet generisch in dem
Sinne, dass am erzeugten Quelltext keine manuellen Eingriffe nötig sind. Da das Func-
tional Mock-up Interface eine Schnittstellenbeschreibung des Modells im XML-Format
im Model Description Schema vorsieht, wird erreicht, dass bei Änderungen am Modell
keine manuellen Eingriffe an der Simulationsumgebung nötig sind. Die vorgestellte
Methode ist benutzerfreundlich, da alle Schritte automatisiert in der Matlab-Umgebung
ablaufen. Insbesondere wird am Ende des Exportprozesses eine FMU-Datei erzeugt,
ohne dass der Benutzer manuell ein externes Programm aufrufen muss.
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