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Resumen. El desarrollo de software dirigido por modelos (DSDM) se ha 
posicionado como una técnica relevante para garantizar la calidad del soft-
ware producido industrialmente. Propuestas como MDA (Model-Driven Ar-
chitecture) son indicadores de dicha aceptación. En este artículo se presen-
tan unas propuestas de extensión para un método MDA de desarrollo de 
sistemas informáticos de gestión llamado OO-Method, el cual tiene su im-
plementación industrial en la herramienta OLIVANOVA. Las propuestas de 
extensión se proponen para afrontar distintos retos a la hora de aplicar OO-
Method en las distintas etapas del proceso de DSDM. Más concretamente, 
este artículo se centra en cómo afrontar la captura de requisitos y el desarro-
llo de interfaces de usuario avanzadas que garanticen la usabilidad. Para ca-
da uno de estos retos, se discute cómo abordarlos desde la perspectiva 
MDA.  
Palabras clave: Desarrollo de software dirigido por modelos, Model-
Driven Architecture, requisitos, interfaces de usuario, Web, usabilidad.  
1 Introducción 
A lo largo de la historia de la ingeniería del software se ha ido aumentado el nivel 
de abstracción que se emplea para representar los sistemas de información (SIs). 
Se ha pasado del lenguaje ensamblador al lenguaje de orientación a objetos con el 
fin de facilitar la labor de los analistas y programadores. Siguiendo esta tendencia 
de abstracción, algunas empresas hoy en día están adoptando el desarrollo de 
software dirigido por modelos (DSDM) [19] como un nuevo paradigma para la 
producción de software que facilita aún más su proceso de desarrollo. El paradig-
ma del DSDM se basa en una serie de modelos conceptuales que representan el SI. 
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A partir de esos modelos es posible obtener el código final de la aplicación me-
diante una serie de transformaciones de modelo a modelo y de modelo a código. 
Para facilitar la incorporación del proceso de DSDM a la industria del desarro-
llo del software, el Object Management Group (OMG) propuso su propio están-
dar. Este estándar se conoce con el nombre de Model-Driven Architecture (MDA) 
[18] y actualmente es la aproximación más extendida en el ámbito del DSDM. Tal 
y como se puede apreciar en la Figura 1 (izquierda), un proceso de desarrollo que 
cumpla con MDA se estructura en cuatro niveles en los cuales se define un con-
junto de modelos conceptuales:  
 Modelo Independiente de Computación (CIM): representa el entorno y los re-
quisitos del sistema de forma totalmente independiente de cualquier soporte in-
formático. 
 Modelo Independiente de Plataforma (PIM): en él se especifica el modelo con-
ceptual del sistema que se mantiene constante para cualquier plataforma tec-
nológica.  
 Modelo Específico de Plataforma (PSM): el PIM se transforma en uno o varios 
PSM. El PSM especifica el sistema en términos de una tecnología de imple-
mentación específica. 
 Código: expresado en un lenguaje de programación específico que implementa 
el sistema. 
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Fig. 1. Modelos genéricos propuestos por MDA y modelos de OO-Method 
 
Actualmente existen varios métodos de DSDM que siguen, en mayor o menor 
medida, el estándar MDA, como por ejemplo WebML [7]. Existen también 
herramientas para dar soporte a este estándar, como AndroMDA [1]. En este tra-
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bajo hemos optado por enfocarnos a una alternativa MDA llamada OO-Method 
[24], un método orientado a objetos que permite la generación automática de SIs 
completos a partir de modelos conceptuales. Esta selección se debe a que, por una 
parte, OO-Method tiene una herramienta industrial que le da soporte, 
OLIVANOVA [6], y por otra parte, porque OLIVANOVA es capaz de generar 
código totalmente funcional a partir de modelos conceptuales. Esto es posible ya 
que OLIVANOVA incluye un compilador de modelos que realiza las transforma-
ciones de modelo a código de forma totalmente automática. Por lo tanto, OO-
Method es un claro ejemplo de que los métodos MDA tienen una aplicación útil 
en el mundo industrial.  
Las distintas fases en las cuales se basa OO-Method y su analogía con MDA 
están representadas en la Figura 1 (derecha):  
 Captura de Requisitos: este proceso implica la elaboración de una serie de mo-
delos que capturan los requisitos del sistema.  
 Modelado Conceptual Orientado a Objetos: este proceso consiste en especifi-
car un SI a partir de los requisitos capturados, e implica la derivación de cuatro 
modelos: (1) Modelo de Objetos: especifica la estructura de las clases identifi-
cadas en el dominio del problema; (2) Modelo Dinámico: determina las posi-
bles secuencias de eventos que pueden ocurrir en la vida de los objetos; (3) 
Modelo Funcional: especifica el efecto que tienen los eventos sobre el estado 
de los objetos; (4) Modelo de Presentación [20]: ofrece una descripción abs-
tracta de la interfaz del sistema.  
 Compilación de Modelos: este proceso consiste en generar el código a partir de 
los modelos conceptuales. La generación se hace en base a reglas de transfor-
mación de modelo a código.  
Actualmente, debido a carencias que se han identificado, estamos trabajando en 
mejoras relacionadas con las fases de captura de requisitos y de diseño de la inter-
faz de usuario en el marco del modelado conceptual. Para el proceso de captura de 
requisitos, estamos proponiendo mecanismos para la especificación de requisitos 
de interacción que se relacionan con los requisitos funcionales ya existentes. Por 
otro lado, en el proceso de modelado conceptual, estamos proponiendo extensio-
nes para representar características de las interfaces que dependan de la plataforma 
destino sobre la que se implementará el sistema. Además, estamos trabajando en 
enriquecer el modelado conceptual con nuevas primitivas para representar carac-
terísticas de usabilidad de forma abstracta. Estas extensiones pretenden hacer fren-
te a retos relacionados a la captura de requisitos y al modelado de la interacción en 
las aproximaciones MDA, y además conforman las bases de las contribuciones de 
este artículo, que son las siguientes:  
 Se presenta una propuesta para la captura de los requisitos de interacción de los 
SIs. La propuesta pretende integrarse con la captura de requisitos funcionales 
ya existente. .  
 Se presentan propuestas para la adecuación del proceso de generación de inter-
faces de usuario en base al contexto.  
 Se presenta una propuesta para tratar la usabilidad en todo el proceso de desa-
rrollo del software, desde la captura de requisitos hasta la generación de código.  
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Todas estas contribuciones se abordan y se presentan desde la perspectiva de 
OO-Method, pero son perfectamente extrapolables a otros métodos MDA que tra-
bajen con modelos del sistema en distintos niveles de abstracción.  
El resto del artículo se estructura con las siguientes secciones: la Sección 2 co-
menta la captura de requisitos en MDA y las diversas opciones propuestas por 
OO-Method; la Sección 3 presenta el desarrollo de interfaces de usuario con MDA 
y las extensiones que se están proponiendo para OO-Method; la Sección 4 aborda 
la usabilidad desde una perspectiva MDA y la extensión para incorporarla a OO-
Method. Por último, la Sección 5 presenta las conclusiones.  
2 MDA y la Captura de Requisitos para Sistemas de 
Información 
Los SIs son, eminentemente, sistemas de soporte a las comunicaciones organiza-
cionales [17]. Su informatización entraña a menudo cierta complejidad debido a su 
tamaño y a factores humanos (p.e. múltiples participantes cuyas visiones entran en 
conflicto). La ingeniería de requisitos proporciona herramientas claves para el 
análisis de las necesidades de la organización.  
Existen diversas aproximaciones a la captura de requisitos. Podemos encontrar 
propuestas basadas en metas (p.e. i* [29]); propuestas basadas en el análisis on-
tológico del universo de discurso, es decir, de la organización y su entorno (p.e. el 
clásico diagrama entidad-relación y, en general, las orientaciones a objeto); pro-
puestas basadas en el intercambio de objetos de valor (p.e. e3-value [10]); pro-
puestas orientadas a aspectos (p.e. Theme/Doc [3]); etc.  
La fase de captura de requisitos estaría dentro del nivel CIM de MDA. Ahora 
bien, históricamente este nivel se ha dividido en dos subgrupos en los entornos 
MDA: requisitos funcionales, relacionados con la lógica de negocio, y requisitos 
de interacción, relacionados con la parte visual de los sistemas. Particularmente 
para OO-Method (Figura 2), los requisitos funcionales se capturan mediante un 
árbol de refinamiento de funciones basado en casos de uso y diagramas de secuen-
cia. La captura de los requisitos funcionales ya lleva tiempo incorporada en el pro-
ceso de desarrollo de OO-Method, en cambio, no existía ningún mecanismos para 
capturar los requisitos de interacción. Para suplir esta carencia, en este trabajo 
proponemos utilizar diagramas de tareas llamados Concur-Task Trees (CTT) [25] 
para la captura de requisitos de interacción. A continuación se brindan más deta-
lles de cómo se capturan los requisitos funcionales y los de interacción en OO-
Method.  
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Fig. 2. Proceso de generación de código en OO-Method 
El Modelo de Requisitos Funcionales se encarga de capturar los requisitos rela-
cionados con la lógica de negocio y la persistencia de información. Este modelo 
está formado por las siguientes vistas [12]:  
 La Misión del Sistema es una descripción concisa del propósito del sistema 
en construcción. 
 El Árbol de Refinamiento de Funciones descompone jerárquicamente las fun-
ciones del negocio. Cada hoja del árbol se considera un caso de uso. 
 El Modelo de Casos de Uso define las relaciones entre los actores del sistema 
y los casos de uso. 
 Las Plantillas de casos de uso describen los flujos de tareas asociadas a cada 
caso de uso, así como otros detalles del caso. 
 Los Diagramas de Secuencia describen la interacción del usuario con el sis-
tema y ya supone una preconcepción de las clases de objetos en que se des-
compondrá el sistema. Por esto, se trata de una vista del Modelo de Requisi-
tos Funcionales que pertenece al nivel del PIM. 
A partir de las vistas que capturan los requisitos funcionales se puede derivar 
parte del Modelo de Objetos perteneciente al Modelo Conceptual (Figura 3). Para 
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ello se han definido transformaciones modelo a modelo. Por ejemplo, cada caso de 
uso se corresponde con un servicio de una clase del modelo de objetos. 
Por otro lado, el Modelo de Requisitos de Interacción es una de nuestras pro-
puestas de extensión de OO-Method apropiada para aquellos casos de uso que re-
quieren una interacción compleja con el sistema. Se compone de dos vistas inter-
relacionadas [22]: 
 Los Árboles de Tareas se basan en la notación CTT [25] para describir con 
detalle la interacción del usuario. Cada árbol de tareas representa la interac-
ción que se lleva a cabo en un caso de uso. Existe una equivalencia de un 
árbol de tareas por cada una de las interfaces que tendrá el sistema. Como 
desventaja del uso de CTTs, cabe destacar la complejidad que conlleva el uso 
de la notación. Casos de uso muy sencillos requieren de árboles de tareas 
muy grandes que son inmanejables por su tamaño y complejidad. Para facili-
tar la construcción de los árboles CTT, se ha propuesto el uso de bocetos de 
interfaz como una capa más abstracta para la captura de requisitos de interac-
ción. 
 Los Bocetos de Interfaz ofrecen una primera versión bosquejada de la futura 
interfaz gráfica de usuario. El analista se encarga de dibujar los bocetos de la 
interfaz mientras que de forma totalmente oculta para el analista, los árboles 
CTT se van construyendo de manera sincrónica. Para ello se han definido una 
serie de transformaciones que generan los CTTs a partir de los bocetos. 
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Fig. 3. Transformaciones a partir de las capturas de requisitos en OO-Method 
A simple vista, parece lógico pensar que bastaría con utilizar solamente los bo-
cetos para capturar los requisitos de interacción. Sin embargo, el uso de CTTs co-
mo notación formal aporta la ventaja de que los modelos se pueden validar. Esta 
validación no se puede llevar a cabo a nivel de boceto. Además, se pueden definir 
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reglas de transformación modelo a modelo para generar parte del Modelo de Pre-
sentación de OO-Method (Figura 3) a partir de árboles CTT.  
La Figura 3 representa gráficamente las transformaciones que se hacen desde 
las plantillas de los casos de uso y los diagramas de secuencia para generar parte 
del Modelo de Objetos. Además, muestra la derivación de árboles CTT (de mane-
ra oculta para el analista) a partir de bocetos y la transformación de dichos árboles 
a parte del Modelo de Presentación. 
En cualquier caso, sigue siendo un reto para la comunidad de ingeniería de re-
quisitos, ofrecer y perfeccionar métodos de captura de requisitos que combinen 
una robustez teórica, gran expresividad y facilidad de uso.  
3 Desarrollo de Interfaces de Usuario con MDA 
Los métodos tradicionales de desarrollo de interfaces de usuario implican habi-
tualmente un trabajo artesanal que es llevado a cabo, típicamente, por los mismos 
programadores de la lógica y persistencia de los SIs. Por tanto, la calidad de las in-
terfaces de usuario resultantes es altamente dependiente de la habilidad y expe-
riencia de los programadores.  
La calidad de las interfaces de usuario es un factor determinante tanto para la 
implantación exitosa de un SI como para la aceptación y satisfacción del usuario 
final. Además, un alto porcentaje de la actividad de desarrollo de software se in-
vierte en el diseño e implementación de las interfaces de usuario. Dicho porcentaje 
es especialmente alto cuando un SI debe proveer interfaces de usuario multi-
plataforma. Por tanto, se puede afirmar que el desarrollo de las interfaces de usua-
rio precisa de un proceso bien definido, automatizable y reusable que asegure la 
calidad.  
La aplicación de MDA al desarrollo de interfaces de usuario sienta las bases pa-
ra dicho proceso. Por una parte, ayuda a disminuir la variabilidad que introduce la 
experiencia de los programadores. Por otra parte, introduce un proceso automati-
zable en el cual es posible introducir buenas prácticas de desarrollo de interfaces 
de usuario. Estas prácticas se aplicarán automáticamente al utilizarse el método y 
redundarán en beneficio de las interfaces de usuario generadas.  
Diversas aproximaciones se han propuesto para el desarrollo de interfaces de 
usuario dirigido por modelos (Teallach [11], TERESA [21], USIXML [16], entre 
otras). De manera general, las diversas aproximaciones utilizan todos o algunos de 
los modelos que se ilustran en la Figura 4.  
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Fig. 4. Esquema del desarrollo de interfaces de usuario dirigido por modelos 
Un modelo de interfaz de usuario típicamente incluye modelos de dominio y de 
tareas. Estos modelos describen las tareas que deben ser realizadas por los usua-
rios finales de un sistema interactivo y los conceptos del dominio relacionado a 
esas tareas. También se cuenta con el modelo de interfaz de usuario abstracta, el 
cual es independiente de la tecnología de implementación. Por otra parte, se define 
el modelo de interfaz de usuario concreta, en el que se afinan los detalles para una 
plataforma en concreto. Finalmente, se tiene el código de la interfaz de usuario en 
algún lenguaje de programación o de marcado [28].  
Por otra parte, las aproximaciones de desarrollo de interfaces de usuario dirigi-
das por modelos también suelen especificar modelos del contexto de uso de un SI, 
a fin de que las interfaces resultantes sean apropiadas para dicho contexto. La es-
pecificación del contexto implica la descripción de los usuarios finales del siste-
ma, y del ambiente y las plataformas hardware y software en las que el SI será uti-
lizado.  
En el caso específico de OO-Method, el desarrollo de las interfaces de usuario 
implica la elaboración de los modelos que capturan los requisitos de interacción 
(ver Sección 2), y la definición del Modelo de Presentación [20]. Este modelo está 
basado en patrones de interfaces de usuario y permite especificar una interfaz de 
manera abstracta en relación al contexto de uso de un SI. Por lo tanto, el Modelo 
de Presentación se corresponde a un modelo de interfaz de usuario abstracta.  
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Fig. 5. Modelo de Presentación de OO-Method 
La Figura 5 ilustra el Modelo de Presentación de OO-Method. El mismo se en-
cuentra estructurado en tres niveles. En el primer nivel, el Árbol Jerárquico de 
Acciones define la estructura de acceso a la funcionalidad del sistema. En el se-
gundo nivel se definen las unidades de interacción. Una unidad de interacción 
describe un escenario particular de la interfaz a través del cual los usuarios serán 
capaces de realizar tareas específicas. OO-Method provee cuatro tipos de unidades 
de interacción:  
 La Unidad de Interacción de Servicio: define un escenario de ejecución de 
servicio.  
 La Unidad de Interacción de Población: define un escenario apropiado pa-
ra la manipulación de un conjunto de objetos de una clase.  
 La Unidad de Interacción de Instancia: define un escenario de manipula-
ción de un único objeto.  
 La Unidad de Interacción de Maestro Detalle: define un escenario para la 
interacción con múltiples colecciones de objetos pertenecientes a diferentes 
clases relacionadas.  
En el tercer nivel se encuentran los elementos básicos a partir de los cuales se 
construyen las unidades de interacción. Por ejemplo, una unidad de interacción de 
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población debe incluir mecanismos apropiados para seleccionar y ordenar objetos 
(elementos básicos Filtro y Criterio de Ordenación), para elegir la información y 
los servicios a ser desplegados (Conjunto de Visualización y Acción), y para listar 
otros escenarios a los que se podrá acceder a partir del actual (Navegación). En 
[20] y [24] se pueden encontrar más detalles sobre los patrones de los tres niveles 
del Modelo de Presentación de OO-Method.  
Hoy en día, OLIVANOVA genera el código de las interfaces de usuario direc-
tamente partiendo del Modelo de Presentación, y no se define de manera explícita 
un modelo de interfaz de usuario concreta, así como tampoco se definen modelos 
de contexto.  
Sin embargo, actualmente estamos trabajando en dos extensiones para OO-
Method a fin de poder adaptar las interfaces a contextos específicos. Por lo tanto, 
estas extensiones están relacionadas a la definición de la interfaz de usuario con-
creta y de los modelos de contexto. Estas extensiones se describen brevemente a 
continuación.  
3.1 Plantillas de Transformación 
Algunas de las aproximaciones actuales para el desarrollo de interfaces de usuario 
dirigido por modelos utilizan herramientas de generación en las que el conoci-
miento de diseño y las guías de presentación están implícitos en el código mismo 
de las herramientas (p.e. Teallach [11], TERESA [21]). En estos casos, si el dise-
ñador de la interfaz necesita hacer modificaciones, las mismas deberán realizarse 
de manera manual sobre el código generado. Otras aproximaciones, hacen que el 
conocimiento de diseño y guías de presentación sean explícitos, y los representan 
utilizando modelos de correspondencias y de transformaciones (p.e. USIXML 
[16]). En este caso, si se necesitan modificaciones, el diseñador debe editar las re-
glas de transformación existentes o crear nuevas, y ese es un proceso relativamen-
te complejo, más apropiado para un especialista en transformaciones de modelos 
que para un diseñador de interfaces de usuario. Por otra parte, también existen 
aproximaciones que se basan en plantillas (p.e. CSS [5]), pero éstas, típicamente, 
se limitan a especificar valores de atributos físicos de un elemento de la interfaz 
(p.e. el color de los botones).  
A fin de proveer una aproximación en la que el conocimiento de diseño y las 
guías de presentación sean explícitos, fácilmente configurables por los diseñado-
res, y que no se limiten a especificar atributos de un elemento de interfaz, estamos 
trabajando con la especificación de Plantillas de Transformación [2]. Estas planti-
llas tienen el objetivo de especificar aspectos concretos de las interfaces de usuario 
en base al contexto en el que las mismas serán utilizadas.  
Una Plantilla de Transformación está compuesta por parámetros que tienen un 
valor que define un aspecto de la estructura, disposición o estilo de la interfaz de 
usuario. Así mismo, cada parámetro tiene un selector que define los elementos del 
modelo de interfaz sobre los cuales el valor del parámetro tendrá efecto. A manera 
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de ejemplo, la Tabla 1 presenta los valores posibles para un parámetro de agrupa-
ción de elementos de interfaz.  
Tabla 1. Valores posibles para el parámetro Agrupador 
Valor posible Descripción gráfica 
Cuadros de grupo Datos Personales Datos de Contacto
  
Fichas 
 
Datos Personales Datos de Contacto
 
Wizard 
 
Datos Personales Datos de Contacto
CancelarContinuar CancelarOK
 
Acordeón 
 
Datos de Contacto
Datos Personales
 
 
La incorporación de la aproximación de Plantillas de Transformación a OO-
Method implica la incorporación de un Modelo o Plantilla de Transformación que 
cumpliría las funciones de un modelo concreto de interfaz. Además, como los 
parámetros y sus valores posibles pueden estar disponibles, o no, en diferentes 
contextos, se deberán incorporar los modelos relacionados al contexto: usuarios, 
plataforma y ambiente.  
3.2 Interfaces Avanzadas en el marco de las aplicaciones Web 
En el campo del desarrollo Web se ha producido en los últimos años una evolu-
ción considerable en las interfaces de usuario. Dicha transición ha sido provocada 
por las denominadas Rich Internet Applications (RIA), las cuales han introducido 
una serie de tecnologías para implementar interfaces de usuario más interactivas y 
visualmente atractivas. Las RIA han definido una nueva arquitectura en la cual, la 
interfaz de usuario es implementada mediante tecnologías que son desplegadas en 
el navegador ya sea mediante plug-ins o scripts de JavaScript. De esta manera ha 
sido posible evitar el procesamiento de la interfaz de usuario en el servidor Web y 
proporcionar lenguajes de interfaz de usuario más avanzados que HTML. 
Actualmente los métodos dirigidos por modelos no se encuentran adaptados pa-
ra soportar este nuevo paradigma de aplicación [26]. Fundamentalmente, se detec-
tan dos carencias: 1) el número de componentes gráficos o widgets soportados por 
los modelos de presentación resulta insuficiente; y 2) no es posible definir la res-
puesta de la interfaz como consecuencia de los eventos producidos por los usua-
rios. 
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El problema reside en que dichas carencias deben ser resueltas de manera es-
pecífica para cada tecnología. Por ejemplo, el conjunto de widgets y eventos que 
posee la tecnología Adobe Flex dista mucho del proporcionado por los distintos 
frameworks basados en JavaScript. Aunque es posible definir un modelo con las 
características comunes a cada tecnología, si realmente se quiere hacer uso del 
verdadero potencial de una tecnología RIA la solución es la de definir un modelo 
tecnológico específico para cada una.  
Sin embargo, a la hora de aplicar esta aproximación surgen diversos problemas. 
En primer lugar, diversos métodos MDA ya han definido ciertos aspectos relacio-
nados con la interfaz de usuario en otros modelos de carácter más abstracto. Por lo 
tanto, la nueva expresividad introducida para soportar el desarrollo de RIA debe 
ser coherente con los modelos previos. Esta situación se produce en el marco de 
OO-Method. 
 Al igual que en otros métodos MDA, en OO-Method la interfaz se genera a 
partir de un modelo de presentación basado en patrones de interfaz abstractos. Pa-
ra especificar aspectos concretos de una tecnología RIA, en primer lugar deben es-
tablecerse las relaciones entre las primitivas de los modelos OO-Method actuales 
y del modelo RIA seleccionado. Por ejemplo, si definimos en OO-Method un 
patrón de interfaz para la recuperación de información, debemos modelar qué 
widget RIA soporta en la interfaz dicha interacción. El problema reside en que da-
do un modelo abstracto de la interfaz de usuario, existe un gran número de trans-
formaciones modelo-a-modelo posibles. Por ejemplo en la tecnología Adobe Flex, 
el patrón de recuperación de información de OO-Method puede ser representado 
utilizando quince widgets diferentes. El widget más adecuado depende de las ne-
cesidades de información, de usabilidad o de los requisitos definidos, pero en un 
principio no puede definirse una transformación por defecto. Para agravar más si 
cabe dicha situación, este conjunto de transformaciones debe definirse para cada 
par método-tecnología RIA.  
La solución planteada en el marco de OO-Method, la cual puede ser extendida 
a otros métodos MDA, es la de aplicar el concepto de metamodel weaving [8]. Di-
cho metamodelo se encarga de definir las relaciones entre el metamodelo de OO-
Method actual y un metamodelo para el desarrollo de RIA. De esta manera cuando 
se crea un model weaving se asocia a cada primitiva del modelo OO-Method una 
primitiva de un modelo RIA. Por lo tanto, se delega al analista la tarea de selec-
cionar los componentes que son más adecuados para la interfaz RIA y se evita la 
definición de transformaciones. A la hora de generar el código de la interfaz, los 
tres modelos son tenidos en cuenta a la vez. De esta forma se evita tener que espe-
cificar un nuevo metamodelo en el método, que tenga que soportar tanto la expre-
sividad actual como la necesaria para el desarrollo de RIA. Esta solución, además, 
permite tener en cuenta las ventajas específicas que cada tecnología RIA ofrece al 
desarrollo de interfaces.  
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4 Modelado de la Usabilidad en Entornos MDA 
Históricamente, los trabajos de la comunidad de la ingeniería del software se han 
centrado en modelar aspectos de persistencia y funcionalidad, dejando en un se-
gundo plano aspectos de interacción y en especial aspectos de usabilidad. La ISO 
9126-1 [13] define la usabilidad como la capacidad del producto software de ser 
entendido, aprendido y usado por el usuario bajo condiciones específicas. 
Además, la ISO 9126-1 declara que la usabilidad es una de las características de la 
calidad del software. Es decir, para conseguir desarrollar software de calidad, es 
necesario que éste sea usable.  
El vacío de propuestas para tratar la usabilidad por parte de la comunidad de la 
ingeniería del software ha sido cubierto por los trabajos de la comunidad de inter-
acción persona-ordenador. Esta comunidad ha propuesto una serie de recomenda-
ciones para mejorar la usabilidad de los sistemas. Las recomendaciones se pueden 
clasificar en tres grupos [14]: con impacto en la interfaz; con impacto en el proce-
so de desarrollo; y con impacto en el diseño arquitectural.  
De los tres tipos de recomendaciones, el último es el que sería más interesante 
tratar dentro de un entorno de desarrollo MDA, ya que afecta a la arquitectura del 
sistema. En la literatura, este tipo de recomendaciones se llaman FUF (Functional 
Usability Features) [15]. Los FUFs deben estar presente desde las primeras etapas 
del proceso de desarrollo a fin de evitar el mayor número posible de modificacio-
nes de la arquitectura del sistema, tal y como proponen Bass [4] y Folmer [9]. Por 
ejemplo, la incorporación de FUF deshacer la última acción realizada, implica 
modificaciones profundas en el diseño arquitectural del sistema. Por ejemplo, en 
el código fuente se deben añadir clases y librerías que soporten la funcionalidad. 
Cuanto antes se detecte la necesidad de estas clases y se defina cómo se incorpo-
ran en la arquitectura, menos cambios habrá que hacer en el diseño.  
El principio de tratar la usabilidad en fases tempranas del desarrollo es perfec-
tamente aplicable a MDA. De esta manera, la incorporación de FUFs a los siste-
mas se beneficiaría de algunas de las ventajas del paradigma MDA: 
 La incorporación de FUFs a un sistema implica normalmente mayor carga 
de trabajo para el analista. En un proceso MDA, esta carga de trabajo se 
reduce. El analista sólo tendría que dedicar mayor esfuerzo a la fase de 
modelado conceptual, ya que la generación de código se puede automatizar 
con un compilador de modelos que realice las transformaciones de modelo 
a código.  
 Hay errores de usabilidad que sólo se detectan tras la implementación. En 
un proceso MDA, este tipo de errores se podría solucionar modificando 
sólo el modelo conceptual. Una vez corregidos, el sistema podría volver a 
generarse automáticamente en base al nuevo modelo conceptual. 
A la hora de incorporar la usabilidad en un entorno MDA, ésta afecta a varios 
niveles:  
 A nivel de CIM: se deben definir elementos para capturar los requisitos de 
usabilidad. Por ejemplo, se deben detectar las interfaces que necesitan la 
función de deshacer según los requisitos del usuario.  
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 A nivel de PIM: se deben modelar las características de la usabilidad de 
forma lo suficientemente abstracta como para no depender de la plataforma 
destino. Por ejemplo, se indica en el modelo conceptual las interfaces que 
tendrán la función deshacer.  
 A nivel de PSM: se deben especificar las características de usabilidad de-
pendientes de la plataforma. Por ejemplo, la característica que determina la 
forma de acceso a la funcionalidad deshacer es dependiente de la platafor-
ma destino. El acceso a la funcionalidad deshacer puede ir implícita en el 
navegador para el caso de las aplicaciones Web, pero no para las aplica-
ciones de escritorio.  
Se han hecho propuestas recientemente para incorporar características de usabi-
lidad (FUFs) a OO-Method [23]. Estas propuestas abarcan desde la captura de re-
quisitos hasta la generación de código. Para la captura de requisitos (a nivel CIM) 
se propone utilizar las guías de captura de requisitos textuales definidas por Juristo 
[15], por lo tanto, no es necesario incorporar cambios a OO-Method. En cambio, a 
nivel PIM y PSM sí que es necesario incorporar cambios. Se deben enriquecer los 
modelos conceptuales con nuevas primitivas que representen la usabilidad de for-
ma abstracta. Por ejemplo, para incorporar la característica de usabilidad de des-
hacer se deberían hacer los siguientes cambios: 
 En el Modelo de Objetos [24]: se debe añadir una nueva primitiva concep-
tual para representar los servicios que tendrán la capacidad de deshacer sus 
acciones. 
 En el Modelo de Presentación (Figura 5): se deben añadir nuevas primiti-
vas conceptuales para representar de forma abstracta dónde se ubicará la 
funcionalidad de deshacer. 
Además, es necesario modificar el compilador de modelos para que reconozca 
las nuevas primitivas conceptuales añadidas al modelo conceptual y genere el 
código que las implemente.  
Se puede apreciar que la propuesta para incorporar la usabilidad en un entorno 
MDA es costosa y requiere cambios desde la fase de captura de requisitos hasta la 
fase de generación de código. En cambio, una vez incorporados los cambios, se 
pueden generar aplicaciones usables y por lo tanto, aplicaciones de mayor calidad 
que mejorarán la satisfacción del usuario, su efectividad y su eficiencia.  
5 Conclusiones  
No cabe duda que MDA es una de las aproximaciones más aceptadas y promete-
doras para mejorar el desarrollo de software. Sin embargo, aún existen algunos re-
tos por cubrir en este dominio, como la conjugación de los requisitos de interac-
ción con requisitos funcionales. Muchas de las propuestas que existen hoy en día 
para capturar requisitos tratan de forma totalmente independiente los requisitos 
funcionales de los requisitos de interacción, cuando para el usuario final no existe 
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dicha distinción. Además, para el usuario es más fácil participar en la captura de 
requisitos mediante bocetos que mediante otras técnicas como los casos de uso. 
Otro de los grandes retos de las propuestas MDA es el modelado conceptual pa-
ra representar la interacción y la usabilidad de los sistemas. No existe un modelo 
en UML [27] con el cual representar estos aspectos. Normalmente, la ingeniería 
del software ha basado sus esfuerzos en el modelado de la persistencia y de la fun-
cionalidad, dejando de lado la parte visual del sistema. Sin embargo, hoy en día se 
ha demostrado que la calidad del software depende en gran medida no sólo de as-
pectos funcionales, sino también de aspectos de interacción [13]. En este trabajo 
se ha presentado una serie de propuestas para tratar el modelado de la interfaz en 
plataformas de desarrollo innovadoras como pueden ser las RIAs, así como para 
incorporar la usabilidad dentro del proceso MDA.  
Como ejemplo para aplicar todas estas ideas, hemos elegido OO-Method, un 
método de desarrollo MDA que tiene su aplicación industrial en la herramienta 
OLIVANOVA. Por cada uno de estos retos se han descrito, brevemente, propues-
tas para abordarlos. Las propuestas han sido presentadas en términos de OO-
Method, aunque también pueden ser aplicables a otros métodos MDA de desarro-
llo de software.  
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