It is often useful to provide information related to a video bitstream that is unsupported by the official standard. This paper describes a method by which data can be inserted in an MPEG-4 bitstream [1], while still retaining compatibility with standard MPEG-4 decoders. Its effectiveness is demonstrated by results from insertion of CRC codes.
INTRODUCTION
User-defined data can be inserted for a variety of purposes. One reason might be to improve robustness to errors (i.e. inserting error check codes, or data to aid resynchronisation within a packet). Alternatively it could provide application specific information to aid software operation.
Normally, the insertion of such data results in the "enhanced" bitstream being incompatible with standard MPEG-4 decoders [1] . It may be necessary to update every piece of decoder software to allow the insertion of user data. This would be unnecessary if the proposed technique was implemented. In the method described below, data is placed within the encoded bitstream so that standard decoders ignore it.
To limit the effects of synchronisation loss, MPEG-4 allows data within each frame to be placed into packets of a length specified at the encoder. Please note that throughout this text the term "video packet" refers to MPEG-4 video packets.
INSERTION OF USER DEFINED DATA
When data partitioning is enabled in MPEG-4 [2] , the decoder identifies the number of macroblocks in each video packet from the first partition. Information in the second partition is read until either the last macroblock is decoded, or an error is encountered. The decoder subsequently searches for the next resynchronisation code. Any data placed after the last macroblock in the second partition is therefore ignored. Thus, it is possible to insert data at the end of the second partition provided that the data does not emulate a start code. It is also important that stuffing is inserted after the user defined data, as some MPEG-4 decoder implementations check the integrity of stuffing bits preceding each packet start code. The user data is located by reading backwards from the resynchronisation code at the beginning of the next video packet. The stuffing bits can be easily identified and discarded (as they are for performing two-way decoding).
Of course, the decoder must be able to ascertain the length of the inserted data to facilitate its extraction. This can be achieved most simply by using fixed length data. Alternatively, an indication of length just before the stuffing bits could be provided. Thus, with variable length data, the decoder will discover the data length before any of the actual data.
One disadvantage of this method is that standard decoders will not be able to utilise two-way decoding. However, efficient error concealment often means that the loss of a few extra texture macroblocks makes little difference to decoded video quality.
CRC TEST RESULTS
One problem with compressed video that has been subjected to channel errors is that it is sometimes difficult to detect the presence of corrupted bits. Displaying corrupted macroblocks, instead of performing error resilience, can lead to serious degradation in decoded quality.
Two CRC codes are inserted as defined by the scheme proposed above. Both codes are 16-bits in length, generated using the polynomial defined for X.25 [3] . Thus, 32 bits are added to each video packet. The first code is used to check the first partition, and the second code provides a check for the second partition. A concealment scheme is implemented as follows:
• Errors in the first partition check code or the first partition data causes the whole packet to be concealed.
• Errors in the second partition check code cause the whole packet to be concealed only if errors were not decoded during the standard decoding process.
• Detection of errors in the second partition through standard decoding results in only the affected blocks being concealed, provided no errors were detected in the first partition.
The actual concealment mechanism involves replacing incorrect macroblocks with their corresponding motion compensated macroblocks. This is a standard technique employed on many decoder implementations.
Corruption of the video data was performed using error patterns derived from channel models for a GPRS channel [4] . The simulated radio conditions were those for an interference-limited scenario, which is the most common operating scenario for mobile terminals. The propagation conditions were those specified in GSM 05.05 as TU50 Ideal Frequency Hopping at 900MHz. The TU50 channel model represents multi-path propagation conditions found in typical urban conditions, with a mobile terminal velocity of 50 km/hr. The model includes the use of a half-rate convolutional code. The "Foreman" sequence was corrupted using the described channel models. It should be noted that the high degree
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Stuffing of motion in the Foreman sequence makes it particularly sensitive to errors. In terms of error resilience, it represents a "worst-case" scenario.
Ten simulations were performed to obtain the averages and variances shown in Table 1 . Foreman was encoded at 48 kbit/s, with an Adaptive INTRA Refresh (AIR) rate of 8 macroblocks per frame. AIR blocks were selected by the method described in Annex E of the MPEG-4 standard [1] . The video packet size was set to 200 bits. As standard decoders cannot make use of two-way decoding when user-defined data is inserted, two-way decoding was used only for the case without CRC insertion. Table 1 shows that the addition of the CRC codes had little discernable effect on error-free quality.
Although the check codes only make a small difference in average corrupted quality, the lower variance with CRCs indicates that the technique provides much more consistent quality. More accurate concealment means that serious degradation from displaying corrupt picture blocks is avoided. Thus, CRC insertion prevents the quality from randomly dropping to much lower levels than average. This is demonstrated by the example in Figure 2 . 
CONCLUSION
A method for inserting user-defined data into an MPEG-4 bitstream has been described. The technique places the data at a point in the bitstream that causes it to be ignored by standard MPEG-4 decoders. Thus, backwards compatibility is retained. The usefulness of the proposed scheme was demonstrated through the successful insertion of CRC codes. Simulations carried out over a GPRS channel, demonstrated more consistent quality when CRC codes are present.
