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1XLEngine : Une architecture cross-layer modèle
pour le support de la QoS dans les réseaux sans l
IEEE 802.11
Wafa Berrayana , Habib Youssef , Guy Pujolle , Stéphane Lohier
RésuméInitialement les réseaux locaux sans l IEEE 802.11
ont été conçus pour mettre en place des transmissions dans
des endroits difciles à câbler et assurer la communication
des données pour des applications mobiles. Ces réseaux doivent
actuellement supporter des applications plus complexes ayant
des besoins contraignants en terme de délai de bout en bout
garanti, de bande passante disponible, etc. Pour apporter cette
Qualité de Service (QoS), une des solutions émergeantes consiste
à développer des approches cross-layer permettant aux différentes
couches de coopérer ensemble an de mieux supporter la QoS.
La littérature nous présente une multitude d'architectures selon
ce principe, mais aucune de celles-ci n'est normalisée. De plus,
suivant les besoins à satisfaire, de nouvelles architectures sont
régulièrement proposées, mettant en uvre de nouveaux proto-
coles ou des adaptations de ces derniers. Par conséquence, nous
risquons d'avoir, à long terme, des systèmes sans l incompatibles
développés selon différentes architectures cross-layer. Dans ce
papier, nous proposons des éléments de base d'une architecture
cross-layer modèle qui soit paramétrable, extensible, exible et
générique pour contribuer au support de la QoS dans les réseaux
sans l IEEE 802.11.
Mots clésréseaux sans l IEE 802.11, ad-hoc, QoS, concep-
tion cross-layer, modèle en couches, etc.
I. INTRODUCTION
Les propriétés dont disposent les réseaux sans l par rapport
aux réseaux laires imposent un nouveau dét lors de la
conception de protocoles sans l. Ces derniers doivent être
dynamiquement adaptatifs aux changements continus de l'état
du canal radio [1] et doivent au même temps chercher à
satisfaire les exigences en QoS des applications supportées.
Dans [2], les auteurs considèrent que pour atteindre ces
objectifs, les protocoles conçus doivent satisfaire les propriétés
clés suivantes : 1) correspondance des critères de QoS entre
les différentes couches et optimisation de la QoS à travers
ces couches; 2) adaptabilité sufsante aux variations de l'état
du canal; 3) robustesse aux pertes de données; 4) support du
facteur d'échelle pour la bande passante et les équipements.
Dans [3], [4], [5] les auteurs considèrent que les exigences
de QoS ne peuvent être satisfaites si les solutions proposées
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se focalisent sur des couches particulières de la pile proto-
coloaire sans se préoccuper des autres aspects liés aux autres
couches, ni à la nature même des réseaux sans l en termes
de variations continues dans le temps et dans l'espace. Ces
différentes études illustrent et justient la tendance actuelle qui
consiste à développer des approches inter-couches permettant
aux différentes couches de coopérer ensemble an de supporter
la QoS tout en considérant les spécicités du canal radio.
Cette notion 'cross-layer' (nous gardons cette terminologie
anglophone clé qui signie inter-couches ou multi-couches)
implique 'une cassure' de la notion de 'couches isolées' et un
échange d'informations entre toutes les couches, éventuelle-
ment non adjacentes, selon une méthodologie non encore
normalisée.
Ainsi une question fondamentale s'impose : quelle est
l'architecture la plus adéquate pour ces échanges et quels sont
les éléments de bases de cette architecture ?
Répondre à cette question est notre objectif tout au long
de ce papier. Nous proposons des éléments de base d'une ar-
chitecture cross-layer modèle qui soit paramétrable, extensible,
exible et générique pour le support de la QoS dans les réseaux
sans l IEEE 802.11.
Le reste de ce papier est organisé comme suit. Dans la
section II, nous présentons une étude des solutions et ar-
chitectures cross-layer. Dans la section III, nous discutons
de l'importance d'une architecture cross-layer modèle de
référence et nous présentons les principales caractéristiques
de cette architecture. La section IV présente notre architecture
cross-layer développé selon ce principe. La section VI conclue
le papier et présente quelques perspectives.
II. ETUDE CROSS-LAYER ET ARCHITECTURES EXISTANTES
A. Etude cross-layer
L'étude des solutions d'optimisation et d'adaptation cross-
layer [3], [4], [5], [6] est une voie de recherche émergeante of-
frant un grand potentiel et une grande diversité an d'améliorer
les performances des réseaux sans l. Parmi ces solutions,
nous citons l'exploitation de la mesure des durées de veille
du canal sans l (couche liaison) pour améliorer le choix
des routes (couche réseau) dans un contexte ad-hoc [7], ou
encore l'adaptation des temps d'accès au support (couche
liaison) aux contraintes de délai et de bande passante (couche
transport) pour des applications temps réel [7]. Dans [7],
l'auteur adopte une approche cross-layer, d'une part an
d'étudier et d'améliorer les performances des ux élastiques
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2TCP présents dans la plupart des applications de l'Internet sur
le dernier lien sans l. D'autre part, pour étendre et incorporer
un mécanisme de notication de perte de QoS au niveau du
protocole de routage AODV. Ainsi, le choix des routes selon
AODV se fait suivant les métriques de délai maximal de bout
en bout et de bande passante minimale requise. Ces métriques
sont évaluées au niveau de la couche MAC et sont exploitées
par AODV pour servir de critère au routage QoS.
B. Architectures cross-layer existantes
Pour la mise en place des solutions cross-layer, trois caté-
gories d'architectures sont proposées [8], [9] se classiant
comme le montre la gure 1.
Fig. 1. Classication des architectures cross-layer
Pour la première catégorie d'architectures (cf. Fig.1.a), les
couches, même non adjacentes, peuvent coopérer ensemble
et communiquer directement pour assurer des optimisations
cross-layer et fournir la QoS nécessaire. Dans ce but, de
nouvelles routines sont à intégrer aux couches pour permettre
la réception et le traitement des données cross-layer. Le sens
des échanges de ces données ainsi que les couches impliquées
dans cet échange [8] ne sont pas normalisés, ils dépendent
de l'objectif QoS à atteindre. Nous pouvons afrmer qu'il y'a
autant de variantes d'architectures selon ce principe que de
protocoles et de buts à satisfaire.
Toutefois, cette approche entraîne un certain nombre de
contraintes. D'un coté, l'extra code, dit code cross-layer,
ajouté ralentit l'exécution du code original du protocole de la
couche, réduisant ainsi son débit, surtout lorsqu'elle interagit
avec plusieurs couches simultanément. D'un autre coté, la mise
à jour du code cross-layer est difcile et délicate puisqu'il se
fusionne avec le code original de la couche. Un autre point à
souligner est que plusieurs optimisations cross-layer au niveau
d'une même couche peuvent entraîner des conits au détriment
deà la justesse des résultats [10], [11]. Pour toutes ces limita-
tions, les auteurs dans [10] considèrent que l'amélioration des
performances selon cette catégorie d'architectures cross-layer
est une approche forcement à court terme.
Pour la deuxième catégorie d'architectures cross-layer (cf.
Fig.1.b), l'idée de base est de conserver le fonctionnement nor-
mal de la pile protocolaire tout en permettant des interactions
cross-layer via une entité intermédiaire dont la dénomination
et les fonctionnalités exactes varient selon l'architecture [12],
[13], [14]. Les architectures selon ce principe permettent de :
 garder une compatibilité avec l'architecture classique en
couches;
 maintenir les avantages de l'architecture modulaire en
couches isolées offrant ainsi un environnement robuste de
mise à jour, permettant l'addition et/ou la suppression des
protocoles des différentes couches, sans avoir à modier
les autres couches;
 garantir une évolution continue de l'entité cross-layer
en lui incorporant d'autres fonctionnalités sans gêner les
protocoles relatifs aux couches;
Et pour nir, la troisième catégorie d'architectures cross-
layer (cf. Fig.1.c) est particulièrement distincte des deux autres
car elle présente des abstractions complètement nouvelles [16].
Elle adopte le concept du `non-layered protocol architecture'.
La motivation pour cette architecture est la forte exibilité
obtenue avec un minimum de problèmes d'interactions et de
communications entre ses différents composants.
Jusqu'à nos jours, plusieurs architectures cross-layer ont
été proposées et sont déjà implémentées. Chacune se classie
forcement dans l'une des catégories exposées par la Figure 1.
Comme exemples de ces architectures nous citons : CrossTalk
[12], ECLAIR [13], MobileMan [14], CATS [17], WIDENS
[18], GRACE [16]. Dans ce qui suit nous présentons quelques
unes de ces architectures.
1) CrossTalk: L'objectif primordial de l'architecture
CrossTalk [12] consiste à adapter le comportement d'un nud
à l'état global du réseau. Pour le faire, cette architecture
maintient deux entités intermédiaires séparées, la première
local_View qui détient une connaissance locale du nud ainsi
que les opérations cross-layer et la seconde global_View
pour avoir une vue globale sur les autres nuds du réseau.
Toutefois, CrossTalk présente deux limitations principales. La
première est les procédés complexes de collectes des informa-
tions locales des nuds du réseau pour déduire une vue globale
sur le réseau. La seconde est la complexité de l'architecture
elle-même. Cependant, d'après une comparaisons faite dans
[12], cette architecture présente de meilleurs performances par
rapport aux architectures précitées.
2) ECLAIR: Les composants principaux de ECLAIR [13]
sont le sous système d'optimisation (OSS) qui constitue le
moteur cross-layer et les 'Tuning layers' (TL). Le OSS
contient les optimisateurs de protocoles (PO) qui maintiennent
les algorithmes cross-layer. Les TLs fournissent les APIs des
POs pour l'interaction avec les couches et la manipulation des
structures de données correspondantes. Chaque protocole du
modèle en couches dispose de son propre TL. L'avantage de
ECLAIR c'est sa grande capacité de support de plusieurs types
d'applications. Cependant elle est caractérisée par sa grande
complexité étant donné que les interactions et les optimisations
cross-layer passent par plusieurs entités. De plus, ECLAIR
inuence fortement le comportement des protocoles.
3) MobileMAN: [14] décrit l'architecture de MobileMAN.
Le composant cross-layer de MobileMAN est dénoté Network
Status, il maintient les informations cross-layer. L'accès à cette
entité est bien déni pour faciliter l'accès aux données par les
protocoles.
Pour bien exploiter les avantages de l'architecture Mobile-
MAN et exploiter les informations cross-layer, les protocoles
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3du modèle en couches doivent être re-conçus. Au niveau de
Network Status, les données sont exprimées sous une forme
abstraite pour être compréhensibles et exploitables par tous les
protocoles. Cette abstraction ajoute de la complexité à l'entité
Network Status. De l'autre coté, MobileMAN dispose d'un tal-
ent pour résoudre des problèmes propres au réseau ad-hoc (e.g.
problème la gestion de l'énergie). Cependant MobileMAN
présente des limitations. Elle limite le nombre de protocoles
tournant au sein du framework. De plus, MobileMAN ne
prévoit pas une vue globale sur le réseau et principalement
ne fournit pas des décisions cross-layer optimales.
4) CATS: Cross-layer Approach to Self-healing :
L'architecture CATS [17] est ajustée aux réseaux de senseur.
Elle est caractérisée par la présence d'un composant nommée
Management Plane maintenant les protocoles et visibles par
toutes les couches. Le Management Plane est un composant
actif inuençant le comportement des protocoles et même les
paquets traversant la pile protocolaire (e.g. le Management
Plane peut changer l'adresse de destination d'un paquet ou en-
core inuencer le protocole de routage pour stopper la réponse
aux requêtes de routes). En conséquence, l'inconvénient de
CATS est que le framework lui-même représente un composant
actif. Ce qui signie que l'ajout ou la suppression d'un
protocole ou d'une application doit être suivi par une mise
à jour complète du framework. Cette architecture introduit de
la complexité à la conception, à la fois, des protocoles et de
l'architecture.
5) WIDENS: WIDENS [18] est une architecture dévelop-
pée pour les réseaux ad-hoc pour être déployée en cas
d'urgence (e.g. catastrophes naturels). L'idée fondamentale
de WIDENS consiste à sélectionner certains protocoles pour
tourner dans l'architecture tout en gardant le principe de
généricité. WIDENS s'intéresse principalement aux protocoles
de routages sous des contraintes de QoS. Les interactions
cross-layer s'effectuent via des interfaces bien dénies entre
les couches adjacentes. Ces extensions cross-layer fournissent
des informations d'état et un mappage de paramètre pour
augmenter le pouvoir de re-conguration et l'adaptabilité
des protocoles. Les informations cross-layer sont exploitées
lorsque les optimisations isolées au niveau d'une couche
n'empêchent pas la dégradation des performances. Les boucles
d'adaptations potentielles sont évitées seulement en tolérant
les interactions entre les couches adjacentes. Les informations
des couches non adjacentes sont seulement exploitées via des
fonctions de mappage de la couche en bas ou en haut. Ceci
seulement est accompli si les adaptations cross-layer au niveau
de la couche adjacente sont inefcaces et les autres couches
doivent s'adapter en addition pour satisfaire les performances.
Le domaine d'intérêt de l'architecture WIDENS est très
retreint puisqu'elle s'intéresse à un domaine d'application
spécique. Le cross-layering est très peu exploité, par rap-
port à d'autres architectures cross-layer tel que MobileMAN,
puisque uniquement les couches adjacentes exécutent les
opérations cross-layer et maintiennent les interactions cross-
layer. Ceci dégrade les performances de WIDENS puisque les
couches voisines peuvent ne pas êtres le choix optimal pour
une bonne adaptation. De plus, l'optimisation n'est pas un
objectif principal pour cette architecture.
C. Etude comparative entre les architectures cross-layer exis-
tantes
Nous présentons dans cette section une étude comparative
entre les architectures cross-layer précitées. Comme critères
de comparaisons nous citons [12] :
 capacité de support de nouvelles applications : elle dénote
la "générécité" de l'architecture (très importante ++ !
très faible - -) ;
 complexité de fonctionnement : elle reète le niveau de
complexité ajouté par l'architecture pour la mise en place
des optimisations et des échanges de données cross-layer
(très importante - - ! très faible ++) ;
 complexité de gestion des données : ce critère quantie
l'effort nécessaire pour la représentation, la sauvegarde,
le partage et l'accès aux données cross-layer (très impor-
tante - - ! très faible ++) ;
 complexité d'adaptation des protocoles : elle dénote la
complexité induite pour l'adaptation des protocoles du
modèle en couches à l'architecture cross-layer (très im-
portante - - ! très faible ++) ;
 capacité d'optimisation à l'échelle du réseau (très impor-
tante ++ ! très faible - -) ;
 les problèmes relatifs aux réseaux ad-hoc et les solutions
proposées par les architectures pour en faire face ;
 amélioration du modèle en couches ;
La table suivante [12] présente une comparaison entre
les architectures CATS, WIDENS, ECLAIR, MobileMan et
CrossTalk selon les critères précités. Ces critères sont pondérés
dans la table suivante selon cette légende :
+ + : très importante, très faible
+ : bien
0 : moyenne
- : importante, faible
- - : très importante, très faible
Fig. 2. Comparaison entre les architectures cross-layer proposées
III. IMPORTANCE D'UNE ARCHITECTURE cross-layer
MODÈLE
Il faut noter que la conception cross-layer n'est pas un
simple remplacement de l'architecture en couches, ni une
simple combinaison de leurs fonctionnalités. Le processus de
partage de données et de paramètres doit être bien structuré
et l'architecture cross-layer doit être conçue efcacement car
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4toute conception inadaptée pourrait potentiellement aggraver
le problème de performance (support de la QoS) qu'elle vise
à résoudre. Un exemple illustré par des simulations conrme
cette idée [7]. Il prouve que les protocoles MAC tendant à
accroître le taux de transfert de trame (rate-adaptive MAC
protocols) lorsque le canal est performant (rapport SNR élevé)
peuvent entraîner une baisse du débit sur les routes multi
sauts. Il est donc impératif, en choisissant une architecture
cross-layer et en développant une solution cross-layer dans le
cadre de cette architecture, d'essayer de pronostiquer toutes
les interactions non désirées en analysant systématiquement
leurs impacts sur toutes les couches.
A. Challenges de la conception cross-layer
Nous distinguons de nombreux challenges [10], [11], [15]
associés à la conception et à l'implémentation d'une architec-
ture cross-layer, parmi lesquels nous citons :
 Dans certains cas (les architectures de la première caté-
gorie, cf. Fig.1.a), l'implémentation d'une architecture
cross-layer, peut entraîner des dépendances qui ne sont
pas essentielles pour le bon fonctionnement du système
entier. En effet, une interaction particulière considérée
peut avoir des conséquences désastreuses sur l'exécution
de la totalité du système. Les nouvelles interactions qui
sont donc liées à la perte du privilège de conception
sur une couche particulière doivent donc être étudiées
en utilisant des graphes de dépendance.
 Avec une conception cross-layer, le nombre de nouvelles
interactions peut augmenter, ce qui peut engendrer une
re-conception complète du système entier et empêcher
par la suite d'autres innovations. Dans [10], Kawadia
et al développent ce problème et l'illustrent au travers
d`exemples.
 Les modications aux différentes couches peuvent avoir
comme objectif l'optimisation d'une métrique qui leur est
commune (e.g. délai) dans des directions opposées, ce qui
peut avoir des conséquences négatives car la modication
d'une métrique au niveau d'une couche peut avoir un
impact implicite sur les autres.
 L'implémentation des différentes interactions cross-layer
peut entraîner une déstructuration du code original des
couches concernées. Le maintient, la mise à jour et la
compréhension du code devient au l du temps une tâche
ardue à la fois pour le concepteur et l'utilisateur.
 Un autre dé très important à souligner porte sur la
façon dont sont stockées les données cross-layer. Il faut
étudier judicieusement les types de ces données et leurs
inuences, à la fois sur les couches et sur les algorithmes
cross-layer à exécuter. Les stratégies de stockages des
données doivent tenir compte des caractéristiques des
réseaux sans ls en termes de limitations de ressources
et de mobilité [11]. Le but est de permettre un accès
rapide à ces données pour contribuer à la rapidité de leurs
traitements.
 Un dernier dé à souligner concerne l'accès aux dif-
férentes couches. Il faut que cet accès soit rapide, en
temps réel avec un minimum de surcharges induites.
B. Spécicités de l'architecture cross-layer modèle
L'architecture cross-layer proposée doit être d'une part :
 générique pour supporter une large gamme d'applications
avec QoS;
 extensible et exible pour suivre et supporter l'évolution
continue des applications QoS et satisfaire à leurs nou-
velles exigences;
 paramétrable en maintenant des composants génériques
pour permettre le développement de nouveaux com-
posants si ceux déjà existant demeurent incapables
de répondre aux besoins de certaines applications.
L'architecture doit permettre également une adaptation
aux variations des paramètres d'optimisations des appli-
cations (e.g. énergie ou latence) et aux changements dans
leur environnement (e.g. changement de la mobilité des
nuds, etc.).
D'autre part, l'architecture cross-layer doit assurer :
 un prototypage rapide qui consiste à incorporer de nou-
veaux algorithmes et/ou données cross-layer d'une façon
transparente;
 un minimum d'intrusion permettant un interfaçage facile
avec l'architecture modale en couches sans avoir à la
modier;
 une portabilité avec les autres systèmes sans l.
Également, une architecture cross-layer doit offrir une
vue générale sur le réseau puisque certaines opérations
d'optimisations requièrent par nature de connaître certaines
informations à partir d'autres nuds du réseau pour prendre
des décisions plus objectives.
Il est donc clair que le choix d'une architecture adaptée
permettant, d'une part, le maintient des performances exis-
tantes et l'apport de la QoS requise par d'autres applications;
et d'autre part, de faire faces aux dés précitées est une tâche
ardue et complexe [10]. Dans le domaine cross-layer malgré la
multitude et la diversité des architectures proposées (cf. section
II), aucune architecture modèle n'est normalisée jusqu'à nos
jours. Selon les besoins à satisfaire, de nouvelles architectures
sont régulièrement proposées, mettant en uvre de nouveaux
protocoles ou des adaptations de ces derniers (e.g. AODV,
OLSR, EDCF, etc.). Par conséquence, nous risquons d'avoir,
à long terme, des systèmes sans l incompatibles développés
selon différentes architectures cross-layer.
Pour toutes ces raisons, nous soulignons l'importance de la
proposition d'une architecture cross-layer modèle générique,
extensible, exible et paramétrable qui pourrait servir comme
point de départ pour les conceptions cross-layer.
Dans ce papier, nous cherchons donc à élaborer cette ar-
chitecture. Deux étapes sont envisagées. La première consiste
à choisir parmi les catégories d'architectures précitées (cf.
section II), celle qui semble la plus appropriée à la fois
pour satisfaire les points évoqués et pour les spécicités des
réseaux sans l. La seconde consiste en la mise en place des
composants de base de cette architecture.
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5IV. XLENGINE : ARCHITECTURE MODÈLE PROPOSÉE
A. Catégorie de l'architecture cross-layer modèle
Compte tenu des objectifs du cross-layering, des problèmes
engendrés par une architecture cross-layer inadaptée, et partant
des architectures précitées, nous faisons le choix d'une archi-
tecture adoptant le principe de communication via une entité
intermédiaire (cf. Fig.1.b). Les raisons qui motivent notre
choix sont multiples. La première raison est qu'elle conserve
les avantages de l'architecture en couches, particulièrement
en terme de modularité, contribuant ainsi à la longévité et
à la compatibilité avec le modèle OSI. De plus, la présence
de l'entité cross-layer permet une évolution individuelle et
continue à la fois pour les couches et pour l'entité elle
même sans gêner le système global. Un autre avantage à
souligner est que cette entité dispose d'un libre accès à toutes
les couches, ce qui rend ses décisions plus objectives. Elle
permet également une intégration facile et simple de nouveaux
algorithmes et données cross-layer sans avoir à changer au
reste de l'architecture. Finalement, la présence de cette entité
évite toute duplication d'efforts par les différentes couches
pour la recherche des informations sur les autres couches non
adjacentes ou d'informations sur l'état du canal.
B. Principe de l'architecture XLEngine
Notre architecture XLEngine est développée selon quatre
principes de bases :
 Principe 1 : supporter tous types d'applications et tous
types de protocoles (protocoles de routage, protocoles
d'accès au canal, etc) ;
 Principe 2 : masquer les détails de la procédure de
recherche des données cross-layer par les protocoles du
modèle en couches ;
 Principe 3 : apporter le minimum de modications aux
protocoles du modèle en couches ;
 Principe 4 : les optimisations cross-layer tiennent en
considération l'état global du réseau. Notre motivation
pour ce principe vient du fait qu'une décision basée sur
une connaissance globale du réseau est toujours plus
efcace que celle basée uniquement sur une connaissance
locale [17].
Le quatrième principe, en outre des autres principes, con-
stitue la distinction et l'apport principaux de XLEngine
par rapport aux autres architectures cross-layer, excepté
CrossTalk. En effet, la connaissance de l'état global du
réseau permet au noeud d'évaluer son propre état à tout
moment par rapport au réseau entier. Ceci permet au nud de
changer le comportement de ses protocoles et de ses stratégies
d'optimisations pour répondre à des objectifs à l'échelle de son
réseau comme le load balancing. Ceci lui permettra de prendre
des décisions plus robustes pour, par exemple, ajuster sa
charge à celle que le réseau peut supporter et éviter ainsi tout
gaspillage possible de la bande passante. Dans ce contexte,
nous présentons deux citations accentuant l'importance d'avoir
une optimisation à l'échelle du réseau :
 Citation 1 : Due to the absence of global information,
localized algorithms may not produce optimal or near-
optimal solutions [17].
 Citation 2 : Locally available information such as local
load, battery status or neighbour degree might not lead
to optimal or even near-optimal results when used for
decision processes such as routing. Global knowledge
would enable a node to evaluate its relative state by
comparing its local value against the global value of the
respective metric [12].
Nous dénotons par XLEngine (Cross-Layer Engine) notre
architecture cross-layer modèle proposée. Nous présentons
dans ce qui suit les éléments de bases de cette architecture.
C. Présentation de XLEngine
L'entité de communication cross-layer de XLEngine (cf.
Fig.3) est désignée CLMC (Cross-Layer Management Compo-
nent). C'est essentiellement via le CLMC que les couches et
les applications communiquent. Elle comporte essentiellement
deux parties : le Cross-Layer Interface Component (CLIC) et
le Cross-Layer Engine (CLE).
Fig. 3. XLEngine : Architecture cross-layer proposée
 CLIC (Cross-Layer Interface Component) : c'est le
plan de contact entre les couches et les applications d'une
part et CLMC d'autre part. CLIC se charge d'intercepter
et de maintenir les données des protocoles des couches
dans leurs formats bruts (e.g. état du canal décrit par
le SNR fourni par la couche physique, le Retry limit
fourni par la couche MAC, le nombre de sauts d'une
route fourni par le protocole de routage, le TCP Window
Size, les exigences en QoS fournies par la couche Ap-
plication, etc.). Ces données nous les qualions de cross-
layer puisqu'elles pourront être utilisées par les autres
couches pour des optimisations cross-layer. Cependant,
si pour un certain protocole les données cross-layer
dont il a besoin sont indisponibles temporairement par
CLIC pour une certaine optimisation cross-layer, alors le
protocole doit toujours accomplir ses fonctionnalités de
base. L'indisponibilité des données cross-layer doit avoir
comme unique résultat la dégradation des performances.
 CLE (Cross-Layer Engine) : c'est le moteur cross-layer
de la CLMC. Il maintient deux parties : Local_CLE et
Network_CLE.
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6 Local_CLE : CLIC maintient des données cross-
layer de bases générées par les protocoles des
couches. Local_CLE génère des données plus com-
plexes à partir des données de CLIC. Ces métriques
peuvent être requises par un ou plusieurs protocoles.
Donc, au lieu que chacun génère individuellement
ces métriques, c'est Local_CLE qui se charge de le
faire. Comme exemple de ces métriques nous citons,
le débit de transmission effectif d'une application
[18]. Il est évalué sachant la bande passante au
niveau des nuds sauts d'une route et sachant le
nombre de noeuds interférant avec les sauts de la
route. Le taux de transmissions réussies (STR :
Successful Transmission Rate) et le taux de tenta-
tives pour trouver un canal disponible (CCR : Clear
Channel Rate) sont d'autres métriques générées par
Local_CLE. Le STR fournit une mesure de QoS
sur les collisions, en excluant les congestions; tandis
que le CCR fournit une mesure des congestion.
Ces métriques peuvent ensuite servir au niveau de
la couche physique pour ajuster la puissance de
transmission radio ou encore au niveau de la couche
réseau pour trouver des routes sans congestion ni
collisions. Le fait de générer ces métriques au sein de
Local_CLE et non pas au sein des couches physique
et réseau a l'avantage de laisser les protocoles dédiés
se focaliser sur leurs fonctionnalités de bases et
de les alléger. Une autre spécicité des métriques
générées par Local_CLE c'est qu'elles peuvent
être déduites après une période d'observation des
métriques de CLIC. C'est le cas, par exemple, des
métriques STR et CCR. Les métriques évaluées par
Local_CLE est dite métrique locale.
 Network_CLE: comme c'est déjà mentionné au
niveau de la section précédente, une spécicité ma-
jeure de XLEngine c'est qu'elle maintient les don-
nées cross-layer des autres nuds du réseau dont le
but est d'avoir une vision globale sur le réseau. C'est
l'entité Network_CLE qui se charge de collecter et
maintenir ces données et d'en déduire l'état global
du réseau concernant une métrique précise. Comme
exemple de ces métriques, nous citons la charge
globale du réseau. Dans ce cas précis, si la charge
du nud, évaluée par Local_CLE, est supérieure
à la charge du réseau, évaluée par Network_CLE,
alors le nud doit ajuster sa charge à celle que le
réseau peut supporter. Toute métrique locale qui doit
être comparée à sa métrique homologue évaluée par
Network_CLE est dite locale à vue sur le réseau. La
charge du nud est par la suite une métrique locale
à vue sur le réseau.
V. IMPLÉMENTATION DE XLENGINE
L'architecture XLEngine est dans sa phase de conception.
Les challenges rencontrés pour la suite de sa conception sont
essentiellement :
 analyser les différents paramètres des couches à commu-
niquer à CLIC et étudier les relations de dépendances
entre ces paramètres ;
 étudier l'impact de tout changement d'un paramètre sur
les autres couches et les autres paramètres ;
 identier un mécanisme permettant aux couches d'avoir
une vue claire sur les données et les algorithmes main-
tenus par CLIC. Et permettant pour chaque couche de
savoir quels sont les données et/ou les algorithmes qui la
concerne;
 un autre challenge très important est de développer un
mécanisme d'échange de données locales aux noeuds.
Ces données doivent reéter au mieux l'état d'un noeud.
Il faut également développer un mécanisme de traitement
de ces données pour en déduire une vue globale sur le
réseau.
Une fois l'architecture est entièrement décrite, l'étape suiv-
ante est sa validation formelle suivie par son évaluation.
VI. CONCLUSION
La suite de nos travaux de recherches sera orientée sur
la description détaillée de notre architecture XLEngine. Cette
étape sera suivie, dans un premier temps, par une valida-
tion formelle, puis par une implémentation suivie par son
évaluation et une comparaison de ses performances avec
l'architecture modulaire en couches isolées.
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