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Menghilangkan suatu objek yang relatifbesar dari sebuah citra digital, dan 
mengisi "lubang" yang ditinggalkannya dengan menggunakan informasi yang 
diekstrak dari piksel sekitarnya, telah menjadi perhatian tersendiri, khususnya bagi 
para ahli yang bergerak dibidang restorasi citra. 
Sampai saat ini, telah dikenal dua pendekatan utama, untuk melakukan 
proses restorasi citra. Yang pertama adalah menggunakan teknik teksur sintesa, 
dan yang kedua adalah menggunakan teknik inpainting. 
Tesktur sintesa telah banyak dikenal orang salah satu cara yang handal 
dalam melakukan proses restorasi citra, tidak hanya karena memiliki kemampuan 
untuk menjaga pola tekstur pada citra yang baru, tetapi juga tidak menghasilkan 
efek kabur pada citra hasil sintesa. Hanya saja teknik ini memiliki kelemahan pada 
ketidakmampuannya untuk menjaga pola tekstur linier atau tesktur komposit. 
Sedangkan teknik inpainting, dengan menggunakan difusi wama, dapat 
melakukan propagasi yang tepat pada tekstur linier. Tetapi dalam teknik ini juga 
memiliki kelemahan yaitu akan menghasilkan efek kabur pada wilayah target 
yang berukuran relatifbesar. 
Tugas akhir ini dibuat oleh penulis, untuk mengimplementasikan sebuah 
algoritma yang telah dikembangkan oleh A.Criminisi yang menggabungkan 
kedua teknik diatas menjadi sebuah teknik restorasi citra yang sederhana dan low 
cost karena menerapkan restorasi berdasarkan patch. Algoritma ini dikenal 
dengan nama Exemplar-Based Image Inpainting. 
Dalam tugas akhir ini juga akan dilakukan ujicoba untuk menghilangkan 
objek tertentu dalam beberapa data citra, dengan ukuran patch yang beragam, 
untuk mengetahui pengaruh besar ukuran patch terhadap kualitas citra keluaran 
perangkat lunak. 
Dari hasil ujicoba dapat disimpulkan bahwa: (i) ukuran urn urn patch yang 
optimal adalah antar 7x7 piksel sampai llxll piksel. (ii) semakin besar ukuran 
patch tidak menjamin hasil akhir yang semakin baik. (iii) urutan pengisian patch, 
memegang peranan penting untuk menghasilkan citra keluaran yang tampak 
alami. (iv) untuk citra asli dengan tekstur komposit, hasil akhir yang dicapai akan 
tampak lebih alami. (v) waktu yang dibutuhkan untuk melakukan pengisian 
wilayah dengan algoritma exemplar-based inpainting, jauh lebih cepat daripada 
algoritma inpainting konvensional. 
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1.1 LAT AR BELAKANG 
BABI 
PENDAHULUAN 
Menghilangkan suatu objek yang relatif besar dari sebuah citra digital, dan 
mengisi "lubang" yang ditinggalkannya dengan menggunakan informasi yang 
diekstrak dari piksel sekitamya, telah menjadi perhatian tersendiri, khususnya bagi 
para ahli yang bergerak dibidang restorasi citra. 
Sampai saat ini, telah dikenal dua pendekatan utama, untuk melakukan 
proses restorasi citra. Yang pertama adalah menggunakan teknik teksur sintesa, 
dan yang kedua adalah menggunakan teknik inpainting. 
Tesktur sintesa telah banyak dikenal orang salah satu cara yang handal 
dalam melakukan proses restorasi citra, karena tidak hanya memiliki kemampuan 
untuk menjaga pola tekstur pada citra yang baru, tetapi juga tidak menghasilkan 
efek kabur pada citra hasil sintesa. Hanya saja teknik ini memiliki kelemahan pada 
ketidakmampuannya untuk menjaga pola tekstur linier atau tesktur komposit. 
Sedangkan teknik inpainting, dengan menggunakan difusi wama, dapat 
melakukan propagasi yang tepat pada tekstur tinier. Tetapi dalam teknik ini juga 
memiliki kelemahan yaitu akan menghasilkan efek kabur pada wilayah target 
yang berukuran relatifbesar. 
Dan tugas akhir ini dibuat oleh penulis, untuk mengimplentasikan sebuah 
algoritma yang telah dikembangkan oleh A.Criminisi yang menggabungkan 
kedua teknik diatas menjadi sebuah teknik restorai citra yang sederhana dan low 
cost. Algoritma ini dikenal disebut Exemplar-Based Image Inpainting. 
Hasil yang diharapkan dengan menerapkan algoritma ini adalah sebuah 
citra hasil restorasi, yang terjaga pola struktur linier atau kompositnya dan juga 
yang tidak memiliki efek kabur pada target wilayah yang cukup besar. 
1.2 TUJUAN 
Tujuan Tugas Akhir ini adalah untuk melakukan implementasi dan 
menguji algoritma Exemplar-Based Image Inpainting. Implementasi akan 
dilakukan dengan membangun perangkat lunak yang diberi nama ImRel. Untuk 
pengujian akan digunakan berbagai macam variasi ukuran patch, untuk 
mengetahui pengaruh besar patch, terhadap citra hasil keluaran. Pengujian juga 
ditujukan untuk membuktikan bahwa algoritma Exemplar-Based Image 
Inpainting adalah pendekatan yang efektif, dari segi hasil dan waktu, untuk 




Permasalahan yang jelas dihadapi adalah bagaimana cara untuk mengisi 
"lubang" yang teijadi saat penghilangan suatu objek pada citra digital, agar dapat 
menghasilkan objek baru yang dapat diterima oleh indera mata manusia. Gambar 
berikut menunjukkan contoh dari hasil penerapan algoritma ini yang terdapat 
dalam paper [CRI03]. 
h 
Gambar 1. 1: Memindahkah objek besar dari sebuah citra digital. (a) citra asli. 
(b) citra hasil penghilangan objek orang yang telah dipilih secara manual. 
Permasalahan yang akan diatasi meliputi : 
1. Cara pemilihan objek. Fitur ini digunakan untuk memiih bagian dari objek 
pada citra digital yang akan dihilangkan. 
2. Cara penghilangan objek. Fitur ini digunakan untuk menghapus nilai 
piksel pada objek yang telah dipilih sebelumnya. 
4 
3. Cara penglSlan wilayah "lubang". Merupakan fungsi utama dari 
pembuatan tugas akhir ini, yaitu untuk mengisi "lubang" yang terjadi 
akibat penghapusan nilai piksel pada objek tertentu, dengan mengambil 
informasi dari hasil ekstraksi nilai - nilai piksel di sekitamya 
1.4 BATASAN MASALAH 
Batasan-batasan masalah yang ada dalam Tugas Akhir ini adalah: 
1. Dikerjakan pada citra yang memiliki karakteristik ketajaman wama yang 
bagus dan hanya memiliki 3 kanal wama RGB. 
2. Diharapkan citra inputan hanya sedikit memiliki noise atau tidak sama 
seka1i. 
3. Membutuhkan interaksi pengguna untuk menentukan batas objek yang 
akan dihilangkan. 
1.5 METODOLOGI 
Metodologi pembuatan tugas akhir ini adalah sebagai berikut: 
1. Studi Literatur 
Pada tahap ini dilakukan pemahaman literatur yang berhubungan dengan 
pembuatan perangkat lunak secara umum, literatur yang berhubungan dengan 
texture syntesis dan image inpainting, juga literatur-literatur terdahulu yang 
berhubungan dengan konsep penghilangan objek pada citra digital. 
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2. Perancangan Perangkat lunak 
Tahap ini merupakan bagian yang terpenting dari keseluruhan tugas akhir 
1m, karena pada tahap ini akan dilakukan perancanangan perangkat lunak, 
pembuatan antar muka dan peng-kode-an algoritma "Region Filling and Object 
Removal by Exemplar-Based Image Inpainting", desain proses-proses dan kelas-
kelas yang akan digunakan. Pada tahap ini, juga diharapkan sudah terbentuk 
gambaran perangkat lunak secara umum. 
3. Pembuatan Perangkat lunak 
Pada tahap ini dilakukan implementasi dari rancangan perangkat lunak 
yang telah dibuat sebelurnnya. Tahap ini juga digunakan untuk merealisasikan 
desain perangkat lunak agar sesuai dengan apa yang telah direncanakan. 
4. Uji Coba Perangkat lunak 
Pada tahap ini akan dilakukan berbagai uji coba untuk mengukur tingkat 
keberhasilan perangkat lunak yang sudah dibangun dengan membandingkan basil 
output perangkat lunak ini dengan basil output yang ditunjukkan oleh A.Criminisi 
dkk, juga melakukan perbaikan dan evaluasi, agar perangkat lunak benar-benar 
siap ketika akan di-deploy. 
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5. Penyusunan Buku Tugas Akhir 
Tahap ini digunakan untuk membuat laporan dari semua langkah-langkah 
yang telah dikerjakan dalam menyelesaikan sistem perangkat lunak ini. 
Didalarnnya termasuk dasar teori, metode-metode yang digunakan, juga hasil 
evaluasi dari sistem perangkat lunak yang telah jadi. 
1.6 SISTEMATIKA PEMBAHASAN 
Pembahasan dalam Tugas Akhir ini dibagi menjadi beberapa bab sebagai 
berikut: 
• Bab I, Pendahuluan, berisi latar belakang, permasalahan, tujuan, batasan 
masalah, metodologi dan sistematika pembahasan. 
• Bab II, Pencarian informasi pada dokumen terstruktur, akan dibahas dasar 
ilmu yang berhubungan dengan pencarian informasi pada dokumen 
terstruktur, seperti berbagai hal mengenai dasar teori exemplar-based 
inpainting, color blending dan teori-teori penunjang lainnya. 
• Bab III, Perancangan Perangkat Lunak. Pada bab ini akan dibahas rancangan 
proses dan rancangan antarmuka. Y aitu pada perangkat lunak ImRel. 
• Bab IV, Implementasi ImReL. Akan dilakukan pembuatan perangkat lunak 
yang dibangun dengan komponen-komponen yang telah ada yang sesuai 
dengan permasalahan dan batasannya yang telah dijabarkan pada bab pertama 
beserta implementasinya. 
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• Bab V, Uji coba dan analisa hasil, akan dilakukan uji coba berdasarkan 
parameter-parameter yang ditetapkan, dan kemudian dilakukan analisa 
terhadap hasil uji coba tersebut. 
• Bab VI, Penutup, berisi kesimpulan yang dapat diambil dari Tugas Akhir ini 





Pada bab ini akan dibahas tentang berbagai dasar teori yang dipakai oleh 
penulis dalarn pernbuatan Tugas Akhir ini. 
2.1 ALGORITMA EXEMPLAR-BASED INPAINTING 
b 
Gambar 2. 1 Memindahkan objek yang besar dari suatu citra. (a) Citra asli. (b) 
Area yang berhubungan dengan Jatar depan orang (sekitar 19% dari citra) telah 
dipilih secara manual dan dipindahkan secara otomatis. Perhatikan bahwa 
struktur horisontal dari air mancur telah disintesa kedalam area bekas objek 
orang yang telah di "hilangkan " bersama dengan tekstur air, rumput dan batu. 
Garnbar 2. 1 rnenunjukkan sebuah contoh tentang bagairnana suatu objek 
yang relatif besar dapat dihilangkan dari suatu citra tertentu. Pada garnbar diatas, 
wilayah yang telah dihilangkan (dipilih secara manual sebagai wilayah target) , 
akan diganti secarara otornatis dengan data yang diarnbil dari sisa bagian citra 
yang lain. Algoritrna ini rnenirnbulkan halusinasi yang efektif sehingga warna-
warna baru pada wilayah target tarnpak seperti nyata. 
Pada berbagai teknik pengisian wilayah sebelurnnya, beberapa peneliti 
menganggap sintesa tekstur adalah sebuah cara untuk mengisi wilayah citra yang 
besar dengan tekstur "murni" - pola tekstur dua dimensi yang berulang dengan 
tingkat stokastik sedang. 
Pendapat ini berdasarkan pada berbagai penelitian sintesa tekstur, yang 
memiliki tujuan untuk dapat melakukan replikasi tekstur dengan ukuran tidak 
terbatas, jika hanya diberikan suatu sarnpel tektur yang berukuran kecil. 
Tetapi teknik sintesa tekstur ini hanya efektif untuk melakukan replikasi 
pada tekstur yang konsisten saja. Sedangkan untuk mengisi lubang pada foto 
dunia nyata, teknik sintesa tekstur akan mengalami kesulitan. Hal ini disebabkan 
karena foto pada dunia nyata biasanya mengandung tidak hanya struktur tekstur 
liniear, tapi juga beragarn struktur tesktur komposit (beragarn tekstur yang 
berinteraksi satu sarna lain dibidang spasial). Permasalahan utarna yang dihadapi 
teknik sintesa tekstur adalah bahwa batas antara wilayah citra dan wilayah target, 
merupakan hasil inteaksi yang kompleks dan saling mempengaruhi dari berbagai 
tekstur yang ada. 
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Disisi lain terdapat beberapa algoritma yang memang ditujukan untuk 
mengatasi masalah pengisian wilayah citra yang digunakan untuk proses restorasi 
citra, dimana goresan-goresan, lubang-lubang kecil dan tulisan yang terdapat pada 
wilayah target citra dapat dihilangkan. Teknik ini dikenal dengan inpainting , 
teknik ini akan mengisi lubang pada wilayah target dengan melakukan propagasi 
pada struktur-struktur linier dari citra melalui difusi. Teknik ini terinspirasi dari 
persamaan diferensial parsial dari aliran panas, dan menghasilkan hasil yang 
menyakinkan pada restorasi citra. 
Tetapi teknik inpainting seperti ini memiliki beberapa kelemahan yaitu 
terjadinya efek blur (yang akan semakin nampak jika wilayah pengisian relatif 
besar) yang disebabkan oleh penggunaan difusi untuk melakukan propagasi pada 
struktur linier. 
Teknik yang akan dibahas berikut ini menggabungakan keunggulan kedua 
teknik sebelumnya (sintesa tekstur dan inpainting) kedalam suatu algoritma baru 
yang efisien. Seperti halnya inpainting, kita juga memberi perhatian khusus pada 
struktur linier. Tetapi, struktur linier yang memiliki batas yang sama dengan 
wilayah target hanya akan mempengaruhi urutan pengisian, yang merupakan inti 
dari algoritma exemplar-based image inpainting ini. 
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2.1.1 KUNCI UTAMA ALGORITMA EXEMPLAR-BASED INPAINTING 
2.1.1.1 EXEMPLAR-BASED SYNTHESIS 
Inti dari algoritma ini adalah proses pengambilan sampel pada citra, 
berdasarkan nilai isophote nya. Perhatikan gambar berikut : 
<f> ,Source region 
Sl, Target region 
b 
Gambar 2. 2 (a). Citra asli, dengan wilayah target n, kontour a:2 dan wilayah 
sumber ¢ harus ditandai denganjelas. (b). Kita ingin mensintesa area yang 
dibatasi oleh patch 1f1 P yang memiliki pus at pada titik p E a:2. (c). Kemungkinan 
kandidat terbaik bagi If/ P terdapat di sepanjang batas antara dua tekstur pada 
wilayah sumber (lf/q· dan lf!q .. ). (d). Patch dengan tingkat kecocokan tertinggi 
dari wilayah sumber telah disalin kedalam If/ P sehingga n telah diisi sebagian. 
Perhatikan bahwa tekstur dan struktur pada citra telah berhasil di teruskan 
kedalam wilayah target. Kemudian wilayah target n sekarang akan menyusut 
dan a:2 akan memiliki bentuk yang berbeda. 
Pada Gambar 2. 2 , terdapat beberapa notasi yang sengaja diadaptasi dari 
literatur inpainting agar lebih memudahkan pemahaman pembaca. Wilayah yang 
hendak diisi, atau wilayah target, diwakili oleh notasi n dan konturnya adalah 
a:2. Untuk setiap iterasi dalam algoritma ini, kontur akan terns bergerak kedalam, 
oleh karena itu disebut sebagai "fill front". 
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Wilayah sumber (source region) dilambangkan oleh ¢ , yang akan bernilai 
tetap pada saat proses algoritma ini dijalankan, dan menyediakan sampel yang 
digunakan pada proses pengisian wilayah tertentu. 
Sekarang kita akan menfokuskan pada satu iterasi tentang penggunaan 
algoritma ini untuk menunjukkan bahwa permasalahan struktur dan tekstur dapat 
diselesaikan dengan baik oleh exemplar-based sintesa . Jika terdapat template 
persegi l.f/ p E Qdan terletak pada titik p (Gambar 2. 2 (b)), yang hendak diisi. 
Sampel terbaik, yang paling cocok dari source region terdapat pada patch If/ , E ¢ , 
q 
yang kemudian digunakan untuk mengisi wilayah pada patch If/ P (Gambar 2. 2 
(d)). Pada contoh Gambar 2. 2 (b), ternyata If/ P terletak pada terusan batas citra, 
sehingga diperkirakan pasangan terbaik untuk proses filling juga terletak pada 
batas citra yang sama (If/ q' dan If/ q" pada Gam bar 2. 2 ( c 
)). Dan setelah dilakukan proses filling maka hasilnya seperti yang terlihat seperti 
pada Gambar 2. 2 (d). 
Langkah yang diperlukan untuk meneruskan isophote ke dalam wilayah 
target adalah suatu proses yang sederhana, yaitu dengan melakukan transfer pola 
tekstur dari patch yang memiliki nilai kecocokan tertinggi, kedalam If/ P • 
Perhatikan bahwa orientasi isophote secara otomatis tetap terjaga. Pada Gambar 2. 
2, walaupun tepi asli-nya tidak tegak lurus dengan kontour wilayah target <i1 , 
tetapi struktur yang telah diteruskan tetap terjaga orientasinya, sama seperti 
wilayah sumbernya. 
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2.1.1.2 URUT AN PENGISIAN 
Pada penjelasan sebelumnya, telah diperlihatkan bahwa exemplar-based 
filling mampu melakukan propagasi yang benar pada informasi tekstur dan 
struktur. Pada bagian ini akan ditunjukkan bahwa kualitas dari output citra 
sangat dipengaruhi oleh urutan pada saat melakukan proses filling (pengisian pada 
wilayah yang telah di"hilangkan"). Perhatikan gambar berikut: 















IJ (" d" 
Gambar 2. 3 Perbandingan urutanfilling untuk mengsisi target konkav. 
Pada gambar diatas, diperlihatkan dua buah teknikfilling. Pada Gambar 2. 
3 (b,c,d) adalah contohfilling dengan menggunakan teknik onion peel (concentric 
layer filling). Dan pada Gam bar 2. 3 (b' ,c' ,d ' ) adalah teknik filling menggunakan 
edge-driven filling order yang menghasilkan basil rekonstruksi citra yang bersih 
dari artifak yang tidak diinginkan . 
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Seperti yang dapat kita lihat, teknik onion peel pada target konkav dengan 
urutanfilling berlawanan arah jarum jam, akan menyebabkan terbentuknya suatu 
kurva pada wilayah horizontal dibelakang wilayah filling. Hal ini tidak akan 
terjadi jika kita menggunakan teknik edge-driven filling order. Pada teknik ini, 
terdapat pembagian prioritas filling, dimana objek yang merupakan kelanjutan 
dari suatu struktur citra memiliki prioritas tertinggi untuk diisi terlebih dahulu. 
Seperti yang tampak pada Gambar 2. 3 (b' ,c' ,d' ). 
Menurut [CRI03], secara umum sebuah algoritmafilling yang ideal harus 
memiliki beberapa properti sebagai berikut : 
1. Dapat memberikan prioritas sintesa terbesar, pada wilayah yang 
merupakan kelanjutan suatu struktur citra. Bersama dengan properti 
propagasi yang benar pada struktur linear, algoritma ini akan menjadi lebih 
siap untuk mengatasi berbagi macam variasi bentuk dari target yang akan 
dipindahkan. 
2. Sebuah algoritma yang baik juga harus dapat menghindari terjadinya 
"over-shooting" yang akan muncul jika batas citra dibiarkan berkembang 
sampai batas yang tak pasti. 
Dari dua contoh diatas, dapat disimpulkan bahwa urut-urutan proses filling 
akan sangat mempengaruhi hasil akhir image yang telah diproses. 
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b c 
Gambar 2. 4 Pentingnya urutan pengisian pada patch-based filling. (a) Wilayah 
target ditunjukkan oleh wilayah yang berwarna putih. (b) Bagian terluar dari 
wilayah target telah di sintesa dengan menggunakan algoritma onion-peel 
searahjarumjam. (c) Pada langkah selanjutnya, sisa dari lapisan terluar telah 
diisi oleh teknik onion-peel. Concentric-layer filling telah menghasilkan objek 
yang tidak diinginkan pada proses rekonstruksi tepi citra diagonal. Sebuah 
algoritma pengisiian wilayah yang prioritasnya diapandu oleh tepian citra, akan 
dapat menyelesaikan permasalahan ini. 
2.1.2 ALGORITMA PENGISIAN WILAYAH 
Pertama, diberikan sebuah input citra, kemudian pengguna akan memilih 
wilayah target, Q, yang akan dihilangkan dan kemudian diisi. Wilayah sumber, 
¢ , dapat didefinisikan sebagai keseluruhan citra dikurangi wilayah target 
( ¢ = I - Q ), sebagai wilayah yang meluas disekitar wilayah target. Atau dapat 
ditentukan secara manual oleh user. 
Kemudian, seperti halnya semua teknik sintesa exemplar-based, maka 
ukuran dari jendela patch If/ harus dispesifikasikan terlebih dahulu. Secara default 
maka ukuran patch ini adalah 9x9 piksel. 
Setelah semua parameter ditentukan, pengisian wilayah akan mulai secara 
otomatis. 
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Pada algoritma ini, setiap piksel akan memiliki sebuah nilai warna (atau 
"kosong", jika piksel tidak terisi) dan nilai kepercayaan (patch confidence) , yang 
mencerminkan kepercayaan kita terhadap nilai pixel, yang kemudian akan di 
bekukan setelah sebuah piksel terisi. Pada saat pengerjaan algoritma ini, setiap 
patch disepanjang fill front, juga diberi nilai prioritas sementara, yang 
menentukan urutan pengisian patch. Kemudian olgoritma ini akan melakukan tiga 
iterasi berikut, sampai semua piksel telah terisi. : 
1. Menghitung prioritas patch. 
Algoritma ini akan melakukan proses sintesa berdasarkan strategi 
pengisian best-first pada fill front. Perhitungan prioritas akan dilakukan pada 
patch yang : (i) berada pada lanjutan dari tepi yang kuat dan (ii) patch yang 
dikelilingi oleh piksel yang memiliki nilai kepercayaan yang tinggi. 
Jika diberikan patch If/ P dengan pusat pada titik p untuk semua p E bn 
(Gambar 2. 5), kita mendefiniskan prioritas P(p) sebagai hasil persamaan: 
P(p) = C(p)D(p). 
Persamaan 1 
Persamaan 2 




Gam bar 2. 5 Diberikan patch lf/ P ' n P adalah normal pada contour lD dari 
wilayah target Q dan VI~ adalah isophote (arah dan intensitas) pada titikp. 
Keseluruhan image adalah I 
Pada saat inisialisasi, fungsi C(p) diset C(p)=O 'ilp E Q, dan C(p) = 
1 Vp E I - Q. 
Ekspresi fungsi kepercayaan (confidence term) C(p) dapat dianggap 
sebagai ukuran banyaknya informasi yang terpercaya disekililing piksel p. 
Tujuannya adalah untuk terlebih dulu mengisi patch yang memiliki jumlah piksel 
terisi lebih banyak dari patch yang lain. Dengan kecenderungan kepada piksel 
yang telah diisi sebelumnya. 
Seperti yang akan diilustrasikan pada Gambar 2. 6 (a), pemberian ekspresi 
nilai kepercayaan, akan secara otomatis menyertakan kecenderungan terhadap 
bentuk tertentu pada fill front untuk memiliki nilai prioritas yang lebih tinggi dari 
pada wilayah fill front yang lain. Sebagai contoh, patch yang terdapat diwilayah 
sudut dan wilayah yang memiliki celah kecil pada wilayah target cenderung akan 
diisi terlebih dahulu, karena wilayah tersebut dikelilingi lebih banyak piksel dari 
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citra aslinya. patch tersebut menyediakan lebih banyak informasi yang terpercaya 
yang dapat digunakan untuk mencari kecocokan pada wilayah sumber. 
Sebaliknya, patch yang terdapat pada ujung "anjungan" atau pada wilayah yang 
menjorok ke dalam wilayah target, akan cenderung diisi belakangan, sampai 
memiliki cukup piksel disekelilingnya yang sudah terisi. 
Pada level rendah, ekspresi nilai C(p) akan mendekati strategi pengisian 
concentric fill order sama seperti onion-peel. Pada saat proses pengisian 
dilakukan, piksel pada lapisan terluar dari wilayah target akan cenderung memiliki 
karakteristik nilai kepercayaan (confidence value) yang besar, oleh karena itu 
akan lebih dahulu diisi; dan piksel pada bagian tengah wilayah target akan 
memiliki nilai kepercayaan yang lebih kecil. 
Ekspresi data (data term) D(p) adalah fungsi dari kekuatan isophote yang 
mengenai fill front t:n pada setiap iterasi. Ekspresi ini akan meningkatkan nilai 
prioritas patch yang sebuah isophote "mengalir" kedalamnya . Faktor ini sangat 
penting dalam algoritma ini, karena mendorong agar struktur linier untuk disintesa 
terlebih dulu, dan oleh karena itu dapat di teruskan secara aman ke dalam wilayah 
target. Sehingga garis yang putus cenderung untuk menyatu kembali. 
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2. Meneruskan informasi tekstur dan struktur. 
Ketika semua nilai prioritas dari fill front telah selesai dihitung, kemudian 
akan dicari patch If/ P yang memiliki prioritas tertinggi. Kita kemudian 
mengisinya dengan data yang didapat dari wilayah sumber ¢ . 
Pada teknik inpainting tradisional, informasi nilai piksel akan diteruskan 
melalui difusi. Seperti yang telah disebutkan sebelumnya, difusi akan 
mengarahkan pada mendeteksi citra, yang akan menghasilkan efek blur pada 
wilayah target pengisian, terutama untuk wilayah target yang besar. 
Sebaliknya, kita meneruskan tekstur citra dengan menggunakan teknik 
pengambilan sampel secara langsung pada wilayah sumber ¢ . Dimana kita akan 
mencari wilayah sumber yang paling cocok dengan If/ P . Secara umum 
dirumuskan : 
Persamaan 4 
Dimana j arak d (If/ a , If/b) adalah j arak an tara dua patch generik If/ a dan 
lfb didefinisikan sebagai sum of squared difference dari piksel-piksel yang sudah 
terisi pada kedua patch terse but. Setelah ditemukan exemplar sumber If/ A , nilai 
q 
dari setiap piksel yang akan diisi. p' 1 p' E If/ A , diambil dari nilai piksel pada 
posisi yang bersesuaian dalam If/ A 
q 
pnO. 
Langkah ini telah mencukupi untuk mencapai propagasi yang benar bagi 
informasi struktur dan tekstur dari wilayah sumber ¢ kedalam wilayah target n . 
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3. Memperbarui nilai kepercayaan. 
Setelah patch If/ , diisi dengan nilai piksel yang baru, nilai kepercayaan 
p 
akan diupdate pacta area yang dibatasi oleh If/ , , melalui persamaan sebagai 
p 
berikut: 
C(p)=C(p)VpEI.f/ , nQ 
p 
Persamaan 5 
Langkah update yang sederhana ini memungkinkan kita untuk mengukur 
nilai kepercayaan relatif patch-patch pacta fill front, tanpa membutuhkan 
parameter citra yang spesifik. 
Tabel 2. 1 menunjukkan pseudo-code bagi perangkat lunak algoritma 
exemplar-based image inpainting. 
a b 
Gambar 2. 6 Efek dari ekspresi nilai data dan nilai kepercayaan. (a) Ekspresi 
nilai kepercayaan akan memberikan nilai prioritas yang tinggi pada wilayah yang 
berwarna hijau, dan memberikan nilai prioritas yang rendah pada wilayah yang 
berwarna merah. (b) Ekspresi nilai data memberikan nilai prioritas yang tinggi 
pada wilayah berwana hijau yang merupakan kelanjutan dari struktur linier pada 
citra. Kombinasi kedua nilai ekspresi ini (persamaan 1 0) akan menghasilkan 
keseimbangan organik antara kedua efek terse but, dimana penerusan struktur 
citra ke arah wilayah target akan ditahan sehingga tercapai keseimbangan dalam 
proses pengisian citra. 
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Tabel 2. 1 Algoritma pengisian wilayah 
• Secara ekstraksi inisial front (!2 ° secara manual 
• Ulangi sampai selesai : 
la. Mengidentifikasi fill front C!21 • Jika 0 1 = { ... } , selesai. 
lb. Hitung prioritas P(p) Vp E (!21 
2a. Cari patch If! , dengan nilai prioritas terbesar. p = arg max peln' P(p) 
p 
2b. Cari exemplar If/ , E ¢ yang meminimalisasikan d(lf/0 ,lflb) 
q 
2c. Copy data citra dari If/ , ke If/ , V p E If/ , n 0 
q p p 
3. Update C(p) = C(p)Vp E If/ , n 0 
p 
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2.2 CONTOH KOMPUTASI ALGORITMA EXEMPLAR-BASED 
INPAINTING 
2.2.1 PERHITUNGAN NILAI PRIORITAS PATCH 
Perhitungan nilai prioritas patch, dimulai dengan menghitung ekspresi 
nilai kepercayaan (confidence term) dan ekspresi data (data term) pada titik pusat 
patch. Berikut akan ditunjukkan bagaimana proses komputasi yang dimaksud, 
untuk patch berukuran 9x9 piksel seperti yang ditunjukkan pada gam bar berikut. 
1 2 2 1 2 2 3 1 1 il Pusat patch 
1 1 1 1 2 2 2 2 2 
v 2 3 3 3 9 8 0 2 2 3 2 2 3 5 y 
-~ -=:--
-~ ~ 7 9 9 
9 9 9 9 
8 8 8 




2.2.1.1 EKSPRESI NILAI KEPERCAYAAN (CONFIDENCE TERM) 
Untuk mendapatkan ekspresi nilai kepercayaan, hal pertama yang harus 
dilakukan adalah memberikan nilai be ban pada setiap piksel dalam patch, piksel 
yang tidak kosong akan diberi nilai 1, dan yang kosong diberi nilai 0. Sehingga 
patch pada Gam bar 2. 7, akan memiliki nilai sebagai berikut. 
1 1 1 1 1 1 1 1 1 Pusat patch I 1 1 1 1 1 1 1 1 1 / 0 1 1 1 1 1 1 1 1 0 0 1 1 1 1 1 1 y 
0 0 ~ ~ ---0 0 ~ -. 1 1 1 
0 0 0 0 0 1 1 1 1 
0 0 0 0 0 0 1 1 1 
0 0 0 0 0 0 0 0 0 
0 0 0 0 0 0 0 0 0 
Gambar 2. 8 Hasil pemberian nilai kepercayaan pada setiap piksel dalam patch 
Gambar 2. 7 
Dari Persamaan 2, dapat diketahui bahwa ekspresi nilai kepercayaan patch 
b d lah jumlah piksel bernilai 1 S h. k tuk t h se enamya a a : - - - . e mgga untu un con o 
luas _pacth 
patch pada Gambar 2. 7 akan memiliki nilai kepercayaan: C(p) = 45 . 
81 
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2.2.1.2 EKSPRESI DATA (DATA TERM) 
Dari Persamaan 3, untuk mengetahui nilai data term, maka harus 
diketahui dulu besar rotasi 90 derajat dari isophote pada titik pusat patch p. Dari 
[BEROO] diketahui bahwa isophote merepresentasikan arah perubahan spasial 
pada titik p. Sehingga rotasi 90 derajat dari isophote adalah vektor arah isophote 
itu sendiri. 
Untuk arah perubahan spasil pada titik p, dapat dicari dengan 
menggunakan perhitungan gradien. Pendekatan gradien yang digunakan dapat 
berupa backward difference ,forward difference, ataupun center-difference. 
Untuk backward-difference dapat menggunakan persamaan sebagai 
berikut: 
f(x , y) + f(x- L1x, y) f(x,y) + f(x,y- ~y) 
u = -'------'---'--____;_-'-------'--'- v = ..::.____:___;_.....:...._____;_____:._;______:._ 
L1x ~y 
Persamaan 6 
Untuk forward-difference dapat menggunakan persamaan sebagai berikut: 
f(x + L1x,y)- f(x , y) f(x,y + ~y)- f(x,y) 
u = v = _;_____;_ _ __;_'-----'-- -
Llx ~y 
Persamaan 7 
Untuk center-difference dapat menggunakan persamaan sebagai berikut: 
f(x+L1x , y)- f(x-L1x,y) 
u = -'------'--'------~ 




Untuk contoh patch yang ditunjukkan pada Gambar 2. 7, yang memiliki 
titik pusat pada koordinat ( 4,4), akan digunakan pendekatan forward-difference, 
dan backward-difference sehingga didapatkan hasil sebagai berikut : 
9-2 2-2 
u = -- = 7 v = --= 0 , sehingga VIP adalah vektor dengan nilai 
1 1 
(7,0), dan rotasinya VI~ bemilai (0,7). 
Kemudian akan dihitung unit vektor orthogonal n P , perhitungan unit 
vektor orthogonal menggunakan pendekatan gradien center-difference. Menurut 
[BHA04], pencarian unit vektor orthogonal pada titik p, hanya dilakukan pada 
patch yang setiap pikselnya telah diisi nilai kepercayaan, yaitu patch pada 
Gambar 2. 8. 
1-0 0-1 Sehingga nilai nP adalah : u = -- = 0.5 v = -- = -0.5 kemudian 
2 2 
akan dinormalisasi sehingga nilai nP menjadi (0.70, -0.70). 
Setelah itu dapat hitung nilai ekspresi data sebagai 
abs(V IPl_ • nP) abs(O * 0 70 + 7 * (-0 70)) 
---'------'---- = ' ' = 0. 0 192 
a 255 
Nilai a secara default adalah 255 [CRI03]. 
Setelah mendapatakan ekspresi nilai kepercayaan dan ekspresi data, nilai 
prioritas patch dapat diketahui dari P(p) = C(p) * D(p ). 
P(p) = 45 * 0.0192 = 0.0106 
81 
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2.2.2 PEMILIHAN WILA YAH SUMBER 
Proses pemilihan wilayah sumber yang akan digunakan untuk mengisi 
wilayah target, dimulai dengan memilih patch yang memiliki nilai prioritas 
tertinggi. Pencarian patch dengan nilai prioritas terbesar, dilakukan dengan 







Gambar 2. 9 Patch terpilih pada ligkaran merah 
Setelah ditemukan patch dengan prioritas terbesar ptmax, maka akan 
dicari titik kontur yang paling dekat dengan ptmax. Setelah titik kontur terdekat 
ditemukan, maka titik tersebut akan digunakan sebagai pusat area pencarian 
wilayah sumber bagi ptmax. Seperti ditunjukkan pada gambar berikut: 
27 
Gambar 2. 10 Cal on wilayah sumber bagi ptmax, hanya wilayah yang berada 
diluar bat as kontur saja yang akan digunakan. 
Pencarian titik kontur yang terdekat dengan ptmax, dimaksudkan untuk 
mengurangi lama proses pencarian wilayah sumber. Proses pemilihan wilayah 
sumber terbaik, dilakukan dengan memilih total nilai sum squared difference 
(SSD) yang terkecil dari setiap kanal warna, pada posisi yang bersesuaian antara 
ptmax dan calon wilayah sumber. Perhitungan SSD ini hanya dilakukan pada 
piksel ptmax yang tidak kosong saja, wilayah sumber yang digunakan haruslah 
merupakan patch yang terisi penuh. Ilustrasinya adalah sebagai berikut : 
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1 ) ) 1 ) ) 1 1 1 4 s 1 1 () 1 1 1 
1 1 1 1 ?. ?. ?. ?. ?. 1 1 7 1 ?. 4 2 ?. 
"" 
?. 1 1 1 1 1 1 ?. ~ ?. 1 9 1 1 1 1 
""' 
1'0 1 ?. ?. 1 s 4 0 ~ !'-? 1 ?. ?. 1 s 
""' 
~ 9 7 9 9 1 ?. 1 "4_ ~ 9 7 9 
""' 
9 9 9 9 s () 7 R ~ 9 9 9 
""' 
1'-..R R R () 7 7 R 9 a-1'-..R R 
-......, v r-- ?. 1 4 s () 7 7' r-r 
R ?. ) 2 ?. 4 () R 
ptMax ptSource 











Hanya wilayah dengan batas garis merah saja yang akan dihitung SSD 
nya. Nilai SSD = 
= 10.58 
Proses pencocokan ini diulangi sebanyak wilayah sumber yang memenuhi 
syarat, sampai ditemukan nilai SSD yang terkecil. Lalu wilayah sumber dengan 
nilai SSD yang terkecil akan langsung di salin ke ptmax, dan piksel yang saling 
bertumpukan, akan digabungkan menggunakan algoritma color blending yang 
akan dijelaskan pada subbab selanjutnya. 
Setelah informasi piksel dari wilayah sumber disalin kedalam ptmax, maka 
batas jill front yang semula berhimpitan dengan kontour harus diperbarui. Dengan 
iterasi pada tepi ptmax, akan didapatkan sekumpulan titik yang memiliki tetangga-
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8 (8-neighbour) yang masih kosong, titik-titik itulah yang akan ditambahkan 
menjadijillfront yang baru. 
2.3 ALGORITMA PENGGABUNGAN WARNA (COLOR BLENDING) 
Color blending didefnisikan sebagai fungsi ideal 
F:(rl,g1,b1,o1,r2,g2,b2,o2)--+(r3,g3,b3,o3) yang dikerjakan pada warna dan 
tingkat transparansinya pada suatu titik tertentu, (r1,g1,b1,o1) adalah wama dan 
tingkat transparansi pada latar depan. (r2,g2,b2,o2) wama dan tingkat transparansi 
pada latar belakang, (r3,g3,b3,o3) adalah wama baru hasil blending. 
Fungsi F akan melakukan interpolasi linier dengan menggunakan keempat 






(o1 *r1 + 
(o1 *g1 + 
(o1 *b1 + 
(1 - o1)*o2 
(1 - o 1 )*o2*r2)/o3 
(1 - o1)*o2*g2)/o3 
(1 - o1)*o2*b2)/o3 
Persamaan 9 
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Perhatikan jika o3 adalah nol, maka persamaan ini akan menghasilkan nol 
dibagi nol. Untuk kasus ini, maka nilai r3, g3, dan b3 didefinisikan dengan nol. 
E !J ; Blen~ing li'B 
EaA Bk Wn 
(b) 
Bt Bltndtng B" 
..,.----' 
~ -::---·- L:: 
··- .:-: .... -···-·-- - - - · ~ · - ·- -· 
EBA Blending 
(c, (d) 






Dalam bab ini akan dibahas perancangan dari perangkat lunak yang 
dibangun dalam tugas akhir ini. Meliputi deskripsi kebutuhan perangkat lunak, 
pemodelan fungsional, pemodelan data, dan perancangan antar muka. 
3.1 DESKRIPSI KEBUTUHAN PERANGKAT LUNAK 
Dalam deskripsi kebutuhan perangkat lunak ini, akan dijelaskan tentang 
masukan dan keluaran dari sistem. Untuk selanjutnya sistem perangkat lunak 
perangkat lunak ini akan diberi nama ImRel. 
Data masukan ImRel adalah data citra, dengan variasi format .bmp, .jpg 
atau .gif, serta batas wilayah obek dalam citra yang akan dihilangkan. Semua data 
masukan ini akan dipilih sendiri oleh pengguna ImRel. Tidak ada pembagian 
khusus untuk pengguna perangkat lunak ini. 
Hal-hal yang dapat dilakukan pengguna perangkat lunak ini adalah: 
1. Membuka, menyimpan, dan mencetak citra yang diinginkan. 
2. Memilih objek dalam citra yang ingin dihilangkan. 
3. Menghilangkan objek dalam citra. 
4. Melakukan penghalusan dan/ atau pendeteksian tepi pada citra. 
5. Pemilihan Kernel/ mask konvulusi 
6. Mengatur nilai parameter yang akan digunakan pada saat perangkat lunak 
ini bekerja. 
Selanjutnya perangkat lunak ImRel ini akan terinstall pada sebuah 
kornputer yang rnenggunakan Microsoft .Net Framework 1.1 atau versi yang lebih 
baru. 
IrnRel. 
Pada Garnbar 3. 1 akan ditunjukkan deskripsi urnurn perangkat lunak 
I Input Citra > ( > Perangkat lunaklmRel 
Pengaturan 
Parameter Runtim 7 
I Output Citra > 
Gambar 3. 1 Deskripsi umum perangkat lunak ImRel. 
Dari hasil deskripsi kebutuhan perangkat lunak, akan dilakukan analisa 
tentang proses-proses apa saja yang dibutuhkan, serta fitur-fitur apa saja yang bisa 
dijadikan sebagai pelengkap pada perangkat lunak ImRel ini. 
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Dalam tugas akhir ini, perangkat lunak ImRel akan memiliki tiga proses 
utama yaitu : 
• Proses Mengelola Citra 
Proses ini meliputi pemilihan file citra yang akan dikeijakan, penyimpanan 
citra hasil output perangkat lunak ImRel kedalam file tertentu, dan pencetakan 
citra. 
• Proses Mempersiapkan Citra 
Proses ini merupakan opsi yang ditawarkan kepada pengguna sebelum 
melakukan proses menghilangkan objek dalam citra. Karena sifatnya hanya 
sebagai pilihan, maka proses ini tidak harus dikeijakan oleh pengguna atau pun 
perangkat lunak ImRel. Keputusan untuk menggunakan proses ini adalah 
subjektif, berdasarkan sudut pandang pengguna. Proses ini diantaranya meliputi : 
proses pengaturan parameter runtime, proses mengahaluskan citra, dan proses 
mendeteksi tepi citra. 
• Proses Menghilangkan Objek dalam Citra 
Proses ini merupakan proses utama dalam perangkat lunak ImRel. 
Didalamnya meliputi : proses pemilihan objek yang akan dihilangkan, proses 
penghilangan objek, dan proses pengisian wilayah objek yang dihilangkan. 
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3.2 PEMODELAN FUNGSIONAL PERANGKAT LUNAK 
Pada bagian ini dijelaskan tentang pemodelan fungsional perangkat lunak 
yang nantinya akan diimplementasikan dalam bentuk aplikasi berbasis windows. 
Pemodelan fungsional ini menggunakan diagram Unified Modeling Language 
(UML ). Diagram UML yang dipakai dalam pemodelan fungsional ini adalah: 
Diagram Use Case, Diagram Aktifitas, Diagram Sekuens, Diagram Kolaborasi 
dan Diagram Kelas. 
3.2.1 PEMBUATAN DIAGRAM USE CASE 
Use Case adalah representasi dialog antara aktor dengan sistem, berupa 
transaksi-transaksi yang dapat dilakukan antara sistem dan aktor. Untuk perangkat 
lunak yang akan dibuat dalam tugas akhir ini, hanya terdapat satu aktor saja, yaitu 
pengguna. Berikut adalah diagram use case yang dimaksud. 
membuka data citra 
melakukan pendeteksian tepi citra 
menghaluskan data citra 
mencetak data citra 
I 




menyimpan data citra 
.( 
menghilangkan objek dalam citra 
( 
mengatur nilai parameter runtime 
Gambar 3. 2 Diagram use case dalam perangkat lunak ImRel. 
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Dari diagram use case tersebut, terdapat beberapa proses yang dapat 
dilakukan oleh pengguna dalam perangkat lunak ini, diantaranya adalah : 
3.2.1.1 MEMBUKA DATA CITRA 
Untuk dapat membuka data citra, pengguna meminta MainMDIParent 
untuk memanggil fungsi OpenFileChildWindowO, yang akan menginisialisasi 
kelas MainMDIChild, dan membuka dialog untuk memilih file dengan 
memanggil BrowseFileO, kemudian path file terpilih akan dibuka oleh 
OpenFileO. Setelah itu kelas MainMDIChild yang telah diinisialisasi 
sebelumnya akan menenma masukan parameter baru melalui 
SetlnitParameter(Bitmap, String). Dan langkah terakhir adalah mengatur 




memilih file citra 
yang akan dibuka 
file citra valid 
membuka file citra 
yang telah dipilih 
membuka window untuk 
menampilkan file citr01 
Gambar 3. 3 Activity diagram untuk proses membuka file citra. 
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f 
1. OpenFileChildW indow( } 
melakukan lni:sialiSasl kelas 
MainMliChild 
membuka dialog 
Pl'tl'ifiiUin file dengan 
return value bertipe string 
membuka fife dengan 
parameter string path 
nama fHe 







2 . SetlnitParameter(Bitmap, String) I 
> 
1.3. Set lnitParameler(MainWIChild) 
> 
Gam bar 3. 4 Sequence diagram untuk proses membuka file citra. 
: pengguna 
: MainMDICI1ild 
1.1 . BrowseFile( ) 
1.2. OpenFile(string) 
~ 
1.3. Se l itPar~r(MainrvDIChild) 
Gambar 3. 5 Collaboration diagram proses membuka data citra. 
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3.2.1.2 MENYIMPAN DATA CITRA 
Untuk melakukan proses penyimpanan data citra, maka pengguna akan 
memanggil fungsi SavelmageO didalam MainMD/Parent, dan mendapatkan 
alamat reference citra yang hendak disimpan, dari MainMD/Child yang aktif. 
Kemudian dengan menggunakan Savelmage(Image) akan dilakukan proses 
penyimpanan citra dengan menggunakan dialog untuk memilih lokasi penyimpan 
file citra. 
.start 
peril<$ a data 
Citra 
data citra valid 
data citra tidak valid 
tentukllfl nama 
file dan path file 
peril<$ a file citta 
file tidak valid 
• end 
file valid simpan dala citra dalam 
file )ling tetah ditenb.lkan 




1 _ Savelmage() 
1.1ilvelmage(lmage) 
I < I 
II 
I mendapatkan nllal citra I yang al<an dismpan ben.~pa l J ~··~"= ·~ ·~- ~"· 







Gambar 3. 8 Collaboration diagram proses penyimpanan data citra. 
3.2.1.3 MENCETAK DATA CITRA 
Proses pencetakan citra hanya dapat mencetak citra pada kelas 
MainMD/Child yang aktif saja. Untuk dapat melakukan proses pencetakan citra, 
pengguna harus meminta MainMD/Parent untuk mengambil nilai reference dari 
kelas MainMD/Child, kemudian akan dilakukan proses pencetakan dengan 
bantuan fungsi PrintlmageQ. 
'start 
( teka~~~lbar ) 
lj/ 
periksa data citra 
6 ··~"'"''"~  
data citr~tidak valid 
C batalkan proses pencetakan citra 





Gam bar 3. 10 Sequence diagram proses mencetak data citra. 
1: Printlmage() 
-¥- __ -_-_>_-1 : MainMDIParent 
: pengguna 
Gambar 3. 11 Collaboration diagram proses mencetak data citra. 
3.2.1.4 MENGHALUSKAN DATA CITRA 
Proses mendeteksi citra merupakan salah satu proses opsional dalam 
perangkat lunak ImRel. Untuk dapat melakukan proses penghalusan citra, 
pengguna akan berinteraksi dengan kelas MainMDIChild yang sedang aktif. 
Dalam MainMDIChild telah disediakan popup menu untuk membuka 
MainMDIPreprocessingTools yang merupakan sebuah dialog preview hasil 













lakukan proses konwlusi 
pada citra pre\liew 




selesai m~milih le'l.el 
lakukanproses kowlusl ) 
pada citra asli 
~ 
( update citra asli 
t (. J end 
memili le'l.el baru 
Gambar 3. 12 Activity diagram proses penghalusan citra. 
: pengguna I : MaioMJIChild I I MainMDtPrep~ssingTools I 
1 . memilih menu untuk preprocessing citra
11
_1 _ Set.ActiwForm(~inMDIChild) 
1 .2 . SetBitrnap(Bitrnap) lj 





Gambar 3. 13 Sequence diagram proses penghalusan citra. 
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-¥-
1. memilih menu untuk preprocessing citra 
. : MainMOIChild ~ I I 
: pengguna 1.1. S tJictil.eForm(MainMDIChild) 
2. SetBittnap(Bitmap) 
1.1.1. S o t ingCoptroller( ) 
v 
Gambar 3. 14 Collaboration diagram proses penghalusan citra. 
3.2.1.5 MELAKUKAN PENDETEKSIAN TEPI CITRA 
Proses pendeteksian tepi citra-seperti yang telah dijelaskan sebelumnya-
merupakan salah satu proses opsional dalam perangkat lunak ini, yang digunakan 
sebagai pelengkap proses penghalusan citra. Proses ini digunakan untuk 
mengenali tepi pada citra yang telah dihaluskan atau pada citra yang memiliki 
tingkat keburaman yang tinggi. 
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Untuk dapat melakukan proses pendeteksian tepi, pengguna akan memulai 
interaksi dari MainMDIChild yang sedang aktif. Dengan memilih menu popup 
maka akan terbuka kelas dialog MainMDIPreprocessingTools, kemudian untuk 








lakukan proses konwlusi 
pada citra pre..;ew 
tam pilkan citra 
preview 
selesai m~milih level 
lakukan proses kowlusi 
pada citra asli 
( ~o~pdate citra asH\ 
memili level baru 
Gambar 3. 15 Activity diagram proses pendeteksian tepi citra. 
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:pengquna I : MainMDIChild I ~IPrep~wssingTools I 
1. memilih menu untuk preprocessing .?lrJ<I 
1.1. Se!Pcti~.eForm(MlinMDIChild), 
1.2. SetBitmap(Bitmap ) ~ J 
---:::: 
1.2. IE dgingController() 
10~ 
Gambar 3. 16 Sequence diagram proses pendeteksian tepi citra. 
_Q 1. memilih menu untuk preprocessing citra 
/~ ~ I : MainM01Child I 
: pengguna 1.1. SeJ,I ti~.eForm(MainMDIChild) 
1.2. Set~tmap(Bitmap) 
1.2.1. Ed on , ntroller() 
: MainMOIPreprocessingTools 
Gambar 3. 1 7 Collaboration diagram proses pendeteksian tepi citra. 
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3.2.1.6 MEMILIH KERNEL/ MASK 
Pada saat melakukan proses penghalusan citra maupun pendeteksian tepi 
citra, pada dasarnya , perangkat lunak ini akan melakukan proses yang sama, yaitu 
proses konvulusi. Yang membedakan antara penghalusan citra dan pendeteksian 
citra hanyalah kernel/ mask yang digunakan pada saat proses konvulusi. 
Oleh karena itu, untuk memberikan alteratif pilihan yang lebih luas kepada 
pengguna, maka pengguna dapat memilih jenis kernel/ mask yang telah 
disediakan, yang akan digunakan pada saat proses konvulusi. 
Untuk dapat melakukan proses pemilihan kernel, maka pengguna terlebih 
dulu harus membuka dialog kelas MainMDIPreprocessingTools seperti yang 
telah dijelaskan sebelumnya (pada proses penghalusan dan pendeteksian tepi 
citra). Dari MainMDIPreprocessingTools akan digunakan SetSETActiveForm 
milik MainMDIPreprocessingToolsAdvance untuk mengambil nilai reference 
kelas MainMDIPreprocessingTools. Dari nilai reference m1, kelas 
MainMDIPreprocessingToolsAdvance dapat mengakses nilai kernel smoothing 
dan edging yang sedang aktif di dalam MainMDIPreprocessingTools. 
Kemudian setelah dipilih kernel yang diinginkan dari dialog 
MainMDIPreprocessingToolsAdvance, akan digunakan SetActiveKernel milik 
kelas MainMDIPreprocessingTools untuk mengganti nilai Kernel yang lama 




tekan tombol advance pada 
jendela Preprocessing Dialog 
membul<a jendela 
pemilihan kernel 
mengganti kert1el aktif 
dengan kernel baru 
Gambar 3. 18 Activity diagram proses pemilihan kernel/ mask konvulusi. 
: penqquna 
: MainMQIPrep~c;essingTools I I MainMDI?reproceisjngToolsAchence] 
1. tekan tombol ad..ance 
------3> .1. SetSETI>diveForm(MainMDIPreprocessingTools) 
1.1.1. Set/>etiveKernei(Kernel , int) 
Gambar 3. 19 Sequence diagram proses pemilihan kernel/ mask konvulusi. 
Q 1. tekan tombol advance 
A ~ : MainMOIPreprocessingTools 
1.1 .1. SetJictiveKern 
: pengguna 
v 
1.1. SetSETActil.eFor (MainMJIPreprocessingTools) 
: MainMOIPreproces$illgTools,bdvance 
Gambar 3. 20 Collaboration diagram proses pemilihan kernel/ mask konvulusi. 
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3.2.1. 7 MENGATUR NILAI PARAMETER RUNTIME 
Untuk pengaturan parameter runtime, pengguna akan beriinteraksi dengan 
kelas MainMD/Child, karena pada kelas ini lah terdapat parameter-parameter 
yang akan digunakan sebagai kontrol pada saat runtime, dengan nilai default yang 
sudah ditetapkan sebelumnya. 
Parameter default yang terdapat dalam kelas MainMD/Child adalah 
sebagai berikut : (i) repeat : variable bertipe double yang menentukan faktor 
luas wilayah pencarian patch. Secara default repeat bernilai 2. (ii) patchColRow : 
variable bertipe integer yang menentukan ukuran patch, secara default ukuran 
patch adalah 9x9 piksel. 
start 
membuka pop up menu 
\_ dengan klik kanan 
w 
pillh parameter 
yang akan diganti 
tentukan nllai baru dari parameter yang al<an diganli 
dali beberapa pilihan yang sudah disediakan 
update nilai parameter yang 
bersangkutan 
Gambar 3. 21 Activity diagram proses pengaturan parameter runtime. 
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: pengguna I : ty»ioMQIChilg I 
1. pili han parameter runtime 




Gambar 3. 22 Sequence diagram proses pengaturan parameter runtime. 
1.1. ganti default parameter runtime 
--~ 
1. pilihan parameter runtime 
----~ ~--~--J_--~ 
: pengguna 
Gambar 3. 23 Collaboration diagram proses pengaturan parameter runtime. 
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3.2.1.8 MENGHILANGKAN OBJEK DALAM CITRA 
Untuk menghilangkan objek dalam citra, pengguna dapat menggunakan 
dua tipe pilihan citra. Pertama adalah citra biasa, dan yang kedua adalah citra 
template. Perbedaan kedua tipe citra tersebut adalah, citra biasa tidak mengandung 
informasi tentang bagian mana objek yang harus dihilangkan, sehingga untuk 
melakukan proses penghilangan objek dalam citra pengguna harus menentukan 
terlebih dahulu batasan objek yang akan dihilangkan. Sedangkan citra template 
adalah data citra yang mengandung informasi wilayah objek yang akan 
dihilangkan. 
Pada Gambar 3. 24, ditunjukan perbedaan citra biasa dan citra template. 
Untuk citra tempate, informasi wilayah objek yang akan dihilangkan ditunjukkan 
oleh bagian yang diberi wama hijau. Kemudian untuk proses penghilangan objek 
akan dilakukan secara otomatis dengan memilih menu Automatic Object 
Removal yang terdapat pada menu popup di kelas MainMDIChild. Selanjutnya 
proses yang dilakukan sama seperti proses untuk menghilangkan objek pada citra 
biasa. 
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Gambar 3. 24 (a) Citra disebelah kiri adalah citra biasa. (b) Citra disebelah 
kanan adalah citra template 
Untuk citra biasa, pengguna harus menentuk:an sendiri batas dari objek 
yang akan dihilangkan melalui tombol klik kiri mouse. Perangkat lunak akan 
secara otomatis menyimpan inputan dari pengguna untuk diproses lebih lanjut. 
Pada bagian 1m pengguna akan langsung berinteraksi dengan kelas 
MainMDIChild. 
Setelah batas objek dikenali, perangkat lunak akan melakukan tiga hal 
utama yaitu : menghilangkan objek melalui RemoveObjectQ, kemudian 
menentuk:an Patch pada kontur objek yang telah dihilangkan menggunakan 
DeterminePatchQ, dan yang terakhir memulai mengisi bekas objek yang telah 
dihilangkan dengan FiliRegionO. 
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RemoveObjekO 
Fungsi ini akan menghilangkan objek dengan batas yang telah ditetap 
sebelumnya, dengan cara menumpuki objek dengan piksel berwarna putih (R = 
255; G = 255; B = 255). Citra yang digunakan adalah citra yang ditampilkan pada 
PictureBoxl dalam kelas MainMDIChild. 
Selain "menumpuki" citra pada PictureBoxl, fungsi m1 JUga 
mempersiapkan data-data yang lain untuk menunjang proses filling. Yang 
dipersiapkan adalah data contourBitmap, contourBitmapComp, 
preProcessingBitmap. contourBitmap adalah variable yang akan menyimpan 
kontur dari citra yang objeknya telah dihilangkan. Untuk mempersiapkan 
contourBitmap, hal pertama yang dilakukan adalah menginisialisasi ukuran 
contourBitmap agar sama dengan ukuran citra pada Picture Box 1. Kemudian 
seluruh nilai piksel dalam contourBitmap akan diset dengan warna hitam (R = 0; 
G = 0; B = 0). Kemudian khusus untuk wilayah yang berada didalam batas objek 
yang dihilangkan, akan diberi warna putih.. Sedangkan contourBitmapComp 
adalah komplemen dari contourBitmap sehingga memiliki nilai piksel yang 
berkebalikan dari contourBitmap. 
51 
DeterminePatchO 
Fungsi ini akan melakukan iterasi untuk mencari kontur batas objek yang 
telah dihilangkan. Metode yang digunakan cukup sederhana yaitu dengan 
melakukan teknik konvulusi dari contourBitmap dengan menggunakan kernel/ 
mask sebagai berikut : 
[
1 1 1] 
1 - 8 1 yang dikenal dengan operator Laplace. 
1 1 1 
Hasil dari konvulusi ini berupa suatu variable Bitmap yang berukuran 
sama dengan contourBitmap yang diberi nama contour. Semua piksel dalam 
contour akan berwama hitam, kecuali pada bagaian yang merupakan batas objek 
dalam citra yang telah dihilangkan seperti yang ditunjukkan pada gambar berikut: 
Gambar 3. 25 (a) nilai piksel contour Bitmap dan contour. 
Kemudian akan dilakukan iterasi pada batas kontur yang telah ditemukan 
dan untuk setiap koordinat kontur yang ada akan dibuatkan sebuah patch. Dalam 
hal ini besar patch sesuai dengan ukuran yang telah dispesifikasikan dalam 
variable patchCoiRow dengan nilai default 9x9 piksel. 
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Untuk setiap iterasi pembuatan patch, akan dihitung : (i) nilai patch 
confidence. (ii) nilai data term, dan. (iii) nilai prioritas patch yang telah 
dijelaskan pada bah II subbab 2.1.2. 
StartFillingO 
Fungsi ini akan melakukan iterasi dari setiap patch yang telah terbentuk, 
mencari patch dengan nilai prioritas terbesar dengan menggunakan fungsi 
FindPacth WithMaxPriority. Kemudian patch dengan nilai prioritas terbesar 
yang akan diisi terlebih dulu, dengan cara mencari dari source region (yaitu 
wilayah diluar kontur), yang memiliki nilai error yang paling kecil. Pusat 
pencarian dimulai dari titik koordinat kontur yang terdekat dengan titik pusat 
patch terpilih. Untuk membandingkan patch terpilih dengan wilayah sumber, akan 
digunakan fungsi ComparePatch yang merupakan metod dari kelas Patch. 
Setelah menemukan wilayah sumber dengan nilai error terkecil, maka 
wilayah sumber akan dipindahkan kedalam patch terpilih. Dan jika terdapat nilai 
piksel yang saling overlap, maka akan dilakukan proses blending wama. 
Setelah proses penghilangan berakhir, akan ditentukan batas objek yang 
baru, dan iterasi akan dilanjutkan lagi sampai semua patch telah terisi. 
Berikut adalah diagram proses menghilangkan objek dalam citra biasa dan 
citra template. Untuk mempermudah pemahaman, maka hanya ketiga fungsi 
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membuat patch disepanjang batas kontur sebagai fill 
front dan menghitung nilai prioritas setiap patch 
\~ 
periksa patch 
O asih ada patch yang masih kosong ?(' mencari patch dengan ) \ prioritas terbesar 
mencari titik kontur terdekat 
dari pusat patch terpilih 
tidak ada patch yang kosong 
¥ {it end 
mencari source region dengan error terkec~. menggunakan 
titik kontur terpifih sebagai pusat Wilay ah pencarian 
meny alin source region dengan enor 
tetllec~ kedalam patch terpilih 
( update fiH front )1-------------' 
Gambar 3. 26 Activity diagram proses menghilangkan objek untuk citra biasa. 
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: oengguna ; MaioMDIChi!d I 
1 _ masukan dari pengguna 
~erupa citra biaS!' dan kooldinat atas objek, dlmasukkan melalui !<Ilk ombol kili pada mouse 
----' 
Gambar 3. 27 Sequence diagram proses menghilangkan objek untuk citra biasa. 
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( menghilangkan objek dE)ngan menumpuki semua piksei 
yang berwama hijau dengan piksel belwama putih 
'------
'v ~akukan ekstraksi 
~ batas kontur 
t 
mflmbuat patch disepanjang batas kontur sebagai fill 
front dan menghitung nilai prioritas setiap patch 
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/ peri+<;sa patCh\ 
''- ~------------------------------------, 
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masih ada patch yang masih kosong 
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\____ prioritas terbesar . 
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mencari titik kontur terdekat 
dari pus at patch terpilih 
mencari source region dengan error terkecil, menggunakan 
litlk kontur terpilih sebagai pus at wilayah pencarlan 
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~end 
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Gambar 3. 29 Activity diagram proses menghilangkan objek untuk citra template. 
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: pengguna I : W@inMQIChild I 
1. masukan dari pengguna 
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Gambar 3. 31 Collaboration diagram untuk proses menghilangkan objek untuk 
citra template. 
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3.2.2 PERANCANGAN KELAS 
Dari deskripsi umum perangkat lunak ImRel, maka secara garis besar akan 
terdapat tiga jenis data yang akan ditangani oleh perangkat lunak ImRel. Ketiga 
jenis data tersebut adalah: data masukan, data proses, dan data keluaran. Berikut 
ini akan dijelaskan dengan lebih rinci tentang ketiga tipe data tersebut. 
3.2.2.1 DATA MASUKAN 
Data masukan yang digunakan dalam perangkat lunak ImRel ini, pada 
dasamya hanya terbagi menjadi dua jenis, yaitu bertipe Bitmap dan PointF. Tipe 
Bitmap digunakan untuk menyimpan data citra yang akan diproses atau citra 
template, sedangkan tipe PointF digunakan untuk menandai posisi koordinat 
batas objek dalam citra yang akan dihilangkan. Yang perlu diperhatikan disini 
adalah, jika pengguna menggunakan citra template, maka pengguna tidak perlu 
lagi memasukkan koordinat batas objek yang akan dihilangkan. 
Format penulisan dari data masukan akan ditunjukkan oleh gambar berikut 
Bitmap original ; 
__ - PointF[] borderPoints ; 
Gambar 3. 32 Format data masukan. 
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Keterangan untuk masing-masing tipe data adalah sebagai berikut: 
1. Bitmap, merupakan kelas yang mengenkapsulasi GDI + yang terdiri dari 
data piksel untuk citra gratis dan atributnya. 
2. PointF [] , adalah array dari struktur data yang terdiri dari pasangan 
bilangan float yang berurutan sebagai koordinat x- dan y- yang 
mendefinisikan sebuah titik pada bidang dua-dimensi. 
Citra masukan untuk perangkat lunak ini menggunakan citra dengan 
format RGB untuk menghasilkan keluaran yang tampak nyata. 
3.2.2.2 DATA PROSES 
Data proses adalah data-data yang digunakan pada saat proses 
menghilangkan objek dalam citra dan proses filling. Data-data ini berfungsi 
sebagai penunjang agar proses menghilangkan citra dan mengisinya kembali dapat 
berjalan sesuai dengan algoritma yang telah jelas kan pada bah II subbab 2.1. 
Untuk data proses akan dibagi lagi menjadi dua, yaitu data proses utama dan data 
proses opsional, yang akan dijelaskan sebagai berikut : 
Data proses utama 
Data proses utama, adalah data-data yang akan pakai pada saat perangkat 
lunak ImRel menjalankan proses utamanya, yaitu pada saat menghilangkan objek 
citra dan mengisinya kembali. Format penulisan data-data proses utama adalah 
sebagai berikut : 
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Graphics g ; 
public Pen myPen; 
publ~c SolidBrush myBrush; 
public ArrayList border , oriBorder , patchList, genPointFList , matchResArr ; 
public ArrayList contourPoints ; 
publ~c Bitmap removedBitmap, smoothingBitmap , edgingBitmap, preProcessingBitmap ; 
public Bitmap contourBitmap, contourBitmapComp; 
public PointF cleanUp ; 
public bool remove , fill , zoom, CustomGrad; 
public int patchColRow, ulang , currZoom; 
public double xmin , xmax , ymin, ymax , repeat , gradMagThreshold , gradAngThreshold; 
public Patch centerPatch, patchWindow; 
publ~c Kernel smoothingKernel, edgingKernel ; 
Gambar 3. 33 Format data proses. 
Keterangan untuk masing-masing tipe data adalah sebagai berikut : 
Tabel 3. 1 Keterangan tipe data. 
1. Graphics, merupakan kelas built-in dalam C# yang menyediakan fungsi-
fungsi untuk menggambar suatu objek pada layar. Sebuah objek Graphics 
diasosiasikan pada device context tertentu. 
2. Pen, adalah sebuah kelas built-in dalam C# yang digunakan untuk 
menggambar garis, kurva dan bangun segi tertutup. 
3. SolidBrush, merupakan bentuk yang paling sederhana dari kelas Brush, 
dan digunakan bersama dengan kelas Graphics untuk menggambar objek 
dengan warna tertetu, juga dipakai untuk menggambar tulisan. 
4. ArrayList, adalah sebuah kelas built-in dalam C# yang bekerja sebagai 
penyimpan objek dengan indeks seperti layaknya sebuah array biasa, 
tetapi memiliki kapasitas isi yang dinamis, yang akan meningkat jika 
dibutuhkan. 
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5. Bitmap, merupakan kelas yang mengenkapsulasi GDI +yang terdiri dari 
data piksel untuk citra gratis dan atributnya. 
6. PointF, adalah struktur data yang terdiri dari pasangan bilangan float 
yang berurutan sebagai koordinat x- dan y- yang mendefinisikan sebuah 
titik pada bidang dua-dimensi. 
7. bool, tipe data yang bemilai true ataufalse. 
8. int, tipe data integer yang dapat menyimpan nilai antara -2,147,483,648 
sampai 2,147,483,647. 
9. double, tipe data double yang menyimpan 64-bit bilangan float antara 
±5.0 x 10-324 sampai ±1.7 x 10308 
10. Patch, merupakan kelas generik yang menyimpan informasi piksel data 
pada koordinat tertentu (misalnya p), seluas n x n dengan p sebagai titik 
pusatnya. Kelas Patch akan memiliki tipe data atributnya sendiri yang 
akan dijelaskan secara terpisah. 
11. Kernel, merupakan struct yang berfungsi sebagai mask untuk konvulusi, 
berisi informasi tentang nilai koefisien per elemen mask, juga ukuran 
mask, dan berat mask. 
Seperti yang telah disebutkan pada poin 10 diatas, untuk data pada proses 
utama, perangkat lunak ini akan menggunakan kelas generik Patch yang memiliki 
atribut data dengan format penulisan sebagai berikut : 
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p~~llc PointF patchPoints, centerPatch , isoPoint ; 
private lnt alpha ; 
public bool drawP ; 
public double [ , ) patchMatch, localGraMin, localGraMax , localAngMin , localAngMax ; 
public double localGraThreshold , localAngThreshold , patchConfidence, data ; 
private double priority , row , col, matchResult; 
prlvate Vektor unitVektorOrthogonal , iso ; 
private MainMDIChild activeChild ; 
public ArrayList nextCenterPoint; 
Gambar 3. 34 Attribut data pada kelas Patch. 
Keterangan tambahan 
Tabel 3. 2 Keterangan tipe data tambahan. 
Vektor, adalah struct dengan dua buah elemen yang bertipe double 
Data-data dalam proses utama akan di-enkapsulasi-kan kedalam dua buah 
kelas yaitu kelas MainMDIChild dan kelas Patch sedangkan untuk data masukan 
akan diintegrasikan kedalam kelas MainMDIChild, seperti yang akan 




o;./9 : Graphics 
v m yPen : Pen 
<:>f1'l yBrush : SolidBrush 
<:>border: Arrayl..ist 
~riBorder : ArrayList 
~atchlist : ArrayList 
~enPointFUst : ArrayList 
~matchResArr : Arraylist 
<:>CQntourPoints : Arrayt_is t 
~riginal : Bitmap 
~remo~.edBitmap : Bitmap 
<>smoothingBitmap: Bitmap 
~leanUp : PointF 1 .. 
Patch 
vcontourPoint : Point!= 
<:>PatchPoints : PointF 
<:>centerPateh : PointF 
<:>isoPoint : PointF 
<:>3lpha : int 
¢rawP : bool 
<:>PatchMatch : double[.] 
<:>localGraMin : double 
~locaiGraMax: double 
~loca1Angl'v1in : double 
<:>lacaiAngiVIax: double 
<:>locaiGraThreshold : double 
<:>locaiAngThreshold : double 
~dgingBitmap : Bitmap 
~preProcessingBitmap : Bitmap 
~ontourBitmap : Bitmap 
<:>Conto\JrBitmapComp : Bitmap 
~orderPoints : PointFO 
_-.--~ ~J:atchConfidence : double 
~atch\ ::y""'~ : double 
+ac~~.eChild ~priofity : double 
~rem o~.e : bool 
<:>fill : boo! 
(:>ZOOm : boo! 
<:>Custom Grad: boo! 
<:>PatchCoiRow : int 
~utang : int 
~urrZoom : int 
<:>xmin : double 
~xmax: double 
<:>yrnin : double 
~ymruc double 
~repeat : double 
~radMagThreshotd : double 
~radAngThreshotd : double 
~nterPatch : Patch 
~patchWindow : Patch 
(:>S moothingKemel : Kemel 
~dgingKemel : Kernel 
~row : double 
~!:double 
~matchResult: double 
~unitVectorOrthogonal : Vector 
~iso : Vector I ~cti~Child : MainMDIChild 
L~ne::octCenterPoint : Arraylist 
Gambar 3. 35 Kelas MainMDIChild dan Patch dengan atributnya. 
Data Proses Opsional 
Data-data dalam proses opsional hanya akan digunakan, jika pengguna 
perangkat lunak ImRel, ingin melakukan pengolahan citra terlebih dulu, sebelum 
dilakukan proses menghilangkan objek di dalam citra tersebut. Pengolahan yang 
dimaksud adalah : proses penghalusan citra dan proses pendeteksian tepi citra. 
Kedua proses ini dapat bermanfaat jika citra yang hendak di kerjakan memiliki 
noise yang relatif banyak sesuai dengan pendapat subjektif pengguna perangkat 
lunak ImRel. 
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Untuk mengurangi tingkat nmse, salah satu teknik cara yang dapat 
digunakan adalah dengan melakukan penghalusan citra. Tapi teknik ini dapat 
mengakibatkan tepi-tepi pada citra menjadi sulit untuk dikenali, sehingga proses 
penghalusan ini harus selalu diikuti dengan proses pendeteksian tepi. 
Berikut ini adalah format penulisan data-data pada proses opsional : 
prl'Jate lnL smoothLevel, edge Level ; 
public int patchColRow; 
private bool smooth, edge; 
prlVaLe Bitmap smoothBitmap, originalBitmap, resizedBitmap ; 
prlvate MainMDIChild activeChild; 
prlvaLe Kernel smoothingKernel, edgingKernel; 
Gambar 3. 36 Format penulisan data-data proses opsional. Keterangan dapat 
dilihat padaTabel 3. 1 
Data-data dalam proses opsional ini akan di-enkapsulasi-kan kedalam 
kelas baru MainMDIPreprocessingTools. Dan untuk memberi keleluasaan bagi 
pengguna perangkat lunak ImRel untuk memilih jenis-jenis Kernel/ mask, maka 
telah disediakan sebuah kelas khusus MainMDIPreprocessingToolsAdvance. 
Format penulisan data untuk kelas MainMDIPreprocessingToolsAdvance adalah 
sebagai berikut : 
p~~~l= ~eel smooth, edge, customEdge , customSmooth; 
publlc MainMDIPreprocessingTools SET; 
Gambar 3. 37 Format data MainMDIPreprocessingToolsAdvance. 
Berikut tru adalah gambar hasil enkapsulasi pada kelas 
MainMDIPreprocessingTools dan MainMDIPreprocessingToolsAdvance. 
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M3inMOIPreprocessingTools 
~smoothlevel : int 
~dgelevel : int 
~patchCoiRow : int 
~smooth : boot 
~dge : bool 
~smoothBitmap : Bitmap 
~riginaiBitmap : Bitmap 
~resizedBitmap : Bitmap 
~activeChild : MainMOIChild 
~smoothingKemel : Kernel 
~dgingKernel : Kernel 
MainMOIPreprocessingTools.Advance 
q smooth : bool 
~dge : boot 
~stomEdge : bool 
~stomSmooth : bool 
~SET : MainMOIPreprocessingTools 
Gambar 3. 38 Kelas MainMD!PreprocessingTools dan 
MainMD!PreprocessingToolsAdvance. 
3.2.2.3 DATA KELUARAN 
Untuk tipe data keluaran akan menggunakan tipe Bitmap, tetapi tidak 
terdapat alokasi khusus, karena keluaran akan langsung ditampilkan pada 
antarmuka PictureBox. 
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3.2.2.4 RELASI GLOBAL ANTAR KELAS 
Untuk relasi global kelas diagram dalam perangkat lunak 1m akan 
ditunjukkan pada gambar berikut. 
+newMOIChildTooiBox 
M<!in~ITooiBox I MainWIParent [ MainM:liPreprocessingToolsMvance 
,---+_o:;patchiMndow 
Patch 
!~ ~ 1 . 
+parent 
+newM:liChild 
1 .. n 
+activeChild Mainl'vDIChild +activeChild 
+adv '\\ 1 
+SET MainMliPreprocess ingTools f--------== 1 ~--====-----1 
~-~ .. n L__ _______ __j 
O .. n 1 .. n 1 .. n 
<<struct>> 
Unsafe8itmap0ata 
v PBase : b}te• 
v width : int 
._;;bilmapOata : BitmapData 
1 .. n 
Gambar 3. 39 Relasi global kelas diagram ImRel. 
1 .. n 
<<struct>> 
Vec1or 
v v : double 
;ill : double 
Dari kelas diagram diatas, terdapat beberapa tipe data tambahan bertipe 
struct antara lain RGB, CIE, UnsafeBitmapData, PixelData, dan Vektor. 
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3.3 PERANCANGAN ANTAR MUKA 
Hampir semua interaksi antar pengguna dan perangkat lunak adalah 
dengan menggunakan mouse. Selain berfungsi sebagai alat pengatur masukan, 
mouse juga digunakan untuk melakukan pemilihan operasi yang akan dikerjakan 
oleh pengguna. Dalam perangkat lunak ini telah di desain dua jenis menu dan 
sebuah toolbar untuk memudahkan akses pengguna terhadap fitur perangkat lunak 
ini. Selain itu juga terdapat status bar sebagai indikator yang berfungsi untuk 
menyampaikan status perangkat lunak yang sedang berjalan. Berikut akan 
dijelaskan dengan lebih detail tentang menu, toolbar, dan status dalam perangkat 
lunak ini. 
3.3.1 MainMDIParentMenu 
Menu ini berada dalam kelas MainMDIParent berupa menu utama 





Gambar 3. 40 Struktur menu utama pada kelas MainMDIParent 
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Untuk membuka, menyimpan dan mencetak citra pengguna akan memilih 
drop down menu File kemudian memilih Open Image untuk membuka file citra, 
Save Image untuk menyimpan file citra, dan Print Image untuk mencetak file 
citra. 
Drop down menu Tools memiliki empat submenu yaitu Select Region, 
Remove Object, Fill Region dan Enable movie. Untuk Remove Object dan Fill 
Region memiliki nilai default disable. Untuk dapat mengaktifkan submenu 
Remove Object dan Fill Region, pengguna harus terlebih dulu memilih submenu 
Select Region, dan menggunakan mouse untuk memasukkan koordinat batas 
objek yang akan dihilangkan. Setelah titik-titik koordinat yang dimasukkan 
melalui mouse beijumlah lebih besar atau sama dengan tiga, maka submenu 
Remove Object akan otomatif menjadi aktif dan dapat digunakan. Dan setelah 
pengguna memilih submenu Remove Object, maka submenu Fill Region baru 
dapat digunakan. Pengaturan seperti ini diterapkan agar pengguna tidak 
kebingungan untuk memilih menu yang tersedia. Kemudian submenu Enable 
Movie digunakan untuk merekam proses pengisian wilayah secara berurutan pada 
proses background. 
Drop down menu Window digunakan untuk memilih window mana yang 
akan aktif (MainMDIChild yang aktif). Karena pada dasarnya perangkat lunak ini 
bertipe multiple document interface, maka sangat dimungkinkan untuk membuka 
window MainMDIChild lebih dari satu window. Menu Window mempunyai dua 
submenu yaitu Tool Box dan Child Windows. 
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Drop down menu Help berisi submenu About yang menyimpan informasi 
tentang perangkat lunak ini. 
3.3.2 MainMDIParentTooffiar 
Penggunaan toolbar dapat disamakan dengan shortcut yang dapat 
mengakses menu tertentu dengan cepat. Seperti hanya MainMDIParentMenu, 
MainMDIParentTooffiar, juga berada didalam kelas MainMDIParent. Toolbar 
merupakan sekumpulan koleksi tombol yang akan menjalankan perintah tertentu 
jika ditekan. 
Berikut ini adalah diagram koleksi MainMDIParentTooffiar. 
Gambar 3. 41 Diagram koleksi MainMD!ParentToo!Bar 
openBtn adalah shortcut untuk membuka file citra. 
saveBtn adalah shortcut untuk menyimpan file citra. 
printBtn adalah shortcut untuk mencetak file citra 
selectBtn adalah shortcut untuk mengaktifkan/ menon-aktifkan mouse 
untuk memasukkan koordinat batas objek. 
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3.3.3 MainMDIParentStatusBar 
Penggunaan status bar adalah sebagai media untuk menyampaikan 
informasi perangkat lunak pada saat runtime, dalam perangkat lunak ini informasi 
yang ditampilakan pada status bar adalah : jumlah patch yang akan diiterasi, lama 
waktu yang sudah dilewati, dan penunjuk waktu saat ini. 
MainMDIParentStatusBar akan berada dalam kelas MainMDIParent. 
Berikut adalah diagram pembagian MainMDIParentStatusBar. 
Gambar 3. 42 Diagram koleksi MainMDIParentStatusBar 
paneiStatusPatch, digunakan untuk menampilkan informasi kondisi 
perangkat lunak (ready) atau menampilkan jumlah patch tersisa yang akan 
diiterasi. 
paneiStatusEiapsed, digunakan untuk menampilakan informasi waktu 
yang telah lewat pada saat operasi filling berlangsung. 
panelStatusTime, menampilkan waktu sistem. 
3.3.4 popUpMainMDIChildMenu 
popUpMainMDIChildMenu diletakkan pada kelas MainMDIChild, 
merupakan menu popup yang memudahkan pengaturan MainMDIChild, dan 
bersifat unik untuk setiap child yang berbeda. Berikut ini adalah diagram 
pembagian popup menu popUpMainMDIChildMenu. 
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I pupUpMainMDIChild I 
I 1 
Remove Object J I Patch Size J- I Preprocessing Operation }--
r-----1 3 x 3 pixels J r-----1 Show Contour Image J 
Fill Region J 
f--------1 5 x 5 pixels J r-----1 Show Source Region J 
J '·-·-R~-;;;~Il';;~Jvv< 
r------1 7 x7 pixels I r-----1 Show Smoothing Result J Preprocessing Settings . .J 
---{ 9 x 9 pixels J r-----1 Show Edging Result J Source Region Size 3 J 
---{ 11 x 11 pixels J r-----1 Show Original Image J 
Play Movie J H 5 J 
f------1 13 x 13 pixels J ~ Show Preprocessing Result J 
Clear Selected Region J H 7 J 
---{ 15 x 15 pixels J H 9 J 
H 11 J 
----{ 13 J 
----{ 15 J 
----{ Whole Picture J 
Default Size (2) J 
Gambar 3. 43 Diagram popUpMainMDIChildMenu. 
Menu Remove Object, merupakan shortcut dari menu Remove Object 
yang terdapat dalam menu utama MainMDIParentMenu. Menu Fill Region juga 
merupakan shortcut dari menu Fill Region pada MainMDIParentMenu. 
Menu Preprocessing Settings, adalah menu untuk membuka dialog kelas 
MainMDIPreprocessingTools. 
Menu Source region Size, digunakan untuk menentukan Iebar area 
pencarian patch dengan tingkat ketidaksamaan terkecil, yang akan digunakan 
sebagai salah satu setting parameter pada saat runtime. Pilihan ukurannya wilayah 
sumber ditentukan oleh faktor pengalinya, yaitu : 3, 5, 7, 9, 11 , 13, 15, dan 2 
sebagai nilai default. Sedangkan untuk Whole Picture tidak akan digunakan 
faktor pengali, tetapi langsung dicari dari keseluruhan citra. 
Menu Patch Size, digunakan untuk menentukan ukuran patch yang akan 
digunakan. Pilihan ukurannya beragam dari 3 x 3 piksel, 5 x 5 piksel, 7 x 7 piksel, 
9 x 9 piksel, 11 x 11 piksel, 13 x 13 piksel, dan 15 x 15 piksel. 
Menu Preprocessing Operation, digunakan untuk melihat hasil citra 
setelah dilakukan proses preprocessing sebelum dihilangkan objek nya. Pilihan 
untuk menampilkan citra adalah : Show Contour Image, Show Source region, 
Show Smoothing Result, Show Edging Result, Show Original Image, dan 
Show Preprocessing Image. 
Menu Show Movie, digunakan untuk menampilkan hasil capture proses 
filling secara berurutan sehingga tampak sebagai rekaman video bergerak. 






Bab ini menguraikan tentang implementasi dari rancangan perangkat lunak 
yang telah dijelaskan pada bab III. Pembahasan meliputi lingkungan 
pembangunan perangkat lunak, implementasi struktur data, implementasi proses, 
dan implementasi antarmuka. 
4.1 LINGKUNGAN PEMBANGUNAN PERANGKAT LUNAK 
Lingkungan pembangunan perangkat lunak meliputi perangkat keras dan 
perangkat lunak yang digunakan. Spesifikasi perangkat keras dan perangkat lunak 
yang digunakan pada pembangunan aplikasi ImRel ini dapat dilihat pada tabel 
berikut : 
Tabel 4. I Lingkungan pembangunan aplikasi 
Perangkat Keras Prosesor : Intel Celeron 2200 MHz Memory : 512MB 
Sistem Operasi : Microsoft Windows XP Pro. 
Perangkat Lunak Bahasa Pemrograman : C#. Compiler & Tools : Microsoft VS.Net 2003 
Graphics Library : GDI+ 
4.2 IMPLEMENT AS! STRUKTUR DATA 
Pada sub bab ini akan dijelaskan mengenai implementasi struktur data 
dari pemodelan data yang telah dibuat pada bab III. Untuk semua implementasi 
yang akan dijelaskan berikut, semua kelas akan berada didalam namespace 
ImRel_ v . _1. _1. Berikut akan diperlihatkan hasil implementasi setiap struktur 
data pada masing-masing kelas. 
4.2.1 KELAS MainMDIParent 
namespace ImRel v . 1. 1 
public class MainMDIParent System.Windows.Forms . Form 
publlc MainMDIChild activeMainMDIChildMDIChild; 
Kelas MainMDIParent merupakan kelas kontainer multiple document 
interface. Didalam nya terdapat berbagai deklarasi untuk membuat : kelas anak 
MainMDIChild, menu-menu utama pada MainMDIParentMenu, toolbar 
MainMDIParentToolBar dan koleksi tombol-tombolnya , serta status bar 
MainMDIParentStatusBar dan pembagiannya. 
4.2.2 KELAS MainMDIChild 
r.ar:-.espace ImRel v. 1 . 1 
publlc class MainMDIChild : System . Windows.Forms.Form 
~reglon global declaration 
public Graphics g 
publlc Pen myPen; 
public SolidBrush myBrush ; 
public ArrayList border , oriBorder , patchList , genPointFList; 
public ArrayList matchResArr , contourPoints ; 
public Bitmap original , removedBitmap , smoothingBitmap; 
public Bitmap edgingBitmap, preProcessingBitmap , contourBitmap ; 
public Bitmap contourBitmapComp; 
public PointF cleanUp ; 
public PointF[) borderPoints; 
public bool remove, fill, zoom, CustomGraa; 
public int patchColRow, ulang, currZoom; 
public double xmin, xmax, ymin, ymax , repeat , gradMagThreshold ; 
public double gradAngThreshold; 
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publlc patch centerPatch , patchWindow; 
public Kernel smoothi ngKernel, edgingKernel ; 
public System . Windows . Forms . PictureBox pictureBox1; 
public System.Windows . Forms . ContextMenu popUpMainMDIChildMenu ; 
public System.Windows . Forms.HScrollBar hScrollBarl ; 
#endregion 
Kelas MainMDIChild digunakan selain sebagai antar muka untuk 
mengambil masukan dari user (berupa koordinat batas objek melalui mouse), juga 
digunakan sebagai kelas kontrol bagi proses-proses penting pada perangkat lunak 
ini. Diantaranya adalah : proses penghalusan citra, pendeteksian tepi citra, 
pengaturan parameter runtime, dan proses menghilangkan objek dalam citra. 
Dalam kelas ini juga terdapat deklasi dan implementasi untuk menampilkan menu 
popUpMainMDIChildMenu dan sub-sub menu dibawah nya. 
4.2.3 KELAS MainMDIPreprocessingTools 
namespace ImRel v . 1 . 1 
public class MainMDIPreprocessingTools : system . Windows . Forms . Form 
prlva~e lnt smoothLevel , edgeLevel , patchColRow; 
private bool smooth , edge ; 
private Bitmap smoothBitmap, originalBitmap , resizedBitmap ; 
private MainMDIChild activeChild ; 
private Kernel smoothingKernel, edgingKernel ; 
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Kelas MainMDIPreprocessingTools merupakan kelas yang digunakan 
sebagai preview basil proses preprocessing untuk pengbalusan dan pendeteksian 
tepi citra sebelurn diterapkan pada citra yang asli. Citra yang digunakan pada 
kelas ini merupakan basil penskalaan dari citra yang asli. Selain digunakan 
sebagai preview, kelas ini juga berfungsi sebagai pengatur tingkat/ level proses 
pengbalusan dan pendeteksian tepi citra. Dari kelas ini pula, pengguna dapat 
menjalankan dialog pemiliban Kernel/ mask pad a kelas 
MainMDIPreprocessingToolsAdvance yang akan dijelaskan berikut ini. 
4.2.4 KELAS MainMDIPreprocessingToolsAdvance 
namespace ImRel_v._l. _ l 
publlc class MainMDIPreprocessingToolsAdvance : System . Windows.Forms . Form 
publlc Kernel srnoothingKernel, edgingKernel; 
public bool smooth, edge, custornEdge , customSmooth ; 
public MainMDIPreprocessingTools SET ; 
Kelas MainMDIPreprocessingToolsAdvance adalah kelas dialog yang 
akan digunakan oleb pengguna untuk memilib jenis Kernel/ mask yang akan 
digunakan pada proses pengbalusan dan pendeteksian tepi citra. 
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Dengan menggunakan kelas ini, pengguna dapat mengganti nilai default 
Kernel/ mask yang akan digunakan. Secara default Kernel/ mask yang digunakan 
untuk proses penghalusan citra adalah Gaussian Smoothing dengan dimensi 5 x 
5, sedangkan untuk pendeteksian tepi digunakan mask Laplacian of Gaussian 
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Gambar 4. 1 (a) Disebelah kiri adalah pendekatan diskrit Kernel Gaussian 
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Sedangkan pilihan Kernel untuk proses pendeteksian tepi adalah sebagai 
berikut: 
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4.2.5 KELAS Patch 
narnespace IrnRel v . 1. 1 
Summary description for Patch . 
public class Patch 
#region global declaration 
publlc PointF contourPoint , patchPoints , centerPatch , isoPoint ; 
private int alpha; 
public bool drawP; 
public double [,) patchMatch; 
public double localGraMin , localGraMax , localAngMin, localAngMax; 
public double localGraThreshold , localAngThreshold; 
private double patchConfidence, data , priority , row , col ; 
private double rnatchResult ; 
private Vektor unitVektorOrthogonal , iso; 
private MainMDIChild activeChild; 
public ArrayList nextCenterPoint, rninErrorBoundaryCut ; 
#endregion 
Kelas Patch merupakan kelas yang menyimpan informasi untuk setiap 
patch yang dibuat. Informasi yang terdapat didalam kelas Patch diantaranya 
adalah : nilai prioritas patch (priority), nilai kepercayaan patch (pixelconfidence), 
nilai data (data), ukuran patch (row, col), dan lain-lain. 
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4.2.6 STRUCT RGB 
namespace ImRel v . 1 . 1 
public struct RGB 
public double R, G, B; 
Merupakan tipe data untuk menampung nilai setiap kanal RGB. 
4.2.7 STRUCT Vektor 
namespace ImRel_v . _ l. _ 1 
puo1ic struct Vektor 
public double u , v ; 
Merupakan tipe data untuk menampung nilai gradient, dan normalisasinya. 
4.2.8 STRUCT Kernel 
namespace ImRel v. 1 . 1 
publ~c s~ruc~ Kernel 
publ~c double [,] mask ; 
public int d ; 
public double k; 
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Merupakan tipe data untuk menampung jenis Kernel/ mask yang akan 
dipakai pada saat melakukan konvulusi citra. 
4.2.9 STRUCT Pixe/Data 
namespace ImRel_v._l ._l 
public struct PixelData 
public byte blue; 
public byte green; 
public byte red; 
Merupakan tipe data yang digunakan untuk menampung nilai piksel citra. 
4.2.10 STRUCT UnsafeBitmapData 
namespac e ImRel_v._l ._l 
public unsafe struct UnsafeBitmapData 
publ1c byte * pEase; 
public int width; 
public BitmapData bitmapData; 
Merupakan tipe data yang digunakan untuk menampung basil operas1 
unsafe terhadap citra pada saat melakukan akses langsung ke memori untuk 
mengambil informasi nilai piksel citra. 
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4.3 IMPLEMENT ASI PROSES 
Pada bagian ini akan dijelaskan tentang implemtasi dari perancangan 
proses yang telah dijelaskan pada bah III. lmplementasi ini meliputi implementasi 
proses buka, simpan, cetak data citra, implementasi proses penghalusan dan 
pendeteksian tepi citra, implementasi pemilihan tipe Kernel, dan implementasi 
pengaturan parameter runtime, serta implementasi proses menghilangkan objek 
dalam citra. 
4.3.1 MEMBUKA DATA CITRA 
Perangkat lunak ini dirancang untuk dapat membuka file citra yang 
memiliki ekstensi .bmp, .jpg, dan .gif. Implementasi proses untuk membuka data 
citra terdapat didalam kelas MainMDIParent. Pseudo Code fungsi untuk 
membuka file citra adalah : 
puCllC VOlO OpenFileChildWindow() 
II Inisiasi kelas MainMDIChild 
newMDIChild f- new MainMDIChild() ; 
II Atur posisi anak 
newMDIChild . Location f- new Point(lOO , 100) ; 
;I Set parent 
newMDIChild . MdiParent f- this ; 
!! Browse directory dan dapatkan path fi l e 
fileName f- Browse File () ; 
if (fileName # NULL ) 
II tampilkan form anak dan buka file citra 
newMDIChild . Show() ; 
this . OpenFile(fileNa me) ; 
this .MainMDIParentTool Bar . Buttons[2 ] .Enabled= true ; 
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Pada fungsi OpenFileChildWindow, akan dilakukan inisialisai kelas 
MainMDIChild, kemudian akan dipanggil fungsi BrowseFile. 
Fungsi BrowseFile akan menggunakan kelas built-inC# OpenFileDialog 
untuk menampilkan dialog pemilihan file. Didalam fungsi BrowseFile akan 
dilakukan penyaringan tipe file yang dapat dibuka. Fungsi m1 akan 
mengembalikan nilai string berupa path file yang akan dibuka. 
Selanjutnya OpenFileChildWindow, akan memanggil fungsi OpenFile 
dengan parameter string, yang berasal dari fungsi BrowseFile. 
4.3.2 MENYIMPAN DATA CITRA 
Untuk implementasi proses penyimpanan data citra, perangkat lunak ini 
didesain untuk dapat menyimpan citra kedalam tiga pilihan format, .bmp, .jpg, 
dan .gif. Seperti halnya dalam implementasi proses membuka file citra, 
implementasi menyimpan data citra terdapat dalam kelas MainMDIParent. 
Berikut adalah pseudo code fungsi yang digunakan untuk menyimpan data citra. 
p:.:!cllc vc:H: Save Image () 
II Dapatkan 1nstans toolbox 
toolbox ~ (MainMDIToolBox)this . MdiChildren[O] ; 
II Dapatkan instans window anak yang sedang aktif 
activeChild ~ (MainMDIChild)toolbox . activeChild ; 
i f (activeChild # null) 
II Simpan citra 
this .Saveimage(activeChild . pictureBoxl . Image) ; 
Fungsi Savelmage akan mendapatkan kelas MainMDIChild yang sedang 
aktif, dengan bantuan kelas MainMDIToolBox. Kemudian akan dipanggil sebuah 
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fungsi override dari Savelmage dengan parameter image yang diambil dari 
variable pictureBoxl pada kelas MainMDIChild yang aktif. 
Fungsi Savelmage akan melakukan proses penyimpanan citra kedalam 
file yang telah ditentukan oleh pengguna. Hal pertama yang dilakukan oleh fungsi 
ini adalah melakukan inisialisasi kelas SaveFileDialog yang merupakan kelas 
built-in dalam C#. Kemudian melakukan penyaringan terhadap format file yang 
akan dijadikan tujuan penyimpanan data citra. Setelah itu fungsi Savelmage akan 
membuka stream file yang akan digunakan sebagai media penyimpanan data citra. 
Setelah data citra selesai disimpan, maka stream file akan ditutup dan operasi 
penyimpanan telah selesai. 
4.3.3 MENCETAKDATACITRA 
Implementasi proses mencetak data citra berada didalam kelas 
MainMDIParent. Berikut ini adalah pseudo code fungsi yang digunakan untuk 
mencetak data citra. 
~UC-lC vo~d Printimage() 
II In1s1asi kelas PageSett1ngs 
pgSettings ~ new PageSettings(); 
II Membuat event handle 
this .printDocumentl.PrintPage += new PrintPageEventHandler( this . 
OnPrintPage) ; 
this . printDocumentl . DefaultPageSettings ~ pgSettings ; 
II Mengatur halaman yang aka n d i cetak 
this .printDialogl.Document ~ this . printDocumentl; 
II if the dialog return OK up on button p r eesed 
if (this .printDialogl . ShowDialog() = DialogResult.OK) 
II Cetak dokumen 
thls . printDocumentl.Print(); 
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Fungsi Printlmage akan menginisialisasi kelas PageSetting yang 
merupakan kelas built-inC# untuk memberikan pilihan pengaturan halaman pada 
print dialog. Kemudian menyediakan event bagi kelas PrintDocument pada saat 
PrintPage dieksekusi. Fungsi ini juga mengatur dokumen mana yang akan di 
cetak, dan mengeksekusi perinta mencetak. 
4.3.4 PENGHALUSAN CITRA 
Dalam perangkat lunak ini, proses penghalusan citra diimplementasikan 
pada dua buah kelas, yaitu MainMDIChild dan MainMDIPreprocessingTools. 
Untuk dapat melakukan proses penghalusan citra, pengguna akan diminta untuk 
membuka dialog kelas MainMDIPreprocessingTools terlebih dahulu. Kemudian 
setelah memilih level/ tingkat penghalusan yang diinginkan pada citra preview, 
maka tingkat penghalusan tersebut baru akan diterapkan dalarn MainMDIChild 
yang aktif. 
Berikut adalah pseudo code fungsi yang mengatur tingkat penghalusan 
citra pada kelas MainMDIPreprocessingTools . 
Public void Trac kBarSmootOnMouseUp( object sender , System . Windows . Forms . 
MouseEventArgs e ) 
II Set level penghalusan sesuai dengan n i lai trackbar 
this .smoothLevel ~ this . trackBarSmooth.Value ; 
I I Lakukan proses penghalusan dengan fungsi SmoothingController 
this . Smoo thingControlle r () ; 
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Fungsi diatas akan dipanggil pada saat terjadi event mouse up pada track 
bar yang telah disediakan untuk mengatur tingkat penghalusan. Didalam fungsi ini 
akan digunakan SmoothingController yang akan melakukan proses penghalusan 
citra preview. 
Secara default tipe kernel/ mask yang digunakan pada implementasi proses 
penghalusan citra adalah Gaussian Smoothing berdimensi 5 x 5. seperti yang 
ditunjukkan Gambar 4. 1 (a). 
4.3.5 PENDETEKSIAN TEPI CITRA 
Implementasi proses pendeteksian tepi citra terdapat dalam kelas 
MainMDIPreprocessingTools. Sarna halnya dengan implementasi proses 
penghalusan citra, untuk dapat menggunakan proses pendeteksian citra, pengguna 
harus membuka dialog kelas MainMDIPreprocessingTools terlebih dahulu, 
kemudian memilih level/ tingkat edging yang dikehendaki pada citra preview, 
kemudian baru dapat diaplikasikan pada citra yang sesungguhnya setelah 
menekan tombol Apply. 
Berikut adalah pseudo code fungsi yang mengatur level/ tingkat edging 
pada kelas MainMDIPreprocessingTools. 
purllc Trac kBarEdgeOnMouseUp( oDJeCt sender, 
MouseEventArgs e) 
II Set level edging sesuai dengan nilai trackbar 
this . edgeLevel ~ this . trackBarEdge.Value; 
System . Windows.Forms . 
II Lakukan proses edging dengan fungsi EdgingController 
thi s . EdgingContro ller () ; 
Fungsi diatas akan dipanggil pada saat terjadi event mouse up pada track 
bar yang telah disediakan untuk mengatur tingkat edging. Didalam fWlgsi ini akan 
digunakan EdgingController yang akan melakukan proses pendeteksian tepi citra 
preview. 
Proses pendeteksian tepi merupakan komplemen dari proses penghalusan 
citra, sehingga untuk memperoleh hasil yang maksimum, kedua proses ini harus 
berjalan berurutan. Oleh karena itu tombol Apply hanya akan diaktifkan dan bisa 
digunakan, setelah pengguna melakukan proses pendeteksian tepi. 
4.3.6 PEMILIHAN TIPE KERNEL/ MASK 
Implementasi pemilihan tipe kernel terletak pada kelas 
MainMDIPreprocessingToolsAdvance, yang hanya dapat diakses oleh pengguna 
perangkat lunak ini dari kelas MainMDIPreprocessingTools. Dari dialog yang 
terdapat pada kelas MainMDIPreprocessingTools, pengguna akan menggunakan 
tombol Advance untuk dapat melakukan proses pemilihan kernel/ mask yang akan 
digunakan. 
Didalam kelas MainMDIPreprocessingToolsAdvance terdapat dua tipe 
kernel/ mask yang dapat dipilih, yaitu kernel/ mask yang akan digunakan pada 
proses penghalusan citra, dan kernel/ mask yang akan dipakai pada proses 
pendeteksian tepi. Dari masing-masing tipe ini akan terdapat 4 macam kernel 
yang berbeda, yang dapat dipilih oleh pengguna. 
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Khusus untuk kernel/ mask yang akan digunakan dalam proses 
penghalusan citra, dalam kelas MainMDIPreprocessingToolsAdvance telah 
disediakan cara agar pengguna dapat membuat sendiri kernel/ mask yang akan 
digunakan, hanya dengan memasukkan besar dimensi dan standard deviasi yang 
ingin digunakan. Kernel/ mask ini dibuat berdasarkan prinsip Kernel/ mask 
gaussian smooth. 
Berikut akan ditunjukan pseudo code untuk pemilihan Kernel/ mask yang 
akan digunakan dalam proses penghalusan citra. 
public void OnSmoothCheckedChanged( object sender , System . EventArgs e ) 
II periksa jika radio button radioGS3 yang dipilih 
if (radioGS3.Checked=TRUE) 
II Isi elemen kernel 
smoothingKernel . mask ~ new double [3 , 3){{1 , 2,1}, 
II Tencukan beban ke r nel 
smoothingKernel . k ~ (double )1/16 ; 
II periksa jika radio button radi oGS5 yang d i pilih 
else if (radioGS5 . Checked=TRUE) 
II Isi e1emen kernel 
{2, 4, 2} ' 
{ 1, 2' 1}}; 
smoothingKernel.mask ~ new double [5 , 5) {{2,4,5,4 , 2}, 
II Tentukan beban kernel 
smoothingKernel.k ~ (double )1/115 ; 
{4 , 9 , 12 , 9 , 4} ' 
{5 , 12 , 15 , 12, 5} ' 
{4 , 9 , 12 , 9 , 4}' 
{2 , 4 , 5,4 , 2}} ; 
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II periksa j i ka radi o but t on radioMeanK5 yang di pilih 
else if (radioMeanK5 . Checked =TRUE ) 
II Isi elemen kernel 
smoothingKernel . mask ~ new double [3 , 3]{{0 , 1 , 0} , 
{1 , 1 , 1}, 
II Tentukan beban ke r nel 
smoothingKernel.k ~ (double )ll5 ; 
{ 0 , 1 , 0}} ; 
II periksa jika radio button radi oMeanKB yang d ipil i h 
else if (radioMeanKB . Checked=TRUE) 
} 
II Isi elemen kernel 
smoothingKernel . mask ~ new double [3 , 3] {{1 , 1 , 1} , 
II Tentukan beban kernel 
smoothingKernel . k ~ (double )ll8 ; 
{ 1 , 0 , 1} ' 
{ 1 ' 1 , 1}} ; 
II periksa jika radio button r a d ioMeanK9 yang d i pil ih 
else if (radioMeanK9 . Checked=TRUE) 
II Isi elemen kernel 
smoothingKernel . mask ~ new double [3 , 3]{{1 , 1 , 1} , 
II Tentukan beban ke r nel 
smoothingKernel . k ~ (double )l/9 ; 
{1 , 1 , 1} ' 
{1 , 1 , 1}}; 
II periksa jika radio button radio Smoot hCus t om yang dipil i h 
else if (radioSmoothCustom . Checked) 
II Kosongkan textbox 
ClearTextBox( this . textBoxSDSmooth) ; 
ClearTextBox( this . t extBoxDSmoot h) ; 
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Dan berikut akan ditunjukan pseudo code untuk pemilihan Kernel/ mask 
yang akan digunakan dalam proses pendeteksian tepi citra. 
puollC vo1d OnEdgeCheckedChanged( objec~ sender, System.EventArgs e) 
II periksa jika radio button radioLoG yang dipilih 
if (radioLoG.Checked=TRUE) 
II Isi elemen kernel 
edgingKernel.mask ~ new double [S,S]{{0,0,-1,0,0}, 
{0, -1, -2, -1, 0} ' 
{- 1,-2 ,1 6,-2 ,-1}, 
{0 , -1, - 2, -1, 0}' 
{0,0,-1 , 0,0}}; 
II periksa jika radio bu~ton radi oLaplacian1 yang dipilih 
else if (radioLapcalian1 . Checked=TRUE) 
II Isi elemen kernel 
edgingKernel.mask ~ new double [3,3] {{0,1,0}, 
{1,-4,1}, 
{ 0, 1' 0}}; 
II periksa jika radio button radioLaplacian2 yang dipilih 
else if (radioLapcalian2.Checked=TRUE) 
II Isi elemen kernel 
edgingKernel.mask ~ new double [3,3] {{-1, - 1,-1}, 
{-1, 8, -1} ' 
{-1,-1,-1}}; 
II periksa jika radio button radi oLaplacian3 yang dipilih 
else if (radioLapcalian3.Checked=TRUE) 
II Isi e1emen kernel 
edgingKernel.mask ~ new double [3,3] {{1, - 2,1}, 
{-2 , 4, -2}' 
{1,-2,1}}; 
II periksa jika radio bu~~on radioLaplacian4 yang dipilih 
else if (radioLapcalian4.Checked=TRUE) 
II Isi elemen kernel 
edgingKernel.mask ~ new double [3,3]{{1,4,1}, 
{4, - 20, 4}' 
{ 1, 4' 1}}; 
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Setelah pemilihan kernel/ mask selesai, untuk dapat menggunakan kernel/ 
mask yang telah dipilih, pengguna harus menekan tombol Apply untuk 
mengaktifkannya, atau menekan tombol cancel untuk membatalkan proses 
pemilihan kernel. 
4.3. 7 PENGATURAN PARAMETER RUNTIME 
Implementasi proses pengaturan parameter runtime terletak pada kelas 
MainMDIParent, sesuai dengan perancangan proses pada bab III pada subbab 
3 .2.1. 7, maka parameter yang dapat dimodifikasi oleh pengguna adalah faktor 
pengali luasan area pencarian (repeat), dan ukuranpatch (patchColRow). 
Untuk dapat mengganti nilai dari kedua variable tersebut, pengguna akan 
menggunakan popup menu milik MainMDIChild dan memilih nilai baru bagi 
kedua variable tersebut. Pengaturan nilai, baru akan dikerjakan pada saat terjadi 
event click untuk masing-masing pilihan ukuran. 
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Berikut akan ditunjukkan pseudo code implementasi proses pemilihan 
ukuran luas area pencarian patch, berupa event handler untuk masing-masing 
pilihan ukuran yang tersedia. 
pr1vace vo1a SourceSize20nClick( oDJecc sender, System . EventArgs e) 
II Atur faktor pengali luas area pencarian 
SetSourceSize(2); 
puol1c void SourceSize30nClick( object sender, System . EventArgs e) 
II Atur faktor pengali luas area pencarian 
SetSourceSize(3); 
puol1c vo1d SourceSize50nClick( object sender, System . EventArgs e) 
II Atur faktor pengali luas area pencarian 
SetSourceSize(5) ; 
public vo1d SourceSize70nClick( obJecc sender , System . EventArgs e) 
II Atur faktor pengali luas area pencarian 
SetSourceSize(7 ) ; 
puol1c vo1a SourceSize90nClick( obJect sender , System . EventArgs e) 
II Atur faktor pengali luas area pencarian 
SetSourceSize(9); 
puol1c void SourceSizellOnClick( obJecc sender , System . EventArgs e) 
II Atur faktor pengali luas area pencarian 
SetSourceSize(ll ) ; 
puol1c vo1a SourceSizel30nClick( object sender , System. EventArgs e) 
II Atur faktor pengali luas area pencarian 
SetSourceSize(l3); 
puol1c vo1d SourceSizel50nClick( ObJecc sender , System . EventArgs e) 
II Atur faktor pengali luas area pencarian 
SetSourceSize(l5); 
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puol~c void SourceSizeWholeOnClick( object sender , System.EventArgs e) 
II Atur faktor pengali luas a r e a pencarian 
SetSourceSize(O ) ; 
publlc vo~d SetSourceSize( int size) 
II Is~ nila~ yang baru 
repeat f- size; 
Pada pseudo code diatas, ditunjukkan event handler untuk masing-masing 
ukuran pilihan yang akan dipilih oleh pengguna. Setiap event handler akan 
memanggil fungsi SetSourceSize, untuk mengatur nilai faktor pengali luas area 
pencarian patch. 
Berikut akan ditunjukkan pseudo code implementasi proses pemilihan 
ukuran patch, berupa event handler untuk masing-masing pilihan ukuran yang 
tersedia. 
public vo~d PatchSize30nClick( obJect sender, System .EventArgs e) 
II Atur ukuran patch yang b aru 
SetPatchSize (3) ; 
public void PatchSizeSOnClick( obJect sender , System . EventArgs e) 
I; Atur ukuran patch yang b a ru 
SetPatchSize (5); 
public void PatchSize70nClick( object sender , System.EventArgs e) 
II Atur ukuran patch yang baru 
SetPatchSize(7 ) ; 
public void PatchSize90nClick( ObJect sender, System.EventArgs e) 
II Atur ukuran paten yang bar u 
SetPatchSize(9) ; 
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puol~c void PatchSizellOnClick( object sender , System . EventArgs e) 
II Atur ukuran patch yang ba r u 
SetPatchSize(ll ) ; 
public void PatchSizel30nClic k (object sender , System.EventArgs e) 
I I i\tur ukuran patch yang baru 
SetPatchSize(l 3 ); 
puolic void PatchSizel50nClick( object sender, System.EventArgs e) 
II Atur ukuran patch yang baru 
SetPatchSize ( l5 ) ; 
puol~c vo~a SetPatchSize( ~nc size) 
II isi ukuran patch yang baru 
patchColRow f- size ; 
Pada pseudo code diatas, ditunjukkan implementasi pemilihan ukuran 
Patch yang akan dipakai pada saat runtime. Setiap event handler pada pseudo 
code diatas akan menggunakan fungsi SetPatchSize yang akan memberikan nilai 
yang baru bagi variable patchCoiRow. 
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4.3.8 MENGHILANGKAN OBJEK 
Dalam perangkat lunak ini, implementasi proses untuk menghilangkan 
objek akan terdapat dalam dua kelas, yaitu kelas MainMDIChild dan kelas Patch. 
Seperti yang telah dijelaskan pada bab III subbab 3.2.1.8, implementasi 
proses penghilangan objek pada citra biasa membutuhkan masukan berupa batas 
objek yang akan dihilangkan, berikut adalah pseudo code event handler untuk 
menangkap koordinat batas objek, yang dimasukkan pengguna melalui klik kiri 
padamouse. 
public void OnPictureMouseDown( object sender, System.Windows.Forms.MouseEventArgs 
e) 
II Periksa tombol mouse yang ditekan 
if (e.Button = MouseBu ttons . Left) II Tombol kiri di tekan 
II Tambahkan titik koordinat pacta array border 
border.Add (new PointF(e . X, e.Y)); 
II Gambar batas wilayah objek 
DrawRubberBand(pictureBoxl . CreateGraphics() ); 
II Periksa jika titik lebih atau sama dengan 3 
if (b o rder. Count >= 3) 
II Aktifkan menu untuk menghilangkan objek 
menuRemoveObj . Enabled ~ TRUE; 
else if (e.Butto n = MouseButtons . Right) II Tombol kanan di tekan 
II Tampilkan menu popup 
popUpMainMDIChildMenu.Show(pictureBoxl, new Point(e.X, 
e. Y )) ; 
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Selain digunakan sebagai kontrol masukan, event handler ini juga 
digunakan sebagai pemicu menu popup jika tombol yang ditekan adalah tombol 
kanan mouse. 
Pada event handler OnPictureMouseDown diatas, setiap kali pengguna 
memasukkan titik koordinat, akan dipanggil fungsi DrawRubberBand, yang 
akan menampilkan batas koordinat ke layar. Setelah selesai memasukkan 
koordinat batas objek dalam citra, pengguna harus memilih menu Remove Objek 
pada menu popup kelas MainMD/Child untuk dapat menghilangkan Objek. 
Berikut adalah pseudo code fungsi RemoveObject. 
pub~1c vo10 RemoveObject() 
int maxBorcter ~ this . borcter . Count ; 
II Periksa jumlah titik batas 
if (maxBorcter >l ) 
II Atur warna brush jacti putih 
myBrush . Colo r ~Color.White; 
II Buat instans Graphics ctari b i tmap 
Graphic s xl <- Graphics . Fromimage(preProcessingBitmap); 
Graphics x2 ~ Graphics.Fromimage((Image)contourBitmap) ; 
Graphics x3 ~ Graphics . Fromimage((Image)contourBitmapComp); 
II Tumpuki preProcess i ngB i tmap ctengan wa r na putih pacta batas objek 
xl.FillClosectCurve(myBrush , borcterPoints) ; 
II Isi contourBitmapComp ctengan wa rna put i h 
x3.FillRectangle(myBrush); 
II Atur warna brush jacti h1 tam 
myBrush. Color ~ Color. Black; 
II lsi contourBitmap ctengan wa r na hi tam 
x2 . FillRectangle(myBrush); 
II Tumpuk1 contourBitmapComp ctengan wa rna hitam pa cta ba t a s ob jek 
x3.FillClosectCurve(myBrush , borcterPoints); 
II Atur warna brush jacti putih 
myBrush . Color ~ Color.White; 
II Tumpuki contour Bi t map ctengan wa rna putih pacta batas objek 
x2.FillClosectCurve(myBrush , borcterPoints) ; 
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Fungsi RemoveObject, akan menghasilkan tiga buat data bitmap : (i) 
preProcessingBitmap, berupa copy dari PictureBox 1 dengan area objek yang 
sudah dihilangkan. (ii) contourBitmap, berupa bitmap dengan piksel bemilai 
hitam semua, kecuali bagian objek yang dihilangkan. (ii) contourBitmapComp, 
bitmap dengan informasi piksel yang berkebalikan dari contourBitmap. 
Sedangkan untuk citra template, pengguna tidak akan memilih menu 
Remove Object, melainkan memilih menu Automatic Object Removal pada 
popup menu kelas MainMD/Child. Menu ini akan memanggil fungsi 
AutoRemoveObject, berikut adalah pseudo code fungsi AutoRemoveObject. 
puo11c unsare vo1d AutoRemoveObject() 
II Dapatkan data citra pacta picture box 
b f- pictureBoxl . Image; 
II Dapatkan nilai w1dth dan height 
w f- b. Width; 
h f- b.Height; 
II Mulai loop1ng pacta citra 
for (j f- 0; j <h; j++) 
for (i f- 0; i<w; i++) 
II Dapatkan nilai p i ksel pacta pos i si i,j 
pPixell = PixelAt(i,j); 
II Periksa jika piksel berwarna hijau 
~f (pPixell->red = 0 && pPixell->green = 255 && pPixell->blue = 0) 
FillRegion(); 
II Tumpuki wilayah yang berwarna hijau dengan warna put i h 
pPixell->red f- 255; 
pPixell->green f- 255; 
pPixell->blue f- 255; 
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Setelah objek dihilangkan, maka akan digunakan fungsi FillRegion untuk 
memulai proses filling, fungsi FillRegion yang digunakan adalah sama untuk 
masukan citra biasa atau citra template. Yang membedakan adalah, untuk 
masukan citra biasa, pengguna harus terlebih dahulu memilih menu Fill Region 
pada menu popup atau menu utama untuk dapat menggunakan fungsi ini, 
sedangkan untuk citra template fungsi ini akan langsung dipanggil di dalam fungsi 
AutoRemoveObject. Pseudo code fungsi FillRegion adalah sebagai berikut. 
p~c~1c ~c1~ FillRegion( ) 
/I Carl batas m1n1mum dan maksimum objek yang telah dih1langf:an 
xmin = FindXYBorderMinMax(l , l); 
xmax = FindXYBorderMinMax(1,2) ; 
ymin = FindXYBorderMinMax(2 , 1) ; 
ymax = FindXYBorderMinMax(2,2); 
II Tentukan patch dari tltik- t i tlk kontour 
DeterminePatch(); 
II Mulal melakukan proses pengisian wil ayah 
StartFilling(); 
Didalam fungsi FillRegion akan dipanggil fungsi DeterminePatch yang 
bertugas untuk membentuk patch-patch disepanjang kontur objek. 
Berikut adalah pseudo code fungsi AddPatch milik kelas Patch, untuk 
membentuk sebuah patch. 
pUDllC VOld AddPatch(PointF p) 
II Set ukuran patch 
delta f- active .patchColRow; 
II Set pusat patch pada titlk p 
center Patch f- PointF(p.X , p. Y); 
II Set Patch Confidence 
patchConfidence f- Of; 
I I Ambil informas1 plf:sel tetangga 
for (i f- -delta; i<= delta; i++) 
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(j f- -delta ; j<=delta ; j++) 
II Per1Ksa JiKa be r ada dalam citra 
if (centerPatch . X+i <width && centerPatch . Y+j <height && 
centerPatch.X+i <= 0 && centerPatch . Y+j <= 0) 
I r Jl.minl data pH:sel 
pPixel f- activeChild . PixelAt(centerPatch.X+i , 
centerPatch . Y+j) ; 
II Jika piksel tidak berwa r na hitam 
if (pPixel->red !=O II pPixel->green!=O II pPixel->blue !=O) 
1 I increment nilai PatchConfidence 
patchConfidence+=lf ; 
// Hitung grad1ent pada t1tik p 
th f- activeChild . ComputeGradi ent(p) ; 
!1 Tentukan threshold lokal 
localGraThreshold f- activeChild . GradientMagnitude(th) ; 
II Hitung patchConfidence 
patchConfidence f- patchConfidencel(delta*delta) ; 
II Hitung isophote 
isoPoint f- GetCenter () ; 
iso f- activeChild.ComputeGradient(isoPoint ) ; 
I I P''tas1l:an ':!u 
isoTemp f- iso; 
iso.u f- - isoTemp . v ; 
iso.v f- isoTemp . u ; 
II H1tung ve~~or orthogonal 
n f- activeChild . ComputeGradient (isoPoint); 
I I Norrnallsasi 
n f- Norm(n) ; 
II Set vel:tor ortogonal 
SetUnitVektorOrthogonal(n) ; 
II Hitung prioritJs 
ComputePriority() ; 
Pada fungsi AddPatch diatas, dilakukan perhitungan tingkat kepercayaan 
patch, prioritas patch dan nilai threshold lokal. 
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Untuk menghitung gradient digunakan fungsi ComputeGradient milik 
kelas MainMD/Child yang sedang aktif. Kemudian fungsi AddPatc/1 juga 
menggunakan fungsi GradientMagnitude , untuk menghitung besar gradien. 
Lalu akan dihitung prioritas patch dengan menggunakan fungsi ComputePriority 
milik kelas Patch , yang akan ditunjukkan sebagai berikut. 
puolic void CornputePrio rity( ) 
II Hitung data term 
datal ~ ( (is o . u * . unitVektorOrthogonal.u) + 
(iso . v*unitVektorOrthogonal.v)) + 0.001 ; 
data ~ datal/alpha; 
II H1cung pr10r1cas 
priority ~ patchConf i dence*data; 
Kemudian setelah proses penentuan patch untuk setiap titik kontur 
selesai, maka akan dikerj akan proses pengisian wilayah dengan memanggil fungsi 
StartFilling milik kelas MainMD/Child. 
Berikut adalah pseudo code fungsi StartFilling milik kelas 
MainMD/Child. 
pu~-~c ~OlC StartFilling() 
do 
!I Incremenc ulang 
ulang++; 
II ~ari paten dengan prioritas terbesar 
rnaxPri orityindex ~ FindPacthWithMaxPriority() ; 
II Periksa index patch valid dan flag fill bernilai benar 
~f (max Priorityindex #-1 && fill=TRUE) 
II Lakukan proses pencarian patch dgn mengenerate source region 
GenerateSurroundingPatchAndCornparePatch(maxPriorityindex); 
II Jika flag fill bernilai salah 
else if( fill=FALSE) 
II Hent1kan looping 
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breaJ.: ; 
II Jika index sudah tidak valid , bera r t i semua patch telah terisi 
while (max Priorityindex # -1) ; 
Pada fungsi StartFilling yang terdapat dalam kelas MainMDIChild, akan 
dipanggil fungsi FindPacthWithMaxPriority, untuk mencari patch dengan nilai 
prioritas tertinggi sekaligus membersihkan (menghapus) patch yang sudah terisi 
penuh tetapi masih tersisa di patchList, Juga melakukan pembersihan patch yang 
tumpang tindih pada kontur yang baru. 
Setelah menemukan patch dengan nilai prioritas tertinggi , selanjutnya 
fungsi StartFilling akan menggunakan fungsi 
GenerateSurroundingPatchAndComparePatch, untuk mulai mengisi patch 
terse but. Berikut adalah pseudo code fungsi 
GenerateSurroundingPatchAndComparePatch milik kelas MainMDIChild. 
publ1c vo1d GenerateSurroundingPatchAndComparePatch( int patchindex 
II Dapatkan patch dengan index tertentu 
center Patch f- patchList [patchindex) ; 
pCenter f- centerPatch . GetCenter () ; 
II Set delta sebesar ukuran patchl2 
delta f- patchColRowl2 ; 
II Dapatkan titik kontur terdekat dengan patch 
pContour f- FindClosestContour(); 
II Hitung jarak dari pusat patch ke titik kontur terdekat 
pDist f- Di s tance (pCenter , pContour) ; 
II Tentukan nilai error maximum pada pencocokan patch 
matc hRes f- 4*255*patchColRow*patchColRow; 
II Tentuka jarak maximum 
dist f- Math . Max(Size.Width , Size . Height) ; 
II Batasi area pencarian patch untuk optimasi 
if (repeat > 0 ) 
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// Tentukan dX d a n dY 
dX2 f- repeat*patchColRow+pDist ; 
dY2 f- repeat*patchColRow+pDist ; 
dXl f- - dX2; 
dYl f- - dY2 ; 
inc f- 1; 
I I Jl}:a area pencarian t: l dak t:erbat:as (no t r e commended! ! 1 1 
II Tentukan dX dan dY 
dXl f- 0; 
dX2 f- pictureBoxl.Image.Width; 
dYl f- 0; 
dY2 f- pictureBoxl .Image.Height ; 
inc f- patchColRow; 
II Mulai proses loopl~g untuk mencarl calon sou r ce region 
for (j f- dYl; j <= dY2 ; j++) 
~~;: (i f- dXl; i <= dX2 i++) 
II Set titik baru 
PointF p f- new PointF (pContour . X+i, pContour. Y+j) ; 
II Periksa jika lokasi titik valid (berada didalam citra) 
if (p.X > patc hColRow && p . Y > patchColRow && p . X < 
ClientSize .Width-patchColRow && p . Y <ClientSize.Height-
patchColRow) 
II Hitung gradient pacta titik p , dan magnitudenya 
isol f- ComputeGradient (p); 
isoMag f- GradientMagnitude(isol); 
II Perlksa nllai magnltude harus lebih besar dari 0 
if (centerPatch.localGraThreshold > 0 && isoMag > 0) 
II Hlt:ung persentase kemiripan pacta magnitude 
percentMag f- (isoMaglcenterPatch . localGraThreshold)*lOO ; 
II Jika berada pacta batas atas dan batas bawah threshold 
if ( percentMag >= thMin && percentMag <= thMax) 
II Set flag dengan TRUE 
s earc h f- TRUE; 
II Jika t:hreshold bernllai 0 
else if (centerPatch . localGraThreshold 0 II isoMag 0) 
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II Set flag dengan TRUE 
search f- TRUE; 
II Jlka flag bernilai benar 
if (search ) 
else 
) ) } } } 
II DapaLkan JUmlah calon source region 
max f- source Regs. Count; 
II Jika masih kosong 
if ( max = 0) 
II Tambahkan titik p sebagai calon source region 
source Regs.Add(p); 
II ]ika sudah ada isinya maka periksa calon source region 
if (this . CheckSourceRegion(p , sourceRegs , patchColRow)) 
{ 
II Tambahkan t i t i k p sebagai ca l on source region 
sourceRegs.Add(p); 
II Urutkan titlk-titik calon source region 
sourceRegs f- SortSourceRegions(pCenter , sourceRegs); 
II Mulai membandingkan tiap titik-titik calon source reglon 
for (I f- 0; i <sourceRegs . Count && centerPatch . GetPatchConfidence() < 1 
i++) 
II Dapatkan titik source region 
PointF p f- new (PointF)sourceRegs[i] ; 
II Dapatkan 8-neigbours dari titik tsb 
for ( k f- -delta; k<=delta && centerPatch . GetPatchConfidence() < 1 
k++ ) 
fsr (j f- -de l ta; j <=delta && centerPatch.GetPatchConfidence () < 1 
j++} 
II Dapatkan tetangga pacta posisi p.X+j, p . Y+i 
PointF pl f- new PointF((p.X+j), (p . Y+k)) ; 
II Bandingkan titik pl dengan patch terpilih , dapatkan nilai error 
tempRes f- c enterPa t c h.ComparePatch(pl ) ; 
II Hltung jarak tltlk dengan pusat patch 
r f- Distance (pCenter , pl); 
II Jika nilai error valid dan lebih kecil dari nilai error maksimum 
if (tempRes > - 1 && tempRes < matchRes) 
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I I Perbarul n1la i error mal:simum 
ma tchRcs ~ tempRes ; 
II Copy pl ke pMatch 
pMatch ~ pl; 
II Set flag copy dengan TRUE 
c opy ~ TRUE ; 
II Perbarui nilai jarak maksimum 
dist ~ r; 
II Jika nilai error valid dan sama dengan n i lai error maksimum 
else if (tempRes > - 1 && tempRes = matchRes) 
II Periksa jika jaraknya lebih dekat 
if ( r <dist ) 
II Perbarui nilai error maksimum 
matchRes ~ tempRes ; 
II Copy pl ke pMatch 
pMat c h ~ pl; 
II Set flag copy dengan TRUE 
copy ~ TRUE ; 
II Perbarui n1lai Jarak maksimum 
dist ~ r; 
II Periksa n1la1 patchConfidence,Jika bernilai 1 berarti patch sudah terisi 
if (c enterPatch . GetPatchConfidence() >= 1) 
))) 
II Set flag copy dengan false 
cop y ~ FALSE ; 
II Hapus patch dari array 
patchList.RemoveAt(patchindex ) ; 
II Periksa flag copy 
if (copy = TRUE) 
II Set titik cleanup 
cleanUp ~ new PointF (pCenter . X, pCenter.Y); 
II Copy titik source region ke patch terpilih 
centerPatc h . Cop y Pix elColor(pMatch ) ; 
II Periksa jumlah patch 
if (patchList.Count > patchindex ) 
II Hapus patch yang saling tumpang tindih 
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CleanUp (centerPatch . GetCenter (), patchlnctex); 
II Buat paten- paten ba r u sebagai pengganti patch ya ng telah terisi 
II patch baru actalah patch ctengan pusat yang te rletak pacta tepi ctari patch 
II yang telah terisi yang masih memiliki piksel kosong ctisekita r nya 
for (I ~ 0 ; i <centerPatch.nextCenterPoint.Count ; i++) 
II Dapatkan tltik pusat calon patch 
PointF pl ~ centerPatch.nextCenterPoint [i] ; 
II Inisialisasi kelas patch yang baru 
Patch pc ~ new Patch( this .patchColRow, this .patchColRow); 
II Tambahkan patch 
pc.ActctPatch(pl ) ; 
II Periksa nilai patchConf i ctence 
}} 
if (pc.GetPatchConfictence () < 1) 
II Jika nilai pa t chCofictence kurang ctari l , 
II tambahkan patch ctal am array 
this .patchList.Actct(pc); 
II Jika flag copy brnilai FALSE 
else 
II Periksa jumlah patch 
if (patchList . Count > patchinctex ) 
II Hapus patch pacta array 
patchList . RemoveAt(patchinctex); 
II Periksa jika nilai patchConfi ctece pacta patch terpilih < 1 
if (centerPatch . GetPatchConfictence() <l) 
}}} 
II Set prioritas patch menjacti setengahnya 
c ent erPatch.SetPriority(centerPatch . GetPriority ( )l 2 ); 
II Tambahkan patch pacta array 
this .patchList.Actct( this .centerPatch) ; 
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Hal pertama yang dilakukan oleh fungsi 
GenerateSurroundingPatchAndComparePatch adalah melakukan iterasi 
himpunan titik kontur untuk mencari titik kontur yang terdekat dengan patch 
terpilih. Kemudian akan di lakukan iterasi pada wilayah calon source region yang 
telah ditentukan, yaitu semua wilayah dengan pusat pada titik kontur yang 
terdekat dengan patch terpilih, yang luasnya sesuai dengan besar faktor pengali 
luasan area pencarian. Kemudian dengan menggunakan localGraThreshold milik 
kelas Patch, serta thMax sebagai batas atas dan thMin sebagai batas bawah, 
akan dipilih calon source region yang diperkirakan merupakan source terbaik 
untuk patch terpilih. Langkah ini diterapkan untuk memotong proses pengecekan 
patch, sehingga perangkat lunak tidak harus mengecek keseluruhan bagian citra 
untuk mendapatkan potongan terbaik. Dan tentunya langkah ini akan mengurangi 
lama waktu eksekusi. 
Kemudian setelah serangkaian calon source region terpilih, akan 
digunakan fungsi ComparePatch milik kelas Patch yang terpilih untuk 
mendapatkan nilai error. Calon source region dengan nilai error yang terkecil, 
yang akan digunakan sebagai pengisi patch terpilih. 
Setelah menemukan lokasi source region terbaik, maka yang perlu 
dilakukan adalah memindahkan source region kedalam patch. Hal ini dapat 
dilakukan dengan menggunakan fungsi CopyPatch milik kelas Patch. Berikut 
adalah pseudo code fungsi Copy Patch . 
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puollc void CopyPixelColor(PointF pf) 
II Set delta sebesar ukuran patchColRowl2 
delta = patchColRowl2 ; 
II Mulai looping untuk memindahkan piksel 
for (j ~ -delta ; j<=delta ; j++) 
{for (i ~ -delta ; i<=delta ; i++) 
{II get pixel's data 
pPixell ~ activeChild . PixelAt(centerPatch . X+i , centerPatch . Y+j); 
pPixel2 ~ activeChild . PixelAt( pf . X+i , pf . Y+j) ; 
II Periksa jika pPixell masih kosong 
if (pPixell = NULL) 
II Copy nilai pPixel2 
pPixell - >red ~ pPixel2->red ; 
pPixell - >g reen ~ pPixel2 - >gr een; 
pPixell - >blue ~ pPixel2->b lue ; 
!/ Jika tidak kosong 
else 
II Lakukan proses blending 
c4 ~ Blend (pPixel2 , pPixell) ; 
II copy new pixel's data 
pPixell - >red ~ (byte )c4 . R; 
pPixell - >green ~ (byte )c4 . G; 
pPixell->blue ~ (byte ) c4. B; 
II Tentukan kandidat patch yang baru 
for (j ~ -delta; j<=delta; j++) 
{for (i ~ - delta; i<=delta; i++) 
II Set titik baru 
PointF pl = new PointF(centerPatch . X+i, centerPatch.Y+j); 
II Periksa jika memiliki tetangga yang kosong 
if (IsBNeighbourEmpty(pl) 
II Tambahkan dalam array 
nextCenterPoint . Add(pl) ; 
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Untuk mengatasi masalah pada piksel yang saling tumpang tindih pada 
patch terpilih dan source region, maka akan digunakan fungsi Blend milik kelas 
Patch. Fungsi Blend digunakan untuk membaurkan informasi dari piksel patch 
dan source region. 
Setelah satu patch selesai diisi, maka akan diulangi terus mulai dari 
pencarian patch dengan prioritas tertinggi sampai mengenerasi source region 
untuk patch terse but, hingga tidak ada lagi patch yang masih kosong. 
4.4 IMPLEMENT AS! ANT ARMUKA 
Berikut adalah implementasi dari rancangan antar-muka yang telah dibuat 
pada bab III. 
Gambar 4. 2 Menu dropdown pada MainMDIParent 
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Gambar 4. 5 Menu popup untuk memilih ukuran pada MainMDIChild 
Show Source Region 
Show Smoothing Result 
Show Edging Result 
7.Ji)om : 1 OO'l'o 
Gambar 4. 6 Menu popup untuk me/ihat hasil preprocessing pada MainMDIChild 
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UJI COBA DAN EV ALUASI 
Pada bah ini akan dibahas mengenai uji coba perangkat lunak yang telah 
dibangun. Uji coba ini dilakukan terhadap beberapa data citra yang sama, dengan 
data citra yang dipakai oleh [CRI03], [BEROO],[HON04] dan beberapa data citra 
lain yang didapat dari internet . Tetapi karena proses ekstraksi citra yang berbeda, 
maka data citra yang akan diuji coba dalam perangkat lunak ini tidak memiliki 
kualitas sebaik citra asli . 
5.1 LINGKUNGAN DAN PELAKSANAAN Un COBA 
Pada sub bah ini akan dijelaskan mengenai lingkungan uji coba aplikasi 
linRel, yang meliputi perangkat keras dan perangkat lunak yang digunakan. 
Spesifikasi perangkat keras dan perangkat lunak yang digunakan pada pengujian 
ini dapat dilihat pada tabel berikut : 
T,b/51L . k b a e zng ungan UJl co a 
Perangkat Keras Prosesor : Intel Pentium IV 2400 MHz Memory : 512MB 
Perangkat Lunak Sistem Operasi : Microsoft Windows 2000 Pro. 
5.2 DATA UJI CODA 
Data citra yang akan digunakan dalarn uji coba ini, dapat dilihat pada tabel 
berikut: 
Tabel 5. 2 Daftar data citra yang akan di ujicoba 
Data Citra Dimensi Citra 
Lebar Tinggi 
1. perahu.bmp 403 299 
2. orangl.bmp 324 490 
3. orang2.bmp 453 341 
4. orang3.bmp 200 131 
5. orang4.bmp 200 148 
6. bangun 1. bmp 252 239 
7. bangun2 _l.bmp 389 597 
8. bayi1.jpg 147 200 
5.3 ASUMSI DALAM UJICOBA 
Dalarn proses ujicoba ini ada beberapa asumsi yang digunakan agar 
pelaksanaan ujicoba dapat betjalan dengan lancar. Asumsi-asumsi tersebut 
diataranya adalah : 
1. Data masukan adalah data citra yang memiliki tiga kanal warna, Red -
Green- Blue, atau yang lebih dikenal dengan citra 24 bit RGB . 
2. Tipe data citra yang dapat digunakan adalah BMP, JPG , dan GIF. 
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3. Untuk mempermudah proses ujicoba, maka data citra yang akan 
dihilangkan adalah data citra template yang mengandung informasi 
bagian objek yang akan dihilangkan. Bagian objek yang akan 
dihilangkan akan diberi wama hijau. 
4. Untuk citra yang memiliki banyak distorsi, sebaiknya diproses terlebih 
dahulu menggunakan tool preprocessing yang telah disediakan, sebelum 
dilakukan proses penghilangan objek didalamnya. Hal ini perlu 
dilakukan untuk memastikan arah propagasi yang benar pada bagian 
yang mengandung struktur linier. 
5.4 PELAKSANAAN UJICOBA DAN EV ALUASI 
Pada sub bab ini akan dijelaskan mengenai ujicoba yang dilakukan 
terhadap kemampuan perangkat lunak yang telah dibuat. Ujicoba akan dilakukan 
dengan dengan menerapkan beberapa parameter runtime untuk satu citra yang 
sama. Berikut adalah detail ujicoba yang dimaksud. 
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5.2.1 UJICOBA PEMBUKTIAN PROPAGASI STRUKTUR LINIER 
5.2.1.1 UJICOBA PERTAMA 
Ujicoba yang pertama ini akan digunakan untuk membuktikan propagasi 
pada struktur linier. Citra yang digunakan adalah bangunl.bmp dan 
bangun2 _ 1.bmp. 
(a) objek yang akan 
dihilangkan diberi warna 
hijau. 
C:\Share\Karpo\Uji Co 
(d) citra keluaran dengan 
patch 7x7 piksel. 
C:\,Share\Karpo\Uji Co 
(b) citra keluaran dengan 
patch 3x3 piksel. 
C:\.Share\Karpo\Uji Co 
(e) citra keluaran dengan 
patch 9x9 piksel. 
Gambar 5. I Hasil ujicoba I 
C:\,Share\Karpo\Uji Co 
(c) citra keluaran dengan 
patch 5x5 piksel. 
(f) citra keluaran dari 
[BEROO]. 
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Gambar 5. 1(a) menunjukkan objek citra yang akan dihilangkan (berwarna 
hijau) sekitar 11,22% dari keseluruhan citra. Gambar 5. 1(b) adalah hasil keluaran 
perangkat lunak dengan menggunakan ukuran patch berukuran 3x3 pikse1, 
diselesaikan dalam waktu 17,125 detik. Gambar 5. 1(c) adalah hasil keluaran dari 
perangkat lunak dengan patch berukuran 5x5 piksel, diselesaikan dalam waktu 
14,70 detik. Gambar 5. 1(d) adalah hasil keluaran dari perangkat lunak dengan 
patch berukuran 7x7 piksel, diselesaikan dalam waktu 20,345 detik. Gambar 5. 
1 (e) adalah hasil keluaran dari perangkat lunak dengan patch berukuran 9x9 
piksel, diselesaikan dalam waktu 27,22 detik. Dan Gambar 5. 1(t) diambli dari 
[BEROO], diselesaikan dalam waktu kurang dari 5 menit. 
Pada Gambar 5. 1(b,c,d,e) telah dilakukan ujicoba untuk menyambungkan 
bagian citra yang berwama hitam, dengan berbagai macam ukuran patch. Dari 
hasi ujicoba dapat dilihat bahwa ukuran patch yang paling tepat agar perangkat 
lunak dapat melakukan propagasi yang benar adalah 5x5 piksel dan 7x7 piksel, 
sedangkan untuk ukuran patch yang lain, perangkat lunak ImRel tidak mencapai 
hasil yang memuaskan. 
Jika dibandingkan dengan citra yang diambil dari paper [BEROO], citra 
keluaran dari perangkat lunak ImRel tidak menghasilkan efek kabur pada bekas 
potongan objek. Dan terlebih lagi, waktu yang digunakan jauh lebih cepat dimana 
menurut paper [BEROO] diperlukan waktu kurang dari 5 menit untuk 
menyelesaikan propagasi pada citra bangun1.bmp, sementara perangkat lunak 
ImRel hanya membutuhkan waktu 14 sampai 21 detik. 
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5.2.1.2 UJICOBA KEDUA 
(a) objek yang akan dihilangkan diberi 
wamahijau. 
(b) citra keluaran dengan patch 9x9 
piksel. 
Gambar 5. 2 Hasil ujicoba 2 
Pada ujicoba kedua, digunakan citra bangun2_l.bmp, bagian yang akan 
dihilangkan adalah bagian citra yang berwama hijau seperti yang ditunjukkan 
pada Gambar 5. 2 (a) sekitar 4,65 % dari keseluruhan citra. Gambar 5. 2 (b) 
menunjukkan hasil keluaran perangkat lunak dihasilkan dalam waktu sekitar 4 
menit 7 detik dengan patch berukuran 9x9 piksel. 
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5.2.2 UJICOBA PADA CITRA DENGAN TEKSTUR KOMPOSIT 
Pada sub bah ini, akan dilakukan ujicoba pada beberapa citra yang 
memiliki tektur komposit. 
5.2.2.1 UJICOBA KETIGA 
(a) citra asli perahu.bmp. 
C: • Share · Karpo 1 UJI Coba\MY TA 
(c) citra keluaran denganpatch 5x5 
piksel. 
· Share ,Karpo \UJI Coba\ My TA\perahu_l.bmp 
(b) objek yang akan dihilangkan diberi 
warna hij au. 
Share \ Karpo l UJI Coba\My TA\ perahu t.bmp 
(d) citra keluaran dengan patch 7x7 
piksel . 
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C: <Share\ Karpo'. UJI Coba \MY TA\ perahu_l.bmp 
(e) citra keluaran dengan patch 9x9 
piksel. 
C:<Sharel Karpo \UJI Coba\ My TA perahu 
(g) citra keluaran dengan patch 13x 13 
piksel. 
Shar e\ Karpo \UJI Coba\ My TA\perahu l.bmp 
(f) citra keluaran dengan patch llxll 
piksel. 
(h) citra keluaran denganpatch 15x15 
piksel. 
Gambar 5. 3 Hasil ujicoba 3 
Ujicoba ketiga ditunjukkan oleh Gambar 5. 3. pada ujicoba ini akan 
dilakukan proses menghilangkan objek perahu yang ada pada Gambar 5. 3(a), 
template yang digunakan ditunjukkan pada Gambar 5. 3(b), mengandung kurang 
lebih 9,69 % bagian citra yang akan dihilangkan percobaan ketiga ini akan 
menggunakan beberapa ukuran patch yang berbeda untuk melihat pengaruh 
ukuran patch dan kualitas citra keluaran. 
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Gam bar 5. 3( c) adalah citra keluaran dengan patch berukuran 5x5 piksel, 
dikerjakan dalam 3 menit 6 detik, telah berhasil menggabungkan tekstur lautan 
dan langit, juga membentuk batas yang jelas diantara keduanya, tekstur laut yang 
dihasilkan juga tampak alami. 
Gambar 5. 3(d) adalah citra keluaran dengan patch berukuran 7x7 piksel, 
dikerjakan dalam 2 menit 52 detik , berhasil menggabungkan tekstur lautan dan 
langit, walaupun batas yang dihasilkan masih menghasilkan tonjolan tektur laut ke 
wilayah langit. 
Gambar 5. 3(e) adalah citra keluaran dengan patch berukuran 9x9 piksel, 
dikerjakan dalam 3 menit 22 detik, tekstur laut dan langit berhasil digabungkan 
dengan baik, batas diantara langit dan laut juga tampak alami, hanya saja untuk 
tekstur laut dibagian tengah masih tampak kasar. 
Gambar 5. 3(f) adalah citra keluaran dengan patch berukuran llxll 
piksel, dikerjakan dalam 3 menit 51 detik. Masih mengalami masalah pada batas 
antara langit dan laut. 
Gambar 5. 3(g, h) adalah citra keluaran dengan patch berukuran masing-
masing 13xl3 piksel dan 15x15 piksel, yang dikerjakan selama 4 menit 50 detik 
dan 5 menit 53 detik, kedua gambar telah menghasilkan citra keluaran yang lebih 
alami dari citra keluaran yang lain. 
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Sebagai pembanding, berikut adalah hasil citra keluaran dari perangkat 
lunak yang dibuat berdasarkan algoritma yang sama oleh seorang mahasiswa 
universitas Wisconsin-Madison, bemama Ye Hong [HON04] . 
Jika dibandingkan dengan hasil keluaran perangkat lunak ImRel maka, 
dapat kita simpulkan secara subjektif bahwa keluaran perangkat lunak ImRel 
memiliki kualitas yang lebih baik, dari pada yang tampilkan dalam [HON04]. 
Untuk ujicoba ke tiga ini maka citra keluaran perangkat lunak ImRel yang 
memiliki hasil terbaik adalah yang ditunjukan pada Gambar 5. 3 (g,h) dengan 
patch berukuran 13x13 piksel dan 15x15 piksel. 
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5.2.2.2 UJICOBA KEEMPAT 
(d) citra keluaran dengan patch 7x7 
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(g) citra keluaran denganpatch 13xl3 (h) citra keluaran dengan patch 15x 15 
Gambar 5. 5 Hasil ujicoba 4 
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Pada Gambar 5. 5 telah ditunjukkan hasil dari ujicoba keempat, dimana 
data citra orangl.bmp pada Gambar 5. 5(a) akan dihilangkan sekitar 13,31 % 
wilayahnya sesuai dengan citra template pada Gambar 5. 5(b). Gambar 5. 5 
( c,d,e,f) menunjukkan citra hasil ujicoba dengan nilai parameter ukuran patch 
yang beragam. 
Gambar 5. 5 (c), adalah citra keluaran denganpatch berukuran 5x5 piksel 
yang dikerjakan selama 5 menit 43 detik. Gambar 5. 5 (d), adalah citra keluaran 
dengan patch berukuran 7x7 piksel yang dikerjakan selama 5 menit 10 detik. 
Gambar 5. 5 (e), adalah citra keluaran dengan patch berukuran 9x9 piksel yang 
dikerjakan selama 5 menit 47 detik. Gambar 5. 5 (f), adalah citra keluaran dengan 
patch berukuran llxll piksel yang dikerjakan selama 6 menit 19 detik. Gambar 
5. 5 (g), adalah citra keluaran dengan patch berukuran 13x13 piksel yang 
dikerjakan selama 7 menit 47 detik. Gambar 5. 5 (g), adalah citra keluaran dengan 
patch berukuran 15x15 piksel yang dikerjakan selama 9 menit 2 detik. 
Dari hasil ujicoba yang perlihatkan pada Gambar 5. 5 (c,d,e,f,g) , semua 
citra hasil ujicoba telah dapat menghubungkan atap rumah dengan baik (terutama 
Gambar 5. 5 (d)), dan juga membentuk garis pantai dengan sempurna. 
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(a) citra hasil paper [CRI03] (b) citra hasil in painting biasa yang 
ditunjukkan dalam [CRI03] 
Gambar 5. 6 Diambil dari paper [CRI03] 
Jika dibandinkan dengan Gambar 5. 6 (a) yang merupakan hasil ujicoba 
[CRI03], dapat dilihat sedikit perbedaan pada atap rumah, dan garis pantai. Hal ini 
mungkin disebabkan karena terjadi perbedaan batas area yang akan dihilangkan 
dalam [CRI03] dan dalam perangkat lunak ImRel. 
Jika dibandingkan dengan Gambar 5. 6 (b) yang merupakan citra hasil 
inpainting biasa, maka citra keluaran dari perangkat lunak tidak akan 
menghasilkan efek kabur seperti halnya citra pada Gambar 5. 6 (b). 
Untuk ujicoba keempat ini maka citra keluaran perangkat lunak lmRel 
yang memiliki hasil terbaik adalah yang ditunjukan pada Gambar 5. 5 (d) dengan 
patch berukuran 7x7 piksel. 
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5.2.2.3 UJICOBA KELIMA 
(c) citra keluaran dengan patch 5x5 (d) citra keluaran dengan patch 7x7 
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(g) citra keluaran dengan patch l3x 13 (h) citra keluaran dengan patch l5x 15 
Gambar 5. 7 Hasil ujicoba 5 
Untuk ujicoba kelima akan menggunakan data citra orang2.bmp, seperti 
yang terlihat pada Gambar 5. 7. Gambar 5. 7 (b) adalah citra template yang 
membatasi objek yang akan dihilangkan. Gambar 5. 7 (c,d,e,f,g,h) adalah citra 
basil keluaran perangkat lunak ImRel menggunakan ukuran patch yang berbeda-
beda. 
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Gambar 5. 7 (c) adalah citra keluaran dengan patch berukuran 5x5 piksel 
yang dikerjakan selama 7 menit 5 detik. Gambar 5. 7 (d) adalah citra keluaran 
dengan patch berukuran 7x7 piksel yang dikerjakan selama 5 menit 30 detik. 
Gambar 5. 7 (e) adalah citra keluaran dengan patch berukuran 9x9 piksel yang 
dikerjakan selama 5 menit 37 detik. Gambar 5. 7 (f) adalah citra keluaran dengan 
patch berukuran llxll piksel yang dikerjakan selama 6 menit 24 detik. Gambar 
5. 7 (g) adalah citra keluaran dengan patch berukuran 13x13 piksel yang 
dikerjakan selama 7 menit 49 detik. Gambar 5. 7 (h) adalah citra keluaran dengan 
patch berukuran 15x15 piksel yang dikerjakan selama 8 menit 55 detik. 
Untuk semua citra hasil keluaran perangkat lunak pada Gambar 5. 7 
( c,d,e,f,g,h), menunjukkan bahwa perangkat lunak telah berhasil melakukan 
propagasi tekstur kearah pusat objek yang akan dihilangkan. 
Untuk beberapa citra keluaran perangkat lunak dengan patch berukuran 
yang kecil Gambar 5. 7 (c,d), bagian tengahnya masih tampak kasar, hal ini 
disebabkan karena terbatasnya luas area pencarian patch, yang berbanding lurus 
dengan besar ukuran patch. 
Sedangkan untuk citra keluaran perangkat lunak dengan patch berukuran 
yang lebih besar Gambar 5. 7 (e,f), bagian tengahnya sudah tampak halus, dan 
secara subjektif dapat dikatakan hampir mirip dengan kenyataan, meskipun masih 
terdapat beberapa detail kecil yang merupakan perulangan dari tekstur disekitar 
objek yang dihilangkan, tapi hal tersebut masih dapat ditoleransi. 
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Dan untuk citra keluaran perangkat lunak dengan patch berukuran yang 
besar Gambar 5. 7 (g,h), bagian tengahnya walaupun terlihat lebih halus, tetapi 
mengandung detail-detail yang seharusnya tidak muncul, karena berada jauh 
diluar batas objek yang telah dihilangkan. Hal ini terjadi karena area pencarian 
patch yang terlalu luas, dan juga karena adanya ke-ambiguan source reegion 
(permasalahan ini juga telah disebutkan dalam [CRI03] ), sehingga pemilihan 
source region terbaik tidak optimum. 
Gam bar 5. 8 Diambil dari paper [CRIOJ] 
Sebagai pembanding, perhatikan Gambar 5. 8 yang diambil dari paper 
[CRI03]. Pada gambar tersebut ada beberapa detail yang merupakan perulangan 
tekstur disekitamya, seperti halnya Gambar 5. 7 (e,t), perulangan detail tekstur 
tersebut masi dapat ditoleransi secara subjektif. 
Untuk ujicoba kelima ini maka citra keluaran perangkat lunak ImRel yang 
memiliki hasil terbaik adalah yang ditunjukan pada Gambar 5. 7 (e) denganpatch 
berukuran 9x9 piksel. 
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5.2.2.4 UJICOBA KEENAM 
(a) citra asli orang3.bmp (b) objek yang akan dihilangkan diberi 
(c) citra keluaran dengan patch 5x5 (d) citra keluaran dengan patch 7x7 
(e) citra keluaran denganpatch 9x9 (f) citra keluaran denganpatch llxll 
"ksel. 
(g) citra keluaran dengan patch 13x 13 (h) citra keluaran dengan patch 15x 15 
Gambar 5. 9 Hasil ujicoba 6 
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Gambar 5. 9 menunjukkan hasil ujicoba pada data citra orang3.bmp 
dengan berbagai variasi ukuran patch. 
Gambar 5. 9 (c) adalah citra keluaran denganpatch berukuran 5x5 piksel 
yang dikerjakan 18 detik. Gambar 5. 9 (d) adalah citra keluaran dengan patch 
berukuran 7x7 piksel yang dikerjakan selama 20 detik. Gambar 5. 9 (e) adalah 
citra keluaran dengan patch berukuran 9x9 piksel yang dikerjakan selama 25 
detik. Gambar 5. 9 (f) adalah citra keluaran denganpatch berukuran llxll piksel 
yang dikerjakan selama 32 detik. Gambar 5. 9 (g) adalah citra keluaran dengan 
patch berukuran 13xl3 piksel yang dikerjakan selama 44 detik. Gambar 5. 9 (h) 
adalah citra keluaran dengan patch berukuran 15x15 piksel yang dikerjakan 
selama 56 detik. 
Gam bar 5. 10 Diambil dari website [CR/03] 
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Sebagai pembanding perhatikan Gambar 5. 10 yang diambillangsung dari 
website [CRI03], gambar tersebut telah berbasil menunjukkan arah propagasi 
yang benar terbadap tekstur jalan dan semak-semak. Dan pada ujicoba ketujuh ini, 
juga telah dicapai basil yang hampir sama, untuk ukuran pacth 13x13 piksel. 
Perbedaan basil akhir yang terjadi mungkin dikarenakan perbedaan batas objek 
yang bendak dihilangkan. 
Dari ujicoba keenam ini, citra keluaran yang memiliki basil terbaik adalab 
citra pada Gambar 5. 9 (g) dengan patch berukuran 13x13 piksel. 
5.2.2.4 UJICOBA KETUJUH 
C:\Share\Karpo\Uji Coba\My: C:\Share\,Karpo\Uji Coba\My: 
(a) citra asli orang4.bmp (b) objek yang akan dihilangkan diberi 
C:\,Share\Karpo\Uji Coba\My: 
(c) citra keluaran dengan patch 5x5 (d) citra keluaran dengan patch 7x7 
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C:\,Share\Karpo\Uji Coba\MYJ (:\.Share \Karpo \Uji Coba \M~ 
(e) citra keluaran dengan patch 9x9 (f) citra keluaran dengan patch 11 x 11 
C:\,Share\,Karpo\Uji Coba\M)Ij C:\,Share\Karpo\Uji Coba\MY. 
(g) citra keluaran dengan patch 13x 13 (h) citra keluaran dengan patch 15x 15 
Gambar 5. 11 Hasil ujicoba 7 
Gambar 5. 11 menunjukkan hasil ujicoba pada data citra orang4.bmp 
dengan berbagai variasi ukuran patch. 
Gambar 5. 11(c) adalah citra keluaran denganpatch berukuran 5x5 piksel 
yang dikerjakan 8 detik. Gambar 5. 11 (d) adalah citra keluaran dengan patch 
berukuran 7x7 piksel yang dikerjakan selama 11 detik. Gambar 5. 11 (e) adalah 
citra keluaran dengan patch berukuran 9x9 piksel yang dikerjakan selama 11 
detik. Gambar 5. 11 (f) adalah citra keluaran dengan patch berukuran 11x11 
piksel yang dikerjakan selama 23 detik. Gambar 5. 11 (g) adalah citra keluaran 
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denganpatch berukuran 13x13 piksel yang diketjakan selama 36 detik Gambar 5. 
11 (h) adalah citra keluaran denganpatch berukuran 15x15 piksel yang diketjakan 
selama 45 detik. 
Dari ujicoba keenam ini, keberhasilan tingkat propagasi tekstur temyata 
juga bergantung pada besar ukuran patch, hal ini dapat dilihat dari Gambar 5. 11 
(c,d), yang memiliki ukuran patch terkecil (5x5 piksel dan 7x7 piksel) dimana 
perangkat lunak tidak berhasil melakukan propagasi yang benar pada tekstur jalan 
setapak. Tetapi pada Gam bar 5. 11 ( e,f) ( dengan patch berukuran 9x9 piksel dan 
llxll piksel) perangkat lunak berhasil melakukan propagasi pada tekstur jalan 
setapak dengan benar. Untuk patch yang berukuran terlalu besar (pada Gambar 5. 
11 (g,h)) perangkat lunak temyata tidak mampu melakukan propagasi tekstur 
dengan benar. 
Gam bar 5. 12 Diambil dari website [CR/03] 
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Sebagai pembanding, Gambar 5. 12 adalah citra keluaran yang diambil 
dari website [CRI03], perhatikan bahwa hasil ujicoba kedelapan telah memiliki 
kecendrungan yang sama dengan Gambar 5. 12. Perbedaan yang teijadi mungkin 
dikarenakan perbedaan batas objek yang dihilangkan dan perbedaan kualitas citra 
asli. 
Untuk ujicoba keenam ini, citra keluaran yang memiliki hasil terbaik 
adalah Gambar 5. 11 (e), denganpatch berukuran 9x9 piksel 
5.2.2.5 UJICOBA KEDELAP AN 
(a) citra asli bayi.jpg (b) objek yang akan dihilangkan diberi 
warna au. 
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(c) citra keluaran dengan patch 5x5 (d) objek keluaran dengan patch 7x7 
diisi. 
(e) citra keluaran dengan patch 9x9 (f) citra keluaran dengan patch 11 xll 
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(g) citra keluaran dengan patch 13x13 (h) citra keluaran dengan patch 15x 15 
Gambar 5. 13 Hasil ujicoba 8 
Gambar 5. 13 menunjukkan hasil ujicoba pada data citra bayi.bmp dengan 
berbagai variasi ukuran patch. 
Gambar 5. 13 (c) adalah citra keluaran denganpatch berukuran 5x5, yang 
terpaksa dihentikan dari proses filling akibat terjadinya kegagalan pada proses 
thresholding yang digunakan. Gambar 5. 13 (d) adalah citra keluaran dengan 
patch berukuran 7x7 piksel yang dikerjakan selama 2 menit 13 detik. Gambar 5. 
13 (e) adalah citra keluaran dengan patch berukuran 9x9 piksel yang dikerjakan 
selama 2 menit 7 detik. Gambar 5. 13 (f) adalah citra keluaran dengan patch 
berukuran 11x11 piksel yang dikerjakan selama 2 menit 26 detik. Gambar 5. 13 
(g) adalah citra keluaran dengan patch berukuran 13x13 piksel yang dikerjakan 
selama 2 menit 52 detik Gambar 5. 13 (h) adalah citra keluaran dengan patch 
berukuran 15x15 piksel yang dikerjakan selama 3 menit 26 detik. 
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Pada ujicoba kedelapan ini, ditemui beberapa anomali pada perangkat 
lunak ImRel. Yaitu terjadinya looping yang terus menerus pada proses filling, 
pada saat berusaha melakukan proses pengisian wilayah untuk patch yang 
berukuran 5x5 piksel. Setelah dilakukan penelusuran, temya penyebabnya adalah 
karena tidak ditemukan source region yang memiliki besar gradien diantara batas 
atas threshold dan batas bawah threshold. Hal ini menjadi satu kelemahan bagi 
perangkat lunak ltnRel karena tidak mampu menyediakan proses perhitungan 
threshold lokal yang lebih dinamis. 
Gambar 5. 14 Diambil dari website [CRJ03] 
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Sebagai pembanding, Gambar 5. 14 adalah citra hasil keluaran [CRI03], 
perhatikan tektur rumput dan bagian semak telah berhasil digabungkan dengan 
baik, demikian juga citra keluaran pada ujicoba kedelapan ini. Dan Gambar 5. 13 
(e) menunjukkan hasil yang hampir serupa dengan Gambar 5. 14. 
Sedangkan untuk hasil terbaik yang dicapai pada ujicoba kedelapan ini, 
dapat dilihat pada Gambar 5. 13 (e,f) yang menggunakan patch berukuran 9x9 
piksel, dan 11 x 11 piksel. 
Untuk ujicoba menggunakan beberapa data citra yang lain, dapat 
ditemukan dalam bagian lampiran. Pada lampiran akan digunakan citra 





KESIMPULAN DAN SARAN 
Bab ini berisi kesimpulan yang dapat diambil berdasarkan uji coba yang 
telah dilakukan. Selanjutnya, diberikan beberapa saran yang mungkin dapat 
mengembangkan hasil yang telah diperoleh pada tugas akhir ini. 
6.1 KESIMPULAN 
Kesimpulan yang dapat diambil dari uji coba yang telah dilakukan adalah: 
1. Penggunaan algoritma exemplar-based inpainting untuk memindahkan 
objek yang relatifbesar dari citra foto digital, telah dapat menghasilkan citra 
keluaran baru yang menggantikan objek yang telah dipilih secara manual, 
dengan informasi disekitamya yang masuk akal. 
2. Algoritma exemplar-based inpainting yang diterapkan dalam perangkat 
lunak ImRel, dapat menjaga tingkat ketajaman tepi, tidak memiliki 
ketergantungan terhadap segmentasi citra, dan memiliki keseimbangan pada 
proses pengisian wilayah untuk menghindari terjadinya over-shooting pada 
citra keluaran. 
3. Menghasilkan citra keluaran yang lebih baik, pada citra asli yang 
mengandung tekstur komposit. 
4. Ukuran patch, selain akan mempengaruhi hasil akhir citra keluaran, juga 
mempengaruhi lama proses filling. Dan dapat disimpulkan ukuran umum 
patch yang optimal adalah antara 7x7 piksel sampai llxll piksel. 
5. Perbedaan ukuran patch akan mempengaruhi nilai prioritas dan urutan 
pengisian wilayah, serta berpengaruh pada threshold lokal, juga pada 
pembentukan kontur objek yang baru. 
6. Urutan pengisian patch yang ditentukan oleh nilai prioritas setiap patch, 
menentukan kualitas hasil akhir citra keluaran. 
7. Semakin besar ukuran patch, tidak menjamin hasil akhir yang semakin baik. 
Untuk beberapa kasus, ukuran patch yang besar akan memiliki hasil akhir 
yang lebih baik dari pada ukuran patch yang kecil ( ditunjukkan pada 
ujicoba ketiga, Bab V subbab 5.2.2.1 , pada Gambar 5. 3 Hasil ujicoba 3). 
Sedangkan untuk kasus lain, ukuran patch yang kecil akan menghasilkan 
hasil akhir yang lebih baik ( ditunjukkan pada ujicoba keempat, Bab V 
subbab 5.2.2.2, pada Gambar 5. 5 Hasil ujicoba 4. Hal ini menunjukkan 
bahwa ukuran patch yang sesuai, sangat bergantung oleh karakteristik citra 
yang akan dikerjakan. Menurut paper [CRI03] ukuran patch harus sedikit 
lebih besar dari ukuran elemen tekstur (texel) terbesar yang dapat dikenali. 
8. Waktu yang dibutuhkan untuk melakukan pengisian wilayah dengan 
algoritma exemplar-based inpainting, jauh lebih cepat daripada algoritma 
inpainting konvensional. 
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9. Dari hasil ujicoba ditemukan beberapa kelemahan perangkat lunak ImRel, 
diantaranya adalah adalah : (i) sintesa tektur dari wilayah yang tidak 
ditemukan kemiripan pada patch-patch nya akan menghasilkan citra 
keluaran yang tidak alami. (ii) algoritma yang dipakai dalam perangkat 
lunak ImRel ini tidak didesain untuk mengatasi struktur yang berbentuk 
kurva. (iii) juga tidak didesain untuk mengatasi masalah ambiguitas patch. 
(iv) dan tidak dapat mengatasi masalah pencarian source region yang 
heuristik. 
(a) Patch yang akan diisi (b) Source region 1 (c) Source region 2 
Gambar 6. 1 Contoh patch yang ambigu 
Pada gambar diatas ditunjukkan contoh patch yang ambigu, semisal Gambar 
6. 1 (a) adalah patch terpilih yang akan diisi pada bagian yang berwama 
putih, dan Gambar 6. 1 (b,c) adalah source region yang tersedia, maka 
algoritma exemplar-based inpainting ini belum dapat menentukan source 
region yang tepat untuk mengisi Gambar 6. 1 (a), karena kedua source 
region memiliki nilai error yang sama, tapi dalam perangkat lunak ImRel, 
untuk sementara pemilihan source region dengan nilai error yang sama, 
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dilakukan dengan menggunakan source region yang memiliki jarak terdekat 
dengan patch terpilih. 
6.2 SARAN 
Saran-saran yang dapat diberikan untuk pengembangan tugas akhir ini 
adalah: 
1. Karena dalam perangkat lunak ini terdapat penggunaan nilai threshold 
sebagai batas atas dan batas bawah untuk pemilihan source region yang 
dilakukan secara manual dan tentu saja statis , maka untuk pengembangan 
lebih lanjut, perangkat lunak harus dapat menentukan nilai-nilai threshold 
yang akan digunakan secara otomatis dan dinamis berdasarkan patch yang 
akan diisi. 
2. Dimasa yang akan datang harus dikembangkan algoritma pencarian source 
region yang efektif sehingga waktu yang diperlukan dalam proses filling 
akan dapat lebih dipercepat. 
3. Juga diperlukan pengembangan lebih Ian jut, untuk menghasilkan algoritma 
khusus yang akan digunakan dalam mengatasi masalah ambiguitas patch. 
4. Diharapkan akan ada pengembangan lebih lanjut dari algoritma exemplar-
based texture synthesis sehingga dapat mengatasi struktur yang berbetuk 
kurva. 
5. Jenis citra masukan juga dapat dikembangkan lebih jauh lagi, bukan hanya 
citra yang memiliki tiga kanal warna saja, tetapi juga untuk citra hitam putih 
danCMYK. 
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6. Dan sebagai langkah berikutnya, algoritma exemplar-based texture synthesis 
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Berapa citra hasil keluaran perangkat lunak ImRel yang lain. 
( c )citra keluaran dengan patch 9x9 
piksel, dikerjakan dalam 50 detik. 
(b) objek yang akan dihilangkan diberi 
(d) diambil dari [BEROO], hanya objek 
mikrofon saja yang dihilangkan, 
efek blur · adi. 
(a) citra template. (b) citra keluaran dengan patch 5x5 
· dalam 2 menit 29 dt 
(b) citra keluaran dengan patch 9x9 
· · dalam 26 detik. 
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(a) citra template 
(a) citra template 
(b) citra keluaran dengan patch 5x5 
piksel, dikerjakan dalam 1 menit 10 
detik. 
(b) citra keluaran dengan patch 5x5 
piksel, dikerjakan dalam 1 menit 11 
detik. 
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