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RESUMO
O gerenciamento ágil de projetos é uma compilação de métodos utilizados inicialmente em
projetos de desenvolvimento de softwares. Esses tipos de métodos têm ganhado destaque na
última década e as aplicações se estendem para as mais diversas áreas, destancado-se dentre
eles o método Scrum que é atualmente o mais disseminado. O método Scrum foi inicialmente
concebido considerando cenários de equipes de projeto pequenas, porém, projetos grandes tra-
zem a necessidade de escalar esse método considerando a sua aplicação em múltiplas equipes.
Para enfrentar esse desafio, alguns métodos já foram criados, tal como o framework Less. Toda-
via, esses novos métodos ainda não conseguiram resolver o problema de alocação de atividades
entre os times que participam de um dado projeto utilizando o método Scrum. Diante de tal
cenário, o objetivo deste trabalho é propor uma metodologia de alocação de atividades entre
equipes que participam de um mesmo projeto, envolvendo duas abordagens distintas buscando
otimizar o tempo do projeto e respeitando as regras do método Scrum. A primeira abordagem
consiste em uma proposta de algoritmo, seguido de uma heurística proposta e utilização de uma
ferramenta de simulação computacional para descrever o algoritmo e implementá-lo, a qual uti-
liza a linguagem de programação Java e elementos de simulação de eventos discretos e agentes.
A segunda abordagem trata de uma otimização, na qual se adaptou o problema clássico de alo-
cação de máquinas de Kantorovich (1939) para alocação de equipes, considerando o conjunto
de regras do Scrum . A simulação de cenários foi utilizada para validar os resultados das aplica-
ções das duas abordagens, sendo que os mesmos se apresentaram como promissores para alocar
de maneira ótima as equipes para um tempo mínimo de projeto.
Palavras-chaves: Scrum; Alocação de atividades; Algoritmo; Proposição de ferramenta; Oti-
mização de modelo.
ABSTRACT
Agile project management is a compilation of methods used in software development projects.
This type of method has gained prominence in the last decade and its application has been de-
signed for the most diverse areas, among which the Scrum method is currently more widespread.
This method was conceived considering small project team scenarios, but large projects bring
the need to scale the Scrum method considering its application in several teams. To meet this
challenge, some methods have already been created, such as the Less framework. However,
these new methods have not yet been able to solve the activity allocation problem between teams
when they participate in a given project using the Scrum method. The objective of this paper
is to propose an activity allocation methodology between the teams participating in the same
project, involving two different approaches, seeking to optimize the project progress and respect
the rules of the Scrum method. The first approach consists of a proposed algorithm followed by
a proposed heuristic and using a computational analysis tool to describe the algorithm that was
implemented through Java programming language and event and agent simulation elements.
The second approach was considered through optimization where the classic machine alloca-
tion problem of Kantorovich (1939) was adapted for team allocation considering the Scrum rule
set. Scenario simulations were used to validate both approaches, the results were considered as
promising regarding optimal multi-team allocation in a minimum project time.
Keywords: Scrum; Activity allocation; Algorithm; Tool proposition; Model optimization.
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1 INTRODUÇÃO
Novas tendências tecnológicas tais como tecnologias de aparelhos móveis, computação
em nuvem e análise de dados tem demandado um melhor gerenciamento do ciclo de vida em
projetos de software (SAMARAWICKRAMA; PERERA, 2017).
Assim, para garantir a gestão efetiva de projetos de software surgiram as metodologias
ágeis que são responsivas e que quando aplicadas de maneira correta permitem altos níveis de
adaptabilidade e flexibilidade aos projetos.
Neste cenário, a estrutura ágil Scrum, também conhecida como framework Scrum, caracteriza-
se como uma metodologia bastante difundida, com aplicações em projetos diversos, e sua na-
tureza iterativa e incremental garante grande aderência a projetos de criação e desenvolvimento
de software, segmento ao qual a framework foi inicialmente destinada.
Em 2015 uma pesquisa organizada pela Scrum Alliance entrevistou 4452 pessoas em 108
países a respeito do seu uso pessoal e da presença do Scrum em suas respectivas companhias
como metodologia de gerenciamento de projetos.
Dentre as respostas dos entrevistados no contexto de desenvolvimento de software 93%
responderam que as suas companhias utilizavam o Scrum de alguma forma e 25% disseram que
o Scrum era a única prática de gestão de desenvolvimento de projetos de software aplicada em
suas companhias.
A pesquisa apontou também que o Scrum é a metodologia ágil mais difundida no uni-
verso amostral em questão, sendo que dentre as companhias dos entrevistados que adotavam
metodologias ágeis foi respondido que em 95% dos casos o Scrum era adotado, para efeito de
comparação Kanban e Lean ficaram em segundo e terceiro lugar com 43% e 21% respectiva-
mente.
De acordo com Carvalho e Mello (2012) o Scrum é uma metodologia ágil para gestão e
planejamento de projetos que teve sua aplicação dedicada inicialmente ao âmbito do desenvol-
vimento de software, mas que é atualmente aplicada de maneira diversa no gerenciamento de
projetos.
A metodologia foi recentemente considerada pelo project management institute PMI
(2017) no conjunto de métodos ágeis e outras práticas iterativas com o propósito de alinhar
conceitos provados básicos do gerenciamento de projetos com o estágio evolucionário atual da
atividade de gestão de projetos.
Os papéis dos envolvidos no desenvolvimento de projetos que utilizam o Scrum são classi-
ficados tradicionalmente em três grupos: 1) O time ventral que é a equipe envolvida diretamente
na realização das atividades propostas; 2) Um product owner que trabalha com a análise de re-
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querimentos e identifica necessidades mercadológicas do projeto; 3) Um Scrum master cuja
função se assemelha a de um gerente de projeto, que acompanha as etapas de desenvolvimento
e que é responsável por analisar se a(s) equipe(s) envolvida(s) estão aplicando corretamente a
metodologia Scrum (KEITH, 2010).
Outro elemento importante na framework são as reuniões que se dividem em quatro tipos
básicos: reuniões de planejamento de sprint (sprint planning), reuniões diárias de acompanha-
mento (daily Scrum), reuniões de revisão e de retrospectiva de sprint (SCHWABER; SUTHER-
LAND, 2014).
A framework Scrum apesar de bastante eficaz e aplicável a diversas situações de projetos
foi desenvolvida considerando equipes pequenas de no máximo nove indivíduos, os idealiza-
dores consideram que equipes grandes produzem menos do que equipes menores, a afirmação
apesar de aparentemente paradoxal é embasada em análises de dados de dimensionamento de
equipes (SUTHERLAND, 2014).
Projetos reais que são executados em organizações muitas vezes possuem prazos de en-
trega (deadlines) exigentes que não são exequíveis por equipes pequenas. Neste contexto a
aplicação do Scrum, em sua natureza canônica, não é possível.
Atualmente muitas companhias envolvidas no desenvolvimento de grandes projetos de
sistemas com múltiplos times distribuídos em diversas localizações geográficas almejam os
benefícios dos métodos ágeis, para isso é preciso escalar as práticas e os times das metodologias
ágeis (PAASIVAARA; LASSENIUS, 2011).
Algumas frameworks atuais são capazes de escalar projetos que utilizam metodologias
ágeis, dentre estas as frameworks Scrum of Scrums (SoS), SAFe e LeSS podem ser consideradas
as mais bem estabelecidas (KALENDA; HYNA; ROSSI, 2018).
Com relação a estrutura da execução da metodologia, a lista de atividades de um projeto
que utiliza a metodologia Scrum é chamada de backlog e os itens contidos no backlog (elemen-
tos da lista das atividades a serem desenvolvidos) são chamados de estórias de usuário.
Considerando-se a fragmentação do backlog entre times com o intuito de alocar atividades
para estes times em projetos de larga escala surge um questionamento natural: Quais atividades
devem ser alocadas para cada time?
A partir de pesquisas em bases de dados de artigos acadêmicos concluiu-se que o tema
de alocação de equipes no contexto de Scrum de larga escala foi pouco discutido. Nas bases
de dados consultadas que serão apresentadas em sessões posteriores deste documento não se
encontrou proposições de métodos capazes de responder ao questionamento relativo à alocação
de atividades.
Sendo assim, este trabalho propõe uma metodologia para alocação de atividades em pro-
jetos Scrum no contexto de múltiplas equipes que compartilham um backlog comum. A meto-
16
dologia é composta de dois métodos distintos que podem ser escolhidos pelo utilizador.
O primeiro método se traduz na utilização de uma ferramenta para alocação de atividades
entre os times. Essa ferramenta gera algumas saídas, sendo estas: um relatório de possíveis
períodos ociosos dos times envolvidos no projeto, uma proposição para o tamanho (duração)
da sprint comum aos times e um gráfico de como os pontos de valor deverão ser desenvolvidos
pelos times ao longo da sprint.
A implementação desta solução proposta foi realizada por meio da ferramenta compu-
tacional Anylogic, utilizando o paradigma de simulação computacional baseado em eventos
discretos, além de códigos de programação em linguagem Java .
As entradas e saídas da ferramenta são tanto obtidas quanto geradas a partir de arquivos
do software Microsoft Excel que se comunica com o software Anylogic.
O outro método implementado e apresentado neste documento para a solução do pro-
blema proposto tratou-se de uma metodologia de otimização de uma função objetivo do modelo
matemático descritivo do problema, considerou-se para tal as restrições do modelo.
O modelo proposto foi descrito matematicamente e depois foi transcrito para a linguagem
de programação Python, utilizou-se um pacote disponível nesta linguagem de programação
conhecido como Pulp para possibilitar a transcrição e resolução do problema.
1.1 Objetivos
O objetivo geral deste trabalho consiste em propor uma metodologia composta por dois
métodos distintos para solucionar o problema de alocação de atividades considerando a fra-
mework Scrum aplicada a múltiplas equipes.
O primeiro método consiste na proposição de um algoritmo e ferramenta que resolvam
o probema. O segundo método consiste na criação de um modelo matemático que descreva o
problema e na otimização de uma função objetivo descritiva no modelo respeitando as restrições
do mesmo.
Para alcançar o objetivo geral , os seguintes objetivos específicos foram formulados:
(a) Fazer um levantamento bibliográfico para identificar as metodologias de gerenciamento
ágil existentes e suas aplicações em projetos de grande porte;
(b) Propor um algoritmo que permita selecionar a equipe que irá desenvolver uma determi-
nada atividade de maneira a otimizar o tempo geral de realização das atividades;
(c) Desenvolver uma ferramenta que aplique o algoritmo proposto permitindo verificar a sua
utilização por meio de simulação computacional;
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(d) Criar um modelo matemático que descreva o problema de alocação de equipes e em se-
guida transcrevê-lo para linguagem de programação computacional;
(e) Obter uma solução ótima para o conjunto de equações que representam o problema de
alocação equipes utilizando solucionador de programas computacionais.
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2 REVISÃO BIBLIOGRÁFICA
2.1 Dados bibliométricos e contextualização da pesquisa
Com o objetivo de contextualizar a pesquisa acadêmica envolvendo Scrum, foram realiza-
das pequisas na base de dados web of science, visando compreender como a pesquisa acadêmica
envolvendo a framework se distribuiu por países e quais áreas do conhecimento se relacionam.
Na pesquisa realizada os resultados foram filtrados de maneira a desconsiderar as pes-
quisas realizadas na área de ciências biológicas. A quantidade de artigos resultantes é apresen-
tada nas Figuras 2.1 e 2.2, sendo utilizada a sigla CC como representação do termo ciência da
computação.
Figura 2.1 – Distribuição da pesquisa acadêmica envolvendo Scrum por área do conhecimento.
Fonte: Web of science (2018).
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Figura 2.2 – Distribuição da pesquisa acadêmica envolvendo Scrum por país.
Fonte: Web of science (2018).
Observa-se da Figura 2.1 que a maior parte da pesquisa envolvendo o Framework Scrum
relaciona-se com a ciência da computação, especialmente ao desenvolvimento de software, área
a qual o Framework foi inicialmente destinado.
Na Figura 2.2, observa-se que o Brasil é o segundo país que mais realizou publicações
envolvendo a metodologia, demonstrando assim ser uma área de interesse acadêmico no âmbito
nacional.
Em relação à distribuição da pesquisa acadêmica ao longo dos anos, observa-se que esta
passou por elevado crescimento no período de 2008 a 2017, como ilustrado na Figura 2.3. No
entanto, justifica-se o número reduzido de pesquisas no ano de 2018 devido ao período definido
para a busca, os meses de janeiro à março.
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Figura 2.3 – Distribuição da pesquisa acadêmica envolvendo Scrum por ano.
Fonte: Web of science (2018).
Segundo Sutherland (2014), a metodologia Scrum é considerada nova, inventada em 1993,
e se tornou alvo de estudos acadêmicos apenas nos últimos anos.
Para análise de publicações utilizando as palavras-chaves Scrum e Alocação de atividades,
objetos de realização deste estudo, foi realizada uma nova busca nas bases de dados Web of
Science e Engineering Village.
Resultando em apenas um artigo nas bases de dados consultadas, escrito por Bick et al.
(2018) que discutem os desafios de coordenação de times múltiplos que utilizam métodos ágeis
apresentado um extenso estudo de caso. No entanto, o texto não apresenta uma metodologia
para alocação de atividades em equipes Scrum múltiplas.
A partir dos resultados desta pesquisa, percebeu-se que existia uma lacuna no que se
referia à alocação de atividades em equipes Scrum múltiplas e, assim, uma oportunidade para
uma pesquisa específica que resultou na proposição deste documento.
2.2 Gerenciamento de projetos e metodologias ágeis
No contexto de gerenciamento de projetos, inicialmente de maneira restrita a projetos de
desenvolvimento de software, na década de 90 foi proposto um novo modelo de metodologia
de gestão de projetos e equipes, conhecido como modelo ágil, tendo como marco a criação do
manifesto ágil (BECK et al., 2001).
Métodos ágeis focam na redução de regulações mandatórias e no aumento nos níveis de
liberdade da equipe de design do produto. Os princípios básicos das metodologias ágeis buscam
a superação das desvantagens das metodologias baseadas em grandes níveis de documentação
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(ONOKOY; LAVENDELS, 2018).
Ainda a respeito das metodologias ágeis segundo Wautelet et al (2017) estas dispensam
tanto grandes análises de requerimentos quanto uma arquitetura de software rigída, pelo con-
trário, tais métodos encorajam a construção de softwares flexíveis que podem ser contiuamente
modificados e refinados durante um projeto dado.
As principais e mais famosas metodologias ágeis são: programação extrema, Lean, de-
senvolvimento dirigido por tarefa, Crystal, modelo de desenvolvimento de sistemas dinâmicos,
processo ágil unificado e Scrum (MARGINI; CUTRONA; FANTUZZI, 2017).
A grande aderência mercadológia atual às metodologias ágeis no contexto da gestão de
produtos e projetos é atribuída de acordo com Faniran (2017), a fatores como resposta rápida as
mudanças nos requisitos, colaboração contínua com os clientes e maior preferência ao indivíduo
ao invés das interações envolvendo processos e ferramentas.
A metodologia ágil Scrum será o foco deste trabalho, segundo Cohn (2013) sua termi-
nologia é derivada do ponto de vista de que a equipe de desenvolvimento de produtos deve se
comportar como um time de rugby, em que um grupo de indivíduos movem a bola para o campo
adversário como uma unidade.
As empresas nas quais o Scrum começou a ser implementado notaram que projetos usando
equipes pequenas e multidisciplinares (crossfunctional) produziam melhores resultados, e asso-
ciaram estas equipes à formação Scrum rugby (utilizada para reinício de jogo em certos casos).
O Scrum foi criado para ser uma forma mais rápida, eficaz e confiável de criar softwa-
res, pois até então, a maioria dos projetos por serem desenvolvidos seguindo a metodologia
em cascata tinham um processo lento, imprevisível e pouco assertivo na ótica do consumidor
(PAGOTTO et al., 2016).
O Scrum é um processo de desenvolvimento iterativo e incremental para gerenciamento de
projetos e desenvolvimento ágil de software que compreende a seguinte sequência de atividades:
1) Criar o backlog do produto; 2) Criar o backlog da sprint; 3) Desenvolver o backlog da sprint;
4) Efetuar a entrega do produto da sprint ao cliente e 5) Retornar ao passo 2 (TAVARES; SILVA,
2012).
As equipes envolvidas em projetos que utilizam a metodologia Scrum, são auto organiza-
das, o que permite a um time definir o melhor caminho para desenvolver um trabalho sem ser
orientado por alguém externo ao projeto (TAVARES; SILVA; SOUZA, 2019). Equipes Scrum
possuem três tipos de elementos básicos: um Scrum master (mestre Scrum); um Product Owner
(dono do produto), e um time de desenvolvedores (KEITH,2010).
O time Scrum tradicionalmente é um time multi-funcional que consiste de cinco a dez
pessoas que trabalham em tempo integral em um projeto (CERVONE,2013).
O dono do produto identifica e prioriza os requerimentos do consumidor, e no contexto
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de projetos globalizados (grandes) deve conciliar um grande número de interesses de negócios
competidores e gerar os requerimentos priorizados para um grande número de times desenvol-
vedores (BASS, 2013).
O mestre Scrum (Scrum master), é um papel similar ao de um gerente de projetos ou líder
de equipe. Esta pessoa é responsável por diversas tarefas, sendo que as mais importantes são tra-
zer os valores e práticas do Scrum à equipe e remover os impedimentos de projeto (CERVONE,
2013).
Em projetos grandes o Scrum master trabalha frequentemente com equipes distribuídas
geograficamente, os Scrum masters utilizam a reunião de sprint planning para evitar que o
desenvolvimento de tarefas se sobreponha às barreiras dos times, coordenam os status e esforços
entre os times e integram os códigos fonte (BASS,2014).
A definição das funções dos elementos Scrum master e product owner envolvidos em
projetos multi-equipe são objetos de pesquisa deste estudo, uma vez que esta se relaciona exa-
tamente com equipes Scrum de larga escala.
O Scrum é iniciado com uma reunião entre o dono do produto e os interessados no projeto,
denominados stakeholders, a fim de entender os objetivos do projeto. Com a visão definida, é
criado o product backlog (backlog do produto), o qual é uma lista de requisitos necessários ao
produto. Escritos na forma de estórias de usuário, o product backlog é priorizado de forma a
entregar mais valor ao cliente em menos tempo (SATPATHY, 2016).
A reunião inicial entre os interessados no projeto e dono do produto corresponde a etapa
inicial do desenvolvimento de softwares, a etapa planejamento de entregas (release planning).
Conceitualmente, o planejamento de entregas de software é desenvolvido em dois níveis, que
são: nível estratégico, no qual selecionam-se os requisitos apropriados para próxima entrega
pública; nível operacional que foca em como os requisitos serão implementados (HEIKKILÄ
et al., 2015) .
O backlog do produto corresponde a um container de novos requisitos, soluções neces-
sárias de problemas existentes no projeto (bugs), ou porções do produto (features) a serem
criadas, elementos no topo do backlog são priorizados como mais importantes que os demais
(ALSALEMI; YEOH, 2016).
OOMEN et al. (2017) discutem como o Scrum pode ser bem sucedido analisando as várias
competências do dono do produto que podem ser relevantes perante o objetivo de ranqueá-las,
sendo o gerenciamento de backlog considerado pelo estudo como uma das mais importantes
características, juntamente com gerenciamento de equipe e suporte de usuário.
De acordo com Schwaber e Sutherland (2014) as sprints são iterações com tempo de
duração definido, nas quais é possível incorporar as mudanças dentro dos projetos, estas pos-
suem uma duração estipulada de uma a quatro semanas com seguintes eventos característicos:
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1) Reunião de planejamento da sprint; 2) Reuniões diárias; 3) Reunião de revisão da sprint e 4)
reunião de retrospectiva da sprint.
Segundo Kniberg e Skarin (2010), o tempo das sprints é o tempo de uma iteração curta e
fixa, as quais duram geralmente de uma a quatro semanas, com um código ou produto entregável
ao final de cada iteração.
Uma ferramenta que muitas vezes é associada a uma sprint é o gráfico de queima de
atividades (burndown). O gráfico de burndown é posicionado ao lado do backlog da sprint e
mostra a quantidade de trabalho que ainda resta ser para ser realizada na sprint atual (POMAR
et al., 2014).
As atribuições do trabalho a ser realizado em uma determinada sprint ocorrem na reunião
de sprint planning. A reunião de sprint planning é realizada no começo de cada sprint e é divi-
dida em duas partes, na primeira a equipe reúne todas as informações necessárias para estimar
e realizar a implementação de um conjunto dos itens do backlog priorizado, já na segunda parte
a equipe deve então definir todas as tarefas que precisam ser executadas para projetar, imple-
mentar e testar os itens do backlog selecionados para a sprint (GRAPENTHIN et al., 2014).
As reuniões diárias são organizadas com os membros da equipes de frente para o quadro
de atividades propostas e cada membro deve responder às seguintes perguntas: O que eu fiz
ontem? O que eu devo fazer hoje? Quais os problemas e inovações que eu encontrei? (ÇETIN;
DURDU, 2019).
Reuniões de revisão de sprint são reuniões de análise de uma sprint já concluída com
possível agendamento de apresentação aos stakeholders e reuniões de retrospectiva de sprint
que são reuniões de análise e de discussões de lições aprendidas em uma sprint já concluída
(SCHWABER; SUTHERLAND, 2014).
Sprint backlog é a lista de itens contidos no product backlog que foram selecionados para
uma sprint específica (LEI et al., 2017).
Os itens que irão compor o sprint backlog, são originários do product backlog priorizado,
ou seja, os itens selecionados para compor o sprint backlog são os itens considerados de maior
prioridade. Alguns grupos s utilizam uma estimativa simples de pontos de valor (value points)
para cada item do backlog de produto que sintetiza uma estimativa de fatores que incluem:
ganho de receita, redução de custo, preferências dos stakeholders (ou interessados no projeto),
diferenciação de mercado e assim por diante (DEEMER et al., 2012).
A estimativa de pontos de valor utilizada neste documento será baseada no modelo destes
grupos de que utilizam o Scrum.
O ponto de estória, ou storie point é uma unidade de medida de natureza relativa usada
para atribuir valor as estórias de usuário do projeto ou sprint, primeiro escolhe-se uma estória
que servirá de referência para a pontuação das demais, a esta é atribuído um valor de dois
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pontos, as demais estórias terão valores atribuídos de forma comparativa à primeira, levando-se
em consideração o esforço envolvido, a complexidade e o risco inerente ao desenvolvimento da
atividade (COELHO; BASU, 2018).
Outra informação importante é a taxa de progresso da equipe é chamada de velocidade ou
velocity e mede a quantidade de trabalho que uma equipe entrega pelo tempo, ou seja, pontos
de estória finalizados pela equipe em um intervalo de tempo (ZHANG, 2017).
A Figura 2.4 abaixo, apresenta as etapas presentes em uma sprint Scrum típica, ao final da
sprint ao final do processo de desenvolvimento e com todas as reuniões realizadas objetiva-se
obter uma nova porção do projeto, ou um "entregável".
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Figura 2.4 – Etapas da Sprint Scrum.
Fonte: Satpathy (2018).
O processo de adaptação do Scrum para equipes grandes, muitas vezes com membros
distribuídos ao redor do mundo é conhecido como escalonamento. Existem alguns frameworks
mercadológicos que se propõe a orientar este processo, neste trabalho irá ser considerado o
framework LeSS.
O significado do acrônimo LeSS é large scale Scrum ou em português, Scrum de larga
escala. O LeSS é Scrum aplicado para muitas equipes trabalhando juntas em um mesmo produto
(LARMAN; VODDE, 2017).
A ideia básica do framework LeSS é adaptar minimamente as práticas do Scrum de uma
equipe para um projeto maior.
O framework LesSS considera um product backlog único, a mesma definição de tarefa
completa para todas as equipes, sprints sincronizados levando a um produto potencial entregável
ao final de cada sprint e um único dono do produto (PAASIVAARA; LASSENIUS, 2016).
2.3 Simulação computacional
A simulação computacional se tornou uma das técnicas mais populares empregadas para
analisar sistemas complexos de fabricação. A mesma pode ser aplicada tanto na fase de planeja-
mento quanto na fase de projeto dos programas de fabricação, no entanto, é na fase operacional
que a simulação pode oferecer os melhores resultados para facilitar a compreensão ou solução
de um problema (O’KANE et al., 2000).
Modelos de simulação descrevem as diversas interações presentes em um sistema e são
capazes de prever o seu comportamento por meio de equações matemáticas e probabilísticas.
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A simulação computacional pode ser utilizada para representação dos meios e recursos de uma
cadeia de suprimentos, possibilitando análises de como conseguir aumentar a eficiência de um
sistema (HARREL, TUMAY, 1995).
Através da modelagem de simulação, uma história fictícia é criada, e a partir das premissas
estabelecidas, pode-se coletar dados e realizar análises sobre a performance do sistema (BANKS
et al., 2005).
A respeito da simulação computacional existem três paradigmas diferentes para descrever
modelos e simula-los, são estes: simulação baseada em eventos discretos, simulação baseada em
agentes e simulação baseada em sistemas dinâmicos.
Sistemas dinâmicos assumem um alto grau de abstração, e são tipicamente usados para
modelamento estratégico. Modelagens de sistemas discretos permitem níveis médios e médio-
baixos de abstração, no meio estão os modelos baseados em agentes que variam de modelos
muito detalhados nos quais os agentes representam desde objetos físicos até modelos de abstra-
ção elevada em que agentes representam companhias ou governos (GRIGORYEV, 2016).
A respeito do paradigma de sistemas dinâmicos de acordo com Brailsford (2014), este
distingue cuidadosamente entre recursos e fluxos que fazem com que estes recursos aumentem
ou diminuam.
A simulação computacional de eventos discretos (PED) foi introduzida na segunda me-
tade do século passado como uma importante ferramenta de análise para o suporte à decisão
(GRIGORYEV, 2016).
Segundo (BRAILSFORD; CHURILOV; DANGERFIELD, 2014), os elementos mais im-
portantes de um modelo PED são:
(1) Entidades que são os elementos que se movimentam em uma determinada rede de
blocos, essas entidades podem realizar atividades, serem atrasadas e utilizar recursos;
(2) Filas que correspondem à regiões onde as entidades podem ser atrasadas;
(3) Atividades que representam tarefas que podem ser executadas pelas entidades;
(4) Recursos que são atributos os quais as entidades devem possuir para realizar algumas
tarefa.
Modelos baseados em agentes são modelos em que indivíduos (ou agentes) são entidades
únicas e autônomas, que normalmente interagem entre si e com o meio-ambiente local. As
entidades podem ser humanos, instituições, companhias ou qualquer outra coisa que busque um
certo objetivo (RAILSBACK, S.; GRIMM, V, 2012).
Um agente apresenta uma escala distinta e mais alta de abstração de software do que uma
simples entidade que embrulha apenas métodos lógicos e atributos, um agente é tipificado em
termos de ações pretendidas, trata-se, portanto de considerar as respostas dos agentes ao invés
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de identificar-se classes, métodos e propriedades (ABAR et al., 2017).
A Figura 2.6 apresenta exemplos de sistemas reais e seus níveis de abstração que podem
ser modelados utilizando os paradigmas de simulação correspondentes.
Figura 2.5 – Paradigmas de simulação e seus níveis de abstração
Fonte: Grigoryev (2016).
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A Figura 2.6 apresenta exemplos de sistemas reais e seus níveis de abstração que po-
dem ser modelados utilizando-se os paradigmas de simulação para o seus níveis de abstração
correspondentes.
Figura 2.6 – Exemplos de sistemas e seus níveis de abstração
Fonte: Grigoryev (2016).
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2.4 Otimização
Além de utilizar-se o método baseado em heurística para solucionar o problema de aloca-
ção de equipes proposto, uma outra abordagem é proposta neste documento, trata-se da aborda-
gem de solução através de otimização.
Otimização é o processo de maximizar ou minimizar uma função objetivo, respeitando
restrições de um dado sistema (BELEGUNDU; CHANDRUPATLA, 2011).
Programação linear refere-se a otimização de uma função linear, satisfazendo um conjunto
linear de restrições que são descritas por igualdades ou desigualdades lineares. Um problema
de programação linear corresponde a um programa linear. (BAZARAA; JARVIS; SHERALI,
2010)
Um programa linear pode ser definido de maneira matemática de acordo com Rao (2009) a
partir das formulações apresentadas abaixo (equações 2.1 a 2.14) nas formas escalar e matricial.
Na forma escalar:
Minimize f (x1,x2, ...xn) = c1x1 + c2x2 + ....+ cnxn (2.1)
Considerando as restrições:
a11x1 +a12x2 + ...+a1nxn = b1 (2.2)
a21x1 +a22x2 + ...+a2nxn = b2 (2.3)
...
am1x1 +am2x2 + ...+amnxn = bm (2.4)
x1 ≥ 0 (2.5)
x2 ≥ 0 (2.6)
...
xn ≥ 0 (2.7)
Onde cj , bj , e aij (i = 1, 2, . . . ,m; j = 1, 2, . . . , n) são constantes conhecidas, e x j são
conhecidas como variáveis de decisão.
Na forma matricial equivalente
Minimize f (X) = cTX (2.8)
aX = b (2.9)
X≥ 0 (2.10)
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onde,
X =

x1
x2
...
xm
 (2.11)
b =

b1
b2
...
bm
 (2.12)
c =

c1
c2
...
cn
 (2.13)
a =

a11 a12 ... a1n
a11 a12 ... a1n
...
am1 am2 ... amn
 (2.14)
Programas lineares que requerem que alguma das variáveis de solução estejam restritas
a valores inteiros são classificados como ILP (integer linear programs) já os problemas que
requerem que apenas algumas das variáveis de solução restrinjam-se a valores inteiros são clas-
sificados como MILP ou mixed integer programs. (HU; KAHNG, 2016).
Em programas lineares pode-se utilizar variáveis inteiras binárias (cujos valores podem
ser apenas um ou zero), e por meio da sua utilização processos de decisão podem ser modelados
bem como restrições lógicas podem ser introduzidas (SALLAN; LORDAN; VINCEC, 2015).
O programa linear contido neste projeto posui variáveis binárias (e portanto também ne-
cessariamente inteiras), o modelo do programa (equações descritivas) foi escrito em liguagem
de programação Python, e utilizou-se a biblioteca Pulp, que possui alguns solvers (soluciona-
dores) de programas lineares, entre eles o CBC ( COIN Branch and Cut) , que foi utilizado para
resolver os cenários propostos.
Python é uma linguagem de programação de uso geral similar a outras como Java, Ja-
vaScript e C++, foi criada na década de oitenta por Guido van Rossum na instuição Centrum
Wiskunde Informatica na holanda (HUNT, 2015).
31
Pulp é um modelador Python para programas lineares que fornece uma interface para
solucionadores comerciais e de código aberto (TOWHIDI; ORBAN, 2016).
Considerando-se os solucionadores disponíveis pela interface da ferramenta Pulp utilizou-
se o solucionardor CBC para resolver o modelo escrito a partir do modelador também desenvol-
vido a partir do Pulp. O solver CBC utiliza o método Branch and cut para resolver programas
inteiros.
O método Branch and cut é um método combinatório de otimização utilizado para soluci-
onar programas inteiros (ou mistos) lineares, o método resolve inicialmente o programa inteiro
na sua forma relaxada (sem a obrigatoriedade de resultados inteiros) e depois realiza iterações
para satisfazer as condições de integralidade para variáveis que requerem tais valores (POP,
2012).
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3 MÉTODO DE PESQUISA
3.1 Classificação da pesquisa
Segundo os critérios de Gil (2002), esta pesquisa caracteriza-se como:
∙ Método Amplo: Indutivo, em que se utiliza informações da literatura para fazer generali-
zações e assim entender melhor sobre o tema;
∙ Estratégia da pesquisa: Bibliográfica e pesquisa experimental com realização de modela-
gem e simulação computacional;
∙ Abordagem do problema: Pesquisa qualitativa, visto que se busca aprofundamento teórico
no tópico e não são gerados dados estatísticos sobre o assunto;
∙ Natureza: Pesquisa aplicada;
∙ Objetivos: Pesquisa descritiva;
∙ Técnica utilizada: Coleta de dados por meio de simulação computacional e aplicação de
otimização.
3.2 Etapas da pesquisa
A Figura 3.1 apresenta as etapas de desenvolvimento do algoritmo e ferramenta propostos
além da implementação do modelo a ser otimizado.
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Figura 3.1 – Etapas do trabalho desenvolvido.
Fonte: Elaborado pelo autor (2019).
A Figura 3.2 abaixo apresenta um fluxograma que sintetiza a classificação da pesquisa
realizada desmembrando os procedimentos de natureza qualitativa e quantitativa .
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Figura 3.2 – Síntese da classificação da pesquisa.
Fonte: Elaborado pelo autor (2019).
A partir das pesquisas realizadas nas bases de dados Web of Science e Engineering Village,
percebeu-se que não existiam trabalhos envolvendo a questão da alocação de atividades em
projetos utilizando a framework Scrum no contexto de equipes múltiplas e propondo alguma
solução para tal questão.
Com a identificação da questão que representava uma lacuna na pesquisa acadêmica,
realizou-se uma pesquisa específica envolvendo Scrum em múltiplas equipes, na qual foram
identificadas as frameworks comerciais que aplicavam Scrum em larga escala. Sendo assim,
optou-se por utilizar a framework LeSS no presente estudo.
Na sequência, foram analisadas as métricas que já se faziam presentes na metodologia
Scrum (e que foram adotadas na composição do algoritmo bem como do modelo a ser otimi-
zado) para propor uma solução à questão de alocação de atividades imposta, assim esta etapa
consistiu em uma pesquisa específica destinada à resolução da lacuna apresentada.
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A partir da pesquisa realizada, definiu-se que uma maneira de resolução da questão apre-
sentada seria a proposição de um algoritmo (abordagem através de proposição de heurística).
Tal algoritmo foi então desenvolvido e proposto, para realizar-se a implementação do mesmo
uma ferramenta computacional (software) de simulação fez necessária.
Com o intuito de testar a aplicabilidade do método algorítimico e gerar automaticamente
as saídas propostas, uma ferramenta foi proposta, os paradigmas de eventos discretos (PED) e
paradigma baseado em agentes (PBA) foram selecionados para a implementação desta ferra-
menta.
O software selecionado que para a implementação da ferramenta que permitiu o uso dos
dois paradigmas selecionados foi o software Anylogic, a escolha deu-se pelo fato do mesmo
possuir blocos pré-programados que permitem a implementação do algoritmo envolvendo si-
mulação baseada no paradigma de eventos discretos. Além disso, a possibilidade de inserção de
códigos na linguagem de programação Java, linguagem a qual o autor da ferramenta de alocação
de atividades proposta possuía familiaridade prévia configurou outro fator que levou à escolha
do software.
O outro método apresentado neste documento para a solução do problema de alocação
de atividades proposto foi a abordagem por meio de otimização. Para que fosse possível se
aplicar tal abordagem um modelo descritivo (equações matemáticas) para o problema foi criado
e buscou-se em seguida selecionar uma ferramenta para realizar a otimização da função objetivo
proposta.
Os dois métodos propostos fazem parte da metodologia proposta, que corresponde a ro-
dadas iterativas dos dois métodos para um dado conjunto de entrada que é analisado por um
scrum master.
A ferramenta selecionada foi o modelador Pulp e o solver CBC disponibilizado pela in-
terface deste modelador. A ferramenta Pulp trata-se de uma biblioteca da linguagem de progra-
mação Python.
No que se refere a otimização, o modelo matemático descritivo do problema foi transcrito
para linguagem de programação Python e foi utilizada uma biblioteca de código aberto para que
a transcrição bem como a resolução do problema fossem possíveis.
Considerando-se a abordagem da otimização, também foram analisados dois cenários
fictícios que possuíam as mesmas entradas utilizadas na abordagem heurística. Os resultados
envolvendo as duas abordagens foram comparados e discutidos.
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4 DESENVOLVIMENTO DA METODOLOGIA PROPOSTA
A partir do problema identificado de alocação de atividades e equipes scrum múltiplas
propõe-se uma metodologia para servir de orientação aos scrum masters envolvidos neste tipo
de projeto.
Inicialmente considera-se um conjunto de dados de entrada de um sprint backlog pro-
posto compartilhado entre equipes aqui chamado de carga inicial da sprint. Esta carga inicial é
recebida pelo scrum master do projeto que poderá utilizar um dos métodos de alocação auto-
mática de atividades a serem apresentados nas próximas seções para alocar as atividades entre
as equipes.
Após a obtenção das saídas de algum dos dois métodos a serem apresentados ou de ambos
a fim de comparação, os resultados obtidos passam por um processo de análise do scrum master
do projeto. Assim, caso as saídas sejam consideradas satisfatórias estas irão compor o sprint
backlog final a ser desenvolvido pelas equipes participantes.
No caso das saídas obtidas não serem consideradas satisfatórias, o scrum master deverá
readequar o sprint backlog para que uma nova carga de dados seja inserida e novas saídas sejam
obtidas por meio dos métodos propostos. Este processo é repetido até que se obtenha um sprint
backlog considerado adequado.
A Figura 4.1 abaixo apresenta um diagrama esquemático da metodologia descrita anteri-
ormente. Na sequência, as próximas seções irão apresentar os dois métodos propostos, alocação
de atividades utilizando heurística ou otimização, que são aplicáveis na metodologia proposta.
37
Figura 4.1 – Diagrama ilustrativo da metodologia proposta.
Fonte: Elaborado pelo autor (2019).
4.1 Algoritmo e ferramenta desenvolvida a partir da heurística proposta
A ferramenta criada para alocação de tarefas entre equipes Scrum é um simulador que
após receber sete entradas referentes a um problema qualquer, que envolva este tipo de alocação
de atividades, gera quatro saídas que servem de orientação ao dono do produto, ao mestre Scrum
e ao time Scrum. As saídas estão relacionadas aos aspectos de alocação de atividades e criação
de cronograma de atividades. Para representação visual, a imagem que contém todos os ícones
utilizados no simulador adotado encontra-se no Anexo B deste documento.
Considera-se que as atividades podem ser desenvolvidas por todos ou algum(ns) do(s)
times envolvidos no projeto, sendo este o primeiro dado de entrada para o simulador. Outra
entrada necessária é um backlog de atividades que irá compor a sprint, o que corresponde apenas
ao total de atividades a serem desenvolvidas sem a necessidade de sua descrição.
Estimativas de esforços (uma para cada atividade e para cada time capaz de desenvolver
a atividade), pontos de valor para cada atividade e valores de velocidades dos times (obtidos a
partir de resultados históricos), compõem a terceira, a quarta e a quinta entradas do simulador,
respectivamente. As duas últimas entradas do simulador são os pré-requisitos de cada uma das
atividades, que podem existir ou não, e a quantidade de times envolvidos na simulação, ou seja,
o número de times envolvidos no projeto.
As duas últimas entradas do simulador são os pré-requisitos de cada uma das atividades
(que podem existir ou não) e a quantidade de times envolvidos na simulação, ou seja, o número
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de times envolvidos no projeto.
As saídas da simulação são: as atividades alocadas entre os times em forma de crono-
grama e um gráfico que mostra como os pontos de valor devem ser trabalhados pelas equipes
ou “queimados”.
Uma vez que as atividades possuem diferentes valores para seus pontos de valor, o simu-
lador prioriza a alocação de atividades com maiores pontos de valor seguindo a recomendação
de entregar valor antes. O gráfico de queima de pontos de valor mostra quantos destes pontos,
que se traduzem em atividades, espera-se que os times já tenham trabalhado ao longo do projeto
em cada instante.
As duas últimas saídas do simulador são a duração esperada da sprint, ou seja o tempo
esperado para que os times concluam todas as atividades contidas no backlog de entrada, e
um relatório com possíveis períodos de ociosidades que as equipes possam possuir, a razão da
geração destas ociosidades será explicada na seção posterior.
Para melhor visualização, a Figura 4.2 sintetiza o processo geral da simulação com relação
as suas entradas e saídas.
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Figura 4.2 – Entradas e saídas da ferramenta desenvolvida.
Fonte: Elaborado pelo autor (2019).
O primeiro passo do algoritmo proposto é a inicialização das informações referentes aos
times e as atividades. O usuário deve inicializar as entradas utilizando o software MS Excel,
que se comunica com o Anylogic, então se seleciona a caixa “Read from Excel” na interface do
simulador.
Após o processo de inicialização dos dados de entrada, as atividades são ordenadas pelo
simulador de acordo com os seus pontos de valor. Nesta etapa, atividades com maiores pontos
de valor são consideradas prioritárias pelo algoritmo e são alocadas antes de atividades com
menores pontuações de valor.
Os processos de inicialização das entradas e de ordenação das atividades por pontos de
valor trata-se do setup inicial do simulador. A Figura 4.3 apresenta a interface de entrada de
dados do simulador que é apresentada ao usuário.
Nesta interface, os botões que confirmam as inicializações dos dados de entrada referen-
tes aos times e as atividades são os botões “SetTeams” e “SetActivity”, estes são responsáveis
por inicializar os times participantes e as atividades da simulação. Os respectivos dados são
inseridos como entradas a partir da leitura do arquivo Excel que se comunica com o software
Anylogic.
O setup dos times é finalizado quando o botão “SetActivity” é pressionado, é importante
que os botões sejam pressionados na seguinte ordem, primeiro SetTeams e depois SetActivity.
Desta forma, a simulação é iniciada automaticamente podendo ser controlada (avançada, retar-
dada, pausada ou reiniciada) a partir dos controles presentes na interface do software.
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Figura 4.3 – Interface de entradas a serem inicializadas pelo usuário.
Fonte: Elaborado pelo autor (2019).
4.1.1 Descrição do Algoritmo proposto
Após o final do setup da simulação ocorre a inicialização automática do algoritmo. O
algoritmo da simulação pode ser sintetizado pela presença de dois laços (loops principais), um
loop externo de alocação de atividades para os times e um loop interno que considera atividades
que estão na “lista de espera” para serem alocadas.
As atividades são inseridas para serem tratadas pelo algoritmo de acordo com os seus
pontos de valor, caso a atividade que foi inserida na iteração corrente do loop externo possua
pré-requisitos que ainda não foram considerados pelo algoritmo, ou seja, possua como pré-
requisitos atividades que ainda não foram alocadas, esta atividade vai para a “lista de espera”
(laço interno) para que possa ser considerada em iterações futuras.
A lista de espera constitui uma estrutura de dados do tipo lista, e seu tamanho varia ao
longo da simulação, pois itens (atividades) vão sendo inseridos e removidos desta lista ao longo
da simulação. O algoritmo sempre prioriza a alocação de atividades que estão na lista de es-
pera, pois são atividades que possuem mais altas pontuações de valor mas que ainda não foram
executadas porque um ou mais de seus pré-requisitos ainda não foram executados.
Como as atividades presentes na lista de espera são prioritárias, o primeiro código exe-
cutado a cada iteração do loop externo que itera sobre todas as atividades não alocadas e não
inseridas na lista de espera e itera sobre todas as atividades do loop interno (que é constituído
das atividades em lista de espera), no intuito de tentar aloca-las.
Caso a atividade analisada na iteração corrente do laço interno ainda não tenha todos seus
pré-requisitos satisfeitos, itera-se no laço interno para a próxima atividade com o intuito de
alocá-la, o processo continua até iterar-se sobre todas as atividades presentes na lista de espera.
Após iterar-se sobre todas as atividades presentes na lista de espera, tenta-se alocar a
próxima atividade presente no backlog que não se encontra na lista de espera, caso esta tenha
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todos seus pré-requisitos satisfeitos na iteração considerada esta é alocada, caso contrário, a
atividade é adicionada à lista de espera. Este último passo encerra uma iteração do laço externo.
Durante a simulação considera-se que cada time encontra-se em um determinado tempo
de simulação, em cada instante da simulação é possível que cada time possua uma ou mais
atividades alocadas ou nenhuma atividade alocada.
O tempo de simulação de cada time corresponde ao momento que se espera que o time
termine a atividade que já lhe foi alocada e que será encerrada no maior valor de tempo, consi-
derando o relógio da simulação.
Como as atividades possuem pré-requisitos é possível que um time termine uma atividade
pré-requisito da atividade sendo analisada para alocação na iteração corrente do loop após o
tempo em que o time que deverá receber a atividade travada se encontra.
No caso descrito no parágrafo anterior gera-se uma ociosidade, ou seja, um período em
que o time que irá receber a atividade travada está sem atividades para executar, pois está a
espera da liberação de algum pré-requisito para iniciar a atividade que lhe foi alocada.
A alocação de atividades no “passado” constitui a tentativa de determinar atividades para
times que possuam ociosidades durante estes períodos ociosos. O algoritmo sempre tenta alo-
car atividades no passado antes de tentar aloca-las no presente, isto é feito pela motivação de
diminuir os períodos ociosos e garantir que o máximo possível de atividades sejam entregues
em tempos menores de simulação.
A Figura 4.4 sintetiza o algoritmo geral de alocação de atividades entre os times, em todos
os casos as alocações só são realizadas entre times que podem realizar as atividades, ou seja,
apenas concorrem pelas atividades os times capazes de realizá-las de acordo com as entradas
dadas pelo usuário. Nesta representação elementos de forma retangular correspondem a ações
tomadas, elementos com formato de losango respresentam blocos condicionais e os elementos
com duas setas circulares referem-se as iterações dos laços interno e externo.
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Figura 4.4 – Fluxograma que descreve o algoritmo utilizado pela ferramenta.
Fonte: Elaborado pelo autor (2019).
Quanto às alocações que ocorrem no ”passado”, ou seja as alocações que ocorrem nos
períodos de possíveis ociosidades dos times, estas podem ocorrer de três maneiras distintas:
alocação no passado com diminuição do período ocioso sem divisão do mesmo, alocação no
passado com a diminuição do período ocioso e com a divisão do mesmo e alocação no passado
com a supressão do período ocioso.
No primeiro cenário, a alocação da atividade no período ocioso o diminui sem dividi-lo
em dois novos períodos. Neste caso, a alocação ou atrasa o começo do período ocioso ou adianta
o seu final.
No segundo cenário, a alocação ocorre inteiramente no intermédio do período ocioso,
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após o seu começo e anteriormente ao seu final. Este tipo de alocação gera divisão do período
ocioso, nestes casos dois períodos ociosos menores são gerados.
O último tipo de alocação no passado é o tipo de alocação no qual a duração da ociosidade
é exatamente igual à duração prevista para a atividade a ser desenvolvida. Neste caso ocorre a
supressão total do período ocioso. A fim de ilustrar os cenários descritos, a Figura 4.5 apresenta
os três possíveis cenários de alocações de atividades no passado.
Figura 4.5 – Formas de alocações no passado, alocações em ociosidades.
Fonte: Elaborado pelo autor (2019).
4.1.2 Descrição da ferramenta de simulação criada a partir do algoritmo
A seleção do botão de setup setActivity, é um gatilho para o evento dinâmico beggining
que inicia o algoritmo de simulação proposto sintetizado pelo fluxograma apresentado na Figura
4.4.
No algoritmo de simulação, quatro funções são utilizadas para rodar quatro tipos diferen-
tes de rotinas de alocações de atividades, o código destas rotinas corresponde à ações que são
representadas pelos blocos retangulares de alocação ilustrados na Figura 4.4.
As funções selectTeam, selectTeamLockedActivity, tryToPastAllocate e tryToPastAlloca-
teLocked são responsáveis por rodar as rotinas de alocação simples de atividades, alocação de
atividades que são travadas por outras atividades, alocação simples de atividades no passado, e
alocação de atividades que são travadas por outras atividades no passado respectivamente.
A Figura 4.6 mostra como os ícones das funções e evento dinâmico discutidos nos pará-
grafos anteriores se encontram dispostos no software.
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Figura 4.6 – Blocos que contém a lógica utilizada no algoritmo.
Fonte: Elaborado pelo autor (2019).
A simulação é inicializada com uma população de agentes que possui quantidade de ele-
mentos igual a quantidade de times que estão envolvidos em uma simulação qualquer. Esta
população de agentes possui blocos de simulação do tipo eventos discretos em cada um de seus
elementos.
Os blocos de eventos discretos contidos nos agentes de cada um dos times são apresenta-
dos na Figura 4.7 abaixo. Neste sistema de blocos as entidades envolvidas são as tarefas a serem
realizadas por determinada equipe envolvida na simulação e os times são recursos que podem
ser capturados e liberados pelas entidades.
Figura 4.7 – Blocos de eventos discretos presentes em cada elemento da população de times.
Fonte: Elaborado pelo autor (2019).
O bloco source é responsável pela injeção de novas atividades a serem desenvolvidas pelo
time. O bloco seize representa a captura de um time que é um recurso representado pelo bloco
avaibleTeam por uma atividade. O bloco delay representa um bloco de atraso, o tempo que as
entidades são atrasadas neste bloco é igual ao valor de pontos de estória do time envolvido
no desenvolvimento da atividade para esta atividade divido pela métrica de velocidade do time
selecionado.
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Os dois últimos elementos presentes na Figura 4.7 são os blocos release que é respon-
sável pela liberação dos recursos capturados no bloco seize e o bloco sink que é responsável
pela eliminação das entidades da simulação e por atualizar o gráfico de pontos de valor, esta
atualização é feita pela programação em linguagem Java e sua representação é apresentada na
Figura 4.8.
A Figura 4.8 mostra a representação icônica do bloco de simulação responsável por plotar
a quantidade de pontos de valor restantes para que todas equipes envolvidas na simulação desen-
volvam. Considerando-se que cada atividade possui um determinado valor para os seu pontos
de valor, o valor inicial do gráfico dado é igual ao somatório dos pontos de valor de todas as
atividades.
Figura 4.8 – Representação do gráfico de queima de pontos de valor.
Fonte: Elaborado pelo autor (2019).
Ao longo da simulação o valor representado no gráfico de pontos de valor da simulação é
atualizado, esta atualização ocorre toda vez que um time conclui alguma tarefa, nestes casos o
valor plotado é decrementado do número de pontos de valor que a atividade concluída possuía.
Ao final da simulação o valor plotado no gráfico deve, portanto, ser sempre zero.
A fórmula utilizada como critério de seleção da equipe que irá desenvolver a atividade
analisada na iteração corrente do loop externo da Figura 4.4 em caso de alocação normal é
apresentada na Equação 4.1.
Considerando-se que os sprints de Scrum normalmente tem a duração de algumas sema-
nas, tipicamente duas semanas, a unidade utilizada para todos os itens apresentados na fórmula
é portanto semanas. Esta fórmula está embarcada no código do simulador, considera-se que o
número de times envolvidos na simulação seja representado por uma variável nomeada como
N.
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A fórmula ainda considera que o tempo que cada atividade demanda para ser desenvolvida
pelos times é dado pela razão entre as estimativas de pontos de estória de cada time para cada
atividade e a velocidade dos times, este tempo é definido pela variável Tini da Equação 4.1
abaixo.
Tti = Ts+Tati+
tt
∑
j=1
T f i j+Tini (4.1)
Equação 4.1 – Equação para seleção de equipe que irá desenvolver item.
Fonte: Elaborado pelo autor (2019).
onde,
Tt i: Tempo previsto de término dos itens propostos para a equipe i,
considera-se itens já alocados e possível novo item a ser alocado [Semanas]
Ts: Tempo atual da simulação (marcação do relógio) [Semanas]
Tati: Tempo de execução do item sendo atualmente trabalhado pela equipe i [Semanas]
tt: Total de itens a serem desenvolvidos (já alocados) e ainda não iniciados pela equipe
i (itens enfileirados) [adimensional]
j: Item atual considerado no somatório [adimensional]
Tfij: Tempo de execução do item enfileirado considerado na atual iteração do
somatório [Semanas]
Tini: Tempo de execução do item recém considerado, caso seja alocado para a equipe i
[Semanas]
A fórmula acima é aplicada para todas as equipes (varia-se a variável i de 1 até N), no
caso de equipe desocupada os valores do somatório e da variável Tati serão sempre zero. O item
de sprint backlog (atividade) recém inserido é alocado para a equipe que possuir o menor valor
para a variável Tt i e que seja capaz de realizar a atividade.
No caso de alocação no passado, analisa-se todas as equipes que possuam ociosidades.
Caso o tempo de duração da atividade a ser alocada que está sendo analisada seja menor do que
a duração da ociosidade para alguma(s) desta(s) equipe(s), analisa-se se durante o período das
ociosidades todos os pré-requisitos da atividade que já haviam sido desenvolvidas, assim em
caso positivo escolhe-se a equipe que consegue finalizar a atividade no menor menor tempo na
marcação do relógio.
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4.2 Abordagem a partir da otimização
Além da solução por intermédio de heurística desenvolvida para o problema de alocação
de atividades em equipes múltiplas considerando a framework Scrum , descrito na seção ante-
rior, buscou-se neste projeto desenvolver uma outra abordagem para o problema proposto, para
tal foi criado um modelo matemático que descreveu o problema e está detalhado nas próximas
seções.
4.2.1 Modelagem matemática
A descrição do modelo é feita por meio de um conjunto de equações algébricas lineares,
este conjunto foi transcrito para linguagem de programação Python, na qual os códigos utiliza-
dos encontram-se no Anexo A deste documento. O conjunto de equações criado para compor o
modelo representa o problema de maneira genérica.
Para descrever a partir do modelo genérico algum exemplo específico de alocação de
atividades em equipes Scrum múltiplas é necessário que sejam inseridos dados de entrada que
alimentem o modelo, tais dados que representam um problema específico devem descrever um
backlog de atividades e um conjunto específico de equipes.
A inserção destes dados na abordagem proposta se faz através de um arquivo de en-
trada editável em formato de planilhas do Microsoft Excel. As planilhas de entrada de dados
comunicam-se com o ambiente de desenvolvimento Python utilizado para criar o modelo mate-
mático descritivo do problema.
A partir do modelo matemático genérico proposto e do arquivo de entrada editável que
descreve um problema específico, utilizou-se uma biblioteca da linguagem Python conhecida
como Pulp, para resolução de alguns casos de backlogs e conjuntos múltiplos fictícios de equi-
pes.
Tal biblioteca corresponde a uma ferramenta de otimização capaz de resolver problemas
descritos por um conjunto de equações genéricas e de dados entrada que especificam um mo-
delo, trazendo uma solução ótima para um dado problema.
O modelo algébrico criado é composto por seis equações lineares, a primeira delas é a
função objetivo que em problemas de otimização deve ser única. A função objetivo representa
a variável que se busca otimizar, seja maximizando-a ou minimizando-a.
O problema de otimização de alocação de equipes Scrum que compartilham um backlog
de atividades é um problema de minimização de máximos. A função objetivo deste problema
propõe a minimização do tempo final de simulação, ou seja, busca-se a feitura de todas as
atividades propostas no backlog no menor tempo possível.
Desta forma busca-se minimizar o tempo final da última atividade a ser realizada no in-
tuito de finalizar-se as atividades propostas no backlog no menor tempo possível, o tempo de
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finalização da última atividade a ser realizada é o tempo final máximo de todas as atividades,
como o objetivo da otimização é minimizá-lo tem-se um problema de mínimo máximo.
Além da função objetivo, cinco outras equações lineares descrevem o problema proposto,
tais equações tratam-se das restrições do problema, estas devem ser respeitadas para obtenção da
solução ótima. As primeiras quatro equações correspondem a equações análogas ao problema
de Utilização ideal de máquinas de Kantotovich (1939), já a última equação refere-se a regra do
Scrum de entregar valor o mais cedo possível em um dado projeto.
A primeira restrição diz respeito à execução das atividades, todas devem ser executadas
por uma e somente uma equipe participante, ou seja, atividades não podem ser solucionadas
parte por uma equipe e parte por outra.
A segunda restrição descrita por meio de equação algébrica, refere-se à quais equipes
podem realizar cada atividade. Neste caso, considera-se que existem equipes capazes de rea-
lizar as atividades propostas (o conjunto das equipes capazes corresponde a um subconjunto
do conjunto de todas as equipes) e que apenas uma destas equipes capazes pode realizar cada
atividade.
A terceira restrição refere-se à ordem pela qual as atividades devem ser realizadas, ativi-
dades que possuem pré-requisitos (ou travas), devem ser realizadas apenas após a realização de
todos os seus pré-requisitos.
A quarta restrição refere-se à negação da possibilidade de paralelismos de realizações de
atividades entre times participantes, ou seja, considera-se que cada equipe pode realizar uma
única atividade por vez.
A partir da quarta restrição são garantidas duas possibilidades para a realização de ativi-
dades distintas pelo mesmo time, para exemplificar estas duas possibilidades pode-se considerar
duas atividades distintas (A e B) que são alocadas para uma mesma equipe: o começo de A deve
ser posterior ao final de B, ou o começo de B deve ser posterior ao final de A.
A quinta restrição refere-se à priorização das atividades de acordo com as suas pontuações
de valor, segue-se a prerrogativa do Scrum de entregar valor antes de maneira que as atividades
de maior valor devem ser executadas anteriormente às atividades que possuem menores pontos
de valor, exceto em casos que envolvam pré-requisitos.
Desta maneira, a quinta equação de restrição é construída para que os começos das ati-
vidades com maiores pontuações de valor sejam maiores ou no mínimo iguais aos começos
de atividades que possuem menores pontos de valor. Desconsidera-se nesta restrição casos nos
quais atividades com menores pontuações de valor são requisitos de atividades com maiores
pontuações de valor.
O conjunto das cinco equações lineares que descrevem o problema proposto é apresentado
abaixo. O programa linear será apresentado em sua forma escalar, inicialmente é apresentada
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uma lista de definições de variáveis que serão utilizadas no projeto e depois o conjunto de
equações utilizado.
Definições das variáveis:
Conjuntos:
A - conjunto de atividades do backlog
E - conjunto de equipes
Índices:
i - índice utilizado em combinação com outros índices para diferenciar variáveis
j - índice utilizado em combinação com outros índices para diferenciar variáveis
k - índice utilizado para iterar em somatório
Parâmetros:
V e - velocidade da equipe e em unidades de pontos de estória por semana
PV a - pontos de valor da atividade a
PE a,e - pontos de estória da atividade a caso executada pelo time e
Variáveis binárias:
ba,e - variável binária que se refere à alocação da atividade a para a equipe e
Variáveis contínuas:
CA a - variáveis de começo de cada atividade a
FA a - variáveis de final de cada atividade a
Funções:
max() - função que retorna o valor máximo de um conjunto de valores
min() - função que retorna o valor mínimo de um conjunto de valores
Vetores e matrizes
BC a- vetor de valores binários que determina os times capazes de desenvolver uma
determinada atividade a
BT ai,aj - matriz de valores binários que determina a correspondência entre atividades
que possuem pré-requisitos e seus pré-requisitos, convenciona-se que o índice da
linha corresponde à trava e o índice da coluna à atividade travada.
Equações lineares :
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Função objetivo
min(maxFAa) (4.2)
Restrições
NE
∑
k=1
baa,ek = 1 ∀ a (4.3)
BCa = 0 → baa,e = 0 ∀ a,e (4.4)
BTai,a j = 1 → FAai ≤ CAa j ∀ ai,a j ai ̸= a j (4.5)
baai,e ≥ baa j,e = 1 → FAai ≤ CAa j ∨ FAa j ≤ CAai (4.6)
PVai ≥ PVa j → CAai ≤ CAa j ∀ ai,a j ai ̸= a j BTa j,ai = 0 (4.7)
4.2.2 Criação de interface para receber entradas e gerar saídas
Para resolver o problema de otimização envolvendo equipes múltiplas em um caso espe-
cífico de conjunto de equipes e backlog de projeto, é preciso que sejam inseridos dados que
descrevam o problema em questão. Os dados servem de entradas para o modelo algébrico cri-
ado a fim de se obter um modelo específico, objetivando encontrar um resultado ótimo para a
função objetivo do problema que neste caso é a minimização do tempo máximo de término das
atividades.
Neste contexto, a biblioteca xlrd foi adicionada ao arquivo criado em linguagem de pro-
gramação Python do projeto, esta biblioteca é capaz de realizar a leitura de dados contidos em
um arquivo de planilhas do tipo Microsoft Excel.
O documento Excel que contém os dados de entrada é composto de cinco planilhas, a
primeira diz respeito às atividades trazendo uma simples listagem dos nomes das atividades e
a segunda diz respeito às velocidades das equipes, esta velocidade é descrita em unidades de
pontos de estória por semana.
A terceira planilha trata-se da planilha de travas e é composta por duas colunas, que
relacionam atividades travas e atividades travadas, cada atividade da primeira coluna é trava
para cada atividade da segunda coluna (considerando-se uma mesma linha).
É importante salientar que uma atividade pode ser travada por nenhuma, uma ou mais
atividades, e que também uma atividade pode travar nenhuma, uma ou mais atividades.
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A quarta planilha descreve os pontos de estória de cada atividade em relação à cada time
capaz de realizar a atividade (ao menos uma equipe é capaz de realizar cada atividade), a pri-
meira coluna com título "pontos de estória por equipe"é uma entrada para a ferramenta de
simulação, pois esta indica a qual par atividade-equipe trata-se o valor de pontos de estória
apresentado na segunda coluna.
A última planilha refere-se aos times capazes de desenvolver determinada atividade, a
quantidade de colunas desta planilha é definida como o número de equipes participantes da
simulação mais um, sendo que a primeira coluna representa uma atividade e as demais repre-
sentam cada equipe capaz de realizar a atividade apresentada na primeira coluna.
Como o número máximo de equipes capazes de realizar uma atividade é igual ao número
total de equipes que são consideradas na simulação de otimização, o número total de colunas
da última planilha é dado pela expressão descrita no parágrafo acima. A inserção do número
de colunas neste caso não é programática, devendo ser realizada manualmente pelo usuário da
simulação de otimização.
Os resultados da simulação são apresentados em dois ambientes distintos, sendo o pri-
meiro o console do ambiente Python utilizado, uma vez que funções de impressão dos resulta-
dos são chamadas para cada uma das saídas da simulação, e também em um arquivo Excel que
contém duas planilhas com os dados de saída da simulação.
A primeira planilha possui duas colunas, que correspondem aos pares atividade-equipe
para cada uma das atividades alocadas durante a simulação. A segunda planilha contém os
resultados temporais da simulação apresentando os tempos de começo e o fim de cada atividade,
e o tempo final de simulação.
Para escrever os dados de saída nas planilhas do arquivo Microsoft Excel utilizou-se a
biblioteca xlswritter da linguagem de programação Python. O arquivo Excel com os dados de
saída da simulação é gerado automaticamente a partir da execução do código não havendo a
necessidade de criação manual pelo usuário, a pasta onde o arquivo é criado é a mesma do
código-fonte do arquivo em linguagem de programação Python da simulação.
O documento Excel que é gerado e possui os resultados da simulação de otimização con-
tém duas planilhas. A primeira planilha indica para qual equipe ocorreu a alocação da atividade
e a segunda planilha traz o início e fim de cada atividade e o valor de tempo final da sprint
simulada, que é o objeto da otimização.
É interessante notar que diferentemente do método heurístico utilizado na seção anterior,
no qual o autor trouxe um algoritmo proposto para solucionar o problema de otimização de
alocação de atividades em equipes Scrum múltiplas. O método baseado em otimização pode
desconsiderar os pontos de valor no ordenamento das atividades.
Desta maneira, podem ser simulados no método de otimização cenários nos quais a orde-
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nação de pontos de valor pode ser desconsiderada e, consequentemente, o tempo de duração da
sprint considerado será menor ou igual ao tempo obtido quando a ordenação é levada em conta.
Com a desconsideração dos pontos de valor no ordenamento da feitura das atividades,
obtém-se como resultado final o melhor tempo possível para realização das atividades da sprint,
desconsiderando-se qualquer priorização de alguma atividade em relação a outra, exceto as
travas de pré-requisitos.
Portanto, embora a utilização das duas abordagens permita comparação de resultados
uma vez que ambas trazem soluções para o mesmo tipo de problema, a sua utilização pode
ser considerada complementar e não excludente. Desta forma, a análise realizada por meio
da heurística traz elementos visuais, como o gráfico de burndown, enquanto a otimização por
utilizar puramente equações matemáticas garante o menor tempo possível de duração de sprint.
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5 RESULTADOS E DISCUSSÕES
5.1 Resultados da abordagem através de heurística
A partir da implementação da ferramenta, foram criados dois cenários fictícios de aloca-
ção de tarefas entre times Scrum em um contexto de múltiplas equipes, os casos propostos serão
apresentado nesta seção.
As entradas propostas são: a quantidade de times, os itens contidos no backlog a ser
desenvolvido no projeto, os pontos de valor das atividades, as estimativas de esforços para as
atividades dos times envolvidos, os pré-requisitos das atividades (que existem em alguns casos),
as velocidades dos times e a definição de qual(is) time(s) é (são) capaz(es) de desenvolver cada
atividade proposta.
5.1.1 Primeiro cenário
A Tabela 5.1 apresenta a planilha Excel de entrada de dados do primeiro cenário criado
já preenchida. Nesta os títulos para entrada de dados encontram-se nas células imediatamente
superiores as células nas quais os dados devem ser inseridos.
A célula “número de equipes” indica o número de times que estão participando da simu-
lação, no primeiro caso em questão quatro times.
A célula “número de equipes” indica o número de times que estão participando da simu-
lação, no primeiro caso em questão quatro times. A célula “velocidades” indica a velocidade
dos times que participam da simulação, esta velocidade é dada em unidades de pontos de estória
divididos por um período de tempo, sendo o tempo dado em semanas que é a unidade de tempo
da simulação, por fim, as velocidades dos times são separadas por caracteres de “;” (ponto e
vírgula).
No primeiro caso simulado todos os times possuem as mesmas velocidades, sendo estas
velocidades iguais a vinte e um pontos de estória por semana.
A célula “número de atividades” traz o número total de atividades que estão contidas no
backlog da simulação, no caso do primeiro estudo de caso trinta e uma atividades. A célula
“total de pontos de valor” corresponde ao somatório do total de pontos de valor das atividades.
O somatório do total de pontos de valor pode ser obtido usando a função soma do Excel nas
células inferiores a célula que contém o título “pontos de valor”, este valor no caso em questão
é de 485 pontos.
As células que se encontram abaixo do título “número da atividade” contém o número
identificador de cada atividade considerada. Estes números não constituem uma entrada para o
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software, uma vez que considera que a identificação de todas as atividades é dada pela posição
que estas se encontram na planilha Excel, de forma que a primeira célula inferior ao título
“número da atividade” é sempre considerada a primeira atividade, a segunda célula a segunda
atividade, e assim sucessivamente.
A notação de numeração das atividades é empregada apenas para orientar o usuário com
relação às saídas da simulação, pois na planilha de saída de dados as atividades são identificadas
a partir da ordenação automática do software que foi descrita no parágrafo anterior. Por isso,
orienta-se que a primeira célula abaixo do título "Atividade"seja preenchida como o valor 1, a
segunda com o valor 2, e assim por diante.
As células inferiores ao título “capazes” possuem a informação dos times que são capazes
de realizar as atividades, cuja numeração é dada na célula imediatamente à esquerda destas.
Casa haja mais de um time capaz de realizar a atividade, os times que são capazes são separados
por ponto e vírgula. Já as células imediatamente inferiores à célula cujo título é “pontos de
valor” trazem os valores dos pontos de valor das atividades descritas no backlog.
Na sequência, as células inferiores ao título pontos de estória possuem as estimativas de
esforços das atividades a serem desenvolvidas. Cada time possui uma estimativa de esforço
para cada atividade, as estimativas de esforços podem ser distintas ou não entre os times e são
separadas por ponto e vírgula.
Observa-se que as estimativas de pontos de valor são únicas, considera-se que foram de-
finidas por indivíduos externos ao desenvolvimento do projeto, tais como: equipe de marketing,
stakeholders, entre outros. Já as estimativas de esforços existem para cada combinação de ati-
vidade e time capaz, desta maneira, considera-se um número N de times participantes de um
dado projeto a quantidade de estimativas de esforços (pontos de estória) variando de 1 a N, pois
existe no mínimo um time capaz de desenvolver cada atividade e no máximo N times.
O último título de coluna apresentado é o título “travado por”, esse título diz se a atividade
em questão possui como pré-requisito alguma(s) atividade(s), em caso positivo se houver mais
de um pré-requisito estes são separados por ponto e vírgula, em caso negativo deve-se escrever
“sem trava”para indicar ao simulador que a atividade não possui pré-requisitos.
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Tabela 5.1 – Dados de entrada do primeiro cenário
Atividades Capazes Pontos de valor Pontos de estória Travado por
1 1;2;3 21 21;21;21 sem trava
2 1 21 21 sem trava
3 1 21 21 sem trava
4 1;2 21 21;21 2
5 1;2;3 21 21;21;21 sem trava
6 2 21 21 7
7 1;3 21 21;21 sem trava
8 3 21 21 9;10
9 1;2 21 21;21 sem trava
10 1;2 21 21;21 sem trava
11 1;2;3 21 21;21;21 sem trava
12 1;2;3 21 21;21;21 13
13 1;2;3 21 21;21;21 sem trava
14 1;2;3 14 21;21;21 sem trava
15 1;2;3 12 21;21;21 sem trava
16 1;2;3 13 21;21;21 sem trava
17 1;2;3 19 21;21;21 sem trava
18 1;2;3 11 11;11;11 sem trava
19 1;2;3 11 8;8;7 22;23
20 1;2;3 11 8;8;7 22;23
21 1;2;3 11 7;7;7 sem trava
22 1;2;3 11 7;7;7 sem trava
23 1;2;3 11 7;7;7 25
24 1;2;3 11 7;7;7 sem trava
25 1;2;3 11 7;7;7 sem trava
26 1;2;3 11 7;7;7 sem trava
27 1;2;3;4 11 22;22;22;21 28;29
28 1;2;3 11 7;7;7 sem trava
29 1;2;3;4 11 21;21;21;21 sem trava
30 1;2;3;4 11 21;21;21;21 31
31 1;2;3;4 11 21;21;21;21 sem trava
No de equipes Velocidades No de atividades Total de pontos de valor
4 21;21;21;21 31 485
Considerando-se os dados de entrada apresentados para o exemplo anterior, são obtidas
quatro saídas, dentre estas um relatório em formato de cronograma de alocação das atividades
entre os times, um tamanho proposto para sprint que é dado na célula que se encontra no canto
inferior direito da planilha de cronograma de atividades, estas duas saídas são geradas em uma
planilha Excel conforme apresentado na Tabela 5.2.
Na planilha da Tabela 5.2, a coluna que possui o título "Atividade"indica o número da
atividade que está sendo alocada para alguma equipe, a coluna "Equipes"mostra o time ao qual
ocorre tal alocação, a coluna “começos” apresenta o tempo esperado para que o time envolvido
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comece a trabalhar na atividade em questão e a coluna “finais” indica o tempo de término
esperado da atividade.
Na simulação apresentada, observa-se que o tempo estimado de duração da sprint é de
aproximadamente 7,67 semanas, que é um tempo bastante superior ao tempo recomendado para
duração de uma sprint em um projeto Scrum. Neste caso, recomenda-se como possíveis ações
a diminuição da quantidade de atividades contidas no backlog desenvolvidas na simulação ou o
aumento no número de equipes envolvidas.
Tabela 5.2 – Saídas do primeiro cenário.
Atividades Equipes Começos Finais Final da simulação
AT1 EQ3 2.00 3.00 7.67
AT2 EQ1 2.00 3.00
AT3 EQ1 4.00 5.00
AT4 EQ2 3.00 4.00
AT5 EQ3 1.00 2.00
AT6 EQ2 2.00 3.00
AT7 EQ3 0.00 1.00
AT8 EQ3 3.00 4.00
AT9 EQ1 0.00 1.00
AT10 EQ2 1.00 2.00
AT11 EQ1 1.00 2.00
AT12 EQ1 3.00 4.00
AT13 EQ2 0.00 1.00
AT14 EQ2 4.00 5.00
AT15 EQ3 5.00 6.00
AT16 EQ2 5.00 6.00
AT17 EQ3 4.00 5.00
AT18 EQ3 6.67 7.19
AT19 EQ3 7.19 7.52
AT20 EQ1 6.67 7.04
AT21 EQ2 6.33 6.66
AT22 EQ2 6.00 6.33
AT23 EQ1 5.33 5.66
AT24 EQ1 7.33 7.67
AT25 EQ1 5.00 5.33
AT26 EQ3 6.33 6.67
AT27 EQ4 6.67 7.67
AT28 EQ3 6.00 6.33
AT29 EQ1 5.66 6.66
AT30 EQ2 6.66 7.67
AT31 EQ4 5.00 6.00
Em outra planilha Excel, contida no mesmo arquivo da planilha descrita no parágrafo
anterior, encontra-se um relatório de possíveis ociosidades dos times. O relatório de ociosidades
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bem como os dados obtidos na primeira planilha, tem como função ser uma ferramenta de
orientação ao product owner e Scrum master(s) do projeto, dando suporte à tomada de decisão
sobre alocação das atividades em tempos ociosos para as equipes envolvidas.
No caso fictício apresentado existem dois períodos de ociosidades que são apresentados
na Tabela 5.3, sendo o segundo período de ociosidade um período longo que ocorreu devido ao
baixo número de atividades alocáveis para o time 4.
Uma possível ação em relação à grande ociosidade obtida é restringir a quantidade de
times capazes de executar as atividades que são executáveis pelo quarto time, assim o intuito é
“forçar” o algoritmo do simulador a alocar atividades para o quarto time tornando a divisão de
atividades entre os times mais bem distribuída.
A alteração proposta no parágrafo anterior pode modificar o tamanho da sprint, existindo
a possibilidade de ser considerado um efeito indesejável. Desta maneira, cabe ao(s) Scrum mas-
ter(s) envolvido(s) no projeto realizar(em) uma análise de compromissos, uma vez que a ferra-
menta proposta neste documento foi desenvolvida com intuito de orientar o Scrum master e a
equipe Scrum, permitindo a exploração de múltiplos cenários.
Tabela 5.3 – Relatório de ociosidades do primeiro cenário.
Time Começo da ociosidade Final da ociosidade
3 6.52 6.67
4 3 6.67
O gráfico de pontos de valor obtido para a simulação de cenário fictício apresentada nos
parágrafos anteriores é apresentado na Figura 5.1. Observa-se que ao longo da simulação a
eliminação de pontos de valor variou consideravelmente, sendo que a maior parte dos pontos
de valor foram eliminados nas partes iniciais da simulação como era esperado. Todos os dados
plotados no gráfico apresentado são coerentes com as afirmações realizadas, o gráfico varia de
485 pontos de valor até 0, e a duração da sprint (tempo apresentado no eixo das abscissas do
gráfico) é de aproximadamente 7,67 semanas.
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Figura 5.1 – Gráfico de queima de pontos de valor do primeiro cenário.
Fonte: Elaborado pelo autor (2019).
5.1.2 Segundo cenário
Os dados de entrada do segundo cenário são apresentados na Tabela 5.4, nesta simulação
proposta existem cinco times que, diferentemente do caso anterior, possuem velocidades distin-
tas. Neste cenário dez atividades de um backlog de sprint comum deverão ser alocadas entre as
equipes.
Tabela 5.4 – Dados de entrada do segundo cenário
Atividades Capazes Pontos de valor Pontos de estória Travado
1 1;2;3;4;5 21 21;21;21;21;21 3
2 1;2;3 21 21;13;13 sem trava
3 1;2;3;4 21 21;8;13;8 sem trava
4 3;5 21 21;21 sem trava
5 2;4 21 21;21 2;7
6 1;2;3;4;5 13 13;13;13;13;13 sem trava
7 1;2 13 21;21 4
8 3;5 13 13;8 4
9 1;2;3 13 13;8;8 4
10 4;5 13 13;21 4
No de equipes Velocidades No de atividades Total de pontos de valor
5 13;14;18;11;13 10 170
As saídas do segundo cenário são apresentadas na Tabela 5.5, na qual o tempo de duração
da sprint ainda foi superior ao recomendado mesmo havendo mais times disponíveis e um
menor número de atividades.
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Observa-se a partir dos dados de entrada que a relação de times capazes com as atividades
apresentadas não é ideal, muitas atividades possuem apenas dois times capazes de realizá-las
embora existam cinco equipes participando da sprint.
Outro ponto que pode ser considerado nos dois cenários e que deixou a saída de duração
das sprints grande é o valor dos pontos de estória que é elevado, assim a maioria das atividades
levam pelo menos uma semana para serem realizadas pelo time que as executa. Neste caso
recomenda-se ao Scrum master e dono do produto responsável pelo projeto que desmembrem
as ativides com altos pontos de valor em mais atividades com menores pontos de valor.
Tabela 5.5 – Saídas do segundo cenário
Atividades Equipes Começos Finais Final da simulação
AT2 EQ3 0 0.72 4.62
AT3 EQ2 0 0.57
AT1 EQ3 0.72 1.89
AT4 EQ5 0 1.62
AT6 EQ1 0 1.00
AT7 EQ2 1.62 3.12
AT5 EQ2 3.1 4.62
AT8 EQ5 1.62 2.23
AT9 EQ3 1.89 2.33
AT10 EQ4 1.62 2.80
No segundo cenário proposto existem duas ociosidades, estas são apresentadas na Tabela
5.6 e indicam que a relação entre times capazes e atividades presentes o backlog não é ideal.
Tabela 5.6 – Relatório de ociosidades do segundo cenário
Time Começo da ociosidade Final da ociosidade
2 0.57 1.62
4 0 1.62
O gráfico de queima pontos de valor (burndown) obtido para a simulação do segundo
cenário é apresentado na Figura 5.2. Nesta simulação as taxas de queima de pontos de valor
também variaram, sendo que como no exemplo anterior, a inclinação do gráfico plotado foi
mais acentuada na parte incial da simulação.
5.2 Resultados da abordagem por meio de otimização
Nas próximas subseções apresentam-se os resultados obtidos para dois cenários fictícios
utilizando a abordagem de otimização para obtenção de um cronograma de atividades aloca-
das por equipe otimizado. As equações apresentadas na seção anterior são utilizadas para o
desenvolvimento do modelo específico que descreve cada caso.
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5.2.1 Primeiro cenário
O primeiro problema proposto na abordagem de otimização é idêntico ao primeiro pro-
blema proposto pela abordagem heurística.
As Tabelas 5.7 à 5.11 trazem os dados que foram inseridos nas cinco planilhas do arquivo
Excel de entrada e que descrevem o problema específico de alocação de atividades. Como a
primeira tabela que contém os valores dos pontos de estória é muito extensa na direção vertical,
trouxeram-se os valores dos pontos de estórias até a quinta atividade, a inserção dos demais
dados segue o padrão apresentado para caso idêntico ao apresentado na seção anterior.
Tabela 5.7 – Entradas do primeiro cenário via otimização – Tabela de pontos de estória por
equipe
Ponto de estória por equipe valor
AT1_EQ1 21
AT1_EQ2 21
AT1_EQ3 21
AT2_EQ1 21
AT3_EQ1 21
AT4_EQ1 21
AT4_EQ2 21
AT5_EQ1 21
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Tabela 5.8 – Entradas do primeiro cenário via otimização – Tabela de pontos de valor
Atividades Pontos de valor
AT1 21
AT2 21
AT3 21
AT4 21
AT5 21
AT6 21
AT7 21
AT8 21
AT9 21
AT10 21
AT11 21
AT12 21
AT13 21
AT14 14
AT15 12
AT16 13
AT17 19
AT18 11
AT19 11
AT20 11
AT21 11
AT22 11
AT23 11
AT24 11
AT25 11
AT26 11
AT27 11
AT28 11
AT29 11
AT30 11
AT31 11
Tabela 5.9 – Entradas do primeiro cenário via otimização – Tabela de velocidades
Equipes Velocidades
EQ1 21
EQ2 21
EQ3 21
EQ4 21
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Tabela 5.10 – Entradas do primeiro cenário via otimização – Tabela de travas
Trava Travado
AT2 AT4
AT7 AT6
AT9 AT8
AT10 AT8
AT13 AT12
AT22 AT19
AT23 AT19
AT22 AT20
AT23 AT20
AT25 AT23
AT28 AT27
AT29 AT27
AT31 AT30
AT25 AT19
AT25 AT20
63
Tabela 5.11 – Entradas do primeiro cenário via otimização – Tabela de times capazes
Atividades Capazes Capazes Capazes Capazes
AT1 EQ1 EQ2 EQ3
AT2 EQ1
AT3 EQ1
AT4 EQ1 EQ2
AT5 EQ1 EQ2 EQ3
AT6 EQ2
AT7 EQ1 EQ3
AT8 EQ3
AT9 EQ1 EQ2
AT10 EQ1 EQ2
AT11 EQ1 EQ2 EQ3
AT12 EQ1 EQ2 EQ3
AT13 EQ1 EQ2 EQ3
AT14 EQ1 EQ2 EQ3
AT15 EQ1 EQ2 EQ3
AT16 EQ1 EQ2 EQ3
AT17 EQ1 EQ2 EQ3
AT18 EQ1 EQ2 EQ3
AT19 EQ1 EQ2 EQ3
AT20 EQ1 EQ2 EQ3
AT21 EQ1 EQ2 EQ3
AT22 EQ1 EQ2 EQ3
AT23 EQ1 EQ2 EQ3
AT24 EQ1 EQ2 EQ3
AT25 EQ1 EQ2 EQ3
AT26 EQ1 EQ2 EQ3
AT27 EQ1 EQ2 EQ3 EQ4
AT28 EQ1 EQ2 EQ3
AT29 EQ1 EQ2 EQ3 EQ4
AT30 EQ1 EQ2 EQ3 EQ4
AT31 EQ1 EQ2 EQ3 EQ4
Para a resolução do problema apresentado utilizou-se a biblioteca Pulp da linguagem de
programação Python que possui alguns ‘solucionadores de problemas lineares’ disponíveis para
utilização, o solucionador utilizado neste caso foi o CBC MILP Solver.
Os resultados obtidos foram impressos tanto na tela do console do ambiente de desen-
volvimento Phtyon utilizado, quanto em duas planilhas de um arquivo Excel, que foi gerado
automaticamente a partir da biblioteca xlsxwritter que foi importada no código criado.
Os resultados são apresentados na Tabela 5.12 a seguir. O solucionador foi executado por
mais de cem mil iterações, observa-se que no caso em questão o resultado final obtido pelo
solucionador é idêntico ao resultado obtido na abordagem via heurística.
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O tempo de duração da sprint foi de cerca de 7,67 semanas, o que se reitera é um tempo
muito longo para duração de uma sprint. A alocação das equipes, no entanto, foi diferente do
que se obteve na abordagem da heurística, a ordem de realização das atividades também diferiu
comparada aos resultados da heurística.
Tabela 5.12 – Saídas do primeiro cenário utilizando abordagem de otimização.
Atividades Equipes Começos Finais Final da simulação
AT1 EQ3 2.00 3.00 7.67
AT2 EQ1 2.00 3.00
AT3 EQ1 4.00 5.00
AT4 EQ2 3.00 4.00
AT5 EQ3 1.00 2.00
AT6 EQ2 2.00 3.00
AT7 EQ3 0.00 1.00
AT8 EQ3 3.00 4.00
AT9 EQ1 0.00 1.00
AT10 EQ2 1.00 2.00
AT11 EQ1 1.00 2.00
AT12 EQ1 3.00 4.00
AT13 EQ2 0.00 1.00
AT14 EQ2 4.00 5.00
AT15 EQ3 5.00 6.00
AT16 EQ2 5.00 6.00
AT17 EQ3 4.00 5.00
AT18 EQ3 6.67 7.19
AT19 EQ3 7.19 7.52
AT20 EQ1 6.67 7.04
AT21 EQ2 6.33 6.66
AT22 EQ2 6.00 6.33
AT23 EQ1 5.33 5.66
AT24 EQ1 7.33 7.67
AT25 EQ1 5.00 5.33
AT26 EQ3 6.33 6.67
AT27 EQ4 6.67 7.67
AT28 EQ3 6.00 6.33
AT29 EQ1 5.66 6.66
AT30 EQ2 6.66 7.67
AT31 EQ4 5.00 6.00
Abaixo na Figura 5.2 apresenta-se o gráfico de queima de pontos de valor para o primeiro
cenário via otimização e com restrição de pontos de valor.
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Figura 5.2 – Gráfico de queima de pontos de valor do primeiro cenário via otimização com
restrição de pontos de valor .
Fonte: Elaborado pelo autor (2019).
Com base na abordagem de otimização e com objetivo de analisar um cenário no qual o
tempo de projeto é minimizado ao máximo, o cenário fictício apresentado foi também conside-
rado eliminando-se a quinta restrição do conjunto de equações que definiu o modelo.
Neste caso, portanto, não se considerou que atividades que possuíam maiores pontuações
de valor deveriam ser executadas anteriormente à atividades que possuíssem maiores pontua-
ções de valor, a eliminação da quinta equação de restrição diminuiu o tempo total da realização
da sprint, como esperado.
Foram realizadas mais de cem mil iterações utilizando-se o CBC MILP Solver e os re-
sultados da otimização são apresentados na Tabela 5.13. Neste caso, o tempo de duração da
sprint foi de 7,33 semanas, este tempo de duração ainda é bastante grande em relação ao tempo
recomendado apresentado na seção de revisão bibliográfica.
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Tabela 5.13 – Saídas do primeiro cenário utilizando abordagem de otimização eliminando-se a
restrição de priorização por pontos de valor.
Atividades Equipes Começos Finais Final da simulação
AT1 EQ1 1.33 2.33 7.33
AT2 EQ1 0.00 1.00
AT3 EQ1 5.24 6.24
AT4 EQ2 4.67 5.67
AT5 EQ1 3.90 4.90
AT6 EQ2 6.00 7.00
AT7 EQ3 2.00 3.00
AT8 EQ3 4.33 5.33
AT9 EQ2 0.33 1.33
AT10 EQ2 2.66 3.67
AT11 EQ3 1.00 2.00
AT12 EQ3 5.33 6.33
AT13 EQ2 3.66 4.66
AT14 EQ3 6.33 7.33
AT15 EQ3 3.33 4.33
AT16 EQ3 0.00 1.00
AT17 EQ2 1.66 2.66
AT18 EQ1 3.38 3.90
AT19 EQ1 6.62 7.00
AT20 EQ1 6.24 6.62
AT21 EQ3 3.00 3.33
AT22 EQ1 4.90 5.24
AT23 EQ1 1.00 1.33
AT24 EQ1 7.00 7.33
AT25 EQ2 0.00 0.33
AT26 EQ2 5.67 6.00
AT27 EQ1 2.33 3.38
AT28 EQ2 1.33 1.67
AT29 EQ4 0.00 1.00
AT30 EQ4 2.00 3.00
AT31 EQ4 1.00 2.00
Abaixo na Figura 5.3 é apresentado o gráfico de queima de pontos de valor para o primeiro
cenário via otimização e sem restrição de pontos de valor.
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Figura 5.3 – Gráfico de queima de pontos de valor do primeiro cenário via otimização sem
restrição de pontos de valor .
Fonte: Elaborado pelo autor (2019).
5.2.2 Segundo cenário
As Tabelas 5.14 à 5.18 apresentam os dados de entrada para o segundo cenário a ser
analisado por meio da abordagem de otimização do modelo matemático descritivo, apresentado
nas seções anteriores. O segundo cenário proposto possui entradas idênticas às do segundo
problema proposto na seção da tratativa da solução do problema usando heurística.
Tabela 5.14 – Entradas do segundo cenário via otimização – Tabela de Pontos de valor.
Atividades Pontos de valor
AT1 21
AT2 21
AT3 21
AT4 21
AT5 21
AT6 13
AT7 13
AT8 13
AT9 13
AT10 13
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Tabela 5.15 – Entradas do segundo cenário via otimização – Tabela de velocidades.
Equipes Velocidades
EQ1 13
EQ2 14
EQ3 18
EQ4 11
EQ5 13
Tabela 5.16 – Entradas do segundo cenário via otimização – Tabela de travas.
Trava Travado
AT3 AT1
AT2 AT5
AT7 AT5
AT4 AT7
AT4 AT8
AT4 AT9
AT4 AT10
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Tabela 5.17 – Entradas do segundo cenário via otimização – Tabela de pontos de estória
Ponto de estória por equipe valor
AT1_EQ1 21
AT1_EQ2 21
AT1_EQ3 21
AT1_EQ4 21
AT1_EQ5 21
AT2_EQ1 21
AT2_EQ2 13
AT2_EQ3 13
AT3_EQ1 21
AT3_EQ2 8
AT3_EQ3 13
AT3_EQ4 8
AT4_EQ3 21
AT4_EQ5 21
AT5_EQ2 21
AT5_EQ4 21
AT6_EQ1 13
AT6_EQ2 13
AT6_EQ3 13
AT6_EQ4 13
AT6_EQ5 13
AT7_EQ1 21
AT7_EQ2 21
AT8_EQ3 13
AT8_EQ5 8
AT9_EQ1 13
AT9_EQ2 8
AT9_EQ3 8
AT10_EQ4 13
AT10_EQ5 21
Tabela 5.18 – Entradas do segundo cenário via otimização – Tabela de times capazes
Atividades Capazes Capazes Capazes Capazes Capazes
AT1 EQ1 EQ2 EQ3 EQ4 EQ5
AT2 EQ1 EQ2 EQ3
AT3 EQ1 EQ2 EQ3 EQ4
AT4 EQ3 EQ5
AT5 EQ2 EQ4
AT6 EQ1 EQ2 EQ3 EQ4 EQ5
AT7 EQ1 EQ2
AT8 EQ3 EQ5
AT9 EQ1 EQ2 EQ3
AT10 EQ4 EQ5
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A Tabela 5.19 apresenta as saídas do segundo cenário realizado, considerando inicial-
mente a priorização das atividades de acordo com os seus pontos de valor. O valor de tempo de
duração da sprint foi de 4.17 semanas, neste caso a abordagem de otimização convergiu antes
das cem mil iterações realizadas no primeiro cenário.
Tabela 5.19 – Saídas do segundo cenário via otimização
Atividades Equipes Começos Finais Final da simulação
AT1 EQ3 1.17 2.33 4.17
AT2 EQ1 0.00 1.62
AT3 EQ2 0.00 0.58
AT4 EQ3 0.00 1.17
AT5 EQ2 2.67 4.17
AT6 EQ1 2.67 3.67
AT7 EQ2 1.67 2.67
AT8 EQ5 2.67 3.28
AT9 EQ3 2.67 3.11
AT10 EQ4 2.67 3.85
Abaixo na Figura 5.4 apresenta-se o gráfico de queima de pontos de valor para o segundo
cenário via otimização e com restrição de pontos de valor.
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Figura 5.4 – Gráfico de queima de pontos de valor do segundo cenário via otimização com
restrição de pontos de valor.
com restrição de pontos de valor. Fonte: Elaborado pelo autor (2019).
Observa-se também que para o segundo cenário a abordagem por meio de otimização
trouxe um resultado melhor para o tempo da sprint mesmo cosiderando a priorização por pontos
de valor .
Na sequência, a Tabela 5.20 apresenta as saídas para o segundo cenário realizado por
otimização. Neste caso foi desconsiderada a priorização da realização das atividades por pontos
de valor.
Tabela 5.20 – Saídas do segundo cenário utilizando abordagem de otimização eliminando-se a
restrição de priorização por pontos de valor.
Atividades Equipes Começos Finais Final da simulação
AT1 EQ3 2.62 3.78 4.17
AT2 EQ3 1.61 2.33
AT3 EQ1 1.00 2.62
AT4 EQ3 0.00 1.17
AT5 EQ2 2.67 4.17
AT6 EQ1 0.00 1.00
AT7 EQ2 1.17 2.67
AT8 EQ5 1.17 1.78
AT9 EQ3 1.17 1.61
AT10 EQ4 1.17 2.35
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A Figura 5.5 apresenta o gráfico de queima de pontos de valor para o segundo cenário via
otimização e sem restrição de pontos de valor.
Figura 5.5 – Gráfico de queima de pontos de valor do segundo cenário via otimização sem res-
trição de pontos de valor .
Fonte: Elaborado pelo autor (2019).
Para o segundo cenário os tempos obtidos para duração da sprint foram idênticos desconsiderando-
se a priorização por pontos de valor ao tempo de duração da sprint considerando-se a priori-
zação (4.17 semanas), obseva-se no entanto que as alocações propostas ocorreram de maneiras
distintas.
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6 CONCLUSÃO
A framework Scrum possui grande aderência mercadológica no contexto de gerencia-
mento de projetos, possuindo métricas próprias como pontos de estória, pontos de valor, além
de artefatos como as reuniões de planejamento de sprint e um backlog de atividades.
Neste contexto, o presente estudo buscou aprofundar a discussão em âmbito acadêmico
do campo de gerenciamento de projetos, mais especificamente no que tange as metodologias
ágeis.
Na área de metodologias ágeis para gerencimento de projetos, o tema de alocação de
recursos é alvo frequente de discussões tanto no mercado quanto na academia. O texto contido
neste documento trouxe um recorte deste tópico apresentando uma proposta de metodologia
composta de dois métodos distintos para alocação de atividades em projetos, utilizando Scrum
aplicado a grandes projetos que possuam mais de uma equipe. Sendo assim, espera-se que o
documento tenha enriquecido este conteúdo ainda pouco explorado como foi demonstrado na
pesquisa apresentada na seção de Revisão Bibliográfica.
Além disso, consideram-se como contribuições acadêmicas no projeto apresentado, o
aprofundamento da discussão envolvendo alocação de recursos em projetos com várias equi-
pes, apresentado-se um algoritmo e a inserção da quinta equação de restrição de otimização que
complementa as demais do modelo clássico de alocação de máquinas de Kantorovich (1939).
A metodologia Scrum foi inicialmente desenvolvida para ser operacionalizada no con-
texto de uma única equipe que trabalha em um determinado projeto, envolvendo especialmente
projetos de software. No entanto, evidencia-se a necessidade da existência de mais do que um
único time trabalhando em um mesmo projeto, sendo que muitas das vezes estes times estão
distribuídos ao redor do globo.
Neste contexto e considerando-se as métricas e artefatos já existentes no Scrum, o autor
deste documento apresentou dois métodos possíveis que utilizam elementos clássicos do Scrum
para gerar cronogramas automáticos para equipes envolvidas em um dado projeto.
Os métodos foram testados em dois estudos de caso fictícios e podem ser utilizados em
um caso qualquer, permitindo a avaliação de múltiplos cenários por um Scrum master e product
owner. Os métodos desenvolvidos encontram-se atualmente concluídos e operacionais.
Fazendo um comparativo entre os dois métodos, observa-se que estes podem ser consi-
derados complementares e possuem como intuito orientar Scrum masters e product owners na
ocasião da reunião de planejamento de sprint.
A abordagem algorítimica proposta traz em seus resultados um relatório automático dos
períodos de ociosidades dos times envolvidos, além de um gráfico de queima de pontos de valor,
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itens que não foram implementados na abordagem da otimização. Já a análise usando otimiza-
ção permite considerar o cenário no qual se eliminam as restrições de priorização das atividades
por pontos de valor, algo que não foi considerado na abordagem algorítimica apresentada.
Quanto à assertividade dos resultados, para os casos apresentados obtiveram-se os mes-
mos valores para duração de sprint utilizando-se os dois métodos no primeiro cenário e um
valor um pouco menor na aplicação do método de otimização para o segundo cenário.
Observa-se que as alocações ocorreram de maneiras distintas nos dois estudos de caso
considerando-se os dois métodos já que os conjuntos de pares(t,a) time (t) ativididade alocada
(a) diferiram entre si nas duas abordagens nos casos analisados.
No que se refere à melhorias propostas ao trabalho realizado, considera-se a realização de
mais simulações de cenários envolvendo as duas abordagens apresentadas, bem como a possi-
bilidade de aplicação dos métodos em um estudo de caso real.
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ANEXO A – CÓDIGO PHYTHON UTILIZADO NA ABORDAGEM
VIA OTIMIZAÇÃO
# −*− cod ing : u t f −8 −*−
import math
from pu lp import *
import x l r d
import x l s x w r i t e r
l o c = ( r "C : \ Use r s \ p regu \ P y c h a r m P r o j e c t s \ Scrum o p t i m a l
a l l o c a t i o n \ E x e l I I n p u t . x l s x " )
wb = x l r d . open_workbook ( l o c )
s h e e t = wb . s h e e t _ b y _ i n d e x ( 0 )
s h e e t . c e l l _ v a l u e ( 0 , 0 )
# I n i c i a l i z a ção das a t i v i d a d e s
#a p a r t i r do a rqu i vo e x c e l
A t i v i d a d e s = [ ]
f o r i in range ( s h e e t . nrows ) :
i f ( i != 0 ) :
A t i v i d a d e s . append ( s h e e t . c e l l _ v a l u e ( i , 0 ) )
# I n i c i a l i z a ção das e qu i p e s a p a r t i r do a rqu i vo e x c e l
s h e e t = wb . s h e e t _ b y _ i n d e x ( 1 )
Equ ipes = [ ]
f o r i in range ( s h e e t . nrows ) :
i f ( i != 0 ) :
Equ ipes . append ( s h e e t . c e l l _ v a l u e ( i , 0 ) )
# I n i c i a l i z a ção das v e l o c i d a d e s das e qu i p e s a p a r t i r do a rqu i vo
e x c e l
s h e e t = wb . s h e e t _ b y _ i n d e x ( 1 )
v e l o c i d a d e _ e q u i p e s = {}
f o r i in range ( s h e e t . nrows ) :
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i f ( i != 0 ) :
v e l o c i d a d e _ e q u i p e s [ s h e e t . c e l l _ v a l u e ( i , 0 ) ] = s h e e t .
c e l l _ v a l u e ( i , 1 )
# I n i c i a l i z a ção das t r a v a s a p a r t i r do a rqu i vo e x c e l
T ra va s = [ ]
s h e e t = wb . s h e e t _ b y _ i n d e x ( 2 )
f o r i in range ( s h e e t . nrows ) :
i f ( i != 0 ) :
T ra va s . append ( ( s h e e t . c e l l _ v a l u e ( i , 0 ) , s h e e t . c e l l _ v a l u e
( i , 1 ) ) )
# I n i c i a l i z a ção dos pon t o s de h i s t ó r i a das e qu i p e s a p a r t i r do
a rqu i vo e x c e l
s h e e t = wb . s h e e t _ b y _ i n d e x ( 3 )
p o n t o s _ d e _ e s t o r i a = {}
f o r i in range ( s h e e t . nrows ) :
i f ( i != 0 ) :
p o n t o s _ d e _ e s t o r i a [ s h e e t . c e l l _ v a l u e ( i , 0 ) ] = s h e e t .
c e l l _ v a l u e ( i , 1 )
# pon to s de v a l o r a p a r t i r do a rqu i vo e x c e l
s h e e t = wb . s h e e t _ b y _ i n d e x ( 0 )
p o n t o s _ d e _ v a l o r = {}
f o r row in range ( l e n ( A t i v i d a d e s ) + 1) :
i f ( row != 0) :
p o n t o s _ d e _ v a l o r [ s h e e t . c e l l _ v a l u e ( row , 0 ) ] = [ ]
f o r row in range ( l e n ( A t i v i d a d e s ) + 1) :
i f ( row != 0) :
p o n t o s _ d e _ v a l o r [ s h e e t . c e l l _ v a l u e ( row , 0 ) ] = s h e e t .
c e l l _ v a l u e ( row , 1 )
p r i n t ( ’ p o n t o s de v a l o r ’ , p o n t o s _ d e _ v a l o r )
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# I n i c i a l i z a ção dos t im e s capaze s de r e a l i z a r as a t i v i d a d e s a
p a r t i r do a rqu i vo e x c e l
s h e e t = wb . s h e e t _ b y _ i n d e x ( 4 )
c a p a z e s = {}
f o r row in range ( l e n ( A t i v i d a d e s ) + 1) :
i f ( row != 0) :
c a p a z e s [ s h e e t . c e l l _ v a l u e ( row , 0 ) ] = [ ]
f o r row in range ( s h e e t . nrows ) :
f o r column in range ( l e n ( Equ ipes ) + 1) :
i f ( column != 0 and row != 0 and s h e e t . c e l l _ v a l u e ( row ,
column ) != ’ ’ ) :
c a p a z e s [ s h e e t . c e l l _ v a l u e ( row , 0 ) ] . append ( s h e e t .
c e l l _ v a l u e ( row , column ) )
# Ana l i s a os f i l h o s do i t em que t r a v a
def v e t o r T r a v a s C h i l d r e n ( v e t o r , a t i v i d a d e _ t r a v a _ i n d e x ,
a t i v i d a d e _ t r a v a d a _ i n d e x ) :
v e t o r d e T r a v a s D a T r a v a = v e t o r . copy ( )
i = −1
f o r t r a v a D a T r a v a in v e t o r [ a t i v i d a d e _ t r a v a _ i n d e x ] :
i = i + 1
i f ( v e t o r [ a t i v i d a d e _ t r a v a _ i n d e x ] [ i ] == 1) :
v e t o r d e T r a v a s D a T r a v a [ a t i v i d a d e _ t r a v a d a _ i n d e x ] [ i ] =
1
v e t o r d e T r a v a s D a T r a v a = v e t o r T r a v a s C h i l d r e n (
v e t o r d e T r a v a s D a T r a v a , i , a t i v i d a d e _ t r a v a _ i n d e x )
re turn v e t o r d e T r a v a s D a T r a v a
# A t r i b u i r v a l o r e s ao v e t o r de t r a v a s
v e t o r T r a v a s = [ [ 0 f o r x in range ( l e n ( A t i v i d a d e s ) ) ] f o r y in
range ( l e n ( A t i v i d a d e s ) ) ]
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# i n i c i a l i z a o v e t o r de t r a v a s de acordo com a en t r ada
f o r a1 in A t i v i d a d e s :
f o r a2 in A t i v i d a d e s :
# a t i v i d a d e t r a vada
a t i v i d a d e _ t r a v a d a _ i n d e x = A t i v i d a d e s . i n d e x ( a1 )
# a t i v i d a d e t r a v a
a t i v i d a d e _ t r a v a _ i n d e x = A t i v i d a d e s . i n d e x ( a2 )
i f a1 != a2 and v e t o r T r a v a s [ a t i v i d a d e _ t r a v a d a _ i n d e x ] [
a t i v i d a d e _ t r a v a _ i n d e x ] == 0 and T ra va s . _ _ c o n t a i n s _ _ (
( a2 , a1 ) ) :
# v e t o r T r a v a s [ i ] [ j ] =1 s i g u i n i f i c a que a a t i v i d a d e
i é t r a vada pe l a a t i v i d a d e j
v e t o r T r a v a s [ a t i v i d a d e _ t r a v a d a _ i n d e x ] [
a t i v i d a d e _ t r a v a _ i n d e x ] = 1
# A t u l i z a o v e t o r de t r a v a s para i n c l u i r t r a v a s an inhadas
f o r a1 in A t i v i d a d e s :
f o r a2 in A t i v i d a d e s :
# a t i v i d a d e t r a vada
a t i v i d a d e _ t r a v a d a _ i n d e x = A t i v i d a d e s . i n d e x ( a1 )
# a t i v i d a d e t r a v a
a t i v i d a d e _ t r a v a _ i n d e x = A t i v i d a d e s . i n d e x ( a2 )
i f a1 != a2 and v e t o r T r a v a s [ a t i v i d a d e _ t r a v a d a _ i n d e x ] [
a t i v i d a d e _ t r a v a _ i n d e x ] == 1 :
v e t o r T r a v a s = v e t o r T r a v a s C h i l d r e n ( v e t o r T r a v a s ,
a t i v i d a d e _ t r a v a _ i n d e x , a t i v i d a d e _ t r a v a d a _ i n d e x )
# De f i n i ção do tempo de execu ção das a t i v i d a d e s
exec = [ [ 0 f o r x in range ( l e n ( Equ ipes ) ) ] f o r y in range ( l e n (
A t i v i d a d e s ) ) ]
f o r a in A t i v i d a d e s :
f o r e in Equ ipes :
i f e in c a p a z e s . g e t ( a ) :
exec [ A t i v i d a d e s . i n d e x ( a ) ] [ Equ ipes . i n d e x ( e ) ] = (
p o n t o s _ d e _ e s t o r i a [ a + " _ " + e ] /
v e l o c i d a d e _ e q u i p e s [ e ] )
e l s e :
exec [ A t i v i d a d e s . i n d e x ( a ) ] [ Equ ipes . i n d e x ( e ) ] = 9999
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# Dec laracao de v a r i á v e i s do problema
comeco_vars = L p V a r i a b l e . d i c t s ( " Comecos " , A t i v i d a d e s , 0 ) ;
f i m _ v a r s = L p V a r i a b l e . d i c t s ( " F i n a i s " , A t i v i d a d e s , 0 ) ;
e s c o l h a s _ t i m e s = L p V a r i a b l e . d i c t s ( " E s c o l h a s _ t i m e s " , ( A t i v i d a d e s
, Equ ipes ) , 0 , 1 , c a t = ’ I n t e g e r ’ )
o r d e m _ a t i v i d a d e s = L p V a r i a b l e . d i c t s ( " O r d e m _ a t i v i d a d e s " , (
A t i v i d a d e s , A t i v i d a d e s ) , 0 , 1 , c a t = ’ I n t e g e r ’ )
f i m _ s i m u l a c a o = L p V a r i a b l e ( " f i m _ s i m u l a c a o " , 0 )
p r o b l e m a _ a l o c a c a o = LpProblem ( " prob lema de a l o c a ç ã o " ,
LpMinimize )
# Funcao o b j e t i v o
p r o b l e m a _ a l o c a c a o += f i m _ s i m u l a c a o
# Todas a t i v i d a d e s s ão f e i t a s por um ú n i co t ime
f o r a in A t i v i d a d e s :
p r o b l e m a _ a l o c a c a o += lpSum ( [ e s c o l h a s _ t i m e s [ a ] [ e ] f o r e in
Equ ipes ] ) == 1
# Só equ i p e s capaze s podem t r a b a l h a r em de t e rm inada a t i v i d a d e
f o r a in A t i v i d a d e s :
t i m e s _ c a p a z e s = c a p a z e s . g e t ( a )
f o r e in Equ ipes :
i f e not in t i m e s _ c a p a z e s :
p r o b l e m a _ a l o c a c a o += e s c o l h a s _ t i m e s [ a ] [ e ] == 0
# Aná l i s e de pr é− r e q u i s i t o s ( t r a v a s )
f o r t in T ra va s :
p r o b l e m a _ a l o c a c a o += f i m _ v a r s [ t [ 0 ] ] <= comeco_vars [ t [ 1 ] ]
# p r i n t ( ’ Travas ’ , Travas )
# D e f i n i ção das v a r i á v e i s de f im de s imu la ção para cada
a t i v i d a d e
f o r a in A t i v i d a d e s :
p r o b l e m a _ a l o c a c a o += comeco_vars [ a ] + lpSum (
[ e s c o l h a s _ t i m e s [ a ] [ e ] * exec [ A t i v i d a d e s . i n d e x ( a ) ] [
Equ ipes . i n d e x ( e ) ] f o r e in
Equ ipes ] ) == f i m _ v a r s [ a ]
86
# De f i n i ção da v a r i á v e l f im de s imu la ção ( f im da ú l t i m a
a t i v i d a d e )
f o r a in A t i v i d a d e s :
p r o b l e m a _ a l o c a c a o += f i m _ s i m u l a c a o >= f i m _ v a r s [ a ]
#
# # # A t i v i d a d e s com maiores pon t o s de v a l o r s ão e x e c u t a da s
a n t e s
# f o r a1 i n A t i v i d a d e s :
# f o r a2 i n A t i v i d a d e s :
# indexOfA1 =A t i v i d a d e s . i n d e x ( a1 )
# indexOfA2 =A t i v i d a d e s . i n d e x ( a2 )
# pontosA1=pon t o s _d e_ va l o r . g e t ( a1 )
# pontosA2=pon t o s _d e_ va l o r . g e t ( a2 )
# i f ( pontosA1>pontosA2 and ( no t Travas . _ _ con t a i n s __ ( (
a2 , a1 ) ) ) ) :
# prob lema_a locacao += comeco_vars [ a1 ] <=
comeco_vars [ a2 ]
M = 1750
# Dadas duas a t i v i d a d e s a1 e a2 que s ão f e i t a s p e l o mesmo t ime ,
e n t ão f im da a t i v i d a d e a1
# tem que s e r menor que o começo da a t i v i d a d e a2 ( Condi ção 1)
# Ou f im da a t i v i d a d e a2 tem que s e r menor que o i n í c i o da
a t i v i d a d e a1 ( Condi ção 2)
# Condi ção ( 1 )
f o r a1 in A t i v i d a d e s :
f o r a2 in A t i v i d a d e s :
i f ( a1 != a2 ) :
f o r e in Equ ipes :
p r o b l e m a _ a l o c a c a o += −M * (2 − e s c o l h a s _ t i m e s [
a1 ] [ e ] − e s c o l h a s _ t i m e s [ a2 ] [ e ] ) − M * \
o r d e m _ a t i v i d a d e s [ a1 ] [ a2 ] +
f i m _ v a r s [ a2 ] <=
comeco_vars [ a1 ] ;
# Condi ção ( 2 )
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f o r a1 in A t i v i d a d e s :
f o r a2 in A t i v i d a d e s :
i f ( a1 != a2 ) :
f o r e in Equ ipes :
p r o b l e m a _ a l o c a c a o += −M * (2 − e s c o l h a s _ t i m e s [
a1 ] [ e ] − e s c o l h a s _ t i m e s [ a2 ] [ e ] ) − M * (
1 − o r d e m _ a t i v i d a d e s [ a1 ] [ a2 ] ) +
f i m _ v a r s [ a1 ] <= comeco_vars [ a2 ] ;
# Reso lucao do problema
L p S o l v e r D e f a u l t . msg = 1
p r o b l e m a _ a l o c a c a o . s o l v e ( pu lp . PULP_CBC_CMD( maxSeconds =64800 , msg
=1 , f r acGap =0) )
p r i n t ( " S t a t u s : " , L p S t a t u s [ p r o b l e m a _ a l o c a c a o . s t a t u s ] )
workbook = x l s x w r i t e r . Workbook ( ’ sc rumOutpu t s . x l s x ’ )
w o r k s h e e t 1 = workbook . add_workshee t ( )
w o r k s h e e t 1 . w r i t e ( 0 , 0 , ’ A t i v i d a d e s ’ )
w o r k s h e e t 1 . w r i t e ( 0 , 1 , ’ Equ ipes ’ )
w o r k s h e e t 2 = workbook . add_workshee t ( )
w o r k s h e e t 2 . w r i t e ( 0 , 0 , ’ A t i v i d a d e s ’ )
w o r k s h e e t 2 . w r i t e ( 0 , 1 , ’Começ os ’ )
w o r k s h e e t 2 . w r i t e ( 0 , 2 , ’ F i n a i s ’ )
w o r k s h e e t 2 . w r i t e ( 0 , 3 , ’ Fim s i m u l a ç ã o ’ )
e s c o l h a s = 1
f i n a i s = 1
comecos = 1
f o r v in p r o b l e m a _ a l o c a c a o . v a r i a b l e s ( ) :
p r i n t
i f ( not ( " Ordem " in s t r ( v . name ) ) ) :
i f ( " E s c o l h a " in s t r ( v . name ) and v . v a r V a l u e > 0) :
s t r i n g s = s t r ( v . name ) . s p l i t ( ’ _ ’ )
p r i n t ( " A t i v i d a d e " + s t r i n g s [ 2 ] + " a l o c a d a p a r a "
+ " : " + s t r i n g s [ 3 ] )
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w o r k s h e e t 1 . w r i t e ( e s c o l h a s , 0 , s t r i n g s [ 2 ] )
w o r k s h e e t 1 . w r i t e ( e s c o l h a s , 1 , s t r i n g s [ 3 ] )
e s c o l h a s = e s c o l h a s + 1
e l i f ( not ( " E s c o l h a " in s t r ( v . name ) ) ) :
i f ( " F i n a i s " in s t r ( v . name ) ) :
s t r i n g s = s t r ( v . name ) . s p l i t ( ’ _ ’ )
p r i n t ( ’ F i n a l ’ + s t r i n g s [ 1 ] + " : " + s t r ( v .
v a r V a l u e ) )
w o r k s h e e t 2 . w r i t e ( f i n a i s , 0 , s t r i n g s [ 1 ] )
w o r k s h e e t 2 . w r i t e ( f i n a i s , 2 , s t r ( v . v a r V a l u e ) )
f i n a i s = f i n a i s + 1
e l i f ( " Comeco " in s t r ( v . name ) ) :
s t r i n g s = s t r ( v . name ) . s p l i t ( ’ _ ’ )
p r i n t ( ’Começ o ’ + s t r i n g s [ 1 ] + " : " + s t r ( v .
v a r V a l u e ) )
w o r k s h e e t 2 . w r i t e ( comecos , 1 , s t r ( v . v a r V a l u e ) )
comecos = comecos + 1
e l i f ( " s i m u l a " in s t r ( v . name ) ) :
p r i n t ( ’ F i n a l da s i m u l a ç ã o ’ + ’ : ’ + s t r ( v .
v a r V a l u e ) )
w o r k s h e e t 2 . w r i t e ( 1 , 3 , s t r ( v . v a r V a l u e ) )
workbook . c l o s e ( )
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ANEXO B – AMBIENTE DE SIMULAÇÃO DA FERRAMENTA DE
SIMULAÇÃO ALGORÍTIMICA
