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Simulator za testiranje naprave, ki zbira blokirne signale, je narejen v dveh izvedbah. Prva 
izvedba omogoča testiranje naprave na avtomatiziran način, druga pa na ročni način. Zgradba 
in delovanje teh dveh verzij je zelo podobna. Največjo razliko občuti uporabnik, ki uporablja 
uporabniški vmesnik oziroma čelno ploščo simulatorja.  
Napravo, ki jo želimo testirati, je potrebno priključiti na simulator preko vhodno-izhodnih 
priključkov FPGA kartice simulatorja, serijski port naprave pa na kontroler, kjer poteka 
programski del simulatorja. Simulator je implementiran v programskem okolju LabVIEW. 
Kako bo potekalo avtomatsko testiranje, je določeno v simulacijski datoteki, ki jo operater 
izbere pred pričetkom simulacije. Simulator je sposoben generirati signale štirih vrst: visok 
logični nivo, nizek logični nivo, viski pulz, nizek pulz. Razdeljen je na dva dela.  
Programski del se izvaja na kontrolerju. V tem delu poteka razčlenjevanje simulacijske 
datoteke, zapisovanje parametrov simulacije v registre, prenos registrov v strojni del ter 
branje in zapis rezultatov. V programskem delu poteka tudi branje in pisanje na serijski port. 
Programski del simulatorja je povezan s strojnim delom, ki se izvaja na FPGA kartici. Tu 
poteka generiranje in branje signalov, ki jih generira testirana naprava.  
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The purpose of simulator which I made is to generate signals for interlock collector device. 
Interlock collector device is a device which we want to test. A simulator has two versions. 
First version enables automated simulations and the second version enables manual 
simulations. Both versions have similar construction and features. The biggest difference is at 
the front panel. 
Tested device is connected on simulator through I/O connector of FPGA card and through 
serial port. Simulator is implemented with National Instruments software called LabVIEW. 
We must prepare simulation file before start automated simulation. Simulator can generate 
four different signals: high pulse, low pulse, high level, low level. Simulator is implemented 
in two parts. Software and hardware. 
Software part of simulator runs on NI controller. Proceses such as parsing of simulation file, 
saving simulation data into registers, communication between software and hardware, reading 
results and write them into file, are part of software. Hardware is implemented on FPGA card. 
Hardware is responsible for generating signals and reading those signals which interlock 
collector device generates. 
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 1. Uvod 
Pospeševalnik delcev je sistem, v katerem je potrebna velika natančnost in časovna 
usklajenost vseh delov. Vsaka naprava, ki sodeluje v tem sistemu, mora biti dobro testirana. 
Ena od naprav je tudi naprava za zbiranje blokirnih signalov. Blokirni signal je signal, ki ga 
generira naprava, ko gre v sistemu kaj narobe. Naprava za zbiranje signalov signale prebere in 
se nato ustrezno odzove. Simulator sem izdelal za testiranje naprave blokirnih signalov, 
implementiral pa sem ga s pomočjo opreme National Instruments. Programski del simulatorja 
se nahaja na kontrolerju, strojni del pa na FPGA kartici, ki je povezana s kontrolerjem. 
Naprava za zbiranje blokirnih signalov je na simulator priključena preko vhodno-izhodnih 
priključkov FPGA kartice, serijski port naprave pa je priključen na serijski port kontrolerja. 
Simulator ima dve različici. Prvo predstavlja avtomatski simulator. Pri simuliranju z 
avtomatskim simulatorjem operater najprej zgenerira simulacijsko datoteko, v kateri so 
napisani parametri posamezne simulacije. Zgenerirano datoteko operater vključi v simulator 
in požene simulacijo. Ko je simulacija končana, se rezultati simulacije zapišejo v datoteko z 
rezultati. Drugo različico pa predstavlja ročni simulator. Operater, ki upravlja z ročnim 
simulatorjem, ima pred seboj čelno ploščo simulatorja, na kateri so kontrolni gumbi in okenca 
za vnos parametrov ter indikatorji. Simulacije potekajo tako, da operater nastavi parametre 






2. Glavni del 
Simulator, ki sem ga izdelal, je namenjen testiranju naprave, ki sprejema blokirne signale in 
se nahaja na strani obsevalnih sob medicinskega centra MedAustron. Gre za avstrijski center 
za terapijo in raziskave na področju zdravljenja raka in tumorjev z ionskim žarkom. Center 
vključuje oddelek s pospeševalnikom, oddelek za zdravljenje in oddelek za raziskave. 
Oddelek za zdravljenje vključuje tri obsevalne sobe. Jedro centra je krožni pospeševalnik 
delcev, sinhrotron. Preden pridejo ioni v sinhrotron, jih je potrebno pospešiti z linearnim 
pospeševalnikom [1]. Ione nato s pomočjo magnetnega polja zadržijo v sinhrotronu in 
pospešijo do 75 % svetlobne hitrosti. 
 
Slika 1: Shema sinhrotrona 
Delci nato potujejo do ene izmed štirih obsevalnih sob [2]. Raziskave, ki niso namenjene 
zdravljenju, bodo potekale v ločenem delu stavbe. Raziskave bodo osredotočene predvsem na 




2.1. Predstavitev opreme in tehnologij 
Simulator sem implementiral s pomočjo programskega okolja LabVIEW in strojne opreme 
podjetja National Instruments. 
Pri delu sem uporabljal naslednjo merilno in strojno opremo: 
- ohišje: NI PXI-1042Q, 
- krmilnik: NI PXIe-8135, 
- FPGA kartica: NI PXI-7813R, 
- plošča s priključki za testiranje FPGA kartice: NI SCB-68, 
- kabel za povezavo FPGA kartice in plošče za testiranje: NI SHC68-68-EPM, 
- osciloskop: DSOX3034A, 
- merilna sonda Agilent: N2873A, 
- funkcijski generator: Rigol DG5102. 
2.1.1.  Programsko okolje LabVIEW 
LabVIEW je kratica za Laboratory Virtual Instrument Engineering Workbench [3]. Je 
sistemsko zasnovana platforma in razvojno okolje za grafični programski jezik podjetja 
National Instruments. LabVIEW se uporablja za zbiranje podatkov, nadzor naprav in 
industrijsko avtomatizacijo. Jezik, ki se uporablja v LabVIEW-ju, temelji na podatkovnem 
toku. Njegovo izvajanje je določeno s strukturo grafičnega blokovnega diagrama, v katerem 
programer poveže različne funkcije tako, da nariše žico. Žice predstavljajo spremenljivke. 
Vsako vozlišče se izvede, ko so vsi vhodni podatki v vozlišče dostopni. LabVIEW 
program/podprogram se imenuje VI (Virtual Instrument). Vsak VI ima tri komponente: 
blokovni diagram, čelno ploščo in priključno ploščo. Slednja je namenjena predstavitvi VI-ja 




Kontrole so vhodi, ki so na voljo uporabniku, indikatorji pa izhodi. Blokovni diagram vsebuje 
grafično izvorno kodo. Vsi objekti, ki jih uporabimo na čelni plošči, se pojavijo v blokovnem 
diagramu kot terminali. Blokovni diagram vključuje strukture in funkcije, s katerimi se 
izvajajo operacije. Dele kode lahko združujemo v podprograme. Podprograme lahko 
uporabimo tudi v drugih VI-jih. LabVIEW ima tudi FPGA modul, s katerim je mogoče 
kreirati FPGA vezja. 
2.1.2. Tehnologija FPGA 
FPGA je kratica za Field-Programmable Gate Array [4]. Gre za integrirano vezje, ki ga lahko 
uporabnik, potem ko je že narejeno, preprogramira po svojih željah. Konfiguracija FPGA 
vezij poteka s pomočjo HDL (hardware description language) jezika. Sodobna FPGA vezja 
imajo veliko število logičnih vrat in RAM blokov za izvedbo zahtevnih izračunov. FPGA 
vezja vsebujejo programirljive logične bloke in nastavljive povezave, ki omogočajo, da bloke 
povežemo med sabo - kot bi imeli veliko nastavljivih logičnih vrat, ki jih lahko med sabo 
povežemo na več različnih načinov. Logične bloke lahko oblikujemo tako, da izvajajo 
zahtevne izračune ali pa preproste logične funkcije. V večini FPGA vezij logični bloki 
vsebujejo tudi spominske elemente, kot so preprosti registri ali pa spominski bloki. Nekatera 




2.2. Predstavitev simulatorja 
Izdelal sem simulator za testiranje naprave, ki zbira blokirne signale (interloke). Simulator je 
sposoben simulirati signale več naprav, ki so priključene na zbirnik blokirnih signalov. To je 
naprava, ki se nahaja v obsevalnih sobah, in sprejema blokirne pulzne signale, ki se 
generirajo, ko gre v sistemu kaj narobe. Obstajata dve kategoriji blokirnih signalov, in sicer 
signali kategorije A (CAT A) in signali kategorije B (CAT B). Blokirni signali so združeni v 
en CAT A in en CAT B izhodni signal, skupaj z VETO izhodnim signalom, ki se generira iz 
VETO vhodov. Blokirne signale lahko resetira naprava za kontroliranje zdravljenja, ki 
spremlja stanje naprave za zbiranje blokirnih signalov. Posamezna naprava je omogočena s 
strani naprave, ki skrbi za časovno usklajenost sistema. Simulator je sposoben generirati 
signale štirih različnih oblik: visok nivo, nizek nivo, visok pulz, nizek pulz. Simulacije pa je 
mogoče izvajati na dva načina, ročno ali avtomatsko.  
Ročni simulator je zasnovan tako, da lahko operater na čelni plošči programskega okolja 
LabVIEW kateri koli signal nastavi na želeno logično vrednost oziroma sproži želen pulz in 
preko indikatorjev opazuje odziv naprave, ki se testira. V obeh simulatorjih je možno tudi 
testiranje serijske povezave. Operater v za to pripravljen prostor vnese sporočilo, ga pošlje in 
kasneje vidi, kaj mu testirana naprava vrne kot odgovor na njegovo sporočilo.  
Avtomatski simulator je zasnovan tako, da na čelni plošči simulatorja izberemo simulacijsko 
tekstovno datoteko, v kateri je napisan potek ene ali več simulacij, izberemo tekstovno 
datoteko, kamor se bodo zapisovali rezultati simulacij, in poženemo delovanje simulatorja. 
Izbiramo lahko tudi, ali se bodo simulacije iz tekstovne datoteke izvedle samo enkrat ali pa se 
bodo simulacije ponavljale dokler ne ugasnemo VI-ja. 
Simulator sem izdelal s pomočjo opreme podjetja National Instruments. Uporabil sem FPGA 
kartico PXI-7813R in ohišje PXI-1042Q, v katerem je bil vgrajen krmilnik PXIe-8135.  
FPGA kartica ima 160 digitalnih vhodno-izhodnih priključkov in integrirano vezje podjetja 
Xillinx iz družine Virtex-II [5]. Strojni in programski del kode sem sprogramiral v 
programskem okolju LabVIEW.  LabVIEW ima poseben FPGA modul, s katerim lahko 





Slika 2: Visok pulz 
 
Slika 3: Nizek pulz 
2.2.1. Avtomatski simulator 
Simulator je sestavljen iz dveh VI-jev. En del predstavlja FPGA koda, kjer poteka branje 
podatkov, ki jih prejmemo iz programskega dela, generiranje signalov na podlagi prejetih 
podatkov, zapisovanje na priključke in preverjanje signalov ob koncu simulacije, ki jih 
generira DIG. Drugi del simulatorja papredstavlja programski del, ki je hkrati tudi 
uporabniški del in služi kot uporabniški vmesnik. V tem VI-ju se razčleni tekstovna datoteka, 
v kateri so definirani vsi parametri simulacije. Podatki se preuredijo in pošljejo na FPGA del. 





Slika 4: Shema avtomatskega simulatorja 
2.2.1.1. Simulacijska datoteka 
Sintaksa: 
SET[ime signala,oblika signala,dolžina pulza;ime signala 2,...]CHECK[ime signala,oblika 




Simulacijska datoteka je sestavljena iz štirih delov. Prvi del datoteke se začne s SET. V njem  
zapišemo vrednosti vseh stoštirinajstih signalov, ki jih bo generiral simulator. Določimo jim 
obliko signala (visok nivo, nizek nivo, visok pulz, nizek pulz) in dolžino pulza. Če je signal 
nastavljen na nivo, se podatek o dolžini pulza ignorira. Drugi del se začne s CHECK. V njem 
so zapisane vrednosti štirinajstih signalov, ki se pričakujejo kot odziv testirane naprave na 
simulacijske (SET) signale. Tretji del je dolžina simulacije in se začne s TO. Ta opisuje, 
koliko časa traja simulacija oziroma po kolikšnem času se prebere vrednost signalov, ki jih 
generira testirana naprava. Ena enota definirane dolžine pomeni 25 ns. Četrti del simulacijske 
datoteke je namenjen testiranju serijske komunikacije. V datoteki je potrebno definirati ime 
naprave, ki ji želimo poslati sporočilo prek serijskega porta, sporočilo ter pričakovani odziv 





2.2.1.2. Programski VI 
2.2.1.2.1. Čelna plošča 
 
Slika 5: Uporabniški vmesnik avtomatskega simulatorja 
Na čelni plošči so kontrole in indikatorji, s katerimi lahko nastavljamo in beremo vrednosti, ki 
so uporabljene v blokovnem diagramu. Avtomatski simulator ima na čelni plošči možnost 
izbire in nastavitve parametrov dveh serijskih portov, enega za DTG in enega za I2B napravo. 
Za serijsko povezavo smo uporabljaji naslednje nastavitve:  
- baud rate: 115200 bit/s, 
- parity: even, 
- stop bits: 1.0, 
- data bits: 8, 




Na čelni plošči je še kontrola za izbiro FPGA kartice oziroma reže, v kateri je kartica, kjer se 
bo izvajala FPGA koda,  kontrola za izbiro simulacijske datoteke, kontrola za izbiro datoteke, 
kamor se zapisujejo rezultati, gumb, s katerim lahko izberemo, ali se bodo simulacije iz 
simulacijske datoteke zgodile samo enkrat ali pa se bodo ponavljale dokler ne ustavimo VI-ja, 
indikator, ki prikazuje številko trenutne simulacije, indicator, ki prikazuje število vseh 
simulacij iz simulacijske datoteke, in indikator, ki prikazuje število ponovitev vseh simulacij. 
2.2.1.2.2. Blokovni diagram 
V blokovnem diagramu se nahaja koda, ki se izvaja v programskem delu simulatorja. Koda, ki 
se izvaja neprekinjeno, je implementirana v neskončni zanki (while loop), del programa, ki pa 
se izvede samo enkrat, je izven neskončne zanke. Blokovni diagram je v grobem razdeljen na: 
- del, kjer se razčleni simulacijska datoteka in se podatki, ki jih želimo prenašati na 
FPGA, zapišejo v kontrole (registre), 
- del, kjer poteka serijska simulacija, 
- del, kjer poteka branje rezultatov simulacije in generiranje poročila simulacije, 
- del, kjer se rezultati zapišejo v tekstovno datoteko.  
Večina programa znotraj neskončne zanke je implementirana znotraj Case struktur. Za lažje 
razumevanje je okvirna zgradba predstaljena na spodnji sliki. 
 




Povezava med programskim in FPGA VI-jem 
Programski del ne more dostopati do podatkov na kateri koli izmed povezav v FPGA VI 
blokovnem diagramu, če ta nima kontrole oziroma indikatorja ali pa podatkov shranjenih v 
DMA FIFO pomnilniku. Programski del lahko kontrolira in spremlja prenos podatkov preko 
čelne plošče FPGA VI-ja. 
 
Slika 7: Povezava med programskim in FPGA VI-jem 
Referenco do FPGA VI-ja oziroma do bit datoteke odpremo s funkcijo Open FPGA VI 
Reference. S funkcijo Invoke Method lahko naložimo, prekinemo, resetiramo ali poženemo 
FPGA VI na FPGA tarči, čakakmo na potrditev FPGA VI prekinitev, beremo DMA FIFO 
pomnilnike in v njih zapisujemo. Preko funkcije Read/Write Control dostopamo do kontrol in 
indikatorjev, ki so na čelni plošči FPGA VI-ja. Pošiljamo lahko podatke v FPGA VI ali jih 
beremo iz njega. Na koncu še zaključimo referenco s funkcijo Close FPGA VI Reference. 
2.2.1.2.2.1. Branje, razčlenjevanje simulacijske datoteke in 
zapisovanje podatkov v registre 
Program je napisan tako, da se ob začetku izvajanja VI-ja prebere celotna simulacijska 
datoteka. 
 




Pot do simulacijske datoteke je potrebno določiti v kontroli, ki se nahaja na čelni plošči 
programskega VI-ja. Kontrola predstavlja vhodni parameter v funkcijo Open/Create/Replace 
File. S to funkcijo se odpre tekstovna datoteka. Izhod funkcije, refnum out, predstavlja 
referenčno številko datoteke. Ta parameter je vhod v funkcijo Read from Text File, ki na 
izhodu vrne vsebino celotne datoteke kot znakovni niz. Znakovni niz se nato zadržuje v 
pomikalnem registru. Ob koncu branja je potrebno še zapreti referenco do datoteke, kar opravi 
funkcija Close File. 
Znakovni niz, ki se prebere in zapiše v pomikalni register, se uporabi tudi za izračun števila 
vseh simulacij v simulacijski datoteki. Ta informacija je predstavljena na čelni plošči VI-ja.  
 
Slika 9: Računanje števila vseh simulacij 
Izračun poteka v podprogramu, ki vsebuje dve vhodni kontroli, na izhodu pa se pojavi 
številka, ki se shrani v indikator. Ena kontrola vsebuje znakovni niz celotne simulacijske 
datoteke, druga kontrola pa zankovni niz, ki loči posamezne simulacije. V tem primeru je to 
''SET''. Znakovni niz simulacijske datoteke se zapiše v pomikalni register. Vsako iteracijo 
neskončne (while) zanke se primerjata znakovna niza ''SET'' in simulacijska datoteka. To 
opravlja funkcija Search or Split String. Če oziroma ko funkcija zazna v simulacijski datoteki 
znakovni niz ''SET'', vrne na izhodu preostanek simulacijske datoteke brez ujemajočega se 
dela, v nasprotnem primeru vrne prazen znakovni niz. Izhod funkcije se nato zapiše nazaj v 
pomikalni register in se uporabi pri naslednji iteraciji zanke. Izhod funkcije Search or Split 
String je tudi vhod za funkcijo Empty String/Path?. Ta funkcija preverja, ali je znakovni niz 
prazen ali ne. Če je prazen vrne na izhodu true, v nasprotnem primeru pa false. Ta podatek pa 
je pomemben za štetje števila simulacij. Za to je uporabljen še en pomikalni register, ki ima 




funkcije Select ohrani vrednost iz pomikalnega registra ali pa se poveča za ena. Ko funkcija 
Empty String/Path? vrne logično enko, se izvajanje neskončne zanke ustavi in v kontrolo se 
zapiše število simulacij. 
Za tem se začne izvajanje programa znotraj neskončne zanke. Izbirni terminal prve Case 
strukture (Slika 6) je tipa boolean. Izbirni terminal je povezan s pomikalnim registrom, vendar 
je ob prvem ciklu neskončne zanke vrednost, ki pride na ta izbirni terminal, vedno True, saj je 
tako inicializiran pomikalni register. Znotraj True poddiagrama prve Case strukture sta še dve 
Case strukturi. Najprej se začne izvajati struktura številka dve. Na izbirni terminal te funkcije 
je vezan logični signal, ki ima vrednost True, kadar je znakovni niz, ki vsebuje simulacije, 
prazen. Na začetku ima ta signal vrednost False, zato se začne izvajati koda v False 
poddiagramu, kjer poteka branje, razčlenjevanje simulacijskega niza in zapis podatkov v 
registre/indikatorje ter shranjevanje serijskih ukazov v zbirke.  
Ko so pogoji za začetek simulacije izpolnjeni, se prebere samo ena simulacija, preostanek 
datoteke pa se zapiše nazaj v pomikalni register, kjer čaka do naslednje izpolnitve pogojev. 
Znakovni niz simulacije je potrebno razčleniti. Razčlenjevanje poteka v dveh podprogramih. 
V prvem se razčleni del datoteke, kjer so zapisani SET signali in čas TO, v drugem pa 
CHECK signali. Eden od izhodov prvega podprograma je zbirka ''WIDTH'', v kateri so 
shranjene dolžine vseh SET signalov. Zbirka se zapiše v FIFO register, s pomočjo katerega 
podatke o dolžini signalov prenesemo v FPGA VI.  
 
Slika 10: Razčlenjevanje simulacijske datoteke in zapis v FIFO register 
V podprogramu za razčlenjevanje SET signalov in časa TO simulacijski znakovni niz najprej 




znakom ''[''. Na prvem izhodu funkcija vrne znakovni niz, ki se nahaja pred znakom ''[''. To je 
''SETX'', kjer X predstavlja številko simulacije. Ta znakovni niz potuje na vhod naslednje 
Search or Split String funkcije, kjer se primerja z znakovnim nizom ''ET''. Na izhodu funkcije 
dobimo številko simulacije. Funkcija številka ena vrne, na drugem izhodu, celoten znakovni 
niz, ki se nahaja za znakom ''[''. Ta znakovni niz prejmeta funkciji dve in tri. Funkcija številka 
tri vrne na izhodu znakovni niz, ki se nahaja za znakom ''[''. Funkcija številka štiri primerja 
vhodni znakovni niz z znakom '']'' in na prvem izhodu vrne CHECK signale, na drugem pa 
preostali znakovni niz, ki vsebuje čas TO, serijske simulacije in vse preostale simulacije. S 
funkcijama številka pet in šest izluščimo znakovni niz, ki predstavlja TO. 
 
Slika 11: Podprogram za razčlenjevanje SET in TO dela datoteke 
Znakovni niz, ki ga na prvem izhodu vrne šesta funkcija Search or Split String, pretvorimo v 
številsko vrednost s funkcijo Decimal String To Number ter pretvorimo v ustrezen tip 
(nepredznačeno dvaintridesetbitno število – U32). Na drugem izhodu pa funkcija Search or 
Split String vrne znakovni niz s serijskimi simulacijami in preostalimi simulacijami, ki jih 
vsebuje simulacijska datoteka. Funkcija Search or Split String številka dve vrne na prvem 
izhodu znakovni niz, ki vsebuje vse SET signale in njihove lastnosti. Prva for zanka se izvede 
stoštirinajstkrat, ker je v simulacijski datoteki opisanih 114 SET signalov, druga for zanka pa 




prvih devetnajstih signalih, saj so vsi pulzni INT_ILK signali enakih dolžin, zato se upošteva 
samo dolžina, ki je napisana pri signalu INT_ILK0.0. Znakovni niz, ki pride v prvo for zanko, 
se shrani v pomikalni register. S prvo Search or Split String funkcijo izluščimo en SET signal. 
Niz primerjamo z znakom '';''. Podpičje se nahaja na koncu vsakega signala. Prvi izhod 
funkcije vsebuje preostalih 113 signalov in se shrani nazaj v pomikalni register. Drugi izhod 
pa je povezan z vhodom druge Search or Split String funkcije. Ta funkcija primerja znakovni 
niz signala z '',''. Kar se nahaja za vejico, je vhod na naslednjo Search or Split String funkcijo, 
ki prav tako znakovni niz primerja z '',''. Na izhodu dobimo podatek o obliki signala. Ob 
koncu vsakega cikla for zanke dobimo podatek o obliki enega signala. Ob koncu izvajanja for 
zanke se ti podatki zapišejo v zbirko ''Signal mode''. Druga for zanka je zelo podobna prvi, le 
da se pri zadnji funkciji Search or Split String prebere drugi izhod. Na tem izhodu dobimo 
podatek o dolžini pulza. S pomočjo funkcije Decimal String To Number se nato znakovni niz 
pretvori v številsko vrednost in zapiše v zbirko ''WIDTH''.  
Zapis CHECK signalov v registre 
V drugem podprogramu, kjer se razčlenjujejo CHECK signali, najprej pripeljemo znakovni 
niz vseh CHECK signalov v for zanko. For zanka se izvede štirinajstkrat, ker je štirinajst 
signalov. Znakovni niz se najprej primerja s podpičjem, saj je vsak signal ločen s tem 
znakom. Vsebina enega signala je nato vhod v naslednjo funkcijo Search or Split String, niz s 
preostalimi signali pa se zapiše v pomikalni register in se uporabi ob naslednjem ciklu for 
zanke. Druga Search or Split String funkcija primerja vhod z vejico in na izhodu vrne 
znakovni niz, ki vsebuje podatek o obliki signala. Na izhodu for zanke se oblikuje zbirka, ki je 
potrebna za izvajanje druge for zanke. Druga for zanka se ravno tako izvede štirinajstkrat, 
vendar število ciklov narekuje število elementov v zbirki iz prejšnje zanke. V drugo for zanko 
je ravno tako pripeljan znakovni niz s CHECK signali. Sledi razčlenjevanje, podobno kot v 
prejšnji for zanki le, da je tu uporabljen prvi izhod druge Search or Split String funkcije, ki 
vsebuje ime signala. Ime signala je vhod v funkcijo Scan From String. Ta funkcija ima poleg 
znakovnega niza in error linije še en vhod, to je ''CHECK_signals'' kontrola. Gre za poseben 
tip datoteke v LabVIEW projektu, kjer je definirana kontrola tipa enum, ki vsebuje imena 
vseh CHECK signalov. Vsak signal ima svoj indeks. Funkcija Scan From String primerja 




znakovnemu nizu, funkcija na izhodu vrne indeks, ki pripada določenemu imenu. Če do 
ujemanja ne pride, se na error liniji pojavi napaka. Stanje error linije se kasneje preverja, na 
podlagi tega stanja se ugotovi, ali je prišlo v simulacijski datoteki do napake pri katerem od 
imen CHECK signalov. Pridobljeni indeks signala gre nato na vhod Case strukture. Case 
struktura vsebuje najmanj dva poddiagrama. Na začetku je izbirni terminal, ki odloča, kateri 
poddiagram se bo izvedel. Na vrhu strukture je labela, kjer lahko izbiramo med možnimi 
poddiagrami. V tem primeru Case struktura vsebuje tri poddiagrame: HIGH, LOW, Default. 
Na izbirni terminal je priključen znakovni niz, ki vsebuje podatek o obliki CHECK signala, 
torej HIGH ali LOW. Poleg že omenjenega indeksa sta na Case strukturo priključeni še dve 
dvaintrideset bitni števili, ki ju bomo uporabili kot register za shranjevanje podatka o obliki 
signala.  
 
Slika 12: Razčlenjevanje CHECK signalov 
Kateri poddiagram Case strukture se bi izvajal, določa vsebina znakovnega niza, ki je 
priključen na izbirni terminal. Če je vsebina ''HIGH'', se bo izvajala koda v istoimenskem 
poddiagramu Case strukture. Enako velja za ''LOW''. Če vsebina znakovnega niza ne ustreza, 
nobenemu izmed teh dveh nizov, pa se izvaja koda v poddiagramu Default. 
Poddiagram ''HIGH'' 
V tem poddiagramu se najprej pretvorita številki ''CHECK_HIGH'' in ''CHECK_LOW'' v 
boolean zbirko. To opravi funkcija Number To Boolean Array. Tako dobimo zbirki z 




logično ničlo. Zbirka, ki vsebuje elemente registra ''CHECK_HIGH'', je povezana na vhod 
zgornje funkcije Replace Array Subset. Ta funkcija zamenja element zbirke z določenim 
indeksom, z elementom, ki je določen na tretjem vhodu funkcije. Tako se v poddiagramu 
''HIGH'' izbran element zbirke ''CHECK_HIGH'' zamenja z logično enico (true). Zbirka se 
pretvori nazaj v številko s funkcijo Boolean Array To Number. Podobno se zgodi s 
številko/registrom ''CHECK_LOW'', le da se element z določenim indeksom zamenja z 
logično ničlo (false). Princip zapisovanja v registre prikazuje spodnja slika. 
 
Slika 13: Princip zapisovanja v registre 
Poddiagram ''LOW'' 
V tem poddiagramu je koda zelo podobna. Razlikuje se le v tem, da se element zbirke 
''CHECK_LOW'' zamenja z logično enico, element zbirke ''CHECK_HIGH'' pa z logično 
ničlo. 
V poddiagramu Default se ne zgodi nič, oba registra ohranita iste vrednosti. Ob koncu 
izvajanja programa v poddiagramu se številske vrednosti zapišejo v pomikalni register. Tako 
so pripravljene za naslednji cikel for zanke. Ko se shrani oblika signala še zadnjega elementa, 
se vrednosti zapišeta v kontroli. Tako so podatki pripravljeni za prenos v FPGA del 
simulatorja. 
Zapis SET signalov v registre 
Zapis SET signalov v registre poteka v for zanki, ki se izvede tolikokrat, kolikor je signalov, 




32-bitni, zato lahko v njih zapišemo informacije dvaintridesetih signalov. Vseh SET signalov 
je 114, zato potrebujemo za vsako obliko signala po štiri registre, torej imamo skupaj 16 
indikatorjev. Slika 14 prikazuje zapis prvih dvaintridesetih signalov. Na vhod for zanke je 
povezan znakovni niz, ki vsebuje vse SET signale, in zbirka znakovnih nizov, v kateri so 
zapisane oblike signalov. Na vhodu definiramo vseh šestnajst registrov, ki jim določimo 
vrednost nič. V for zanko je speljana tudi error linija, ki je uporabna za odkrivanje napak v 
simulacijski datoteki. Znakovni niz s SET signali je povezan na vhod Search or Split String 
funkcije. Znakovni niz se primerja s podpičjem, ki je v simulacijski datoteki postavljeno na 
koncu vsakega signala. Tako funkcija na prvem izhodu vrne podatke enega signala. Ta 
znakovni niz je vhod v drugo Search or Split String funkcijo, kjer se znakovni niz primerja z 
vejico. Tako dobimo ime signala, ki je hkrati vhod v funkcijo Scan From String. Funkcija ima 
poleg error linije priključeno še ''SET_signals'' kontrolo. To je poseben tip datoteke v 
LabVIEW projektu, kjer je definirana kontrola tipa enum, ki vsebuje imena vseh SET 
signalov. Vsakemu signalu v kontroli pripada indeks oziroma zaporedna številka pod katero je 
shranjen. Če se znakovni niz oziroma ime, ki pride v funkcijo Scan From Sting, ujema s 
katerim od imen v kontroli, funkcija vrne indeks signala. V nasprotnem primeru se na error 
liniji pojavi napaka in izvajanje simulacije se prekine. Ker obstajajo štiri skupine registrov, se 
najprej na podlagi indeksa določi, v katero skupino se bodo zapisovali podatki. Indeks, ki ga 
vrne Scan From String funkcija, se najprej primerja s številko 32. Izhod primerjalnika je 
povezan na izbirni terminal Case strukture. 
 
 




Case struktura vsebuje dva poddiagrama: True, False. Če je indeks, ki ga primerjamo, manjši 
od dvaintrideset, se izvede program v poddiagramu True, v nasprotnem primeru se izvede 
poddiagram False. V True poddiagramu Case strukture se preurejajo registri: ''HIGH'', 
''LOW'', ''PULSE UP'', ''PULSE DOWN''. To se dogaja v Case strukturi, ki vsebuje štiri 
poddiagrame. Na izbirni terminal Case strukture je priključen znakovni niz, ki vsebuje 
podatek o obliki signala. Na vhod strukture so povezani še vsi štirje registri in indeks signala. 
Poddiagram ''HIGH'' 
V tem poddiagramu se najprej vsa števila, ki so uporabljena kot registri, pretvorijo v zbirke 
logičnih vrednosti, kar opravi funkcija Number To Boolean Array. Vsaka zbirka je povezana 
na funkcijo Replace Array Subset, na katero je povezana še logična konstanta, ki predstavlja 
vrednost True ali False, ter indeks signala. Logična konstanta ima pri funkciji Replace Array 
Subset, ki ureja register ''HIGH'', vrednost True. Pri vseh ostalih funkcijah imajo logične 
konstante vrednost False. Ko se elementi zbirk ustrezno zamenjajo, se zbirke pretvori nazaj v 
številske vrednosti. To opravi funkcija Boolean Array To Number. 
V ostalih poddiagramih je koda zelo podobna. Razlikuje se v tem, da v vsakem poddiagramu 
dobi vrednost True element tiste zbirke, ki ustreza imenu poddiagrama. Vrednosti ostalih 
registrov, ki se uporabljajo za signale, in imajo indeks večji od 31, se v izvajanju True 
poddiagrama nič ne spreminjajo. Ko se program v True poddiagramu izvede, se vse vrednosti 
registrov zapišejo v pomikalne registre. Tako so vrednosti pripravljene za naslednji cikel for 
zanke. 
 
Slika 15: Struktura diagramov pri zapisovanju SET signalov 
Če funkcija Scan From String vrne indeks večji od 31, se začne izvajati koda v False 




izbirni terminal Case strukture. Struktura je na Sliki 14 označena s številko dve. Če je indeks 
manjši od 64, se izvede program v True poddiagramu, v nasprotnem primeru pa se izvede 
False poddiagram. V True poddiagramu se nahaja še ena Case struktura, kjer poteka urejanje 
druge skupine registrov. Preden se prične urejanje, se indeks zmanjša za 32, tako v novih 
registrih začnemo pisanje na mestu z indeksom nič. Postopek zamenjave elementov v logičnih 
zbirkah je identičen prvi skupini registrov, le da se tukaj urejajo registri: ''HIGH_2'', 
''LOW_2'', ''PULSE UP_2'', ''PULSE DOWN_2''.  
 
Slika 16: Zapisovanje signalov v registre z indeksom večjim od 31 
 
V False poddiagramu druge Case strukture se nahaja tretja Case struktura s poddiagramoma: 
True, False. Logična vrednost, ki odloča, kateri poddiagram se bo izvajal, je rezultat 
primerjave indeksa signala in števila 96. Šestindevetdeset je dolžina treh registrov. Če je 
indeks manjši od 96, se izvede True poddiagram, v nasprotnem primeru se izvede False 
poddiagram. V True poddiagramu tretje Case strukture se indeks najprej zmanjša za 64, tako 




logičnih zbirkah je identičen prvima dvema skupinama signalov, le da se tukaj urejajo registri: 
''HIGH_3'', ''LOW_3'', ''PULSE UP_3'', ''PULSE DOWN_3''. V False poddiagramu tretje Case 
strukture se indeks signalov najprej zmanjša za 96, ostala koda pa je enaka kot pri prvih treh 
skupinah. Tukaj se urejajo registri: ''HIGH_4'', ''LOW_4'', ''PULSE UP_4'', ''PULSE 
DOWN_4''. Po vsakem ciklu for zanke se vrednosti registrov shranijo v pomikalne registre. 
Po končanem zadnjem ciklu for zanke se vrednosti zapišejo v indikatorje. Tako so podatki 
pripravljeni za prenos na FPGA del simulatorja. 
Razčlenjevanje serijske simulacije 
Kot sem že omenil, poteka v False poddiagramu druge Case strukture tudi razčlenjevanje 
znakovnega niza, kjer so zapisane serijske simulacije in shranjevanje podatkov v zbirke. To 
poteka v podprogramu, v katerega je pripeljan znakovni niz, ki je bil razstavljen v 
podprogramu za razčlenjevanje SET signalov in TO dela datoteke.  
 
Slika 17: Računanje števila serijskih simulacij 
Na podlagi vhodnega znakovnega niza se najprej izračuna število serijskih simulacij. Ta 
izračun poteka v za to namenjenem podprogramu. Najprej se preveri, ali simulacija sploh 
vključuje tudi serijske ukaze. Funkcija Search/Split String primerja vhodni znakovni niz z 
nizom ''SET''. Znakovni niz, ki ga vrne funkcija, so serijski ukazi ali pa znak za novo vrsto 
(''\n''), če simulacija ne vsebuje tudi serijske simulacije. Dobljeni znakovni niz se primerja z 
znakom ''\n''. Izhod primerjalnika je vezan na Case strukturo z dvema poddiagramoma: True, 
False. Če simulacija ne vsebuje serijskih ukazov, se izvede poddiagram True. V tem 
poddiagramu določimo indikatorju ''Numeric'' vrednost nič. V False poddiagramu poteka 
izračun v neskončni zanki. Pred začetkom izvajanja zanke se inicializira števec, ki bo štel 
število simulacij. V tej zanki se znakovni niz, ki je povezan na vhod podprograma, primerja z 




vrne vse, kar se nahaja za tem znakovnim nizom. Razlika med funkcijama Search/Split String 
in Search or Split String je samo v drugem izhodu. Prva vrne znakovni niz, ki se ujema z 
referenčnim in vse ostalo, druga pa vrne samo, kar je za referenčnim nizom. Naslednja 
Search/Split funkcija primerja vhodni znakovni niz s ''SET''. Tako dobimo samo znakovni niz, 
ki vsebuje serijske ukaze simulacij, ki jih vsebuje trenutno opazovana simulacija. Ta znakovni 
niz se preveri, ali je prazen ali ne. V primeru, da je prazen, se izvajanje zanke ustavi, saj je 
izhod funkcije Empty String/Path? vezan na Loop Condition neskončne zanke. Če pa ima 
znakovni niz vsebino, se stanje števca poveča za ena in začne se izvajati nov cikel neskončne 
zanke. Ko se zanka ustavi, se vrednost števca zapiše v indikator ''Numeric''. 
Primer serijske simulacije: 
SEND_I2B[050500000016-wr:AA:VVVVVVVV:TT-
CCCCCCCC4]RECEIVE_I2B[050500000015-AA:VVVVVVVV:TT:0-CCCCCCCC4] 
V vsaki iteraciji for se razčleni ena serijska simulacija. Ukaz, ki ga želimo poslati na testirano 
napravo, se nahaja med oglatimi oklepaji, za nizom ''SEND_ime naprave''. Ukaz, ki ga 
pričakujemo kot odgovor od testirane naprave, pa se nahaja v oglatih oklepajih za nizom 
''RECEIVE_ime naprave''. V vsakem ukazu sta dva znaka (''-''), katerih namen je, da ločujeta 
posamezne dele ukaza in olajšujeta razčlenjevanje. Ime naprave, ki jo bomo testirali, se 
nahaja med zankovnima nizoma ''SEND_'' in ''[''. Vsebino med oglatimi oklepaji je potrebno 
ločiti na tri dele. Prvi del (vsebina med "[" in "-") je potrebno interpretirati kot 
heksadecimalne vrednosti in ga pretvoriti v ASCII znake. Drugi del (vsebina med ''-'' in ''-'') je 
potrebno interpretirati kot ASCII znake. Tretji del (vsebina med ''-'' in '']'') pa je prav tako 
treba interpretirati kot heksadecimalne vrednosti in znake pretvoriti v ASCII. Primer iz prvega 
oziroma tretjega dela: vzamemo po dva in dva znaka skupaj, na primer ''05'', in ga pretvorimo 
v ASCII znak. ''05'' pomeni ENQ (Enquiry). 
Število serijskih simulacij predstavlja tudi število ciklov for zanke, v kateri poteka 
razčlenjevanje serijskih ukazov. V for zanko je pripeljan znakovni niz s serijskimi 
simulacijami in ostalimi simulacijami, zato se ta najprej razčleni tako, da ostanejo samo 
serijske simulacije trenutne simulacije. To se izvede s prvima dvema funkcijama Search or 




funkcijo Search or Split String, drugi izhod pa gre na vhod Case strukture, ki ima tri 
podprograme: ''DTG'', ''I2B'', Default. Četrta funkcija primerja string z ''_''. Tako dobimo ime 
naprave, kjer se bo izvedla trenutna serijska simulacija. To je tudi niz, ki je priključen na 
izbirni terminal Case strukture. Default poddiagram se izvede, če bi prišlo pri imenu naprave 
do napake v simulacijski datoteki. Ostala dva poddiagrama se razlikujeta samo v znakovnem 
nizu, ki je definiran v zgornjem desnem kotu poddiagrama in se nato shrani v zbirko ''device''. 
Prva Search or Split String funkcija znotraj ''I2B'' oziroma ''DTG'' poddiagrama primerja 
znakovni niz z ''-''. Znakovni niz iz prvega izhoda se zunaj Case strukture pretvori v ASCII 
znake, znakovni niz iz drugega izhoda pa gre na naslednjo funkcijo. Ta funkcija ravno tako 
primerja znakovni niz z ''-'' in na prvem izhodu vrne drugi del serijskega ukaza, ki ga ni 
potrebno pretvarjati. Drugi izhod pa je vezan na tretjo Search or Split String funkcijo, ki vhod 
primerja z '']''. Znak označuje konec ukaza, ki ga želimo poslati na    
 
Slika 18: Razčlenjevanje serijskih ukazov 
testirano napravo. Prvi izhod funkcije vrne znakovni niz, ki ga je potrebno pretvoriti v ASCII 
znake. To se zgodi v podprogramu zunaj Case strukture. Drugi izhod vsebuje ukaz, ki ga 
pričakujemo kot odgovor naprave na poslani ukaz. Izhod je povezan na naslednjo funkcijo, ki 
niz primerja z ''[''. Kar se nahaja med tem znakom in ''-'', je prvi del ukaza, ostalo se prenese 
na šesto Search or Split String funkcijo, ki ravno tako primerja vhodni niz z znakom ''-''. Kar 
funkcija vrne na prvem izhodu, je drugi del ukaza, drugi izhod pa je vezan na vhod zadnje 
funkcije, ki znakovni niz primerja z '']''. Kar se nahaja pred tem znakom, je tretji del ukaza, 
kar pa se nahaja za zaklepajem, so ostale serijske simulacije, v kolikor jih obravnavana 
simulacija vsebuje. Znakovni niz s preostalimi simulacijami je vezan na pomikalni register. 




en ukaz s pomočjo funkcije Concatenate Strings. Ko se izvede še zadnji cikel for zanke, se 
zbirke razčlenjenih ukazov preuredi z zamenjavo vrstnega reda elementov, kar opravi funkcija 
Reverse 1D Array. Vrstni red je potrebno zamenjati, ker je omenjeni vrstni red potreben v 
delu programa, kjer se ukazi pošiljajo na serijski port. Na koncu se zbirke z znakovnimi nizi 
zapiše še v indikatorje. 
Program se nadaljuje z izvajanjem tretje Case strukture (Slika 6). Na izbirni terminal te 
strukture je priključen logični signal, ki je logična ALI funkcija dveh signalov. Ta dva signala 
sta stanji error linije. En signal predstavlja error linijo SET signalov, drugi pa error linijo 
CHECK signalov. Če pride do napake pri katerem koli signalu, ima error linija vrednost True 
in v tem primeru se izvede True poddiagram. Če ni napake, se izvede False poddiagram. V 
False poddiagramu se vsi indikatorji/registri, v katere so shranjeni podatki iz simulacijske 
datoteke, prenesejo v FPGA VI. To se zgodi s pomočjo funkcije Read/Write Control. Zaradi 
večje preglednosti indikatorji/registri niso vezani direktno na funkcijo. Namesto tega ima vsak 
indikator lokalno spremenljivko, ki jo je možno uporabiti kjerkoli v VI-ju. 
 
Slika 19: Tretja Case struktura 
Na koncu vseh registrov se v FPGA del prenese še ''condition''. To je logična konstanta, ki 
sproži izvajanje simulacije v FPGA VI-ju. V obeh poddiagramih se stanje signala, ki vsebuje 
število že izvedenih simulacij, poveča za ena. V True poddiagramu poteka generiranje 
sporočila o tem, kje se nahaja napaka. Najprej se logični vrednosti, ki predstavljata stanje 




Array To Number pretvori v številko in linija je povezana na izbirni terminal Case strukture, 
ki ima štiri poddiagrame: 0, 1, 2, 3. V poddiagramu 0 se ne generira nobeno sporočilo, v 
poddiagramu 1 se ustvari znakovni niz ''CHECK'', v poddiagramu 2 se generira ''SET'', v 
zadnjem pa se ustvari znakovni niz ''SET and CHECK''. Ko se zaključi izvajanje kode v Case 
strukturi, se zgenerirani niz združi z znakovnim nizom ''Signal name error: ''.  
2.2.1.2.2.2. Potek serijske simulacije 
Izvajanje programa se nadaljuje v False poddiagramu prve Case strukture (Slika 6). V 
poddiagramu se poleg dveh Case struktur nahaja Read/Write Control funkcija, ki operira z 
dvema signaloma. Prvi je ''condition'', ki se z logično konstanto postavi na False. Drugi signal 
pa je ''Time Out'', ki se prebere iz FPGA VI-ja in označuje konec izvajanja simulacije. Ko se 
simulacija v FPGA delu zaključi, dobi vrednost True. Če pri razčlenjevanju simulacijske 
datoteke ni prišlo do napake in je simulacija v FPGA delu zaključena, se prične izvajanje 
serijskih simulacij, v kolikor jih obravnavana simulacija vsebuje. 
Branje in pisanje na serijski port je implementirano v četrti Case strukturi (Slika 6). V False 
poddiagramu program samo čaka, da poteče čas TO. Glavno dogajanje poteka v True 
poddiagramu. Ker testiramo dve napravi, uporabljamo dva serijska porta, zato je koda 
podvojena. Testira se samo ena naprava hkrati. Najprej se izvede koda v podprogramu za 
branje serijskih ukazov iz zbirke. Na vhod podprograma so vezane zbirke znakovnih nizov. V 
prvi zbirki so znakovni nizi imen naprav, v drugi so serijski ukazi, ki jih želimo poslati, v 
zadnji pa so serijski ukazi, ki jih pričakujemo kot odgovor testirane naprave. Poleg zbirk je na 
vhod povezana še številka, ki je za ena manjša od števila serijskih simulacij. V podprogramu 
za branje serijskih ukazov se najprej iz vsake zbirke prebere element, katerega indeks je enak 
številki, ki pride na vhod podprograma. Ta številka se najprej primerja s številom minus ena. 
Izhod primerjalnika je vezan na izbirni terminal Case strukture. Če je številka večja od minus 
ena, se izvede False poddiagram, v nasprotnem primeru pa True. True poddiagram se torej 
izvede, ko ni nobene serijske simulacije. V tem primeru se vsem izhodom določi prazen 
znakovni niz. V False poddiagramu se nahaja še ena Case struktura, ki vsebuje tri 
poddiagrame: ''DTG'', ''I2B'', Default. Na izbirni terminal strukture je povezan znakovni niz 




''send_DTG'' izhod, znakovni niz iz zbirke ''receive'' pa se zapiše na ''receive_DTG''. Oba I2B 
izhoda ostaneta prazna. V poddiagramu ''I2B'' pa se zgodi ravno obratno. V Default 
poddiagramu se na vse izhode zapiše prazen znakovni niz (izhodi ostanejo prazni). Izhodni 
signali podprograma so nato povezani na podprograma za branje in pisanje na serijski port 
posamezne naprave. Zgornjii del kode v True poddiagramu pripada DTG napravi, spodnji del 
pa I2B napravi. Podprogram za branje/pisanje na serijski port in generiranje sporočila ima 
osem vhodnih in sedem izhodnih signalov. 
 
Slika 20: Serijska simulacija (četrta Case struktura) 
Signala ''VISA resource name out'' in ''error out'' prideta iz funkcije VISA Configure Serial 
Port, ki se nahaja zunaj neskončne zanke. Funkcija prejme podatke o konfiguraciji serijskega 
porta in jih oblikuje v signal ''VISA resource name'', signal, ki ga uporabljajo vse funkcije, ki 
so kakorkoli povezane s serijsko komunikacijo. Konfiguracijo serijskega porta določi 
uporabnik na čelni plošči VI-ja. V podprogramu za branje in pisanje na serijski port najprej 
poteka pisanje, kar je implementirano v Case strukturi. Signal, ki določa, ali se bo izvedel 
True ali False poddiagram, je ''Write_enable''. Odvisen je od dejstva, ali se je serijski ukaz, ki 
ga vrne testirana naprava, že prebral ali ne. Pri prvi simulaciji ima signal vrednost True. 




niz, ki ga želimo zapisati na serijski port. V False poddiagramu se ne zgodi nič. Po končanem 
pisanju sledi branje. Funkcija VISA Read spremlja stanje serijskega porta in vrne znakovni 
niz, ki se pojavi na liniji. Celoten odziv, ki ga je potrebno prebrati, je dolg sedemindvajset 
znakov. Ali dolžina že ustreza celotnemu odzivu, sporoča signal ''Whole_string_in''. Ta signal 
je povezan na izbirni terminal Case strukture in ima ob prvem izvajanju vrednost False. V 
False poddiagramu se združita znakovna niza ''whole_response_in'' in niz, ki pride iz funkcije 
VISA Read. Med čakanjem na celoten odziv naprave teče števec, ki se vsako iteracijo 
neskončne zanke poveča za ena. Če prešteje do dvajset tisoč, dobi signal ''ERROR?'' vrednost 
True, kar pomeni, da je prišlo do napake. Čakanje se v tem primeru ustavi in izvajati se začne 
naslednja serijska simulacija. 
 
Slika 21: Pisanje in branje s serijskega porta 
Če vse poteka normalno, pa se izvede koda v podprogramu za generiranje poročila. Na vhod 
tega podprograma je vezan odziv serijskega porta, pričakovan odziv, ki se prebere iz 
simulacijske datoteke, logični signal, ki potrjuje celotno dolžino prejetega niza, in znakovni 
niz, ki vsebuje ime naprave. Logični signal je vezan na izbirni terminal Case strukture, v 
kateri poteka razčlenjevanje prejetega serijskega ukaza. Prejeti ukaz se razčleni na tri dele s 
funkcijo Search/Split String. Parameter za razčlenjevanje je zamik od začetnega znaka, ker 
vemo, koliko znakov je dolg posamezen del. Tako sta parametra 7 in 15. Prvi in tretji del 
odziva je potrebno pretvoriti iz ASCII v heksadecimalno predstavitev, da se dobljeni odziv 
lahko primerja s pričakovanim. Pretvorba poteka v podprogramu za pretvarjanje ASCII 






Slika 22: Generiranje serijskega rezultata 
Prejeti in pričakovani znakovni niz se nato primerjata. Izhod primerjalnika je vezan na izbirni 
terminal Case strukture, v kateri se generira poročilo simulacije. Če sta niza enaka, se izvede 
True poddiagram. V tem poddiagramu se ne zgenerira nobeno sporočilo. V indikator 
''Serial_result'' se na zapiše nič (prazen string). Če se niza razlikujeta, se izvede False 
poddiagram, kjer se generira sporočilo po naslednjem vzorcu: 
ime naprave_NACK: actual response: odziv naprave, expected response: pričakovani odziv; 
Sporočilo se skupaj z ostalimi sporočili ob koncu simulacije zapiše v datoteko z rezultati. Po 
koncu izvajanja podprograma za branje/pisanje in gereriranje poročila se med ''ERROR?'' in 
''next_SEND?'' signaloma izvede logična operacija ALI. Operacija se izvede na signalih iz 
obeh naprav. Če ima kateri koli rezultat vrednost True, se lahko izvede naslednja simulacija. 
Če je med serijsko simulacijo prišlo do napake in ima signal ''ERROR?'' vrednost True, se v 
datoteko z rezultati zapiše: ''ime naprve serial error; ''. 
2.2.1.2.2.3. Branje rezultatov simulacije in generiranje sporočila 
Koda za branje rezultatov simulacije in generiranje sporočila je implementirana v True 
poddiagramu pete Case strukture (Slika 6). Na izbirni terminal strukture je povezan signal, ki 
je ALI funkcija signalov ''ERROR'' in ''all simulations?''. Prvi signal ima vrednost True, če 
pride do napake v simulacijski datoteki. Signal ''all simulations?'' pa je izhodni signal 
podprograma za branje serijskih ukazov iz zbirke in ima vrednost True, ko se izvedejo vse 




vrednost True. Takrat se izvede koda v True poddiagramu. V False poddiagramu se ne zgodi 
nič, program samo čaka, da se izvedejo vse serijske simulacije. Znotraj True poddiagrama je 
še ena Case struktura, ki ima dva poddiagrama: True, False. True poddiagram se izvede, če 
ima signal ''ERROR'' vrednost True. V tem primeru je prišlo do napake v simulacijski 
datoteki. Izvajanje take simulacije se v FPGA VI-ju ne sproži, ampak se v datoteko z rezultati 
zapiše samo poročilo o napaki. Sintaksa poročila: 
simulationX: opis napake v simulacijski datoteki 
X – številka simulacije 
Če med simulacijo ni prišlo do napak, se izvede False poddiagram. V tem poddiagramu je 
podprogram in funkcija Concatenate Strings, ki združi znakovna niza rezultatov serijske 
simulacije, in simulacije, ki je potekala v FPGA VI-ju. V podprogramu se iz FPGA dela 
preberejo rezultati simulacije in generira se sporočilo. V FPGA delu se preverja, kakšne so ob 
koncu simulacije vrednosti CHECK signalov. Dejanske vrednosti in vrednosti, ki so zapisane 
v simulacijski datoteki kot pričakovane, se primerjajo. Na podlagi te primerjave se za vsak 
signal generirata dva logična signala: ''OK'' in ''ERROR''. Če se pričakovana vrednost CHECK 
signala ujema z dejansko vrednostjo, se ''OK'' postavi na True. V nasprotnem primeru se na 
logično enico postavi signal ''ERROR''. Te vrednosti se po vrsti zapišejo v nepredznačeno 
dvaintrideset bitno število (U32), številka se shrani v indikator ''CHECK_bool''. Vrednost  
indikatroja se v podprogramu za branje rezultatov prebere s pomočjo funkcije Read/Write 
Control. Številsko vrednost se pretvori v zbirko, ki je povezana na vhod for zanke. For zanka 
se izvede štirinajskrat, ker je štirinajst CHECK signalov. V for zanki se združi ''OK'' signale 
(vrednosti) posebej in ''ERROR'' vrednosti posebej. Tako se najprej preveri, če vse vrednosti 
signalov ustrezajo pričakovanim. Če se vrednosti ujemajo, se izvede True poddiagram Case 
strukture. V tem poddiagramu se generira sporočilo:  
simulationX: OK;  
Če se ne ujemajo vse vrednosti signalov, pa se izvede False poddiagram, kjer se preveri 
vrednost vsakega signala posebej. Za signale, katerih vrednosti se ne ujemajo, se zgenerira 




vrednost posameznega signala, je najprej potrebno prebrati elemente iz zbirke signala 
''CHECK_bool''. To poteka s funkcijo Index Array. Prebere se prvih osemindvajset vrednosti 
z indeksi od nič do sedemindvajset, ostale vrednosti nimajo pomena. Znotraj False 
poddiagrama za vsak CHECK signal obstaja podprogram.  
 
Slika 23: Branje rezultatov simulacije in generiranje sporočila 
Na vhod vsakega podprograma sta povezani ustrezni ''OK'' in ''ERROR'' vrednosti. Ti dve 
vrednosti se najprej s pomočjo Boolean To (0,1) funkcije, pretvorita v številsko vrednost, 
številka pa se nato pretvori v znakovni niz. V vsakem podprogramu je Case struktura. True 
poddiagram se izvede, če je vrednost signala pravilna. V tem primeru se ne generira nobeno 
sporočilo, ampak se v True poddiagramu vrednost vhodnega znakovnega niza samo prenese 
na izhod. V False poddiagramu pa se generira sporočilo z naslednjo sintakso:  
NACK_ime signala (OK: 0, ERROR: 1);  
 




Tako se preveri vsak signal posebej in sporočila se združujejo. Ko se preveri še zadnji signal, 
dobimo celotno sporočilo. Sporočilo CHECK signalov se združi s poročilom serijskih 
simulacij, ki se kasneje zapiše v tekstovno datoteko. 
2.2.1.2.2.4. Zapis rezultatov v tekstovno datoteko 
Generiranje tekstovne datoteke za rezultate in zapis rezultatov poteka znotraj neskončne 
zanke, vendar v nobeni izmed glavnih (šestih) Case struktur. Rezultati se zapisujejo v 
datoteko s pomočjo funkcije Write to Text File. Funkcija na vhodu sprejme znakovni niz, ki 
ga želimo zapisati in pot do datoteke, v katero želimo zapisati rezultate. 
 
Slika 25: Zapisovanje rezultata v datoteko 
Da se lahko rezultati zapišejo v datoteko, jo je potrebno najprej zgenerirati. Če je na začetku 
izvajanja simulacij izbran način delovanja, v katerem se simulacije ponavljajo, se v 
podprogramu za vsako ponovitev zgenerira nova datoteka za zapis rezultatov. Tako so 
rezultati urejeni po datotekah in zato bolj pregledni. Generiranje nove datoteke poteka v 
podprogramu. Datoteki je potrebno določiti novo ime in lokacijo. To poteka tako, da funkcija 
Strip Path razčleni osnovno pot do datoteke, ki jo določi uporabnik na čelni plošči, na ime in 
končnico. Ker gre za tekstovno datoteko, je končnica .txt. Novo ime je sestavljeno iz starega 
imena, dodamo pa mu zaporedno številko iteracije simulacij. Funkcija Build Path na podlagi 
stare poti in novega imena datoteke na izhodu vrne novo pot. Funkcija Open/Create/Replace 





Slika 26: Generiranje nove datoteke za rezultate 
Datoteke simulacijskih rezultatov se med izvajanjem simulacije shranjujejo v RAM. Da ne bi 
prišlo do prezasedenosti pomnilnika, se po vsaki tisoči simulaciji rezultati shranijo na disk, za 
kar poskrbi funkcija Flush File. 
Ko so rezultati zapisani, se prične razčlenjevanje naslednje simulacije, celoten postopek pa se 
ponovi. Ko se zapišejo rezultati zadnje simulacije, se izvajanje programa ustavi. Če je na 
nadzorni plošči izbran način izvajanja simulacije, kjer se simulacije iz simulacijske datoteke 
izvedejo samo enkrat, se program, po zapisu rezultatov zadnje simulacije, ustavi. Če pa je 
izbran ponavljajoči način, se simulacije iz simulacijske datoteke ponavljajo, dokler ročno ne 
ustavimo programa. 
2.2.1.3. FPGA VI 
2.2.1.3.1. Čelna plošča 
Čelna plošča je opremljena s kontrolami in indikatorji, preko katerih prenašamo podatke iz 
programskega dela simulatorja na FPGA del in obratno. Na tak način prenašamo vse podatke, 






Slika 27: Čelna plošča FPGA VI-ja 
2.2.1.3.2. Blokovni diagram 
V blokovnem diagramu je implementirana koda, ki se izvaja na FPGA vezju. Blokovni 
diagram je razdeljen na nekaj večjih delov:  
- del, kjer vse kontrole, ki prenašajo podatke o obliki SET signalov, zapišemo v 
globalne spremenljivke, 
- del, kjer sedeteltira pozitivna fronta logične kontrole, ki sproži novo simulacijo, 
- del, kjer se prebere zbirka dolžin pulzov SET signalov, 
- števec, ki nadzira trajanje simulacije (šteje do TO), 
- del, kjer nastavljamo SET signale, 
-  del, kjer beremo in preverjamo CHECK signale. 
2.2.1.3.2.1. Zapis kontrol v globalne spremenljivke 
Vsi deli FPGA vezja morajo delati natančno in usklajeno, zato je celotna koda 
implementirana v zankah Single Cycle Timed Loop. V teh zankah se celotna koda izvede v 
enem urinem ciklu. Urin cikel ja definiran s frekvenco izvajanja zanke na zgornji levi strani 
zanke. Vse zanke v blokovnem diagramu se izvajajo s frekvenco 40 MHz, kar pomeni, da se 
celotna koda v zanki izvede v času 25 ns. Kontrole, ki smo jih v programskem delu 




prenos podatkov po celem blokovnem diagramu, tudi znotraj podprogramov. Ta zanka se 
izvaja neprekinjeno, saj je na Loop Condition zanke vezana logična konstanta False. 
 
Slika 28: Zapisovanje kontrol v globalne spremenljivke 
2.2.1.3.2.2. Proženje nove simulacije 
Ko se v programskem delu prebere simulacija, se logični signal ''condition'' postavi iz False na 
True. Indikator je namenjen FPGA delu, ki označuje začetek nove simulacije. Da se nova 
simulacija začne točno ob spremembi vrednosti, je potrebno detektirati pozitivno fronto 
signala. To poteka v zanki (Single Cycle Timed Loop) na spodnji sliki. 
 
Slika 29: Detekcija pozitivne fronte 
Najprej se inicializira zbirka štirih logičnih False vrednosti. Vsako iteracijo zanke preberejo 
elementi zbirke, ki so shranjeni v pomikalnem registru, se zamaknejo za eno mesto v levo, na 
najmanj pomemben (LSB) bit se zapiše vrednost signala, ki se preverja. Če je vrednost 
signala False, ob naslednjem ciklu pa True, zbirka vsebuje elemente: 0001. Da se izognemo 




se po prehodu zazna še vsaj ena True vrednost. Takrat zbirka vsebuje vrednosti: 0011. Če te 
binarne vrednosti pretvorimo v desetiška števila, je to številka 3. Podatek o spremembi se 
shrani v spominski element ''M_REdge''. S tem, ko se logičnemu signalu ''condition'' spremeni 
vrednost in gre iz False na True, se sproži branje ''WIDTH'' zbirke iz FIFO registra, 
posledično pa se začne izvajanje nove simulacije. 
2.2.1.3.2.3. Branje dolžin pulzov iz FIFO registra 
Zbirka ''WIDTH'', v kateri so shranjena dvaintrideset bitna števila, se v FPGA VI prenese s 
pomočjo FIFO registra. Iz FIFO registra se prebere vsak element zbirke posebej. 
 
Slika 30: Branje elementov iz FIFO registra 
Najprej se zgenerira prazna zbirka z devetnajstimi elementi nepredznačenih dvaintrideset 
bitnih števil (U32). Branje dolžin pulza poteka v True poddiagramu Case strukture in se 
začne, ko se iz spominskega elementa ''M_REdge'' prebere logična vrednost True. Vsakič, ko 
je element na voljo (Timed Out? = false), se ta prebere in s pomočjo funkcije Replace Array 
Subset zamenja z ustreznim praznim elementom iz zbirke. Ko je vseh 19 elementov 
prebranih, se v spominski element ''M_start'' zapiše logična enica. Naslednje branje iz registra 
se zgodi, ko se iz elementa ''M_REdge'' spet prebere logična enica, torej ob začetku nove 
simulacije. 
2.2.1.3.2.4. Štetje dolžine simulacije 
Dolžino simulacije označuje številka TO. Števec, ki šteje do številke, ki je zapisana v 
simulacijski datoteki, je potreben, da se pravočasno izvajanje simulacije pravočasno ustavi in 




elementov  in se v ''M_start'' zapiše logična enica. Med izvajanjem programa se izvaja koda v 
treh poddiagramih Case strukture. V poddiagramu ''rising edge'' se izvaja koda ob prvi 
iteraciji zanke. Ko se iz elementa ''M_start'' prebere vrednost True, se začne izvajati koda v 
poddiagramu ''counter''. V tem poddiagramu se, vsako iteracijo zanke, stanje števca poveča za 
ena. Za tem se primerjata vrednosti števca in števila TO. Če je stanje števca večje ali enako 
kot TO, se v naslednji iteraciji začne izvajati koda v poddiagramu ''idle'', v nasprotnem 
primeru se koda še naprej izvaja v poddiagramu ''counter''. V poddiagramu ''idle'' se resetira 
števec, logični indikator ''Time Out'' pa se postavi na visok nivo. To označuje konec 
simulacije. Štetje se ponovno prične, ko se iz elementa ''M_start'' zopet prebere logična enica. 
 
Slika 31: Štetje ciklov zanke 
2.2.1.3.2.5. Nastavljanje SET signalov 
Generiranje SET signalov poteka v isti zanki kot branje elementov ''WIDTH'' zbirke iz FIFO 
registra. V tem delu programa se generirajo signali, ki so povezani  na vhod naprave, ki jo 
testiramo. Teh signalov je 114. Generiranje signalov poteka v podprogramu, ki mu s 
parametri določimo za kateri signal gre. Obstaja torej 114 skoraj enakih podprogramov z 
različnimi parametri in tako 114 generatorjev signalov. Podprogrami se ločijo v štiri skupine, 
v katerih lahko z vsakim podprogramom generiramo do 32 signalov. Ena skupina se od druge 
loči po globalnih spremenljivkah. V ''FPGA I/O'' kontroli je potrebno določiti konektor in pin 
FPGA kartice, na katerem se bo generiral določen signal. V globalnih spremenljivkah so 





Slika 32: Generiranje signala: True poddiagram 
Eden od parametrov, ki jih je potrebno določiti podprogramu, je tudi ''index''. Indeks določa, 
kateri bit iz registra se bo prebral. Ujemati se mora s tistim, ki je bil uporabljen že v 
programskem delu simulatorja za zapis v kontrole. Generiranje signala se prične, ko se iz 
FIFO pomnilnika preberejo vse širine pulzov. Takrat se v element ''M_start'' zapiše logična 
enica. Ko se to zgodi, se izvede koda v True poddiagramu Case strukture. Vrednosti iz 
globalnih spremenljivk se najprej pretvorijo v zbirke logičnih elementov. Iz teh zbirk se 
prebere element z indeksom, ki je določen v kontroli ''index''. Če zapis v programskem delu 
poteka pravilno, ima samo eden izmed prebranih elementov logično vrednost True, saj lahko z 
enim signalom hkrati simuliramo le eno obliko signala. Ostali elementi imajo vrednost nič. 
Prebrane vrednosti se shranijo v novo zbirko, ta pa se pretvori v številsko vrednost. Tako 
dobimo podatek, kateri signal je potrebno zgenerirati. Možne vrednosti:  
- 1 (0001)  HIGH, 
- 2 (0010)  LOW, 
- 4 (0100)  PULSE UP, 
- 8 (1000)  PULSE DOWN. 
Vrednosti določajo, kakšno je začetno stanje signala, ki bo zgeneriran. Če je vrednost 1 ali 4, 
se signal postavi na visok nivo, če pa je vrednost 2 oziroma 8, se signal postavi na nizek nivo. 
Iz zbirke devetnajstih elementov ''WIDTH'' se prebere ustrezna vrednost dolžine pulza, ki se 
zapiše v indikator ''counter out''. Ker se vrednost tega signala uporablja vsak urin cikel, se 




predstavlja obliko signala. Pred tem se vrednost zapiše na izhod podprograma v indikator 
''state_out''. 
 
Slika 33: Generiranje signala: False poddiagram 
Ker pozitivna fronta ''condition'' signala traja le en urin cikel, ima v naslednji iteraciji zanke 
spominski element ''M_start'' vrednost False. V naslednji iteraciji zanke se zato koda izvede v 
False poddiagramu. Tu se vsako iteracijo zanke preverja, ali je širina pulza enaka nič in 
zmanjša vrednost ''WIDTH'' za ena. Če se generira pulz, se signal zadržuje v takem stanju, kot 
je bil definiran v poddiagramu True, dokler odštevalnik, ki odšteva vrednost od širine pulza, 
ne doseže vrednosti nič. Ko odštevalnik doseže vrednost nič, se signal postavi v končno 
stanje. Dokler se ne prične nova simulacija, se izvaja koda v diagramu ''False''. Če se generira 
signal, ki ima fiksen logični nivo, nima širina pulza (''WIDTH'') nobene vloge. Vrednost 
signala se na izhodne priključke FPGA kartice prenese s pomočjo funkcije FPGA I/O Node. 
Funkcija prejme podatek, na kateri konektor in priključek naj se prenese signal in logično 
vrednost, ki predstavlja vrednost visok ali pa nizek nivo signala. 
2.2.1.3.2.6. Branje in preverjanje CHECK signalov 
Branje CHECK signalov poteka v True poddiagramu Case strukture, ki se nahaja v za to 
namenjeni Single Cycle Timed Loop zanki. Da je zagotovljena točnost rezultatov, je potrebno 
signale prebrati točno ob zaključku simulacije. Konec simulacije označuje prehod signala 
''Time Out'' iz vrednosti False na True. Zaznavanje prehoda poteka v za to namenjenem 




poddiagramu strukture se ne zgodi nič. Preverjanje CHECK signalov poteka v podprogramu, 
ki je univerzalen in za vse signale enak. 
 
Slika 34: Eden od signalov znotraj True poddiagrama 
Vhodna parametra določata, za kateri signal gre. Parametra sta konektor/pin ter indeks. 
Informacija o tem, kakšne signale pričakujemo, je shranjena v kontrolah/registrih 
''CHECK_HIGH'' in ''CHECK_LOW'', katerih vrednosti se prenesejo iz programskega dela 
simulatorja. V kontroli ''CHECK_HIGH'' imajo logično enico biti, katerih indeksi ustrezajo 
signalom, za katere se pričakuje, da bodo imeli ob koncu simulacije visok logični nivo. V 
kontroli ''CHECK_LOW'' pa je ravno obratno. Vrednosti teh dveh kontrol se najprej 
pretvorijo v zbirki logičnih nivojev, ki sta povezani na vhod vsakega podprograma. Kateri bit 
se obravnava, se določi z indeksom, ki mora ustrezati indeksu iz programskega dela 
simulatorja. 
 
Slika 35: Podprogram za preverjanje CHECK signala 
V podprogramu se najprej prebereta ustrezna bita, ki se nato shranita nazaj v zbirko, ta  pa se 
pretvori v številsko vrednost. Možni vrednosti sta 1 in 2. 
Ena pomeni visok nivo, dve pa nizek nivo. Če se vrednost ujema s prebrano vrednostjo, dobi 
logično enico indikator ''OK'', v nasprotnem primeru pa indikator ''ERROR''. Vrednosti 
indikatorjev vseh štirinajstih signalov se nato shranijo v zbirko, ta pa se pretvori v številsko 
vrednost in shrani v indikator ''CHECK_bool''. Tako so vrednosti pripravljene za prenos v 




2.2.2. Ročni simulator 
Ročni simulator je namenjen ročni uporabi in testiranju naprave za zbiranje interlokov. Čelna 
plošča programskega dela simujatorja služi operaterju kot uporabniški vmesnik. Operater 
lahko nastavlja signale in sproti spremlja odzive testirane naprave. Prav tako lahko ročno 
vpisuje serijske ukaze v za to namenjeno ukazno vrstico in jih pošilja na napravo ter opazuje 
odziv. Ročni simulator se v funkcionalnosti malce razlikuje od avtomatskega simulatorja. 
Signale INT_ILK je možno nastavljati samo na visok ali nizek nivo, pulzov pa ni mogoče 
generirati. Za ostale SET signale lahko generiramo tudi pulzne signale, vendar samo visoke 
pulze (pulse up). Ročni simulator vsebuje dva VI-ja. Programski VI služi kot uporabniški 
vmesnik, hkrati pa služi za testiranje serijske komunikacije, saj serijska komunikacija ne 
poteka prek FPGA kartice, ampak prek računalniškega porta. V FPGA VI-ju poteka 
generiranje SET signalov in branje CHECK signalov. 
2.2.2.1. Programski VI 
2.2.2.1.1. Čelna plošča 
 




Čelno ploščo bi lahko v grobem razdelili na dva dela. V prvem delu se nahaja uporabniški 
vmesnik za testiranje signalov. Ta vsebuje kontrole in indikatorje vseh signalov, ki jih želimo 
generirati in preverjati. V drugem delu pa se nahaja uporabniški vmesnik za testiranje serijske 
komunikacije. Prvi del je zaradi boljše preglednosti razdeljen na posamezne naprave. 
 
Slika 37: Uporabniški vmesnik ene naprave  
Vsaka naprava vsebuje gumb za vklop naprave. Na levi strani so signali, ki jih želimo 
generirati, na desni pa signali, ki jih želimo preverjati. Vsak SET signal ima kontrolo, kamor 
vpišemo širino pulza. Tudi tukaj ena enota pomeni čas 25 ns. Poleg tega ima gumb za izbiro 
oblike signala, ki ga želimo generirati, in pa gumb za izbiro logičnega nivoja. 
 
Slika 38: Vmesnik za testiranje serijske komunikacije 
Uporabniški vmesnik za testiranje serijske simulacije ima kontrole, kjer lahko izberemo 
nastavitve serijskega porta. Vsebuje komandno vrstico, kamor vpišemo ukaz, ki ga želimo 
poslati, gumb za pošiljanje in indikator, kjer se izpisujejo sporočila, ki jih preberemo na 




2.2.2.1.2. Blokovni diagram 
Blokovni diagram vsebuje elemente, ki so potrebni za povezavo programskega in FPGA dela. 
Glavni del blokovnega diagram je funkcija Read/Write Control, na katero so povezani vsi 
indikatorji in kontrole uporabniškega vmesnika. Poleg diagram vsebuje še kodo za serijsko 
komunikacijo. Koda deluje podobno kot koda v avtomatskem simulatorju. Razlika je le, da se 
pisanje na serijski port zgodi ob pritisku tipke ''Write_DTG''. Sprememba stanja tipke se 
zaznava v objektu Event Structure, znotraj katerega se nahaja Case struktura, kjer poteka 
zapis preko funkcije VISA Write. 
 
Slika 39: Implementacija serijske komunikacije 
2.2.2.2. FPGA VI 
Čelna plošča je skoraj enaka čelni plošči programskega VI-ja, saj se vse kontrole in indikatorji 






Slika 40: Izbira oblike signala 
V blokovnem diagramu je celotna koda implementirana v strukturah Single Cycle Timed 
Loop. 
Vsak SET signal ima svojo kodo za generiranje signala v svoji Single Cycle Timed Loop 
strukturi. Če je stanje kontrole za vklop naprave False, se koda izvaja v poddiagramu False - 
gre za mirovno stanje. V tem primeru je vrednost signala logična ničla. Ko napravo vklopimo, 
se izvaja koda v poddiagramu True. Generator signala je implementiran v Case strukturi in 
deluje kot naprava stanj. Če ima kontrola za izbiro oblike signala vrednost logično nič, se bo 
generiral signal s stabilnim logičnim nivojem. Ali bo nivo nizek ali visok, določa kontorola za 
izbiro logičnega nivoja. Na podlagi vrednosti kontrole se izbere stanje oziroma poddiagram 
Case strukture, v katerem se izvede koda. Če je nivo visok, se izvaja poddiagram ''high level'', 
v nasprotnem primeru se izvaja poddiagram ''low level''. V teh dveh poddiagramih se nahaja 
funkcija FPGA I/O Node s fiksno določenim konektorjem in priključkom. Vrednost signala je 
fiksno določena z ustrezno logično konstanto. Ko se izvede katerikoli izmed teh dveh 
poddiagramov, sledi ponovno izvajanje kode v poddiagramu ''idle''. Če pa ima kontorla za 
izbiro oblike signala vrednost True, se začne generiranje pulza. Izvede se koda v poddiagramu 





Slika 41: Implementacija širine pulza 
Sledi izvajanje kode v poddiagramu ''wait'', kjer se štejejo iteracije zanke in se vrednost števca 
primerja z vrednostjo v kontroli ''Pulse_width''. Ko sta vrednosti enaki, se izvede koda v 
poddiagramu ''pulse low''. Prek funkcije FPGA I/O Node se na priključku generira logična 
ničla. Zatem se zopet izvede program v ''idle'' poddiagramu. Signali, ki jih lahko nastavljamo 
samo na visok ali nizek nivo, imajo na element FPGA I/O Node priključeno logično kontrolo, 
s katero je možno nastavljati logični nivo. Signale, ki jih preverjamo s funkcijo FPGA I/O 
Node, nastavimo kot vhode FPGA kartice tako, da se njihove vrednosti same berejo in preko 
indikatorjev prikazujejo na čelni plošči. Na čelni plošči ena lučka (indikator) predstavlja en 
signal. 
2.2.3. Testiranje simulatorja 
Testiranje simulatorja je potekalo že med samim programiranjem. Veliko sem testiral kar 
preko uporabniškega vmesnika, nekaj pa tudi z merilnimi napravami.  
2.2.3.1. Testiranje odziva simulatorja na CHECK signale 
S testom sem se želel prepričati, da primerjava med pričakovanimi vrednostmi in dejanskimi 
vrednostmi CHECK signalov poteka pravilno. Na konektor FPGA kartice sem preko 
ustreznega kabla priključil ploščo z vrstnimi sponkami ter povezal ustrezen priključek s 
funkcijskim generatorjem. Z njim sem zgeneriral želeni signal, nato pa pognal simulacijo. 




2.2.3.2. Testiranje dolžine pulzov SET signalov 
S testom sem se želel prepričati, da so dolžine pulzov res takšne, kot jih definiramo. Na 
priključek FPGA kartice sem preko ustreznega kabla priključil ploščo z vrstnimi sponkami, 
nato pa merilno sondo priključil na osciloskop in ustrezni priključek (vrstno sponko). Pognal 





Delo na MedAustron projektu, za katerega sem izdelal simulator, je zahtevalo natančnost in 
organiziranost. Pred pričetkom programiranja so mi bile predstavljene okvirne zahteve, ki pa 
so se med delom še dopolnjevale. Zaradi pravilnega pristopa k delu, nisem imel velikih težav 
pri dodajanju novih možnosti delovanja. Med delom na projektu sem se veliko naučil o 
optimizaciji kode, zato je kar se da učinkovita glede porabe logičnih gradnikov FPGA vezja. 
Prvotna verzija je bila slabo zasnovana, zato brez optimizacije ni bilo mogoče zagotoviti 
celotne funkcionalnosti simulatorja. Spremeniti je bilo potrebno način prenosa ''WIDTH'' 
zbirke iz programskega v FPGA VI. Optimizirati je bilo potrebno število Case struktur, pri 
generiranju signalov v FPGA delu, spremeniti je bilo treba način prenašanja rezultatov iz 
FPGA v programski VI in še nekaj drugih malenkosti. Pri optimizaciji sem si pomagal z 
mentorjevimi nasveti, z nasveti osebja podjetja National Instuments in spletnega gradiva. Na 
koncu je nastal simulator, ki omogoča celovito testiranje naprave, za katero je bil izdelan. 
Delo z avtomatskim simulatorjem je operaterju prijazno in omogoča dolgotrajne simulacije, 
brez posebnega nadzorovanja. Datoteka z rezultati je pregledna, vsebuje vse potrebne 


















































Primer datoteke z rezultati: 
simulation0: OK; 
simulation1: NACK_DTG_EXT_STOP (OK: 0, ERROR: 1); 
NACK_DDS_MUX_CAT_B_RED (OK: 0, ERROR: 1); 
simulation2: OK; I2B_NACK: actual response: 050500000015-AA:VVVVVVAA:TT:0-
CCCCCCHC4, expected response: 050500000015-AA:VVVVVVVV:TT:0-CCCCCCCC4; 
simulation3: Signal name error: SET 
simulation4: NACK_DTG_EXT_PAUSE (OK: 0, ERROR: 1); DTG_NACK: actual response: 





5. Literatura, viri 
[1]  Spletna stran MedAustron-a, pospeševalnik delcev (10.5.2014) 
      http://www.medaustron.at/en/technologie/teilchenbeschleuniger/ 
[2]  Spletna stran MedAustron-a, obsevalne sobe (26.9.2014) 
      http://www.medaustron.at/en/technologie/bestrahlungsraeume-2/ 
[3]  Spletna stran Wikipedia, LabVIEW (25.5.2014) 
      http://en.wikipedia.org/wiki/LabVIEW 
[4]  Spletna stran Wikipedia, FPGA (25.5.2014) 
      http://en.wikipedia.org/wiki/Field-programmable_gate_array 
[5]  Spletna stran podjetja National Instruments, strojna oprema (10.5.2014) 
      http://sine.ni.com/nips/cds/view/p/lang/sl/nid/202013 
 
  
 
