Applications refactorings that imply the schema evolution are common activities in programming practices. Although modern object-oriented databases provide transparent schema evolution mechanisms, those refactorings continue to be time consuming tasks for programmers.
Introduction
Applications refactoring is a common activity in programming practices. These practices target the applications' maintenance in order to correct design or implementation mistakes, or, yet, prolong its life cycle introducing new functionalities. Many of them imply updates in the data model of persistent data, requiring a double intervention in the application source code and database. Modern object-oriented databases enable application's objects to be made persistent without a previous schema definition, alleviating that problem. The db4o (http://www.db4o.com), Versant (http://developer.versant.com) and ObjectDB (http://www.objectdb.com) systems provide transparent schema evolution mechanisms. In these systems, some types of updates in object's structure are propagated to database without the intervention of the programmer. However, in thesé systems, complex schema updates such as class movements in the inheritance hierarchy, field renaming and semantic changes in the content of the field, require the programmer's intervention in order to convert the data from the old structure to the new one. Many of these complex schema updates require helper conversion applications. Thus, the schema updates continue to be time-consuming tasks that programmers are faced with, compromising the programmers' productivity
The aspect-oriented programming (AOP) techniques aim at the modularization of applications' crosscutting concerns, such as logging, auditing and persistence. Earlier research [1] [2] works have demonstrated that AOP also enables flexible and pluggable approaches to supporting database crosscutting concerns, such as schema evolution and instance adaptation. However, these works were not totally concerned about the transparency of the whole evolution process from the point of view of the programmer. We argue that the combination of orthogonal persistence and AOP paradigms provide good means to improve programmers productivity, as well as the ease of modification of the application, and therefore its lifetime.
In this paper we provide a short overview of our prototype, the AOF4OOP framework [3][4] [5] . This framework supports orthogonal persistence and database evolution following an aspect-oriented paradigm. Applications that rely on our framework are practically oblivious regarding its persistence, as well as the database evolution when changes are applied to its schema. Programmers by means of our pointcut/advice expressions can introduce additional behaviour into the system in order to deal with database evolution. These aspects of persistence are introduced in applications by means of AOP techniques.
We also discuss a case study that demonstrate how our framework prototype can improve the programmer's work in terms of quality and productivity. It is based on a geographical application that, initially, was developed without any concern regarding persistence. In a second development phase, we provide this application with the aspect of orthogonal persistence applying minor changes to its source code. Finally, we evolved its data model in order to accommodate new functionalities. Using our pointcut/advice expressions, the database was adapted, the entire process being transparent to the application in its new database schema version, as well as to the old application, in the initial schema version.
In next section we briefly discuss our framework and pointcut/advice expressions. Section 3 presents a case study of an application, whose persistence aspects were modularized by means of our framework. In Section 4 we present some related studies. Finally, we present our conclusions and address some future work in our research.
Framework Overview
The persistence and database evolution are, respectively, aspects of applications and databases. Regarding persistence modularization, in earlier works [3] [4][5], we have presented our meta-model and prototype. In these works we discuss
