It is a well-known fact that the Internet traffic travels through public networks. These networks lack security and are vulnerable. Encryption and public key cryptography are important technologies that are used to preserve data security and integrity, and to reduce information theft on the public networks. However, the existing routing protocols are incapable of providing secure data transmission on public networks. To this end, our laboratory introduced the Serviceoriented Router (SoR) to maintain rich information for the next-generation networks by shifting the current Internet infrastructure to an information-based and an open-innovation platform. An SoR can analyze all packet stream transactions on its interfaces and store them in high throughput databases. Using the features of the SoR, in this paper, we propose a hop-by-hop routing protocol that provides per-hop data encryption. This infrastructure is proposing to preserve both the security and the privacy of data that traverses through public networks. We implemented a prototype of per-hop data encryption protocol on the ns-3 simulator and the results obtained are discussed in this paper.
Introduction
Over the past few decades, several studies have been conducted regarding secure transmission of data over public networks [1] [2] [3] [4] [5] . On the other hand, the Internet is used by a majority of the worldwide population as their main communication media. It is a well-known fact that the Internet comprises of millions of public networks. In fact, public networks are less secure than private networks. Yet, it is used to transmit sensitive data belonging to millions of users across the world. The Internet's inherent problem of inadequate data security allows intruders to read and alter data streams.
Because sensitive data traverses through the Internet, people are demanding data security and privacy for their sensitive data. To this end, various security countermeasures have been invented and implemented in the current Internet infrastructure. A few major and well-known security protocols such as MACsec (IEEE 802.1AE) [1] , Secure Sockets Layer (SSL) [2] , Transport Layer Security (TLS) [3] , Point-to-Point Tunneling Protocol (PPTP) [4] , and Internet Protocol Security (IPSec) [5] have been implemented to provide data security. However, these methods can only provide end-to-end data security independent of the routing protocol and the user requirements.
Because the Internet comprises millions of networks that are connected by routers, most of the data travels through these network routers. We argue that the network router is one of the vital devices that can preserve data security and privacy during data transmission through the Internet. However, regular routers are incapable of providing adequate data security. To this end, the Service-oriented Router (SoR), which is a new generation backbone router, was proposed by our research team [7, 8] . An SoR has a high-throughput database. It stores squeezed data obtained from all transactions on its interfaces using a regular expression matching filter. In addition, SoRs can provide APIs for accessing stored contents in order to enrich services. Takagiwa et al. showed that the SoR is capable of handling 2 Gbps throughput [9] , and that its hardware acceleration is capable of extending the processing throughput five times faster than the software-based acceleration [17] . In this study, we have used the functionalities of the SoR to implement a routing protocol that is capable of providing data security and privacy. We have used per-hop data encryption to maintain the data transmission consistency and data security. The implemented per-hop data encryption protocol consists of the following: (1) identifying neighbors 2) per hop key exchange (3) maintaining a key table in every SoR (4) providing link state routing (5) encrypting and decrypting packets on its arrival and departure to/from the SoR.
The rest of this paper is organized as follows: Section 2 discusses the background study and motivation. Section 3 discusses the development and operation of the per-hop encryption protocol, while Section 4 explains the simulation and test results. Section 5 presents the conclusion of the paper followed by future works.
Background study and motivation
Nowadays, the Internet has become the primary medium for communication. Therefore, people send their sensitive data through the public networks over the Internet. Owing to the lack of security in these networks, users and applications transmit their sensitive data through secured channels. MACsec (IEEE 802.1AE)[1], Secure Sockets Layer (SSL) [2] , Transport Layer Security (TLS) [3] , The Point-to-Point Tunneling Protocol (PPTP) [4] and Internet Protocol Security (IPSec) [5] are the main privacy preserving protocols used by the users and applications. Whenever data is encrypted or obscured by tunneling, it impedes analysis. This is applicable to SSL [2] , IPsec [5] , multicast, and various forms of non-secure tunneling [10] . In each of these methods, the key space remains constant throughout communication because it cannot be changed once it is set by the original sender. One of the main advantages of the proposed protocol is that the users can use dynamic key lengths among the hops, as per their preference. This allows a packet to be encrypted using different key spaces among the hops. The keys and their properties are managed by the SoRs and clients; otherwise, the applications can request their requirements regarding the key constraints from the SoR which are tailored to their needs. This facilitates encryption using the dynamic key spaces as required. Moreover, because the SoRs manage the keys, they act as an intermediate authorized router or gateway. An SoR can help in analyzing the packet contents, identifying and mitigating, or preventing threats such as intrusions and virus attacks; it can stop the breach earlier than the existing detection or prevention methods. Furthermore, it is difficult to install antivirus software in small ubiquitous devices that have limited processing performance, memory, and battery.
TCP/IP is the most commonly used Internet data transmission protocol and yet, is a heavy protocol because of the functions it was programed to provide. The Transmission Control Protocol (TCP) was introduced to provide a reliable connection-oriented communication channel between the two end hosts [11] . Although some critical applications require the reliability provided by the TCP/IP, occasionally they refuse to use the TCP/IP communication channels. This is because the multiple data buffering mechanisms place a heavy burden on these applications. Furthermore, these data buffering mechanisms lead to unpredictable delays. On the other hand, UDP/IP is widely used for time-critical applications as well as simple communication protocols such as routing protocols [12, 13] . Therefore, the proposed routing protocol also uses the UDP/IP protocol as the underlying transmission protocol. The previous hop data retransmission method buffers the packets routed by an SoR and whenever an error is detected, the buffered packet can be retransmitted from the previous hop. This method helps in drastically reducing the data retransmission delay than the Forward Error Correction (FEC) method used in TCP. With the aid of the traceability function, a user or an application can request a trace back of the packet that they had received. This can then be used to verify the sender.
The proposed protocol performs a per-hop based encryption in the routing layer. In order to perform encryption in one SoR and decryption in another, both the SoRs must share a common symmetric key. The most difficult task in encryption is transmitting a secret key through the public networks. The proposed protocol uses the standard DiffieHellman key exchange algorithm in order to generate symmetric keys among neighbors by exchanging some values through the public network. The main advantage of this algorithm is that though the values are exchanged through the public networks, intruders who obtain the packets or sniff traffic may not be able to generate the shared secret.
Diffie-Hellman (DH) key exchange algorithm
The proposed protocol uses the well-known Diffie-Hellman key exchange algorithm to exchange a symmetric key between neighbors. The shared key can then be used to communicate securely through encryption. To initiate the DH key exchange, both the parties should agree on two non-secret numbers. The first number, denoted by g, is the generator, and the second number, denoted by p, is the modulus. These numbers can be transmitted through the public media, and the protocol uses two random prime numbers to denote them. For this process, the protocol uses the inbuilt rand() function to generate a random number and then verifies the primality of the generated number. After generating g and p, both parties share the numbers between themselves through the connected link. In the next step, each party generates their private random secret value x. Then, based on g, p, and x both the parties generate their public secret value Y using the following formula:
(1)
Using the above formula, the two parties will generate and exchange their shared secret value. Each party then exponentiates the received public value with the corresponding secret value to compute a common shared-secret value S using the following formula:
In the above formula, x refers to their respective private random secret value whereas Y and p are the shared values between themselves. At the end of this process, both the parties will generate the same shared secret S. Any attacker or sniffer listening on the channel will not be able to compute the secret value because even if the g, p, and the public secrets of both parties are known, at least one of the private random secret values is required to generate the common shared-secret value. Because only the communication parties know the private random secret values, it cannot be derived from any of the obtained values; the DH algorithm can create a shared secret value securely using the shared g, p, and Y values. Unless the attacker can compute the discrete algorithm of the above-mentioned equation to recover the x value of either ends, the attacker cannot obtain the shared secret value [14] .
Per-hop encryption
There are two methods of encryption namely link encryption and end-to-end encryption. In the link encryption or online encryption, all data found along a link is encrypted regardless of its content or the protocol. In this method, the payload, headers, and trailer are encrypted as a whole. Therefore, the packets must be decrypted at each hop to enable the router or other intermediate device to know where to send the packet next. The router must decrypt the header portion of the packet, read the routing and address information contained in the header, and t hen re-encrypt the information and send it further. However, in end-to-end encryption, only the payload will be encrypted leaving the headers and trailers readable. This leads to vulnerabilities in learning sensitive information such as the sender details, the destination of the packet, or the type of data it is carrying. In case of end-to-end encryption, decryption and encryption of packets at each hop is not required, because the headers and trailers are not encrypted. Therefore, attackers or a person who interprets the packet will be able to obtain this information easily. Often, in communication, we use end-to-end encryption in techniques such as SSH [6] and SSL [2] . Moreover, we use link encryption in techniques such as MACsec (IEEE 802.1ae) [1] in Ethernet and Point-to-Point Tunneling Protocol (PPTP) [4] mainly in satellite links and T3 lines, where we need to encrypt all the transferred data.
End-to-end encryption is usually initiated by the end-to-end hosts. In end-to-end encryption, once the encryption properties such as the key length and the encryption algorithm are decided, they cannot be changed throughout the communication. On the other hand, link encryption is used for performing encryption and decryption process between two neighboring devices. In such a scenario, all nodes between the end hosts must either encrypt or decrypt packets or perform both encryption and decryption. In fact, end-to-end encryption happens within the applications, and the link encryption occurs at the data link and physical layers.
Unlike in end-to-end encryption, in the proposed per-hop encryption protocol, packets are encrypted while they are being propagated through the network. As illustrated in Fig. 1(a) , the packets will be encrypted by the SoRs as they propagate through the SoR network. Initially, SoRs securely exchanges keys respective to their connected links using the DH key exchange algorithm and stores them in a key table. Then, when SoR#1 receives a packet from the client, it retrieves the next hop based on the destination IP address obtained from the routing protocol. Next, it retrieves the shared key between SoR#1 and SoR#2 from the key table and encrypts the packet using the key, and sends it to SoR#2. Once the packet arrives at SoR#2, then SoR#2 decrypts the packet using the shared key between SoR#1 and SoR#2. In the next step, SoR#2 determines the next forwarding hop based on the packet destination and encrypts and forwards the packet to the next hop. This scenario continues until the packet reaches its destination.
Moreover, the proposed protocol will be able to provide flexibility in selecting the encryption level of the packet in two ways namely: encrypting only the packet payload, and encrypting both the packet payload and the headers. This process is illustrate in the Fig. 1(b) flowchart. If the packet requires encryption of both the packet headers and the payload, then the SoR will first obtain the original sender's and receiver's IP addresses of the packet from the original IP header. Then, these data will be written on the SoR packet header along with the payload used by the protocol. In the next step, the entire SoR packet containing the payload and the SoR header will be encrypted. Thereafter, the sender and the receiver portions of the original IP header will be replaced with the current SoR forwarding interface IP and the IP obtained for the next hop SoR respectively. After that, the altered IP header will be attached to the new packet. This helps in routing the packet on the optimum path through the existing intermediate network devices such as standard routers or layer 3 switches as the packet contains an IP header. Henceforth, the content along with the original sender and receiver data will be unreadable by any device other than the destined next hop SoR. The destined next hop SoR is the only device that has the key to decrypt the packet, obtain the original data, the originated source, and the final destination. If the user or the application requires only encrypting data, then the payload of the receiving b a b packet will be encrypted without altering or copying the original IP header. Furthermore, because the proposed protocol encrypts data in the hop-by-hop manner, the encryption key length and the encryption algorithm can vary between any two hops. This provides more flexibility to the users, applications, and the network administrators.
Proposed per-hop encryption protocol development and its operation
The proposed protocol is implemented in the well-known simulator, Network Simulator 3 (ns-3). ns-3 is the successor of Network Simulator 2 (ns-2) [15] . ns-3 is fully modularized according to the real world, and though it is a simulator, it provides the architecture and environment that is more realistic than any other network simulator currently available [16] .
SoRs create their neighbor tables using the Hello and Hello Reply packets exchange process. Upon trigger, the SoR interfaces up method and exchanges Hello packets with its neighbors. After receiving a Hello packet, the SoR responds to it with a Hello Reply. This process is essential because it enables the protocol to identify the links as bidirectional links. After exchanging the Hello packets, SoRs initializes the DH shared key distribution process with every neighbor in the neighbor table. Upon successful key exchange, the SoRs generates a key table and adds key information, neighbor information, and its local interface information. The protocol is flexible enough to renew the keys at the user's or application's request. This is achieved via retriggering the DH algorithm between any SoRs accordingly. Further, the underneath IPv4 routing protocol exchanges the routing information simultaneous to the key exchange process. Therefore, the proposed per-hop data encryption protocol is capable of exchanging both routing and DH key information between neighbors with minimum delay. Consequently, the end users are not required to perform key exchange prior to the connection initiation that is an essential requirement of the end-to-end encryption technologies. The topology inherently does this automatically.
Whenever an SoR receives a packet or a data stream that needs to be routed, it first checks whether the packet or stream requires encryption. This capability enables the proposed protocol to act as an intermediate between the existing link encryption and end-to-end encryption methods as it allows both unencrypted packets and encrypted packets to be routed simultaneously. Moreover, it will enable the SoR to reduce its burden in encrypting and decrypting all the packets that flow, and to facilitate both encrypted and unencrypted communications simultaneously according to the client or application requirements. On the one hand, if the received packet requires the encryption service, then, the packets will be routed after being encrypted by the SoR. On the other hand, if the SoR receives an ordinary packet, which does not require encryption, then it will treat the packet as a standard packet and route it as an ordinary link state routing protocol.
After receiving an encryption-required packet, SoR will first check its routing table and select the most efficient next hop required to forward the packet. Then, the SoR will obtain the particularly shared key according to its key table. Next, it encrypts the packet content using the obtained key. Moreover, the encryption level can be selected according to the requirements of the client or the application.
In a communication where only the data needs to be encrypted without any other information, the proposed protocol will only encrypt the payload and send it to the next hop SoR along with the original IP header and other SoR header information. This permits successful identification of the packet at the next hop SoR. The SoR header will include fields that uniquely distinguish each packet type without any conflicts. The SoR header used in this method will be explained in the next section. Upon successful retrieval, the next hop SoR, which receives the packet, will decrypt the packet using the same shared key obtained from its key table. Then, after reading the original sender and receiver details, if it is not addressed to itself, the above process is repeated after selecting the most effective and efficient neighboring hop to forward the data. Further, if the packet requires encryption, it will be encrypted using the same process, and the packet will be forwarded to the appropriate next hop SoR. This process continues until the final SoR sends the packets to the receiver. At the destination, if the packet is completely encrypted, the original sender and receiver details will be reversed to the IP header, so that the receiver will receive an identical packet that was sent by the sender. The main advantage of this method is that the most efficient and effective path can be selected according to the real time link conditions. This will speed up the packet transmission while optimizing the congestions in the wide area networks. In addition, the protocol will allow simultaneous transmission of both ordinary packets of the network and the packets that need to be securely delivered via encryption. Meanwhile, the encryption level and the key size will also be configured dynamically according to the sensitivity of the data or the client and the application requirements.
In this implementation process, a router or an SoR can use different individual key lengths for all their interfaces. Nowadays, in case of encryption, many nations have imposed restrictions on key lengths for the data travelling through their networks. The proposed method helps in overcoming this by maintaining the required key length based on these requirements in every interface as necessary. Therefore, whenever the rules change, the key lengths can be managed centrally thereby giving total control to the nations according to their individual requirements.
Simulation, experiment and test results
The simulation is executed on a machine with a CPU of Intel Core i7 3.2 GHz, 24 GB RAM, 2 TB hard disk space and running CentOS 6.5 64-bit operating system. The proposed routing protocol is implemented in the simulation software, Network Simulator 3 (ns-3). The main drawback of the proposed protocol is the delays caused by the encryption and decryption processes while routing encrypted packets. In the implementation, Advanced Encryption Standard (AES) is used as the encryption algorithm with a 256-bit key length. Further, there tends to be an initial time cost until the Diffie-Hellman algorithm is completed. Therefore, the key table creation time has been measured in a network topology, as illustrated in Fig. 2(a) . All the links in the topology were configured with a throughput of 5 Mbps and a 2 ms delay. While obtaining the test results, authors have obtained the total processing time consumed by the processor in executing the particular functions in microseconds using the real time stamp counter of the CPU.
According to Fig. 3 , the busiest SoR in the network is SoR#4 because it is connected to five links resulting in managing a maximum number of links. Therefore, the processing time taken by SoR#4 in generating DH keys while increasing the links from one to five were individually measured, and the results were plotted as illustrated in Fig.  2(b) . From the results, we can substantiate that the processing time taken for the DH key generation process increases with an increase in the number of links attached to an SoR. When the SoR contained only a single link, the processing time was 268.33 µs; this increased to 1140.48 µs when the SoR was attached to five links. These processing times also include the processing time consumed by the route propagation of the protocol that runs simultaneously with the key exchange.
Furthermore, we measured the time taken for the decryption and encryption processes of the proposed protocol. The test was executed using the topology given in Fig. 2(a) . In this test case, Client#2 was programmed to send the encryption required packets destined to the Server#1 as presented in Fig. 2(a) . Client#2 was started 0.5 s after the start of the simulation. Then, Client#2 sent a fixed number of packets at an interval of 0.02 ms. The first 0.5 s were allocated to create and exchange the DH keys, create key tables, and propagate the routing tables of the proposed protocol. These processes were executed automatically by the protocol regardless of the network topology and the number of SoRs in any topology. The packets travelled through the path SoR#2, SoR#4 and SoR#5 to reach Server#2. This path was selected automatically by the protocol since it was the least cost path to reach the destination. Moreover, the main advantage of using this path is that the packet would travel through SoRs that contained connected links such as four, five, and three accordingly. Therefore, this resulted in measuring the processing times of SoR#2, SoR#4, and SoR#5 where the burden of the SoRs increased according to the number of connected links.
We measured the processing time in SoRs: SoR#2, SoR#4 and SoR#5, for following scenarios. 1) Process unencrypted packets, 2) process end-to-end encrypted packets and 3) process hop-by-hop encrypted packets. Further, we measured the processing time for 20 test cases using 2,000 to 40,000 packets and we used average processing time for the comparison. The results comparison is given in the Fig. 3 . According to the Fig .3 , SoRs consumed averagely 21.85 µs to process unencrypted packets. Furthermore, end-to-end encryption packet processing consumed averagely 33.31 µs, which is 34.41% increment. That was expected on the SoR due to the extra process consumption for manage key tables and process the end-to-end encryption packets. Finally, SoR consumed averagely 65.86 µs for the processing of hop-by-hop encryption packets. That is due to manage key tables , routing and, further SoRs have to decrypt and encrypt every packet in each hop. Nonetheless, it is average 66.82% increment compared to unencrypted packet transmission, and 49.42% increment compared to end-to-end encrypted packet transmission. However, as each and every SoR pair use an unique key, the original content of the packet can be obtained via decryption only by the destined SoR. Therefore, compared to other two methods, the proposing method shows much secure data transmission over public networks.
Finally, we measured the end-to-end delay for all aforementioned three cases. The results are plotted in the Fig. 4 . According to the Fig. 4 , an unencrypted packet consumed about 4.0219 ms to propagate from Client#2 to Server#1. Nevertheless, end-to-encrypted packet consumed about 4.0333 ms to propagate from Client#2 to Server#1. According to the Fig. 4 , the proposing method consumed about 4.0659 ms and it is 0.08% amount increment compared to end-to-end encryption. That is because SoRs consumed additional processing time for the decryption and encryption processes in each hop. Even though, the proposed method displays 0.03 ms increment of packet propagation delay, it is clear that the proposing method has the merit as the most concerning point over public networks as security.
Conclusion
In this paper, we introduced a per-hop data encryption protocol that can be used to transmit sensitive data over public networks. The proposed data encryption protocol can simultaneously provide both secured routing and ordinary routing according to the user requirement. Moreover, the test results showed that the proposed method can be used with end-to-end encryption as well. Furthermore, the process method is able to provide higher security to the data travers through public network by ensuring integrity and confidentiality. However, those flexibilities come with the cost of additional 0.044 ms end-to-end delay in data transfer.
In future works, we will test this method in a real world network with real traffic. Moreover, as mentioned earlier in section 2, previous hop FEC method will be implemented. In addition, for further security, we will implement the Certification Authority (CA)-based authentication architecture to authenticate SoRs, clients, and applications.
