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Abstrakt
Obsah této diplomové práce zachycuje rozšírˇení stávajícího rˇešení TrackMe a doplnˇuje jej
o další možnosti pro podporu zpracování interních procesu˚. Zárovenˇ prˇináší do proble-
matiky nové pohledy za soucˇasného využití aktuálních IT technologií. Rovneˇž nastinˇuje
využití webových služeb v architekturˇe výsledné aplikace.
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Abstract
Contents of this diploma thesis shows the expansion of the existing application TrackMe
and complements it with additional options to support the processing of internal pro-
cesses. Thesis brings new insights into problems while using current technology in IT. It
also outlines the use of Web services in the architecture of the resulting application
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Seznam použitých zkratek a symbolu˚
ASP – Active Server Page
BPCS – Bussiness planing and control system
CIL – Common Intermetiate Language
CLR – Common Language Runtime
ERP – Enterprise resource planning
HTML – Hyper Text Markup Language
LINQ – Language Integrated Query
MVC – Model-View-Controller
REST – Representational State Transfer
RPC – Remote procedure call
SaaS – Software as a service
SOAP – Simple object access protocol
SSIS – SQL Server Integration Services
URI – Uniform resource identifier
URL – Uniform resource locator
WCF – Windows Communication Foudation
WSDL – Web service definition language
XML – eXtended Markup Language
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5Úvod
Tato diplomová práce vznikla kvu˚li potrˇebeˇ firmy Gates Hydraulics s.r.o. aktualizovat
cˇást jejich stávajícího informacˇního systému o nové možnosti a prˇiblížit jej tak soucˇasným
trendu˚m na poli informacˇních systému˚. Vedení firmy, se po konzultaci se zástupci Vysoké
školy Bánˇské rozhodlo, rozdeˇlit tvorbu nového informacˇního systému na 4 cˇásti, z nichž
každá byla prˇirˇazena jednomu studentovi.
1. Analýza a sbeˇr požadavku˚
¯Nejprve bylo nutné zjistit a analyzovat požadavky, které chteˇlo vedení zapracovat.
Výstupem analýzy byl seznam požadavku˚, prˇípady užití, atd.
2. Navržení a implementace datové vrstvy
Zpracování aplikace bylo rozdeˇleno do dvou cˇástí. První cˇástí bylo navržení nové
datové struktury na základeˇ požadavku˚ a vytvorˇení takových opatrˇení, aby bylo
možné s daty efektivneˇ komunikovat.
3. Vytvorˇení nového uživatelského rozhraní
Druhou cˇástí aplikace bylo vytvorˇení takového uživatelského rozhraní, které umožní
obsluze s aplikací pracovat. V prezentacˇní cˇásti se kladl du˚raz na intuitivní návrh
grafického rozhraní, prˇizpu˚sobení ovládání noveˇ vznikajícím funkcím a rozmísteˇní
ovládacích prvku˚ aplikace. Dále bylo du˚ležité vycˇlenit, které cˇásti stránky budou
viditelné za jaké situace.
4. Tvorba reportovacího subsystému.
Poslední cˇástí byla tvorba subsystému, který dokáže hlídat zmeˇny ve skladových
zásobách soucˇástek, jejich historii a dopad na další díly, které firma produkuje
Tato diplomová práce se zaobírá analýzou a prˇizpu˚sobením datové vrstvy a návrhu
business logiky aplikace. Zárovenˇ popisuje vytvorˇení sady metod pro komunikaci s pre-
zentacˇní vrstvou. V pru˚beˇhu tvorby informacˇního systému TrackMe se však ukázalo, že
rozdeˇlení na prezentacˇní a datovou cˇást se místy teˇsneˇ prolínalo, takže byla nutná úzká
spolupráce obou dvou zúcˇastneˇných studentu˚.
V kapitole 1 jsou uvedeny technologie, jež byly v projektu využity a probeˇhne sezná-
mení s nimi. Následneˇ v kapitole 2 se veˇnuje prostor prozkoumání možnosti nasazení
webových služeb pro distribuci dat v aplikaci. Jelikož se ve skladu Gates Hydraulics
používá velký informacˇní systém pro sledování výroby, je krátce prˇedstaven popis kom-
plexních ERP systému˚ v kapitole 4.
Po prˇedstavení spolecˇnosti Gates v kapitole 5.1 probeˇhne seznámení se s procesy ve
skladu. Kapitola 6 se zabývá návrhem rozširˇující cˇásti pro systém TrackMe. Popis imple-
mentace jednotlivých funkcí systému je uvedeno v kapitole 7. Budoucí vývoj a nasazení
aplikace je probrán v kapitole 8.
Obsah kapitol 5, 6, 7 a 8 se z du˚vodu ochrany citlivých údaju˚, které byly prˇi psaní
teˇchto kapitol zmíneˇny, nachází v neverˇejné cˇásti práce.
61 Použité technologie a nástroje
V rámci vytvárˇení této diplomové práce bylo zapotrˇebí zvolit urcˇitou platformu.Volbu
platformy ulehcˇila skutecˇnost, že ve spolecˇnosti Gates již mají existující software napsaný
na platformeˇ .NET.
1.1 Platforma .NET
Za vznikem této platformy stojí americká firma Microsoft [1]. Acˇkoli Microsoft zamýšlel
tuto platformu používat nezávisle na systému, tak je nakonec pevneˇ spjata s operacˇními
systémy Windows [16].
Velmi du˚ležitou soucˇástí této platformy je .NET Framework [2], který poskytuje ob-
rovskou množinu funkcí a výrazneˇ tím zlepšuje a zrychluje tvorbu aplikací. Nabízí spoustu
možností, jak ovládat cˇi programoveˇ manipulovat s prostrˇedím, kde je daná aplikace
spušteˇna. Velmi populárním programovacím jazykem nad touto platformou je jazyk C#,
který svou syntaxí prˇipomíná jazyk Java [3]. Také použití jazyka C# prˇi tvorbeˇ aplikací
bez spolupráce s .NET Frameworkem je témeˇrˇ nemyslitelné. Obeˇ technologie jsou úzce
spjaty a vytvárˇí tak jeden funkcˇní celek.
Tvorba aplikací pro platformu .NET není omezena jen na použití programovacího
jazyka C#. Díky architekturˇe platformy .NET lze vyvíjet aplikace i v jiných sprˇízneˇných
jazycích. Pomeˇrneˇ známý programovací jazyk, jež je stále využívaný a dokonce o neˇj
vzru˚stá zájem [4], je Visual Basic. V aplikaci lze použít jednu knihovnu napsanou v jazyce
Visual Basic a druhou v jazyce C#. Také lze navzájem z obou knihoven volat a spoušteˇt
metody. Tato provázanost není ovšem nekonecˇná. Nelze psát jeden kód syntaxí obou
jazyku˚. Vždy se musí definovat hlavní jazyk.[16]
Vzájemná provázanost je dána díky skutecˇnosti, že programový kód je nejprve prˇeve-
den do tvz. „zprostrˇedkujícího jazyka“ CIL a až následneˇ prˇevádeˇn do nativního jazyka
pro konkrétní platformu. Nativním jazykem je už nízkoúrovnˇový jazyk, který obsahuje
instrukce pro procesor. To, jaký kód se prˇevede do zprostrˇedkujícího jazyka, je ve své
podstateˇ nedu˚ležité. Následný prˇeklad do strojových instrukcí je již stejný. Za tento prˇe-
klad je zodpoveˇdný beˇhový modul CLR.
Pomeˇrneˇ vítanou vlastností této platformy je automatická správa pameˇti. Programá-
tor již není nucen ve svém kódu odstranˇovat nepoužívané objekty, jelikož toto konání
meˇlo za du˚sledek jen teˇžké odladeˇní aplikace v prˇípadeˇ chyby. V aplikaci TrackMe byl
využit .NET Framework ve verzi 4.0.
1.1.1 LINQ
Verze .NET Framework 3.5 rozšírˇila platformu .NET o dnes již nepostradatelnou soucˇást
LINQ. Prˇi programování je programátor nucen cˇasto pracovat s daty, která jsou ru˚zneˇ
uložena v abstraktních strukturách (polích), XML dokumentech, cˇi databázích. Aby se
podarˇilo nacˇíst správná data, bylo zapotrˇebí psát složité konstrukty pro jejich získání.
Navíc se tyto konstrukty v programu nejednou opakovaly. Poté, co se data nacˇetla do
neˇjaké kolekce, bylo nutné touto kolekcí iterovat prˇi hledání konkrétního záznamu. To
7má za du˚sledek sníženou cˇitelnost kódu a zhoršenou orientaci v neˇm, prˇípadneˇ nejasnost
instrukcí ve specifických cˇástech programu.
Zmíneˇné obtíže má za cíl odstranit práveˇ technologie LINQ. Lze rˇíci, že tato techno-
logie je jakýsi další programovací jazyk v již existujícím programovacím jazyce. Dala by
se najít jistá analogie k jazyku SQL, s tím rozdílem, že LINQ umí prohledávat jakékoli
kolekce. Pro jeho použití je nutné se s ním blíže seznámit, protože vyžaduje jiný pohled
na rˇešení beˇžných situací. Pro neˇkoho, jež nemá LINQ zažitý, mu˚že být dokonce až ne-
cˇitelný. Výhodou ovšem je, že není nijak zvlášt’ nárocˇné pochopit, v cˇem se skrývá jeho
krása a elegance. LINQ se snaží ulehcˇit dotazování dat na nejnižší možnou úrovenˇ. S jeho
použitím se programátor mu˚že více soustrˇedit na rˇešení zadaného problému.
Použití LINQ lze videˇt ve výpisu 1, kdy tato cˇást kódu má za úkol v poli meˇst vy-
hledat všechna ta meˇsta, jež zacˇínají na „O“. K provedení této, cˇi mnohem složiteˇjší
instrukce, cˇasto postacˇuje jeden rˇádek. Bez použití LINQ by bylo k vyrˇešení bylo spo-
trˇebováno mnohem více instrukcí. Prˇíkazem where se na pozadí spustí pru˚chod polem
cities a pomocí lambda výrazu˚ [7] se docílí omezení konkrétního výbeˇru. Finální metoda
ToArray() prˇevede výsledek dotazu na pole string. Alternativní zápis bližší dotazovacímu
jazyku je ve výpisu 1 také uveden. Hlubší analýza výhod této technologie není úcˇelem
této kapitoly.
string [] cities = new string[] { "Ostrava", "Praha", "Brno", "Olomouc", "Opava" };
string [] Ocities = cities .Where(s => s.StartsWith("O")).ToArray();
Ocities = from c in cities where c.StartsWith("O")
select c;
Výpis 1: Krátká ukázka použití technologie LINQ
1.1.2 Entity Framework
Aplikace TrackMe vyžadovala pro svu˚j beˇh ukládání dat v databázi. Aby se mohlo s daty
pracovat i programoveˇ, bylo nutné vytvorˇit tzv. objektoveˇ-relacˇní mapování (ORM) [6].
Za tímto pojmem se neskrývá nic jiného, než potrˇeba reprezentovat objekty z databáze
(tabulky, procedury, pohledy) jako trˇídy, cˇi metody. Robustní ORM je alfou a omegou
každé aplikace pracující s daty. Vytvárˇení vlastního ORM je zdlouhavý proces, který vý-
razneˇ prodlužuje cˇas nutný pro tvorbu aplikace. Navíc by se dalo rˇíci, že každý progra-
mátor, provádí implementaci ORM obdobným zpu˚sobem.
Proto vznikl Entity Framework [5], který byl již soucˇástí zminˇovaného .NET Fra-
meworku ve verzi 3.5 a byl integrován do Visual Studia 2008 [32]. Jeho úkolem je prˇe-
vzít kontrolu nad tvorbou ORM a na základeˇ zvolené databáze a vybraných entit vytvo-
rˇit sadu trˇíd pro práci s databází. Entity Framework samozrˇejmeˇ využívá i technologii
LINQ, takže je psaní dotazu˚ nad databází velmi rychlé a efektivní. Použít Entity Fra-
mework v projektu ovšem neznamená, že je tento prˇístup naprosto bezchybný a doko-
nalý. Nese s sebou vlastní množinu problému˚, se kterými se musí programátor potýkat.
Je pomeˇrneˇ obtížné a zdlouhavé provádeˇt jakékoli úpravy týkající se modelu databáze.
8Prˇidání tabulek nebo zmeˇna sloupcu˚, cˇi procedur je proto riskantní operací, u které je
znám výsledek až prˇi spušteˇní prˇíkazu.
1.1.3 ASP.NET MVC
Na platformeˇ .NET bylo vždy možné vytvárˇet i komplexneˇjší webové stránky ASP [17].
Pro beˇh teˇchto stránek je nutné vykonávání prˇíkazu˚ na straneˇ serveru. V souladu s touto
myšlenkou existují dva zpu˚soby, jakými lze tvorˇit tyto aplikace.
• Web Forms
• MVC
Použití webových formulárˇu˚ meˇlo maximálneˇ usnadnit tvorbu webových aplikací i
bez hlubší znalosti fungování jazyka HTML. Prˇi psaní webových formulárˇu˚ je možno
využít mnoho prˇipravených komponent, které slouží pro práci s daty, naprˇ. dynamické
tabulky, jež se automaticky vytvorˇí po nacˇtení zdroje dat. Aplikace webových formulárˇu˚
se rozdeˇluje na klient-server architekturu. Na serveru je z kódu vykompilovan HTML
výstup, který je poté zasílán na klienta. [18]
Navíc lze prˇistupovat k objektu˚m poskytovaných komponent v kódu aplikace. Tímto
jde bez veˇtších obtíží kontrolovat obsah textových polí, atp. Jednou z nevýhod tohoto
zpu˚sobu tvorby webových aplikací je, že vzniká velké množství automaticky vygenero-
vaného kódu a s ru˚stem aplikace se v neˇm zhoršuje orientace. Nehledeˇ na to, že získat
úplnou kontrolu nad stránkou a tokem HTTP požadavku˚ nebylo prˇíliš jednoduché [17].
Zvýšit cˇitelnost vytvorˇeného kódu a zárovenˇ nabídnout plnou kontrolu nad HTTP
stránkami má ambice technologie MVC. S jejím použitím se rozdeˇluje architektura webové
aplikace na 3 základní vrstvy, z nichž každá má svu˚j specifický úkol. Zjednodušeneˇ by
se fungování MVC dalo popsat jak prˇedstavuje obrázek 1. Controller reaguje na akci uži-
vatelele provedenou na stránce, vytvorˇí odpovídající model a ten poté nechá zobrazit v
konkrétní stránce. Model tedy obsahuje samotná data, ale neví, jak budou v budoucnu
zobrazena. View zase nenese data, ale ví, jak je vykreslit v HTML podobeˇ. Controller jen
tento proces rˇídí.
1.2 Internetová Informacˇní Služba (IIS)
Pokud by Microsoft prˇišel pouze s technologií ASP.NET pro tvorbu webových stránek a
aplikací, porˇád by webovému projektu neˇco scházelo. Taková aplikace musí být neˇkde
na pocˇítacˇi, resp. serveru spušteˇna. O beˇh webových aplikací postavených na platformeˇ
.NET se stará velmi du˚ležitá služba IIS.[8]
Výhodou je, že IIS není výhradneˇ spjata pouze s hostováním webových aplikací ASP.NET,
lze zde provádeˇt rozsáhlou konfiguraci a nastavení i v rámci speciálneˇ navržených Win-
dows Server, které slouží jako operacˇní systém pro serverové stroje. IIS dokáže zastat
spoustu úkolu˚ i v rámci domény. Od pokrocˇilé správy prˇesmeˇrování požadavku˚, prˇes
zabezpecˇení, až naprˇ. po poštovní server.[14]
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Obrázek 1: Schéma arhitektury MVC
1.3 SQL Server
Jestliže informacˇní systém pracuje s daty, musí je neˇjakým zpu˚sobem ukládat. K uložení
dat, která mají mezi sebou vztah, se používají relacˇní databáze. Existuje neˇkolik mož-
ností, jaký typ databáze zvolit. Na zacˇátku je vždy volba jestli zvolit open source nebo
korporátní rˇešení.
Mezi velmi známé open source databáze patrˇí databáze MySQL. K MySQL se mu˚že
prˇiklonit každý, kdo hledá neˇjaké úložišteˇ dat. Rozdíly mezi SQL Serverem nejsou v zá-
kladu prˇíliš dramatické[19]. Další možnou volbou je opustit vody open source databází
a prˇiklonit se k databázi Oracle, jež poskytuje SQL nádstavbu PL/SQL [22]. Ruku v ruce
s PL/SQL jde i T-SQL použitý v SQL Severu od firmy Microsoft. V tomto prˇípadeˇ zá-
leží, jaké technologie používá samotná firma. Každá z teˇchto dvou typu˚ databází je již
velmi pokrocˇilá a záleží až na konkrétním použití, které plyne z konecˇného rozhodnutí
zodpoveˇdné osoby spolecˇnosti, jež chce do svého projektu zacˇlenit databáze.
Volba, kterou databázi vybrat pro ukládání dat v aplikaci TrackMe, byla ulehcˇena
skutecˇností, že ve spolecˇnosti Gates požívají MSSQL Server.
Microsoft nabízí ke svému SQL Serveru mnoho nástroju˚, od základních, až po ty pro-
fesionální. Pro pohodlnou práci s daty je zde Management Studio[24] , které umožnˇuje
psát dotazy a zobrazovat jejich výsledky v reálném cˇase. Dále díky neˇmu je programá-
tor schopen provádeˇt i krokování jednotlivých prˇíkazu˚ a sledovat, kolik procent výkonu
serveru vyžaduje provedení konkrétní procedury, což pomáhá v rˇadeˇ prˇípadu˚ k opti-
malizaci dotazu˚. Také SQL Server Profiler [20] je velmi užitecˇný nástroj, protože dokáže
odposlouchávat veškerou cˇinnost, kterou databázový stroj provádí. Po zapnutí analýzy
mu˚že programátor sledovat, jaké dotazy jsou práveˇ spoušteˇny.
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2 Webové služby
Pomeˇrneˇ lákavé se zdálo zahrnout do vývoje i webové služby a ucˇinit z nich jakéhosi
prostrˇedníka mezi daty uloženými v databázi a jejich reprezentací na straneˇ uživatele.
Ovšem po detailním zvážení zacˇleneˇní webových služeb v projektu, bylo do této vari-
anty odstoupeno, protože by systému neprˇinesla žádnou výhodu navíc, ba naopak by
zkomplikovala vývoj a vnesla do systému další množinu možných problému˚.
Webové služby nenaleznou použití v každém prˇípadeˇ, ale existují projekty, jež se bez
jejich nasazení neobejdou. Využití naleznou v situaci, kdy je nutné distribuovat data ulo-
žená v databázi i jiným zpu˚sobem, než je pouze zobrazit na webové stránce, jak je tomu
obvyklé. Aby se to mohlo uskutecˇnit, je zapotrˇebí vytvorˇit kolekci metod, které práci s
daty dovolí. Tyto metody poté implementují tzv. klienti. Samotná implementace teˇchto
metod v klientském prostrˇedí už není starostí programátoru˚ webové služby.
Hlavním cílem prˇi návrhu webových služeb je osvobození se od závislosti na kli-
entském prostrˇedí a zamezení prˇímého prˇístupu klientského dotazu do databáze. To by
mohlo mít katastrofální du˚sledky, jelikož by jeden (cˇi více) klientu˚ mohl být potencio-
nální útocˇník, který by meˇl tu možnost nad daty prˇevzít kontrolu a data modifikovat
nebo v nejhorším prˇípadeˇ je úplneˇ odstranit. Tento útok by v podstateˇ nemusel být ani
cílený, ale stacˇila by k tomu i krátkodobá nerozvážnost programátora, jež stál za vývo-
jem prˇíslušného klienta. Data by mohla být poškozena i špatneˇ formulovaným dotazem.
Jelikož je však tato problematika zajímavá, bude jí veˇnován prostor v tomto textu.
2.1 Jak fungují webové služby
Základní popis webových služeb už byl krátce zmíneˇný v prˇedchozí kapitole. V dobeˇ,
kdy je neprˇeberné množství programovacích jazyku˚ a ru˚zných prostrˇedí, bylo nutné sta-
novit urcˇitý standard, podle kterého se dají mezi dveˇma pocˇítacˇi, resp. mezi pocˇítacˇem
serveru a pocˇítacˇem klienta, vymeˇnˇovat data. Dalo by se rˇíct, že základním kamenem
webových služeb je použití znacˇkovacího jazyka XML [11], který slouží jako základní
struktura pro komunikaci. Implementaci XML jazyka musí bezpodmínecˇneˇ zvládnout
každý vyspeˇlejší programovací jazyk. Jazyk C# práci s XML také samozrˇejmeˇ podporuje.
Každá správneˇ naimplementována webová služba by meˇla splnˇovat dveˇ du˚ležitá kri-
téria. Tato kritéria [15] by se dala shrnout následovneˇ:
• Dostupnost. Nemeˇlo by smysl vytvárˇet webovou službu, která by nebyla dostupná
prˇes internet. Je velmi pravdeˇpodobné, že funkce, které bude nabízet webová služba,
nebudou dostupné komukoli. Proto je du˚ležité navrhnout a správneˇ omezit prˇístup
nechteˇným subjektu˚m.
• Jasné komunikacˇní rozhraní. Ke zverˇejneˇné webové službeˇ musí existovat takové roz-
hraní, které dovolí ostatním programátoru˚m danou webovou službu naimplemen-
tovat. Do tohoto bodu se také zahrnuje i dobrá dokumentace, která jde ruku v ruce
s webovou službou.
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2.2 REST
Technologii REST definoval v roce 2002 v své dizertacˇní práci Thomase Fiedlinga [27],
cˇímž položil základ komunikace na internetu, jakou jí známe dodnes. Pokaždé, když
uživatel internetu chce zobrazit neˇjakou webovou stránku, tak na pozadí probíhá vyhle-
dávání zdroju˚ této stránky.
Základadní myšlenkou technologie REST je architektura s tzv. orientací na zdroje.
Každý tento zdroj má na internetu daný jednoznacˇný název, jak jej získat. Samotné umís-
teˇní zdroje nyní nehraje roli. Za odlišení identifikace prostrˇedku je zodpoveˇdná URL[9].
Uživatel internetu je již zvyklý, že po zadání URL adresy je mu zobrazena odpovída-
jící stránka (naprˇ. http://www.seznam.cz). Samotnou stránku lze považovat jako zdroj.
Zkrátka neˇco, co server vlastní a co je uživateli poskytnuto na požádání prˇes URL odkaz.
Beˇžnou situací je, že za odkazem ješteˇ následují doplnˇující parametry, které blíže specifi-
kují rozsah uživatelova dotazu. Komplexneˇjší dotaz lze spatrˇit ve výpise 2.
http : // www.ceskatelevize.cz/hledani/?q=HydePark\&cx=000499866030418304096%3
Akbwsey4s4jw
Výpis 2: Struktura URL adresy
Po odeslání tohoto dotazu se v tomto prˇípadeˇ na serveru Cˇeské televize spustí funkce
hledání, které byl prˇedán parametr q s hodnotou HydePark. Parametr cx zajisté nese do-
plnˇující informace, které jsou pro tuto chvíli nepodstatné. Server zkusí podle zadaného
parametru vyhledat porˇad v seznamu porˇadu˚ a vrátí odpoveˇd’ zpeˇt uživateli. Tato od-
poveˇd’ má formát HTML 1 , tzn. že uživatel vnímá grafickou formu odpoveˇdi. Odpoveˇd’
ve formátu HTML ovšem není úplneˇ elegantneˇ zpracovatelná pro další operace v kli-
entských programech. Cˇímž se pomalu odkrývá použití technologie REST i v kontextu
webových služeb.
Pokud by server Cˇeské televize odovídal v programoveˇ cˇitelné podobeˇ, tedy v po-
dobeˇ odpoveˇdi XML, už by se to svým zpu˚sobem dalo považovat za jakousi webovou
službu, protože by program mohl na základeˇ zmeˇny parametru˚ dotazu docílit jiných od-
poveˇdí. Typický výstup po zavolání akce mu˚žeme videˇt ve výpisu 3. Tento výstup už
dokáže klientský program bez problému nacˇíst a dále s ním pracovat. Za zmínku jisteˇ
stojí, že pro každou metodu musí existovat speciální url adresa, prˇípadneˇ odlišení jmé-
nem parametru.
V komplexneˇjších prˇípadech se zapojují i autentizacˇní a autorizacˇní mechanismy, na
základeˇ kterých server dovolí prˇíkaz spustit. Také mu˚že být v odpoveˇdi zachycena i vý-
jimka, která mohla prˇi zpracování nastat naprˇ. kvu˚li špatným vstupním parametru˚m.
1Jako odpoveˇd’ samozrˇejmeˇ mu˚žeme považovat i obrázek ve formeˇ JPG, PNG, apod . . .
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<?xml version="1.0" encoding="UTF−8"?>
<porady>
<porad>
<Jmeno>Hydepark</Jmeno>
<PocetZobrazeni>5005 </PocetZobrazeni>
<Serie>5</Serie>
</porad>
....
....
<chyba stav="0">Text chyby .... </chyba>
</porady>
Výpis 3: XML forma odpoveˇdi serveru
2.3 XML-RPC
Tento zpu˚sob komunikace s webovým serverem je ve své podstateˇ stejný, jako je tomu
v prˇípadeˇ metody REST. Když programátor musel využít více funkcí, musel volat ru˚zneˇ
upravené URL odkazy ke spušteˇní teˇchto funkcí. U XML-RPC [28] však zu˚stává adresa
pro všechny funkce stejná a na server se v HTTP POST požadavku posílá prˇímo zformá-
tovaný XML soubor, ve kterém je, podle konkrétních specifikací dané služby, uvedena
i metoda, která se má zpracováním této XML žádosti provést. Následuje opeˇt odpoveˇd’
ve formátu XML, kterou klientský program zpracovává. Možnou nevýhodou tohoto po-
stupu je, že komunikace je synchronní [28], to znamená, že do doby, než dorazí odpoveˇd’
na požadavek, klientský program stojí.
Urcˇitou obtíží je zabezpecˇit prˇi spoušteˇní vzdálených procedur typovou bezpecˇnost.
Mohlo by se lehce stát, že cˇíslo napsané v elementech XML souboru by parser XML-RPC
serveru považoval za rˇeteˇzec, cˇímž by došlo k výjimce. Aby se zabránilo teˇmto neprˇí-
jemným komplikacím prˇi tvorbeˇ XML-RPC služeb, je podle specifikace [29] vyžadováno
obalovat hodnoty argumentu˚ funkcí do odpovídajícího datového typu. XML parser na
straneˇ serveru již bude veˇdeˇt, jakou hodnotu a typ ocˇekávat a tím zajistí správnou typo-
vost.
Upravená URL z prˇíkladu 2, by nenesla žádné doplnˇující parametry, ale sestávala by
se teoreticky pouze z domény, resp. z takové URL, za kterou lze najít beˇžící XML-RPC
server. Jak by vypadl požadavek na spušteˇní funkce hledání mu˚žeme sledovat ve výpise
4. S dotazem i s odpoveˇdí se ovšem prˇenáší velké množství dat navíc. To už je ovšem
údeˇl jazyka XML. Bez neˇj by se jen velmi teˇžko daly v holém textu identifikovat správné
cˇásti.
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<?xml version="1.0" encoding="UTF−8"?>
<ceskaTelevize>
<hledani>
<parametry>
<nazev>
<string>HydePark</string>
</nazev>
</parametry>
</hledani>
</ceskaTelevize>
Výpis 4: XML-RPC zpu˚sob volání funkce Hledat
2.4 SOAP
Asi nejzajímaveˇjším a nejpokrocˇilejším zpu˚sobem, jak vyvíjet webové služby, je použít k
nim protokol SOAP [30], který cˇástecˇneˇ prˇipomíná XML-RPC, avšak na rozdíl od neˇj do-
káže prˇenášet komplexneˇjší datové objekty, než pouze standardní hodnotové typy. A za-
tímco XML-RPC vyžaduje pro svu˚j prˇenos HTTP protokol, SOAP se snaží být nezávislý
na transportním protokolu. Zpráva SOAP má prˇesneˇ definovaný formát. Zpráva se v
kontextu SOAP nazývá obálkou (envelope). Oblálka musí obsahovat hlavicˇku [25] a teˇlo
zprávy. Hlavicˇka nese doplnˇující informace ke zpráveˇ. Obsahuje mimo jiné du˚ležitý atri-
but mustUnderstand, který oznacˇuje, zdali informace prˇenášené v hlavicˇce zprávy jsou
vyžadované, cˇi nikoli. V hlavicˇce lze také nalézt prˇípadné autentizacˇní údaje. Prˇi im-
plementaci SOAP webových služeb je nutno se seznámit ješteˇ s dalšími dveˇma pojmy
Binding a Endpoint.
Binding
Binding se nedá úplneˇ elegantneˇ prˇeložit to ekvivalentního cˇeského výrazu. Lze jej ovšem
vysveˇtlit jakýmsi popisem. Binding je souhrn parametru˚, které popisují samotný pru˚beˇh
komunikace mezi cˇástí klienta a cˇásti serveru. Definuje typ prˇenášených zpráv, cˇasová
omezení pro komunikaci a to z toho du˚vodu, aby nedošlo k zamrznutí programu, když
jedna ze stran do stanoveného cˇasu nevrátí odpoveˇd’. Stanovuje maximální limity pro
délky zpráv, které se mají prˇenášet. Zárovenˇ specifikuje úrovenˇ použitého zabezpecˇení.
Endpoint
Naproti tomu Endpoint znamená konkrétní koncový bod komunikace. Tímto mu˚že být
URL adresa, na které beˇží daná služba. Adresa, na kterou se budou zasílat zprávy SOAP.
2.4.1 WSDL
Velmi silná stránka protokolu SOAP je skryta za tímto akronymem. Jedná se o jazyk
službu popisující. WSDL [30] je doplnˇující XML soubor, který jde ruku v ruce s webo-
vou službou.V souboru WSDL se vyskytuje prakticky celý popis dané služby. Definují
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se zde jednotlivé typy objektu˚, jejich metody a vstupní parametry metod. Vše je vždy
doplneˇno o konkrétní typ, takže je zarucˇena silná typová kontrola. Moderní vývojová
prostrˇedí dokáží na základeˇ tohoto WSDL souboru vytvorˇit kompletní trˇídní strukturu
pro danou webovou službu. Což má jisteˇ za výhodu spoustu ušetrˇeného cˇasu, který pro-
gramátor mu˚že veˇnovat rˇešení konkrétního problému a zárovenˇ odstíní programátory
od tvorby této struktury, což minimalizuje až eliminuje riziko dalších chyb. Vyskytují se
zde taktéž informace o typu bindingu a endpointu.
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3 Využití webových služeb v TrackMe
V systému TrackMe, jehož popis zacˇíná kapitolou ??, nebyly prˇi vývoji webové služby
zahrnuty. Hlavním z du˚vodu˚ je architektura stávajícího systému a jeho použití v pro-
storách skladu. Aplikace TrackMe beˇží na interním pocˇítacˇi, na kterém je spušteˇna IIS
služba, která umí zpracovávat stránky v ASP.NET. Tento pocˇítacˇ skrze knihovny apli-
kace TrackMe dále komunikuje s databázovým serverem. Když operátor spustí neˇkterou
z cˇástí aplikace, vytvorˇí se požadavek, který se zašle na pocˇítacˇ se spušteˇným IIS a ten
jej, na základeˇ charakteru požadavku dále zpracuje. Jedná-li se o dotaz, který ke svému
vyhodnocení potrˇebuje spolupráci s databází, je vytvorˇeno spojení s databázovým serve-
rem a data jsou nacˇtena a vrácena zpeˇt prˇes IIS na pocˇítacˇ operátora. Obeˇ dveˇ cˇásti, jak
prezentace dat, tak i uložení dat je pod správou firmy a není vyžadováno, aby jakákoliv
z teˇchto cˇástí byla dostupná i zvencˇí.
Tato architektura je pro takovou komunikaci zcela dostatecˇná. Prˇidáním mezicˇlánku
v podobeˇ webové služby by mohlo docházet k veˇtším latencím v odpoveˇdích, protože by
se nejprve musely požadavky zabalit do SOAP zpráv na jedné straneˇ a na straneˇ druhé
opeˇt rozbalit.
Kdyby ovšem ke stejnému databázovému serveru museli pracovníci prˇistupovat ji-
nak, než-li z intranetu, už by tento model nebyl dostacˇující. Další slabina této architekury
by vyplynula na povrch v prˇípadeˇ, že by byla spravovaná data o soucˇástkách jakýmsi
zpu˚sobem zajímavá i pro okolí, které by chteˇlo s daty dále pracovat. V tomto prˇípadeˇ by
se musely do hry zapojit práveˇ webové služby, aby tento požadavek splnily.
3.1 WCF
WCF [23], jehož vývoj zapocˇal v roce 2003 a poprvé se objevil v .NET Frameworku 3.5,
je zpu˚sob, jakým vytvárˇet distribuované aplikace, jež budou používány jako webové
služby. Jak už prˇedchozí text naznacˇuje, v rámci distribuovaných aplikací se rozdeˇluje
architektura aplikace na klient-server. V prˇípadeˇ WCF je zde ovšem drobná zmeˇna v tom
smyslu, že místo oznacˇení server se používá oznacˇení služba. Klient mu˚že komunikovat
se službou ru˚znými zpu˚soby [10] a to protokolem SOAP (viz kap.2.4) nebo prˇes vlastní
binární WCF protokol, cˇi jinými zpu˚soby. V tomto prˇípadeˇ je du˚ležitý prokol SOAP. Celá
architektura WCF se snaží být platformneˇ nezávislá.
Pravdeˇpodobneˇ nejjednodušším zpu˚sobem, jak pochopit fungování a práci s WCF,
je vytvorˇení modelového prˇíkladu použití. Po založení nového projektu typu WCF Ser-
vice Application v programu Visual Studio [12] se vytvorˇí prˇedprˇipravená kostra zpu˚sobu
vývoje aplikace, která má napoveˇdeˇt a pomoci s pocˇátecˇní fází aplikace. Po rozkliknutí
souboru s prˇíponou „cs“ lze videˇt, že rozhraní a trˇída, jež jsou zde uvedeny, jsou deko-
rovány dodatecˇnými atributy v hranatých závorkách. Tyto atributy [31] je potrˇeba blíže
prˇedstavit.
• ServiceContract - tímto atributem se opatrˇuje trˇída, cˇi rozhraní, jež je hlavní komu-
nikacˇní rozhraní mezi klientem a službou.
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• OperationContract - Metody uvnitrˇ rozhraní opatrˇeného atributem ServiceCon-
tract se oznacˇují atributem OperationContract. Tímto se definuje seznam operací,
které mu˚že klient spoušteˇt.
• DataContract - Pokud se budou službou prˇenášet komplexní datové struktury (trˇídy,
výcˇty, struktury), musí být prˇed jejich deklarací uveden atribut DataContract. Atri-
but zajistí správnou serializovatelnost teˇchto atributu˚ pro prˇenos mezi klientem a
službou.
• DataMember - Aby bylo jasneˇ zrˇetelné, které z trˇídních promeˇnných jsou prˇístupné
klientovi, musí se ty z nich, jež mají být viditelné, opatrˇit tímto atributem. Data-
Member se použije až po atributu DataContract.
• MessageContract - V neˇkterých prˇípadech je potrˇeba prˇevzít plnou kontrolu nad
automatickým vytvárˇením SOAP zpráv, které se deˇjí prˇes atributy DataContract
and OperationContract. Použití nachází prˇedevším tehdy, jeli nutné rozlišit, které z
elementu˚ se budou vyskytovat v hlavicˇce, a které v teˇle SOAP zprávy.
• FaultContract - Vznikne-li chyba prˇi provádeˇní operace na straneˇ serveru, je zame-
zeno, aby klient obdržel výjimku, jež chybu zpu˚sobila. Jakákoli výjimka se meˇní na
typ FaultException. Tímto atributem se specifikuje typ výjimky, jež obdrží klient.
Obrázek 2: Architektura s použitím webových služeb
Nyní prˇichází na rˇadu ukázka použití v prˇípadeˇ aplikace TrackMe. Pokud by ostatní
spolecˇnosti potrˇebovaly mít prˇístup k informacím o soucˇástkách, se kterými by dále ve
svých klientských prostrˇedích pracovaly, bylo by vhodné navrhnout k vyrˇešení této si-
tuace použití WCF služby, která by meˇla prˇístup do systémové databáze SQL Serveru.
Architektura systému by se dala pozorovat v obrázku 2. Jsou zde uvedeny ru˚zné druhy
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klientských aplikací, jež komunikují s jednou službou, která poté interneˇ komunikuje s
databází systému TrackMe.
3.1.1 Ukázka implementace
Jelikož WCF nebyly v projektu využity, proto zde uvedená ukázka bude pouze ilustracˇní
a bude popisovat, jak by vypadalo zacˇleneˇní webových služeb do systému TrackMe.
Bude vytvorˇena služba, jež bude umeˇt vypsat, kolik je v systému beden a vrátí detaily o
zadaném materiálu.
Trˇída TrackMeService, jež bude implementovat ITrackMeService bude obsahovat dveˇ
metody GetBinCount a GetPartinfo. První z nich vrátí odpoveˇd’ v cˇíselném formátu, za-
tímco ta druhá vrací komplexní odpoveˇd’ typu Part. Trˇída part je atributem oznacˇená
jako DataContract a nese trˇi promeˇnné Weight, Length a Name. K teˇmto promeˇnným se
prˇistupuje prˇes vlastnosti (property), které jsou opatrˇeny atributy DataMember. Po spuš-
teˇní této služby se automaticky spustí WCF Test Client viz obrázek 3. Tento klient umož-
nˇuje volat metody dané služby. Rovneˇž umí zachytit i podobu SOAP zpráv. Lze videˇt, že
se zavolala funkce GetPartInfo s parametrem part, na kterou prˇišla od služby odpoveˇd’
typu GetPartInfoResult, ve které už jsou uvedeny vlastnosti hledaného dílu. V tomto prˇí-
padeˇ nebyly nacˇteny informace z databáze, ale to není žádnou prˇekážkou. Du˚ležité pro
tento okamžik je demonstrovat základní funkcˇnost WCF.
Pro implementaci v aplikaci se vytvárˇí TrackMeServiceClient, prˇes který se volají funkce
služby. Implementace na ru˚zných platformách se mohou lišit, ale v podstateˇ každý jazyk
musí na konci odeslat a prˇijmout SOAP zprávu.
3.2 SSIS
V prˇedchozí kapitole 3.1 bylo pojednáváno o možném zpu˚sobu, jak prˇistupovat k data-
bázi SQL Serveru. Tento prˇístup je natolik obecný, že typ databáze není výhradneˇ ome-
zen pouze na SQL Server. WCF v tomto prˇípadeˇ vystupoval jako jakýsi prostrˇedník mezi
ru˚znými klienty a databází. Takový návrh architektury spatrˇuje výhody, pokud se v apli-
kaci vyžaduje použití naprˇícˇ ru˚znými systémy a databáze je zde jako pasivní cˇlánek celé
komunikace.
Existuje ovšem další zpu˚sob, který nabízí využití integrovaných služeb SQL Serveru
(SSIS)[21]. SSIS fungují odlišneˇ, než klasické webové služby. Jejich hlavním úcˇelem je po-
skytnout integrovaný nástroj, který dovolí extrakci, transformaci a nacˇtení dat z ru˚zných
zdroju˚ do databáze. Tento prˇístup ale není pro použití v TrackMe prˇíliš vhodný, protože
se jedná pouze o prostrˇedek jakým do databáze bez zásahu dalších aplikací vložit data.
Zdroje dat mohou být ru˚zné, od textových souboru˚ s urcˇeným formátem dat, souboru˚
Excelu, cˇi dalších databází a v neposlední rˇadeˇ je zde možnost nacˇítat data i z webových
služeb.
Pro spoušteˇní úloh slouží tzv. „balícˇky“ (angl. package)[34], jež prˇedstavují komplex-
neˇjší postup, který se skládá z vícero kroku˚ (angl. tasks). Obecneˇ se nejprve musí inicia-
lizovat zdroj dat, poté se data požadovaným zpu˚sobem zpracují a nakonec uloží do da-
tabáze. Jednotlivé kroky jsou navzájem propojeny. Spojení znázornˇuje tok dat z jednoho
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Obrázek 3: Architektura s použitím webových služeb
úkolu do druhého. Výhodou teˇchto balícˇku˚ je, že dokáží být automaticky spoušteˇny ná-
strojem SQL Server Agent [35], jež poskytuje SQL Server. SQL Server Agent dokáže plá-
novat spoušteˇní ru˚zných skriptu˚ a dalších du˚ležitých úloh v rámci práce s databází.
Relevantní vu˚cˇi této kapitole je balícˇek s prˇíznacˇným názvem „Web Service Task“, což
znamená cˇást podúlohy, jež je spojena se zakomponováním webové služby jako zdroje
dat. Prˇi konfiguraci této podúlohy se zadává do urcˇených polí URL adresa služby, a také
cesta k WSDL souboru. Po otestování spojení si vývojové prostrˇedí nastaví všechno au-
tomaticky. Na výbeˇr poté zu˚stane, které metody, resp. promeˇnné se použijí pro další po-
stup. Všechny tyto úlohy se píší v nástroji Business Intelligence Development Studio [36].
Využití úloh spojených s webovou službou nalezne využití ve všech prˇípadech, kdy
je zapotrˇebí prˇesneˇ rozvrhnout plánování kontaktování webové služby, která nabízí me-
tody, jež v ideálním prˇípadeˇ nevyžadují žádné vstupní parametry. Jako prˇíklad by po-
sloužil systém, jež shromažd’uje historické záznamy o zmeˇnách kurzu. Po nalezení pat-
rˇicˇné webové služby, která umožnˇuje po zavolání metody vrátit aktuální kurz k danému
cˇasu spušteˇní, a poté by se zjišteˇný kurz uložil do databáze. Díky plánování úloh v SQL
Server Agentu je zajišteˇno pravidelné získávání aktuálních dat. Po uplynuté dobeˇ se na
stažených datech dají provádeˇt ru˚zné analýzy jak se kurzy meˇn meˇnily. Existuje neprˇe-
berné množství podobných služeb s takovým charakterem.
Spoušteˇt balícˇky lze i dalšími zpu˚soby [37]. Lze toho docílit naprˇ. prˇes prˇíkaz „dtexecui“,
cˇi prˇímo z uložené procedury. Použít k nim SQL Server Agenta je vzhledem k charakteru
služby nejoptimálneˇjší.
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4 Podnikové informacˇní systémy
Informacˇní systémy obklopují život každého z nás. Vyskytují se ve všech sférách lidských
cˇinností. Bylo by velmi vzácné nalézt cˇloveˇka, jež není veden v žádném informacˇním
systému.Vstoupí-li pacient do cˇekárny, už si o neˇm lékarˇ, cˇi sestra nechává vypisovat
dlouholetou anamnézu. U best-selleru v knihovneˇ mu˚že knihovnice zjistit, kdo ze cˇte-
nárˇu˚ tuto knihu má vypu˚jcˇenou. Zavolá-li klient na infolinku svého operátora, mu˚že si
operátorka zobrazit jeho aktuální výši útraty, tarif a poslední zaplacené faktury. Také ob-
chodní rˇeteˇzce, které nabízejí svým zákazníku˚m zvýhodnˇující zákaznické karty, sledují,
jaké zboží si zákazník kupuje, v jaké výši a v jakém období. Následneˇ dokáží s teˇmito
informacemi lépe cílit svou reklamu.
Takovými prˇíklady by se dalo zaplnit neˇkolik stran. Du˚ležitým poselstvím je však
existence ru˚zných informacˇních systému˚, které existují na pozadí každodenního života.
Informacˇní systémy jsou hojneˇ využívány ve velkých podnicích pro zachycení a automa-
tizaci podnikových procesu˚.
4.1 ERP
Historie informacˇních systému˚ sahá až do 60.let 20.století, kdy zacˇaly vznikat první sys-
témy pro rˇízení zdroju˚ v podnicích. ERP jako takové se objevily [26] až v 90.letech. ERP
systém si lze prˇedstavit jako továrnu. Tato továrna se skládá z neˇkolika oddeˇlení a všechna
oddeˇlení jsou svým zpu˚sobem provázána. Pravdeˇpodobneˇ v té nejveˇtší cˇásti továrny
bude oddeˇlení zodpoveˇdné za výrobu. Aby byli schopni deˇlníci vyrábeˇt, musí existo-
vat další oddeˇlení, ve kterém probíhá plánování. Neˇkteré z prˇedmeˇtu˚ se musí dovést od
jiných podniku˚, což musí sledovat oddeˇlení zásobitelu˚. Vyrobené prˇedmeˇty se musí do-
stat k zákazníkovi, což je úkol pro oddeˇlení distribuce. Urcˇiteˇ každý zameˇstnanec této to-
várny bude chtít na konci meˇsíce obdržet výplatní pásku se svou mzdou. Zajistit správné
úcˇtování by nebylo možné bez úcˇetního oddeˇlení. Jednotlivé podniky mohou obsahovat
další a další ru˚zneˇ zameˇrˇená oddeˇlení. Pro ilustraci toto základní rozdeˇlení postacˇuje.
Bylo by nesmyslné, aby každé oddeˇlení pracovalo zcela izolovaneˇ, tzn. s jinými daty.
Takový podnik by asi dlouho neprˇežil. Výše zmíneˇné cˇásti podniku se snaží reflektovat
a vzájemneˇ propojit v jedné centrální databázi ERP [39] systém. ERP systém tudíž není
jeden malý program, ale jedná se o obrovskou množinu funkcí, která se snaží zachytit
podnikové procesy.
Mezi aktuální trendy [40] v ERP systémech se rˇadí velmi populární využití „cloud
computingu“, kdy se celá aplikace pronajímá za smluvneˇ vázanou cˇástku. Acˇkoli je tento
trend v IT cˇerstvý, je stále potenciálneˇ rizikový, jelikož ke správné cˇinnosti takto zrˇíze-
ných systému˚ je klícˇové bezchybné fungování internetu a jeho rychlá odezva. I drobný
výpadek internetu v rˇádech hodin, by mohl znamenat velké komplikace v takových sys-
témech, ve kterých jsou procesy velmi teˇsneˇ spjaty s cˇasem. Takovým mohou být naprˇ.
systémy pro logistiku. Daleko zajímaveˇjší je trend použití tzv. „in-memory computingu“,
což znamená, že veškeré operace se provádí v reálném cˇase, protože data jsou umísteˇna v
pameˇti systému. K teˇmto datu˚m je díky vlastnostem pameˇtí velmi rychlý prˇístup ve srov-
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nání s ostatními druhy úložišt’. Tím se docílí zkrácení cˇasu systémové odezvy a umožní
za kratší cˇasový úsek provést více operací.
Nejveˇtšími dodavateli [38] na poli ERP systému˚ jsou neˇmecká firma SAP s prˇibližneˇ
25% podílem, následovaná americkým Oraclem s 13% podílem. Existují samozrˇejmeˇ i
stovky dalších poskytovatelu˚, ale tito dva jmenovaní jsou nejvýznamneˇjšími.
4.2 CRM
Dalším významným typem podnikových informacˇních systému˚ jsou systém CRM [41].
Hlavním myšlenkou CRM systému˚ je zastat kompletní správu zákazníku˚ dané firmy,
protože zákazníci jsou vždy klícˇovým artiklem každé spolecˇnosti, jež je ke své cˇinnosti
potrˇebuje. CRM systémy spojují data zákazníku˚ do jednoho funkcˇního celku. Dobrý
CRM systém umožní spolecˇnosti veˇtší vhled do zpu˚sobu chování zákazníku˚ a potrˇeb.
Poté lze provádeˇt analýzy jejich potrˇeb a lépe zameˇrˇit poskytování služeb s prˇidanou
hodnotou. Celý CRM systém integruje[42] procesy, lidi a marketingové schopnosti spo-
lecˇnosti.
Daly by se vycˇlenit trˇi [43] možné pohledy na využití CRM systému˚. V prvním z
nich je CRM zameˇrˇen na cílený marketing, kdy z analýzy požadavku˚ zákazníku˚ je na-
bízená služba, cˇi výrobek. Druhé zameˇrˇení je v prˇípadeˇ, kdy je nutné vést o zákaznících
kompletní agendu. Dobrým prˇíkladem pro toto zameˇrˇení je typ systému˚, jež je používán
naprˇ. v call centrech. Po spojení zákazníka s operátorem umožnˇuje systém rychlou orien-
taci v úcˇtu klienta, dostupnost posledních faktur, aktuální tarif a umožní aktivaci, resp.
deaktivaci další služby. Posledním zameˇrˇením je spojení CRM systému˚ rˇídících investice
s existujícími databázemi spotrˇebitelu˚.
Stejneˇ jako v oblasti ERP, tak i v oblasti CRM lze vypozorovat obdobné trendy. Nej-
známeˇjším poskytovatelem CRM systému˚ je spolecˇnost SalesForce.com [44] a již zminˇo-
vaný SAP. Zárovenˇ lze pozorovat, že významné procento prodeju˚ CRM systému˚ souvisí
s modelem SaaS, kdy je software za úplatu dorucˇován zákazníku˚m ve formeˇ služby.
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5 Popis soucˇasného stavu
5.1 Prˇedstavení spolecˇnosti
Firma Gates Hydraulics s.r.o [46], je dcerˇinou spolecˇností nadnárodní korporace Gates
Corporation [45], jejíž založení se datuje od roku 1911. Gates Corporation sídlí v Ame-
rickém Denveru ve státeˇ Colorado. Mimo pobocˇku v Cˇeské republice má spoustu dal-
ších pobocˇek rozesetých na každém obyvatelném kontinentu. Gates Corporation pu˚sobí
na celosveˇtovém trhu jako výrobce a dodavatel du˚ležitých soucˇástí pro strojní pru˚mysl,
který zásobuje naprˇ. o hnací rˇemeny, sestavováním hydraulických systému˚, a také úzkou
spoluprací s automobilovým pru˚myslem. Gates Hydraulics sídlí v pru˚myslové zóneˇ v
Novém Poli v Karviné a pu˚sobí na cˇeském trhu již od roku 2005. Zameˇrˇení moravskoslez-
ské pobocˇky je prˇedevším na vytvárˇení komponent zejména pro strojní a zemeˇdeˇlskou
techniku a jejich distribuce v rámci celé Evropy. Komponenty nacházejí své uplatneˇní v
hydraulických a vysokotlakých systémech.
Kompletní zneˇní této kapitoly se nachází z du˚vody ochrany du˚verných údaju˚ v ne-
verˇejné cˇásti práce.
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6 Návrh nové cˇásti systému TrackMe
Kompletní zneˇní této kapitoly se nachází z du˚vody ochrany du˚verných údaju˚ v neverˇejné
cˇásti práce.
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7 Implementace prˇípadu˚ užití
Kompletní zneˇní této kapitoly se nachází z du˚vody ochrany du˚verných údaju˚ v neverˇejné
cˇásti práce.
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8 Budoucí vývoj a nasazení
Kompletní zneˇní této kapitoly se nachází z du˚vody ochrany du˚verných údaju˚ v neverˇejné
cˇásti práce.
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9 Záveˇr
Cílem této práce bylo pomoci firmeˇ Gates Hydraulics v implementaci rozširˇujícího mo-
dulu pro již používaný systém TrackMe. Tento modul meˇl doplnit systém TrackMe o
funkcˇnost, která se zabývá podporou odesílání materiálu na externí lokace dodavatelu˚.
V rámci návrhu aplikace se kladl velký du˚raz na propojení nové aplikace s existujícími
databázemi, jež se ve firmeˇ využívají k ukládání informací o materiálech.
Beˇhem procesu analýzy nám byla dána možnost vyzkoušet si práci v ru˚znorodém
týmu a dbát na dobrou úrovenˇ komunikace mezi námi a spolecˇnotí Gates. Poté na zá-
kladeˇ zjišteˇných požadavku˚ provést návrh rˇešení, které po pru˚beˇžné kontrole prˇestou-
pilo do implementacˇní fáze. I ve fázi implementace se objevovaly další pohledy na tutéž
skutecˇnost, takže bylo zapotrˇebí vždy rozhodnout, který zpu˚sob rˇešení je strˇetem zájmu˚
obou zúcˇastneˇných stran.
Díky skutecˇnosti, že vývoj aplikace byl rozdeˇlen mezi dva studenty, bylo zapotrˇebí
sladit rychlost vývoje obou cˇástí programu a zárovenˇ objevit nové zpu˚soby prˇi vývoji
aplikace v týmu dvou programátoru˚, z nichž každý byl zameˇrˇen na prˇideˇlenou cˇást.
Obsahem této práce bylo i prozkoumání zacˇleneˇní webových služeb do noveˇ vznika-
jící aplikace. Po zvážení dopadu˚ na architekturu systému bylo od této varianty odstou-
peno. Architektura systému, jak je využíván doposud, byla dodržena i v rámci návrhu
rozširˇujícího modulu.
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A Obsah prˇiloženého CD
CD je soucˇástí neverˇejné verze práce. Na prˇiloženém CD se nachází:
• Dokument analýzy - Analýza_TrackMe.pdf
• Ve složce aplikace/program je uveden projekt programu TrackMe
• Ve složce aplikace/databaze jsou uvedeny dva bak soubory, které je nutné obnovit
jako databáze v SQL Serveru
• Strucˇný postup a vzorová data jsou uvedeny v souboru Postup.pdf
