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We have seen in the “Software Evolution - Track Introduction” that the CMM model evaluates the
maturity of a software process. It defines 5 levels of maturity and the KPAs to be in place in order to
reach any of those levels. This track is build around the level 2 and this talk concentrates on the Quality
Assurance KPA.
1 SOFTWARE METRICS
The goal of Quality Assurance is to verify process and product compliance and to address non
compliance. This verification can only take place if effective measurements are performed to quantify
compliance. Measurement can affect all aspects of the software process including the software itself.
Among various aspects of software metrics we will mainly concentrate on metrics derived directly from
the source code.
The correlation of software metrics and source code quality have been verified by experimental
studies conducted for example by T. McCabe and M. Halstead. Closer to us, E. Lancon studied the
evolution of the ALEPH reconstruction code called JULIA from 1990 to 1995. It showed that the
routines with the poorest quality in terms of metrics score are also the one modified most for bug
correction; Moreover, after 5 years of such corrections, the quality of the code automatically improved.
Early measurement helps achieving quality by monitoring complexity, quantifying test effort,
forecasting maintenance cost, identifying risks and planing preventive maintenance. Once the problem
to be solved has been clearly defined, a quality model can be build combining the right metrics as basic
components for measurement. The quality model defines the acceptable range of complexity where it is
safe to be. It needs to be adapted both to the development team expertise and to the type of project.
Software tools can help collecting the metrics and assess the software compared to the defined
quality model. The interpretation of the results remains a human activity, usually performed by the
quality manager. One approach is to use source code metrics patterns to cope with the amount of
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collected data. Although patterns are results of empirical studies and should be used with care, 6 of
them were presented to be used during the lab work.
2 SOFTWARE METRICS LAB WORK
In the hands-on sessions, students practiced with Logiscope, a tool for software metrics. Logiscope is a
toolbox for improving programming quality and test coverage. It can analyze more than 80 language
variations including C, C++, Fortran and soon Java. Logiscope features include:
• Code quality with support for software metrics computation to assess maintainability,
testability and component re-usability;
• Test coverage with support for coverage rates on source code branches, procedure calls,
instruction blocks etc.;
• Code standards with support for verification of the program against programming rules and
customization of rules to check;
• Graphical reverse engineering.
The lab works started with a walk through demo on a sample C++ code with step by step
instructions through a possible quality analysis session with introductions to the most common features
of the tool. For the remaining part of the session, students could analyze their own code (C, C++ or
Fortran) in groups of 2 using provided list of hints, a road map and patterns presented during the
lecture. A separate tool (J-Metric) was provided to students with Java code.
26 students have contributed with their own code from various experiments; 5 extra codes have
been provided by the lecturers of the track. The range went from very small code to large codes such as
LIGHT, OPAL trigger software of GEANT 4.
3 LAB WORK WRAP UP
The lab work were followed by a wrap up session where 11 groups presented very interesting results
and their conclusions about the approach.
• Two presentations were followed by debates on “possible limitations of metrics restricted to
source code only” and “the minimum size of the project (in term of LOC and people) were
the approach could be used”.
• One group, who had problems with commercial Java codes, showed how metrics could have
been used to monitor this complexity.
• Other groups explained how, as a result of the quality analysis, they undertook corrective
actions to improve the quality of their code. They took the opportunity to stress the potential
risk of micro-quality assurance versus overall quality assurance. Some took the results back
home to share with colleagues.
• Last, two groups proposed a new metric and a new pattern reproduced in the appendix below.
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The Ponchamatic numberPN is defined as the number ofPonchas per hour
the programmer drinks.
It must be comprised between 2 and 5 to achieve a good code. If less then 2 it
produces boring programs, if higher than 5 the result is like this:
