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Abstract
The distribution of good and bad chips on a semiconductor wafer typically results in two
types of regions, one that contains both good and bad chips distributed in a random fash-
ion, called a "non-zero yield region", and the other that contains almost all bad chips,
called a "zero yield region". The yield of a non-zero yield region is modeled by well
understood expressions derived from Poisson or negative binomial statistics. To account
for yield loss associated with zero yield regions, the yield expression for non-zero yield
regions is multiplied by Yo, the fraction of the wafer occupied by non-zero yield regions.
The presence, extent, and nature of zero yield regions on a given wafer provide informa-
tion about yield loss mechanisms responsible for causing them.
Two statistical methods are developed in this work, treating the wafer map with locations
of good and bad chips as a two dimensional binary lattice. The first method detects the
presence of zero yield regions on a given wafer map by finding the presence and type of
any spatial dependencies in the distribution of bad chips on the wafer map. This method
uses a set-theoretic statistical image analysis tool, called the Aura Framework which is
based on ideas similar to Gibbs/Markov Random Fields. The second method is a statistical
method to measure Yo for a given wafer and is based on hypothesis testing on nearest
neighbors of bad chips. Both methods developed are applied to test data and to actual
wafer map data. Results show that the modeling of the distribution of good and bad chips
on wafers in terms of zero and non-zero yield regions is highly accurate on the test set of
wafers. This provides evidence to support the validity of employing yield models for yield
prediction and manufacturing planning.
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Chapter 1
Introduction
1.1 Background
Electronic integrated circuit (IC) chips typically consist of a few hundred to several mil-
lion devices interconnected to provide specific electrical functions. The ratio of the num-
ber of chips that are functional after completion of production to the number at start of
production that have the potential to be functional is defined as Yield. This yield is almost
always less than 100% because deformations occur on the wafer during the process of
manufacturing IC's. Some of the deformations may cause the chips to become nonfunc-
tional giving a yield level of less than 100%.
Yield of IC chips is one of the most important factors responsible for semiconductor
business profitability. Although rapid technological advancements in electronic devices
and circuits have been expanding the semiconductor business by enhancing the functional
potential of IC chips, a side effect has been an increased difficulty in obtaining high yields.
The progress in the semiconductor industry has been primarily caused by integration of a
larger number of devices and the use of smaller dimension devices in IC's. The increase in
integration and decrease in device dimensions has resulted in an overwhelming increase in
the complexity of semiconductor manufacturing and sensitivity of IC performance to pro-
cess fluctuations. This has enhanced the ever present challenge of manufacturing func-
tional IC's, thereby making the task of obtaining high yields more difficult.
The IC chips, also called dice, are fabricated on semiconductor wafers. The cost of
producing each wafer is constant for a given product on a particular manufacturing pro-
cess. The number of good chips obtained from a given wafer represents the revenue to be
generated from sales from the wafer. Hence, a minimum yield level is required for the
manufacturer to stay in business and greater yield is equivalent to increase in profits. Since
yield loss and yield variability represent a direct loss of profits, yield modeling and analy-
sis form an important topic for semiconductor manufacturing.
The occurrence of deformations on wafers and the associated chip failures have been
modeled as various random processes [1, 2, 4]. Several of these yield models are found
useful in the planning, optimization, and control of IC manufacturing [1, 2, 4, 6]. The IC
manufacturing yield can be classified into several categories; examples include line yield,
probe yield, and package yield.
Y = Yline x Yprobe x Ypackage, (1.1)
where Y is the final product or chip yield. Line yield, Yline, is defined as the ratio of wafers
properly fabricated to wafers started from the fab line. Line yield loss may be caused by
fab line misprocessing or wafer breakage. Probe yield, Yprobe, is defined as the ratio of the
number of good dice to the total number of potentially good dice on a given wafer. The
fraction of chips that are tested to be functional after the dice on the wafer are packaged is
defined as package yield, Ypackage. In most modem IC manufacturing foundries probe
yield is found to dominate the overall product yield. Hence, we focus on probe yield only,
i. e. we make the following assumption.
Yline = Ypackage = 1, Y = Yprobe.
The probe yield can be considered as a product of two types of yields, gross yield,
denoted by Yo, and defect limited yield, denoted by Yr, [1, 2, 4, 13].
Y = YoX Yr
.  
(1.2)
Gross yield loss is caused by one of the two broad classes of deformation mechanisms
called gross random deformation mechanisms. The other category of deformation mecha-
nisms cause defect limited yield loss and is called local random deformation mechanisms.
The gross deformation mechanisms cause continuous regions of wafers to have no or very
few functioning chips. The chips that become bad due to the local deformation mecha-
nisms are found randomly distributed on regions of wafers that do not encounter gross
deformation mechanisms. Figure 1.1 shows an example of a wafer that has a region with
almost random distribution of good and bad chips and a continuous region with almost all
bad chips. We represent a bad chip by a black site and a good chip by a white site to reflect
the fact that chips tested bad on a wafer are marked with a red ink dot and chips tested
functional on the wafer are left blank.
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Figure 1.1: A wafer of a commercial IC product that has a region with both good and bad
chips mixed in a random fashion and a region with almost all bad chips.
1.2 Problem Description
This thesis addresses the problem of finding the regions of almost all bad chips, caused by
gross deformation mechanisms, on a given wafer. Two statistical methods are developed
and investigated. The first method takes as input a wafer map, a two dimensional map that
shows locations of good and bad chips on a wafer, and determines whether the wafer con-
m
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tains regions of almost all bad chips. The second method takes the wafer map and the out-
put of the first method as inputs and statistically finds those bad chips that belong to
regions of all bad chips. Statistical methods, as opposed to algorithmic methods, are
needed to detect and find the regions of all bad chips caused by gross deformation mecha-
nisms because the presence, size, location, and shape of these regions and wafer yield all
vary from wafer to wafer even for wafers of the same product processed together.
Detecting and finding regions of all bad chips caused by gross deformation mecha-
nisms have both yield analysis and yield modeling value. Detection of these regions indi-
cates the presence of gross deformation mechanisms in the manufacturing process. A fab
is usually considered mature when it has eliminated all gross deformation mechanisms
and has local deformation mechanisms well under control. The local deformation mecha-
nisms are considered somewhat inherent to the manufacturing environment. They are
present even in a well-controlled and well-understood process environment. That is, con-
trol can be exercised to limit the local deformation mechanisms but these cannot be elimi-
nated perfectly. Gross deformation mechanisms, on the other hand, can be eliminated
almost completely as the process becomes better understood. Hence, identifying the pres-
ence of gross deformation mechanisms reflects the opportunity for yield improvement.
This opportunity for yield improvement can be materialized by taking measures to find the
specific nature of gross deformation mechanisms responsible for the gross yield loss
present. The second method which finds those bad chips that belong to regions of all bad
chips enables calculation of percentage of yield loss that is caused by the gross deforma-
tion mechanisms. This gives a measure of the severity of gross yield loss or, equivalently,
a measure of the opportunity for yield improvement that exists in elimination of gross
deformation mechanisms.
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The modeling value of the proposed problem lies in the second method enabling the
calculation of gross yield, Yo. In fact, Yo is defined to be the fraction of the wafer that is
occupied by regions which did not encounter gross deformation mechanisms, i. e. regions
which were available for contribution to final yield. Hence, Yo is a multiplicative factor
that scales the yield predicted by defect limited yield models, which are mathematical
expressions, to account for the gross yield loss. The measured wafer yield and the calcu-
lated Yo together with relation 1.2 give a measure of the defect limited yield, Y, This
defect limited yield number is the one that should be compared with yield predicted by
defect limited yield models to establish the success of these models.
Another important contribution of this thesis is to verify the model for the spatial dis-
tribution of deformations, and therefore good and bad chips, that is commonly assumed in
successful yield models. This model assumes that the distribution of good and bad chips
on a semiconductor wafer typically results in two types of regions, one that contains both
good and bad chips distributed in a random fashion and the other that contains almost all
bad chips. Analysis supporting this model is carried out by simultaneous application of the
two statistical methods developed in this work to wafer map data of commercial products.
1.3 Thesis Overview
The next chapter provides background on semiconductor manufacturing and yield model-
ing to motivate the problem addressed in this thesis. The attempt is to provide a coherent
and well-connected picture starting from a description of basic manufacturing steps,
through examples of deformation mechanisms, to presenting yield models that have been
used most widely. It is the two components of yield models, gross and defect limited, and
their relation to the two categories of deformation mechanisms, gross and local, that moti-
vates the problem addressed in this thesis. Chapter 3 contains the descriptions and sup-
porting theories of the two statistical methods developed to solve the problem addressed.
This chapter also examines the effectiveness of the methods developed by applying them
to a test data set. Chapter 4 analyzes wafer map data for actual semiconductor IC products
by first using common methods of analysis and then by applying the methods developed in
chapter 3. It is found that wafers indeed encounter gross yield loss. Also, this analysis ver-
ifies the model for spatial distribution of bad chips on wafers. We provide conclusions and
recommendations for yield management in chapter 5.
Chapter 2
Semiconductor Manufacturing and Yield Modeling
2.1 Introduction
The semiconductor IC manufacturing process involves modifying physical composition
and geometry of semiconducting material in complex patterns and in extremely small
dimensions to achieve desired electrical behavior from the IC. Semiconductor manufac-
turing consists of three components [6]; the fabrication process, the geometrical descrip-
tion for fabrication or IC layout, and fluctuations and disturbances in the manufacturing
environment. The IC layout defines patterns in which geometry of the semiconducting
material is changed and regions in which impurities are added to precisely alter the electri-
cal behavior of an IC. Fluctuations and disturbances are inherent to most manufacturing
Figure 2.1: A simplified model of IC manufacturing.
environments and arise due to human errors, machine and material instabilities, and ran-
domly changing environmental factors. As a result of these disturbances the outcome of
the IC fabrication process is stochastic. Figure 2.1 indicates that a manufactured IC is the
output of a fabrication process whose inputs are IC layout and normal environmental dis-
turbances or process perturbations.
This chapter discusses the concepts and issues involved in accurate yield modeling
after providing background on the semiconductor manufacturing process. To develop an
understanding of the various yield models requires a basic understanding of the IC fabri-
cation process and digressions from desired fabrication parameters that may be caused by
the disturbances and fluctuations in the manufacturing environment. The first section of
this chapter describes the basic steps that constitute an IC manufacturing process. This
section is followed by a discussion of deformation mechanisms that arise due to environ-
mental disturbances and manufacturing errors. The next section discusses the concept and
use of 'critical area'. The critical area is an important component of yield modeling. Criti-
cal area facilitates obtaining a measure of the probability that a particular deformation
mechanism will cause a circuit failure by simulating the interaction of IC layout with the
deformation mechanism. The subsequent section provides a review of yield models that
have been widely used in semiconductor manufacturing and are also rather intuitive from
a mathematical modeling point of view. However, these models account for yield loss due
to one of the two broad classes of deformation mechanisms, namely local random defor-
mation mechanisms. A discussion on modeling of yield loss due to the other class of
deformation mechanisms called gross random deformation mechanisms is provided in the
last section. This final section also defines the need for the statistical methods that are
developed as the main contribution of this work and provided in the next chapter.
2.2 The IC Fabrication Process
Electronic IC chips consist of a large number, from a few hundred to several hundreds of
thousands, of electronic devices interconnected to provide a specific electrical function.
The electrical characteristics of an individual electronic device depend upon the three
dimensional impurity distribution in the region of the semiconducting material occupied
by the device and its interaction with other devices. Impurities and other elements when
controllably added to a semiconducting material change its electrical properties in a
desired manner.
Figure 2.2: Basic processing steps in wafer fabrication.
The process of IC manufacturing involves a specific sequence of basic processing
steps performed on a semiconducting material wafer. Silicon is widely used as the starting
semiconducting material in most modem fabs because it usually offers cost and perfor-
mance advantages compared to other semiconducting materials. The objective of semi-
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conductor fabrication is to successively create precisely defined regions in the wafer that
contain controlled impurity materials. This process is achieved by repeatedly subjecting
the wafer to a set of processing sequences [5]. Such a set of sequences consists of covering
the wafer surface with a material impervious to the penetration of certain impurities, open-
ing selected areas on the wafer using photo sensitive masks, depositing the desired impuri-
ties in the exposed regions, covering the opened regions and applying heat treatment at
some of the steps in the sequence. After layers containing the desired impurities are
formed, metal and other conducting layers such as polycrystalline silicon are deposited to
connect devices to each other. Contacts are provided for electrical connection of the IC to
the outside world [5]. A summary of basic wafer fabrication steps is shown in Figure 2.2.
The first step is to clean the wafer using carefully chosen chemicals to eliminate any
contaminants or dust particles that may be present on the wafer surface. Cleaning the
wafer and its surroundings for dust and foriegn materials is crucial to minimize defects in
the IC structure. The cleaned wafer surface is covered with a barrier layer of an electri-
cally insulating material, silicon dioxide or silicon nitride, by heating the wafer in the
presence of an appropriate gas thereby growing an appropriate layer.
The next few steps are typical photo processes which aims to remove the barrier layer
from selected regions to expose the silicon surface underneath. The wafer is held on a vac-
uum chuck and spun at high speed while photoresist, a light sensitive material, is applied
to it in a liquid form. A photoresist layer of uniform thickness is thus formed on the entire
wafer surface. The wafer is then heated at controlled temperatures in an atmosphere of air
or nitrogen to improve adhesion of the photoresist to the wafer surface. This step of heat-
ing is called soft-baking. The wafer is then aligned with a glass plate of its own size called
a mask. The mask is coated with emulsion or metal in a desired pattern of opaque and
transparent regions. After the mask has been aligned with the wafer it is exposed to ultra-
violet light which weakens the exposed regions of the photoresist. The mask is removed
and the wafer is treated with chemicals to wash away the exposed photoresist. This is
referred to as a positive photoresist process.
The photoresist on the unexposed parts of the wafer is made harder and more chemi-
cally resilient by heating the wafer at controlled temperatures for specific lengths of time.
This step is called hard baking which is followed by an etching step. Etching consists of
treating the wafer with chemicals that dissolve the underlying silicon dioxide layer in the
exposed regions and do not affect the photoresist material, thus exposing the silicon sur-
face in the uncovered regions only. The next step consists of adding desired impurities in
controlled amounts to the exposed regions of silicon. Impurity addition may be done
either through diffusion or ion implantation. Diffusion is the process of adding an impurity
to silicon by heating the wafer in presence of the impurity in gaseous form. Ion implanta-
tion consists of adding an impurity to silicon by bombarding it with accelerated impurity
ions in a high electric field. The choice between diffusion and ion implantation depends on
the type of impurity to be added and the particular processing step. After depositing the
required impurity, the openings are closed by covering them with an insulator, e. g. silicon
dioxide, layer.
The above sequence of steps is repeated until predefined regions of impurities are
formed in successive layers of the wafer. The last few mask steps consist of depositing
metal or polysilicon (a conducting material) layers to provide electrical connections
among various regions on the wafer. The conducting layers are formed by treating the
wafer with metal or polysilicon vapors and letting them settle only on the exposed regions
of the wafer. The entire wafer is finally covered with a silicon dioxide protective layer
with small openings made in selected regions. These openings are used to provide metal
contacts to serve as the IC's electrical communication with the outside world.
2.3 Deformation Mechanisms
Fluctuations in control parameters of the fabrication process, presence of foriegn material
in the manufacturing environment and other sources of unplanned processing may lead to
deformations in the desired IC layout. The resultant deformations can be either geometri-
cal or electrical in nature. A geometrical deformation is a physical, usually visible,
anamoly in the planned geometrical structure of the IC while an electrical deformation is a
change in the planned electrical properties. An electrical deformation could arise due to
defects in the crystal lattice of silicon causing a leakage current or an alteration in type or
an amount of impurities added to silicon resulting in a modification of sheet resistance or
depth of a key layer.
As the complexity of semiconductor manufacturing is increased, the IC performance
becomes increasingly sensitive to deformations. A discussion of various deformation
mechanisms is important for developing an understanding of the IC performance sensitiv-
ity to deformation mechanisms. A comprehensive account of all possible ways in which
deformations may arise is beyond the scope of this section and would be difficult to pro-
vide due to the large number of deformation sources. We describe commonly occurring
deformation mechanisms by considering disturbances and unplanned processing that may
take place at each processing step discussed in the previous section. Each chip on a wafer
may encounter deformations of some of the types described below and perhaps also oth-
ers. Since all deformations interact with the electronic circuit differently, some may
become fatal and cause the chip to malfunction.
One of the most common sources of deformations or "defects" in the IC result from
particles of dust and foreign material that are present in the manufacturing environment. A
device failure may occur due to the presence of a defect on the silicon surface caused by
unwanted particulate matter. A particle present on the mask or trapped between the barrier
layer and the photoresist may cover an exposed region or may expose a covered region.
For instance, if a particle is present on the transparent region of the mask, it may avoid
exposure of a spot on the wafer. The incorrectly exposed spot is a defect and may result in
a device failure. Also, particles are often responsible for low yield at wafer edges due to
their increased density in this area. Wafers are often carried between processing steps in
plastic carriers called boats. The wafers are held between grooves in boats such that only
wafer edges touch the grooves. Particles can enter the boats from sides only and are elec-
trostatically attracted to the nearest edge of the wafer. Thus particles, clustered at the
wafer edges, are likely to result in the formation of defects at the edges with a higher den-
sity than on any other location on the wafer.
Figure 2.3: An illustration of mask alignment errors.
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Scratches on or nonuniformities in the thickness of the photoresist layer are likely to
result in the formation of defects. A thin region may be washed away when treated with
chemicals even though it was not exposed or a thick region may not dissolve in chemicals
even though it was exposed to ultraviolet light and was intended to be washed away in the
photolithographic step. Such a processing deformation will result in over- or under-etch-
ing of the underlying barrier layer.
The mask alignment and exposure steps of photolithography are particularly sensitive
to defect formation. Misalignment between the mask and the wafer, which may occur due
to mechanical vibrations in the processing equipment or limited optical resolution, causes
pattern boundries to be displaced. Mask misalignments in more than one step may cause
electrically isolated regions to overlap and electrically connected regions to become iso-
lated. The mask to mask alignment is known as registration. Such registration errors are
illustrated in Figure 2.3.
The most common photolithography related defect is caused by 'misprints' or dust
particles on the mask surface. This type of defect results in the printing of extra or missing
pattern which in turn may cause a device malfunction, short circuit, or open circuit. Figure
2.4 indicates examples of short and open circuits caused by extra and missing patterns in a
metal layer. Also, the photo mask, if in contact with the wafer surface, may damage points
or regions of the wafer surface. For this reason, the mask in some processes is aligned with
the wafer without making contact with the wafer surface. Another photolithography defect
arises due to diffraction caused by mask edges of the ultraviolet light used for exposure.
This defect may cause parts of the wafer to remain unexposed at the edges. This is often
one of the causes for low yield at the wafer edges [6].
Errors in the application of etching chemicals may also lead to shifts in pattern bound-
ries. Under-etching will result if the barrier layer in all the exposed regions is not removed
with the etching chemical. Over-etching may occur if the etching chemical attacks or
undercuts the photoresist material.
Example of open-circuiting Example of short-circuiting
I
Opaque region of mask transparent region for
metal line
Opaque
extra pattern on mask that
will lead to a break in the
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Figure 2.4: Mechanisms that introduce spot defects into the metal layer.
Errors in addition of impurities through diffusion or ion implantation may cause elec-
trical or parametric failures. Variations in the amount or type of the required impurity will
cause device characteristics to differ from the intended design value. The result may be a
change in the designed characteristics of the IC leading to an electrical deformation or
parametric failure of the IC.
The wafer is subjected to thermal cycles during diffusion, oxidation, hard baking, and
other various steps. Variations in temperature levels and duration of heat cycles may cause
defects in the crystal lattice structure of silicon. Crystal defects may result in charge leak-
age across junction of regions with different impurity types. Charge leakage defects are
\
commonly referred to as 'pipes' [13]. Very excessive heating may result in physical defor-
mation of the wafer itself which may tend to be problematic for a subsequent processing
step. For example, a wafer deformation due to excessive heating may become cause for
mask misalignment.
Conducting layers of metal and polysilicon are electrically separated by silicon diox-
ide layers. Openings in such a silicon dioxide layer, called pinholes, will permit charge
leakage between conducting layers [1]. A pinhole, depending on its size, may result in a
short circuit failure of the IC.
The deformation mechanisms discussed above can be broadly classified into two cate-
gories, local and gross [6]. If a deformation mechanism affects all chips in a region of the
wafer or the entire wafer in a similar fashion , it is called a gross deformation mechanism.
However, if a deformation mechanism affects small areas of isolated chips independent of
other chips on the wafer, it is called a local deformation mechanism. Examples of local
deformations include pinholes, pipes, and photolithography spot defects. Manufacturing
errors such as mask misalignments, variations in process temperatures and heating dura-
tions, and nonuniform impurity concentrations across the wafer form some examples of
gross deformation mechanisms. Both local and gross disturbances may result in either
geometrical or electrical deformations, although local disturbances more usually cause
geometrical deformations while gross disturbances more usually result in electrical or
parametric deformations of the IC.
All the process induced deformations, both gross and local, are random. The chips that
fail due to local random disturbances should be found randomly distributed on the wafer.
Gross disturbances will affect chips that are located in large groups or clusters on the
wafer owing to the fact that gross disturbances affect regions of wafers or an entire wafer.
The nature of these disturbances is consistent with the observation that the distribution of
failing chips on wafers can be broadly classified into two types of regions. One of these
types of regions consists of both functional and nonfunctional chips distributed in some
random fashion and the other consists of almost all failing chips. We term the former a
"non-zero yield region" and the latter a "zero yield region". It can be surmised that the
zero-yield regions on a wafer encountered one or more gross deformation mechanisms
and the non-zero yield regions encountered one or more local disturbances. Visual inspec-
tion shows that the presence of, location, size, and shape, of zero yield regions all vary
from wafer to wafer even for wafers in the same lot. Hence gross deformation mecha-
nisms are random in nature. Yield loss due to local random disturbances is referred to as
"defect limited yield loss" and the yield loss due to gross random disturbances is referred
to as "gross yield loss".
As a fab matures and the process technologies become better understood, there is a
reduction in gross yield loss due to a decrease in gross random disturbances. In such cases
the yield loss is dominated by defect limited yield loss. The defect limited yield loss is
usually the dominant yield loss even in the presence of gross yield loss. We discuss defect
limited yield modeling by first describing one of its essential components called the criti-
cal area.
2.4 The Concept and Use of Critical Area
There are two main elements of defect limited yield modeling. The first element involves
estimating the expected number of faults on a chip due to various local random deforma-
tion mechanisms. The second element, which is described in the next section, involves the
statistical distribution of the number of faults per chip. It is the estimation of the expected
number of faults per chip that requires the use of critical area.
A local random deformation or defect is a physical anamoly in the planned geometri-
cal pattern of an IC or an isolated defect in the crystal structure of silicon. These deforma-
tions include open circuits in or short circuits between the patterns of an IC conducting
layer, pinholes in the insulator between two conducting layers, and pipes. Those defects
that result in circuit failures are called fatal defects or faults. Whether a defect becomes a
fault depends on the IC's sensitivity to the particular type of defect mechanism. The defect
sensitivity of the IC is a function of the defect size and location on chip.
The concept of critical area accounts for the fact that all areas of a layout are not
equally sensitive to a defect, i. e. the probability that a specific size defect will result in a
circuit failure is not equal on all parts of the layout. Intuitively, the concept of critical area
determines the interaction of chip layout with a local defect mechanism to estimate the
probability that a defect of a given size from the particular mechanism will result in a cir-
cuit fault. This probability is used to calculate the fraction of the total chip area, called the
critical area, that is sensitive to defects of a particular size [9, 10, 11]. The average number
of faults per chip is given by the product of critical area and average defect density instead
of the product of total die area and average defect density.
Each layer or level of the IC has a unique critical area which is determined by the spe-
cific layout and deformation mechanisms that are likely to affect the particular level. The
determination of critical areas for individual levels is, however, complicated by the fact
that a given level may encounter a single defect or multiple defects and defects may affect
a single level or multiple levels, i. e. critical area for a given level is not entirely indepen-
dent of other levels owing to the three dimensional aspect of certain defects [7]. Therefore,
calculation of critical areas for real ICs is a very complex task and needs sophisticated
software tools that utilize chip layout and knowledge of defect mechanisms as input.
These types of tools often use Monte Carlo simulation methods [7].
A simple single layer, single defect example is provided here to demonstrate the con-
cepts involved in the calculation of critical area and its use in estimating the average num-
ber of faults per chip. This example, along with its notation, is adopted from [10].
Consider a metal line of width w and length L (L >> w) deposited on an insulator substrate
of length L and width X, as shown in Figure 2.5. A missing region in the metal line which
may arise because of a photo defect, metal deposition error or liftoff error, may cause an
open circuit in the IC. It is assumed for simplicity that the defects that may arise are circu-
lar with diameter x and that an open circuit will occur if the metal pattern is completely
broken. In reality, the defects are irregularly shaped splotches and open circuits will take
place if the width of the metal is reduced to less than some minimum size depending on
the technology.
Figure 2.5: A metal line of length L and width w in a region of width X.
For an open circuit to occur due to a complete breakage of the metal line, two condi-
tions must be met. The first condition is that the diameter of the defect must be at least as
large as the width of the metal. The second condition requires that the center of the defect
must lie in a critical interval which is determined, in this case, by the metal width and the
defect size. The critical interval is defined as the interval for a defect sensitive region
within which a defect must fall to cause a chip failure [9, 10]. The critical interval, xc, for
the example considered, is shown in Figure 2.6 and given by,
0 0<x5w
xc = (x-w) w<x<5w+X
w+X w+X5x
I w I
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Figure 2.6: Illustration of critical interval xc for defect of size 0 < x < w+X.
The ratio of the critical interval and the total width on which a defect can fall is a func-
tion of defect size called probability of failure, POF(x) [1]. The POF(x) is a likelihood
L
r-
I I
I
I
Ii
function that gives a measure of the probability that a defect of a given size becomes a
fault. For the single pattern example considered, POF(x) is shown graphically in Figure
2.7 and is given by,
0 0<x5w
POF(x) = (x-w) wx5 w+X
1 w+Xx
(2.2)
Figure 2.7: Probability of failure for the single pattern example.
The POF(x) for any level of a real IC is likely to be different from the simple piece-
wise linear curve derived for this single level single defect example. However, the POF(x)
for any given level will follow the general shape illustrated in Figure 2.7. The shape indi-
cates that defects of very small sizes have a small likelihood of causing a failure and the
likelihood of failure increases with defect size. Defects of sizes greater than a particular
size will always cause chip failure, i. e. have a 100% probability of resulting in a chip fail-
POF(x)
POF(x)
w+X x
ure.
The product of POF(x) and the defect size distribution, S(x), is used to account for the
fact that defects of different sizes occur with different likelihood. The product of POF(x)
and S(x) is a function called defect sensitivity and is denoted by 0 (x) .
0 (x) = POF (x) x S (x) . (2.3)
Figure 2.8: Commonly assumed defect size distribution.
The defect size distribution, S(x), and the average defect density, D, which is the aver-
age number of defects per unit of chip area, are obtained using observations from defect
monitors. Defect monitors are regions in scribe lanes or test dice at selected sites on the
wafer that are used to investigate the size distribution and density of defects. There has
been reported empirical evidence suggesting that S(x) varies inversely as cube of the
defect size, x [2]. Figure 2.8 shows shape of defect size distribution typically derived from
reported fab data [2]. For sizes less than the minimum resolution of test equipment, Xmin, a
S(x)
/ X
xmin
linear relation is usually assumed. The exact shape of defect size distribution depends on
the fab, the process, and the processing equipment. Also, the shape is not constant in time
for a given wafer and changes continuously.
Figure 2.9: The defect sensitivity curve for the single pattern example.
The critical area is calculated by multiplying the die area with a scale factor given by
the area under the defect-sensitivity curve which is shown in Figure 2.9.
Ac = At XJ x (x) dx. (2.4)
where Ac is the critical area, At is the total die area, and x, is the largest defect size for a
given level of the IC. The product of average defect density, D', and the critical area, Aci,
for a particular level i in the IC structure gives the average number of faults, denoted by
A', for the level i in the IC.
= DixA. (2.5)
The use of critical area in yield modeling determines the expected number of faults per
chip. The critical area constitutes the first component of defect limited yield modeling.
The second component involves statistical distribution of the number of faults on the
wafer. This component of defect limited yield modeling is addressed in the next section.
2.5 Defect Limited Yield Models
There are two defect limited yield models that are most intuitive and have been widely
used to estimate yields that are limited by random defects. These models are based on
Poisson and generalized negative binomial statistics.
Local deformations and any resulting faults can be assumed to be independently and
randomly distributed on the wafer since the manufacturing process attempts to replicate
each chip identically. When the probability of fault occurrence is independent and identi-
cal for all locations on the wafer, then the number of faults on a die, N, is given by a Pois-
son distribution with an average number of faults per chip of X [1, 3].
e-•.,P (N = n) = , (2.6)
n!
Since the defect limited yield, Yr, is equal to the probability of having no faults on any
given chip, Eq. 2.6 gives,
-x.
Yr = P (N = 0) = e (2.7)
X is the sum of all X', the number of faults per chip for individual layers of the IC since
Y, the overall defect limited yield, is the product of all Yi' the defect limited yield for
individual layers. That is,
-D 'A CY'= e , (2.8)
Y= e , (2.9)
h = C i. (2.10)
The application of the Poisson model in early practices of yield modeling resulted in
severe underprediction of yield [ 1, 2]. This underprediction owed itself partly to the use of
die area instead of critical area since the concept of critical area is fairly recent in yield
modeling and partly to the simplified assumptions made in deriving the Poisson model.
The assumption that faults are independently and identically distributed over the wafers is
a simplification of reality. Murphy [8] suggested improvement of the Poisson model by
proposing a compound Poisson model given as follows:
y -D.A'
Y = e-DA g D i )dD i . (2.11)
g(D'), a probability density function for the defect density D', is called a compounder and
accounts for wafer to wafer variations in D'. Several functions including delta, uniform,
and triangular functions [8] have been suggested as the compounder in attempting to
match measured yield with predicted yield.
It has been shown [1] that a useful compounder comes from Erlang and gamma distri-
butions. This results in a model that accounts for the fact that local random faults are not
distributed uniformly over the wafer but show a tendency of forming small clusters. The
tendency of local random faults to form small clusters is a physical phenomena and is
termed "local clustering of faults". The model that is obtained by using Erlang and gamma
distribution as the compounder is named a "clustered" defect limited yield model. The
clustered random distribution of faults results in a number of failing chips smaller than the
number of chips that fail due to a uniform random distribution of faults at the same level
of defect density. The clustered defect limited yield model takes acount of this.
The local clustering of faults can be described mathematically as the fact that the prob-
ability of finding a fault in the vicinity of other faults is greater than the probability of find-
ing an isolated fault. This makes physical sense since a perturbation that causes a fault at a
particular point on the wafer is also likely to affect neighboring locations. Consider, for
example, defects or faults caused by particles in the manufacturing environment. Particles
present in gases, liquids, or the atmosphere in the manufacturing environment are known
to form aggregates. When these particles reach the wafer surface, they will be clustered
and hence any faults that arise due to the presence of these particles will also be clustered.
The fact that a fault is more likely to exist in the vicinity of another fault than exist
independently of all other faults can be taken into account by assuming that the probability
density function of fault formation, f(n, t) , where f(n, t) dt is the probability that a fault
will occur during time t to t+dt on a chip which already has n faults, is independent of
time t but is directly proportional to the number of faults n already present on the chip,
f (n, t) = c + an (2.12)
It can be shown [1] that the following probability distribution for the number of faults
per chip follows both directly from the above f(n, t) and X, the average number of faults
per chip, or by using an Erlang and gamma distribution in Eq. 2.11.
PF (a + n) (X/a) nP(N = n) x (2.13)
n! r(a) (1 + X/a)n+a
This is a generalized negative binomial distribution. Since the expected yield is given
by the probability of obtaining zero faults per chip, i. e. n = 0, the statistical yield expres-
sion obtained under the local clustering assumption is given by
Y +- (2.14)
where a is called the cluster parameter and is given by the ratio of c and a in Eq. 2.12.
Intuitively, a is a measure of the extent to which local defects cluster. It is always deter-
mined empirically, i. e. it is a curve fitting parameter [4]. The limit a -+ Do corresponds to
no clustering or uniform and random distribution of faults. Therefore, in the limit a -+ 0o,
the negative binomial model is identical to the Poisson model. Similarly, the limit a -- 0
corresponds to highly clustered distribution of local faults.
The highest level of accuracy in yield model predictions is obtained when the yield is
calculated as a product of yields for individual levels using Eq. 2.14, similar to Eqs. 2.8-
2.10 for the Poisson model. Of course, the use of Eq. 2.14 requires correctly calculated
critical area and measured defect density for individual levels. Both the Poisson and gen-
eralized negative binomial models are found to be equally fundamental to defect limited
yield modeling and quite accurate if carefully used [1] [2].
The Poisson model is accurate and the generalized negative binomial model unneces-
sary if no or little local clustering exists for a particular fab. The only error that arises for
the Poisson model (when correctly calculated critical areas and measured defect densities
for individual levels are used) is underprediction, since the Poisson model is unable to
account for any local clustering. The Poisson model is claimed to be simpler and more
accurate for smaller chips and the generalized negative binomial model better predicts the
yield for larger VLSI chips [4]. This claim appeals to reason because the effect of local
clustering, i.e. underprediction by the Poisson model, will be smaller if chip areas are
smaller or comparable to average local cluster size and will become more pronounced for
larger chip areas. Hence, the Poisson model can be used for smaller chips, e. g. analog and
mixed signal ICs, without sacrificing too much accuracy. Although the negative binomial
model accounts for local clustering, it has an extra curve fit parameter, a, and therefore
runs the risk of being less accurate statistically. However, when a is calculated carefully,
the negative binomial model has been shown to have good results for chips of all sizes [1,
2.6 Gross Yield Modeling
The deformation mechanisms described in section 2.4 belong to two broad categories,
local and gross. The local deformations result in yield loss that is modeled by defect lim-
ited yield models. Yield loss that results due to gross deformations is termed gross yield
loss and is modeled by a multiplicative factor called Yo [1, 4, 12, 13].
Yo is the fraction of wafer area that is occupied by non-zero yield regions, i. e. the
regions that encountered only local deformation mechanisms. It is given as follows:
S
Y = 1 - -, (2.15)
where So is the area occupied by all the zero yield regions, areas on wafer that encountered
gross deformation mechanisms, and S is the total wafer area. It follows from the definition
of Yo that the fraction of the wafer occupied by zero yield regions is given by (1-Yo). If a
wafer contains good and bad chips mixed in a random fashion over the entire wafer, i. e.
contains no zero yield region, Yo equals 1.
Yo appropriately models gross yield [12, 13] because it gives the fraction of the wafer
that is not prevented by the gross deformation mechanisms from having any good chips.
The overall wafer yield, Y, is given by scaling the defect limited yield, Y,, by the Yo factor
to account for the fact that only Yo fraction of the wafer is available for defect limited
yield.
Y = Yo x Yr. (2.16)
A desirable situation in semiconductor manufacturing is to eliminate all gross yield
loss mechanisms from the fab or, equivalently, drive the value of Yo towards one. The
modeling of gross yield losses has often been overlooked in semiconductor yield model-
ing and emphasis has been on defect limited yield modeling since only defect limited
component contributes to overall yield. Often the Yo value in the yield models is simply
set to a constant value, e. g. 0.9, to account for edge die loss and gross loss mechanisms
that are commonly observed. However, such practices make yield model predictions unre-
liable. Along with other key inputs to yield models such as critical area, measured defect
density and correct choice between Poisson and the generalized negative binomial models,
the Yo gross yield factor is a necessary element for correct yield modeling. Consider, for
example, an erroneous and simplistic application of yield models in which the Yo factor is
neglected, or implicitly assumed to be 1, and die area is used instead of critical area. The
use of die area instead of critical area will underpredict defect limited yield and neglect of
the Yo factor will overpredict yield. Although the two effects may somewhat cancel each
other and measured yield may resemble the model yield, such practice of yield modeling
is not physically based and provides little insight into deformation mechanisms and the
interaction of the layout with various deformation mechanisms that result in yield loss.
Although the concept of Yo is well understood, a difficulty in its application is lack of a
method that calculates Yo for a given wafer. The calculation of Yo is equivalent to separat-
ing the yield of the wafer into gross and defect limited components. The work in this the-
sis addresses the problems of calculating Yo and detecting whether a given wafer
encountered any gross yield loss. The first problem is to examine the spatial distribution of
faults on the wafer and determine whether the wafer encountered only local deformation
mechanisms or both local and gross deformation mechanisms. If the wafer contains any
continuous faulty regions, zero yield regions, then it is claimed to have been subjected to
gross deformation mechanisms or gross yield loss. The second problem is to measure the
extent or severity of gross yield loss by calculating the Yo for the wafer.
It is proposed to investigate the spatial distribution of faults using the spatial distribu-
tion of the failing dice. Since each fault results in a failing die, the location of each failing
die gives the area within which one or more faults occurred. Hence the failing dice can be
considered to have the same approximate spatial distribution as faults on the wafer. This
argument is further supported by the fact that the task here is not to distinguish between
uniform and local clustered distributions. The objective is to recognize if a continuous
region of faults or a zero yield region exists or not. By representing each functional die as
a '1' and each nonfunctional die as a '0', the problem stated above simplifies to the char-
acterization for random distribution of a two dimensional binary data.
There are obvious advantages in using the chip functionality data to investigate the
distribution of faults on wafers. Actual production data can be used that is available with
minimal acquisition effort. After completion of wafer level fabrication, each die on the
wafer is tested for functionality and is marked with a red ink dot if found nonfunctional.
The chip functionality data is also stored in a computer in two dimensional arrays as l's,
for functional chips, and O's, for nonfunctional chips, at the respective locations. This data
is very suitable for analysis of spatial distribution. Another important advantage is that
this data represents the true effects of the total process on the functionality of chips out-
come, i. e. makes no assumption about the sources of deformations that cause faults and
accounts for deformations that occur at each level of fabrication [12]. That is, Yo does not
give level by level information.
The next chapter develops two statistical methods. The first method is named "a spa-
tial randomness test." This method takes as input the two dimensional wafer map showing
distribution of good and bad chips on the wafer and finds whether the wafer map contains
one or more zero yield regions. Wafers are classified into two classes; class L for wafers
that encountered only local deformation mechanisms and class G for wafers that encoun-
tered both gross and local deformation mechanisms. If a wafer map contains no zero yield
region, it is assigned to class L and if the wafer contains one or more zero yield regions, it
is assigned to class G. The spatial randomness test also indicates the type of dominant
dependence present in class G wafers. That is, if the regions of bad chips that constitute
zero yield regions have a tendency of forming horizontal, vertical, right diagonal or left
diagonal stripes, the test indicates the dominant direction. If zero yield regions exist with-
out any clear directional dependency, the test indicates accordingly. If any wafers are
determined to belong to class G, this is information about existence of gross yield loss or
gross deformation mechanisms and is useful in determining direction for yield enhance-
ment. If any dominant spatial dependencies are detected, it may lead to detection of root
cause for gross yield loss.
The second method developed is named "a method to calculate Yo." This method sepa-
rates yield into its gross and defect limited components by statistically calculating Yo for a
given wafer. The value of measured Yo is necessary to match measured yield data with
yield predicted by defect limited yield models. It also provides a measure of the severity
of gross yield loss encountered by the wafer.
It may appear that the first method, the spatial randomness test, is somewhat redundant
since whenever Yo is found to be close to one it follows that no zero yield region exists on
the wafer and the wafer belongs to class L. However, the spatial randomness test is neces-
sary because it is able to account for the fact that bad chips in non-zero yield regions may
not be distributed uniformly but may exhibit a tendency of forming local clusters. The
method to calculate Yo does not allow for small local clustering and hence may provide
slightly misleading results if applied independently. Moreover, the method to calculate Yo
works in conjunction with the spatial randomness test because it uses knowledge from the
outcome of the spatial randomness test about any directional dependence present in zero
yield regions.

Chapter 3
A Spatial Randomness Test and a Cluster Recognition
Method for Semiconductor Wafers
3.1 Introduction
The distribution of good and bad chips on a semiconductor wafer typically results in two
types of regions, one that contains both good and bad chips distributed in a random fash-
ion and the other that contains almost all bad chips. The presence, size, shape, and location
of regions that contain almost all bad chips constitute information useful for prediction,
control, and improvement of semiconductor yield.
The coordinates on a two dimensional rectangular grid are used to represent the loca-
tions of individual chips on the silicon wafer. We refer to this grid or wafer map as a two
dimensional lattice or simply lattice. A binary (0, 1) random variable x is associated with
each point s on a lattice S: xs = 1 if the chip at s E S is good, and xs = 0 if the chip at s E S
is bad. A non-zero yield region, denoted by NZ c S, is defined as a region on the lattice S
that contains both l's and O's mixed in a random fashion. For simplicity, we model each
site in NZ as having an independent and identical probability P for the site to take the
value 1. Thus each site in NZ is represented by an independent and identically distributed
(i.i.d.) Bernoulli random variable with P as its parameter. A zero yield region, denoted by
Z c S, is defined as a region on lattice S that contains all O's or a negligible number of l's,
e.g. only none to five l's in a region of 100 sites. Intuitively, a zero yield region is an
aggregate of enough O's that is unlikely to arise in a non-zero yield region as a random
event. Although other types of regions such as regions with all l's or regions which con-
tain both l's and O's mixed in a regular or nonrandom fashion can occur on an arbitrary
lattice, these regions are of no interest to us and hence we do not define these.
The challenge in exploration of zero yield regions on a given lattice arises from the
fact that no assumptions are made about the zero and non-zero yield regions. No knowl-
edge is assumed about the presence or number, location, size and shape of the zero yield
regions and the relative number of l's and O's in the non-zero yield regions. Visual inspec-
tion of real wafer maps has shown that the presence, location, size, and shape of the zero
yield regions and yield level in the non-zero yield regions all vary from wafer to wafer
even for the same lot. Hence each wafer has to be examined individually for zero yield
regions without assuming any information from other wafers. Therefore, the detection of
zero yield regions is typical of clustering problems encountered in the field of pattern rec-
ognition and machine intelligence.
We develop two statistical methods in this chapter. The first method, named "a spatial
randomness test", detects whether or not a region of almost all bad chips is present on a
given wafer. The second method, named "a cluster recognition method" finds those bad
chips on a given wafer that belong to regions of almost all bad chips.
We first expound on the problem of detecting zero yield regions on a given lattice, i. e.
the spatial randomness test. A solution to this problem based on Gibbs/Markov Random
Fields (G/MRF) [21, 22, 23] is provided in the following section. Although the spatial ran-
domness test based on G/MRF is a sound theoretical solution, it is difficult to implement
in practice because of computational complexity. In the subsequent section, we present a
spatial randomness test based on the aura framework as a solution that has both good the-
oretical basis and is straightforward to implement. The aura framework [24, 25, 26, 27] is
a recently developed statistical image tool that uses set theory. The spatial randomness test
based on G/MRF is provided for its instructive value since the aura framework has been
shown to be a reformulation of the G/MRF [26, 28]. The section that discusses a spatial
randomness test based on G/MRF can be omitted without significant loss in continuity.
The implementation and performance evaluation of the aura framework based test is dis-
cussed next. The subsequent sections similarly provide the problem statement of the clus-
ter recognition problem, a solution to this problem, and finally implementation and
performance evaluation of the cluster recognition method.
3.2 The Spatial Randomness Problem Statement
The first component of the problem addressed in this work is to develop an unambiguous
method to determine if the failing chips are spatially correlated (large areas of failing
chips) or uncorrelated (isolated failing chips). Representing each good chip by a '1' and
each bad chip by a '0', this problem can be stated as investigation of a given two dimen-
sional binary lattice of any size to find if l's and O's on the lattice are distributed in a ran-
dom or noisy fashion or contain a gradient, structure, or trend in the distribution. The
question here is to characterize how the site values on the lattice relate (or covary) locally
with other site values and not to probabilistically characterize the site values generally.
The need for such a "spatial randomness test" arises in several technological, biological,
geological, and geographical applications [15].
The spatial randomness test checks for the null hypothesis of randomness that each
location on the binary lattice can take one of its two possible values independent of the
rest of the lattice and is represented by an independent and identical Bernoulli trial. The
alternative hypothesis is true if there are some locations on the lattice whose values
depend on the values of other sites on the lattice. This corresponds to clusters of l's or O's,
i. e. a tendency of like elements to attract or aggregate, and regular patterns, i. e. a ten-
dency of like elements to repel or disperse. However, it should be noted that the accep-
tance of the alternative hypothesis on our lattices of interest will imply the presence of
only clusters of O's and not clusters of l's nor dispersion between l's and O's. This is
because no clustering of only good chips and no regular dispersion between good and bad
chips are usually found on semiconductor wafers.
The problem of testing for spatial randomness or dependencies is recognized as a diffi-
cult problem in mathematical statistics [15, 16]. In [15] the problem of detecting spatial
randomness is addressed to find homogeneity in materials. It proposes three tests based on
cluster test statistics, nonparametric analysis of variance of different regions on the lattice,
and a graph theoretic model. In [16] several solutions to this same problem are suggested.
We discuss a spatial randomness test based on Gibbs/Markov Random Fields, one which
faces computational constraints, and a spatial randomness test based on the aura frame-
work, one which is very modest in its computational requirements. Both these solutions
are found to possess stronger mathematical basis and are more intuitive than the methods
provided in [15, 16]. The notation, definitions, and proofs for the aura framework and the
G/MRF employed here are taken from [23, 24, 25, 26, 27].
3.3 A Spatial Randomness Test Based on G/MRF
A well known and theoretically powerful statistical model that accounts for spatial depen-
dencies is the Gibbs/Markov Random Field model. [16] suggests the use of this model as a
good theoretical solution to the problem of finding spatial dependencies in a given data but
rejects it as an impractical idea due to computational limitations.
3.3.1 The Gibbs/Markov Random Field Model
The famous Ising model of statistical mechanics that characterizes the mixing of oppo-
site spin particles in materials is a special case of the binary G/MRF model. From a histor-
ical perspective, the MRF has simultaneous roots in the Gibbs distribution of statistical
mechanics and Markov models of probability [25]. Most of the development of G/MRF in
the field of statistics and probability is due to Besag [21, 22].
The MRF model is a probability model for distribution of values on a lattice and takes
into account the effect of the lattice values on each other. It should be noted that the G/
MRF is a model for spatial interaction only and is translation invariant. It does not capture
variations by location on the lattice. Investigating variations by location is better defined
and easier to address than finding dependence of site values on each other.
The G/MRF model captures spatial interaction among values at different locations
through the probability notions of Markov dependence. The idea of Markov dependence is
illustrated best by first examining dependence in a one dimensional Markov chain. Con-
sider a stationary Markov chain [18] that is constituted by a system that assumes different
states at discrete values of time. The state of the system at time n is represented by Sn,,
where Sn is assumed to be translation invariant. If the distribution, f, of Sn depends only
upon the value of Sn - , the system is said to constitute a Markov chain. That is, Sn inter-
acts with rest of the chain through Sn 1 only.
f (SnlSn-, Sn-2, Sn- 3, ... ) = f(SnlSn-) . (3.1)
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Figure 3.1: Examples of neighborhood structures.
For a two dimensional finite rectangular MxN lattice S, let the value at location s be
represented by a random variable xs . Although these ideas are equally valid for any possi-
ble number of values for xs , we restrict ourselves to a binary lattice and hence xs can take
only one of the two possible values, 0 or 1. Let X be the vector (xs, 1 5 s 5 ISI) of site val-
ues and 0 be the set of all configurations taken by X. Also a neighborhood structure asso-
ciated with S is defined as N = {Ns, s e S} where Ns c S is the set of sites which are
no
s no s n1 j0 s n]
nj
neighbors of the site s ES. A neighborhood structure is said to be symmetric if
Vs, r E S, ES Nr if and only if re Ns . A few examples of different symmetric neighbor-
hood structures are shown in Figure 3.1.
The dependence in a Markov chain is extended to more than one dimension and made
noncausal in G/MRF. The probability distribution for X, the lattice values, is said to be
given by a MRF if the conditional probability distribution of xs depends only upon a
defined neighborhood and is independent of rest of the lattice.
f(xs X\xs) = f(xs Ns) . (3.2)
That is, each location s interacts with the rest of the lattice through its neighbors only.
Besag showed in [21] that there is only one conditional distribution for a binary MRF
that is self-consistent. This is shown by the equation below:
P(xs I rest of lattice)= P (xs INs)
exp (xs(a + rs PsrXrI) (3
= 're , (3.3)
1 + exp (as +  srxr
re Ns
where xs and xr can only take values 0 and 1. The above equation leads to a joint probabil-
ity distribution for the entire lattice S which is same as the Gibbs distribution. The Gibbs
distribution that defines a random field is given by
P (X) = exp xs s srxr) , (3.4)
where
Z = exp Xs(cs+ srxr) (3.5)
X s rE N,
Z is a normalizing constant known in statistical mechanics as the partition function. For
the lattice considered, Z is a summation of 2 terms, one term for each of the 2 pos-
sible realizations of the binary random vector X. The terms in P(X) which do not contain
any neighborhood values are called single site potentials. The terms that contain both xs
and its neighbors are called two-site potentials. The single-site potentials are responsible
for the noisy component of the distribution and the two-site potentials are responsible for
the presence of structure between site values in the lattice.
The parameters Psr are called bonding parameters and measure the extent of depen-
dence between lattice values. We name Is , the coefficient of single-site potential, as a
noise parameter. If the lattice is assumed homogeneous, i.e. does not vary with position,
a s = ao (site-independent), and the bonding parameters psr = 3r (site-independent but
possibly dependent on the directional position of the neighbor). If the strength of spatial
interaction between site values is equal in all directions, the field is called isotropic and the
bonding parameters are equal for all neighbors pr = 3, Vr e Ns.
3.3.2 The G/MRF Based Test
A good test to find whether or not the distribution of site values on a given lattice is
random is to fit the two dimensional data to the homogeneous G/MRF model. If all the
bonding parameters are statistically determined to be zero, the site values are found to be
independently and identically distributed on the lattice. In this case, the above G/MRF
model implies,
exp ( ax s)P(xs Irest of lattice) = exp (a)'1 + exp (a) '
that is, we have a simple Bernoulli model with Bernoulli parameter
exp (a)
1 + exp (a)
The joint M/GRF distribution for this case is given by
P(X) = (exp( Xs ~x
exp (a) 1
= 1 + exp (a) 1 + exp (a)
l x., -xx'
= s (1 -p) S 
S
where
Z =F exp(a xs)
X (sS /
= (1 +exp (a))MN
Therefore, if all r, are zero, P(X) reduces to the joint probability mass function for
MN i.i.d. Bernoulli variables. However, if the parameter estimates for the bonding param-
eters are significantly different from zero then the data is not uniformly random and exhib-
its spatial dependence. If Ir > 0 the data shows clustering or aggregation of like elements
in the direction of neighbor r. If 0r < 0 like elements repel each other and the data shows
dispersion in the direction of neighhbor r.
The partition function is essentially uncomputable because it contains a large number
of terms. Optimal or Maximum Likelihood Estimation of G/MRF is, therefore, not possi-
ble for other than very small lattices. Simplifying assumptions can be made leading to
suboptimal parameter estimation, e. g. Maximum Pseudo-Likelihood Estimation [23].
However, we treat optimal parameter estimation of the G/MRF model as a conceptual ran-
domness test only and relate it to our next described method based on the aura framework.
3.4 A Spatial Randomness Test Based on the Aura Framework
The aura framework makes use of the neighborhood dependency employed in G/MRF.
The aura framework has been shown to be an equivalent linear reformulation of G/MRF.
The use of aura framework to solve the spatial randomness problem involves calculation
of statistics that pose no computational constraints. The aura statistics have similar inter-
pretation and validity as optimally estimated parameters of the G/MRF.
3.4.1 The Aura Framework
The aura framework is a set-theoretic image analysis tool. Aura can be intuitively
described as "the presence of set B in the neighborhood of set A" [24]. The aura can be
formulated using simple set theory or using dilations from mathematical morphology [24,
25]. The aura framework can be related to different texture analysis tools, such as the co-
occurrence statistics [28] and the G/MRF model. We define the aura framework in terms
of set theory only and relate it to G/MRF only. The aura formulation will lead us to inter-
pret the distribution of l's and O's on a given binary lattice as physical notions of separa-
tion/mixing and minimum/maximum boundry lengths between O's and l's or the sets A
and B.
Figure 3.2: Example of an aura on a binary lattice. (a) A binary lattice. (b) The four near-
est neighborhood structure. (c) The aura of the set of all l's with respect to the set of all O's
based on four nearest neighbors is shown by the set of double-boxed elements.
Definition: Let A and B be two subsets c S. Then the aura of A with respect to B for the
neighborhood structure { Ns, s S} is a subset of S defined by
U (Ns n B). (3.6)
seA
The aura of a set A with respect to a set B is denoted by OB (A, N).
The aura of a set with respect to itself is called the self-aura.
It is important to note that all the results and interpretations from auras are neighbor-
hood dependent and are valid for any arbitrarily defined neighborhood structure, N. Sev-
eral properties of auras for a given neighborhood can be derived from set theory. These
and the mathematical morphology formulation of aura are omitted here and the interested
reader is referred to [24, 25].
The number of elements in the aura of a set A with respect to a set B, IOB (A, N) , pro-
vides a convenient measure of the size of the aura of set A with respect to set B. We note
from the definition of aura and set properties that,
OB (A, N) I Ns rB . (3.7)
seA
The right hand side in the above expression provides a measure of discontinuity in the
boundary of set A and enables the treatment of the aura framework as a linear reformula-
tion of the G/MRF. The aura measure, denoted by m (A, B) , is defined by
m(A,B) = INs nB. (3.8)
seA
The usefulness of the aura measure can be illustrated by considering its physical inter-
pretations. For the four nearest neighborhood structure, shown in Figure 3.2(b), the aura
measure of two sets A and B becomes the boundary length (computed in the number of
sites) between A and B. When like elements on the lattice attract m (A, A) and m (B, B)
are large and m(A, B) and m(B, A) are small, corresponding to the minimization of boun-
dry length between the sets A and B. The boundry length is maximized and m (A, B) and
m (B, A) are large and m (A, A) and m (B, B) are small when unlike elements attract
each other. Also, we can represent the miscibility between two fluids A and B by
m (A, B) . If A and B are miscible m (A, B) is maximized, and if they are immiscible
m (A, B) is minimized.
Since most lattices of interest are finite in size, the aura set and aura measures for a
given finite lattice can be calculated by considering the lattice to be periodic about its
boundaries or by reflecting the lattice about its edges. Several aura measure properties fol-
low from its definition and set theory. Two of these properties are relevant to developing
the spatial randomness test and are stated below.
Property 1: If {Ns , s e S} is a symmetric neighborhood structure, then
m (A, B) = m (B, A), VA, B c S. (3.9)
The definitions for neighborhood structure and symmetric neighborhoods are the same as
defined for G/MRF. Note that the above property is true only for symmetric neighbor-
hoods and not true in general. The proof of this property, which is rather intuitive, along
with other properties of the aura measure is given in [25].
Property 2: If A u B = S and A n B = 0 then the following are true:
m (A, A) + m (A, B) = IAIIN1, (3.10)
m(B,A) +m(B,B) = IBIIIN1. (3.11)
We provide a proof for property 2. Only the first equality will be proved. The second fol-
lows in a similar way. From the definition,
m(A,A) +m(A,B)= NsnnA l + Y INsnB I
seA seA
= Ns n (A u B) I (because A and B are disjoint)
sEA
I IN, nSI
sEA
- INIsl
= IAll Il
If N represents a symmetric neighborhood then it follows from the above two properties
that
m (A, A) + m (B, B) + 2m (A, B) = ISII N1. (3.12)
This equality shows that as the self measures increase, the cross measures decrease
and vice versa. This makes intuitive sense. As the elements of set A aggregate, they sepa-
rate from elements of set B, causing elements of set B to aggregate as well. This will
increase the self measures and decrease the cross measures. The opposite follows for the
case when like elements separate from each other. We are considering connected lattices
only and hence geometrical considerations will impose some lower bound on m (A, B)
and upper bound on m (A, A) and m (B, B) if both A and B are present in the lattice.
The aura measures can be used to define a tool, called the aura matrix, important for
image processing applications. The aura matrix is a representation of the aura measures
for all sets of interest on the lattice and forms a partition of the set S.
n-1
Definition: Let Si g S, i = 0, 1, ...., n-1, U Si = S and S n S = 0 unless i = j. Then
i=0
the aura matrix, AM, is the n x n integer matrix defined by AM = [aij] where
aij = m (S i, S1), 0 5 i,j < n - 1. For binary lattices, the aura matrix AM is given as
A =m (A, A) m (A, B) (3.13)
m (B,A) m (B, B)
The intuition provided above for the behavior of aura measures at various degrees of
"clumpiness" and "dispersion" between sets A and B suggests that the aura matrix
becomes diagonal for an attractive field between like elements when suitable constraints
exist on the histogram, neighborhood, and lattice size. The aura matrix will become antid-
iagonal when the field is repulsive instead of attractive. Also, if the lattice follows a uni-
form histogram constraint, IAI = IBI, all the entries of the aura matrix become constant
when distribution of the elements of A and B on the lattice is noisy or random with respect
to the neighborhood structure used. We recall that the bonding parameters of the G/MRF
are positive when like elements aggregate or the field is attractive, negative when the field
is repulsive, and zero when the field is noisy. Hence, we are led to believe that the aura
matrix can be used to provide similar information about the spatial dependencies in the
lattice as the bonding parameters of the G/MRF model.
In G/MRF model the varying spatial dependencies in different directions are found by
assuming an anisotropic field for the lattice and using different bonding parameters for
different directions. We deal with anisotropy in the aura framework by using the notion of
subneighborhood and finding aura matrices for subneighborhoods in particular direction.
For a given neighborhood structure divided in K subneighborhoods, kN c: Ns , the fol-
lowing result from set theory, aura and aura measure definitions.
Ns = UN, Vs S, (3.14)
k= 1
O A,Nk-) = U(Bn ), (3.15)
K
O,(A,Ns) = U OB(A), (3.16)
k= 1
m (A, B) = •Nk rB, (3.17)
seA
K
m (A, B) = mk (A, B). (3.18)
k= I
Hence, an aura matrix with respect to a given neighborhood will be the sum of the aura
matrices with respect to the subneighborhoods. For example, if the dependencies in the
lattice and hence the bonding parameters of the G/MRF are different for horizontal and
vertical directions, then the aura matrix for the four nearest neighborhood may not give
any meaningful information about spatial bonding since different dependencies in the two
directions may obscure each other's effect. However, when the subneighborhood aura
matrices are examined individually the existence and extent of any biases in the vertical
and the horizontal directions can be found. If the field is isotropic, the aura matrices for the
overall neighborhood and the subneighborhoods will indicate the same spatial bias.
3.4.2 The Aura Framework Based Test
In the preceeding section we discussed intuition of how aura matrices behave differently
for different or lack of spatial dependencies. However, a quantitative measure of capturing
this difference in aura matrix behavior for various spatial dependencies has not yet been
given. Such measures exist and effectively constitute the spatial randomness test sought.
Also, these measures do not require a uniform histogram constraint for the lattice. We sug-
gest the spatial randomness test as follows:
Given a two dimensional binary lattice, find the aura matrices for a symmetric neigh-
borhood and its isotropic subneighborhoods. The aura matrix for a particular neighbor-
hood is a feature or statistic for the given binary lattice that contains information with
respect to the neighborhood structure on spatial dependencies in the lattice. The spatial
bias information contained in the aura matrix can be quantitatively extracted by defining a
normalization of the aura matrix to calculate a correlation coefficient between site values.
The correlation coefficient, derived below, constitutes the statistics of interest and pro-
vides a measure of the extent and type of spatial dependence in the distribution of site val-
ues on the lattice.
The normalized aura matrix which is referred to as the Miscibility matrix [27], M, has
a probabilistic interpretation and is defined by
m (A, A) m(A,B)
M = IA•IM JA IN I• , (3.19)
m (B, A) m (B, B)
L BilI M lNI I
M =VPAA PAB1
PBA PBBJ
Referring to property 2 of aura measures defined earlier, we notice that the rows of the
miscibility matrix M sum to 1. Hence, M is a stochastic matrix. The elements of M, called
the miscibility measures, PAB = m (A, B) /IAI IN1 , have a probabilistic interpretation sim-
ilar to the elements of the transition matrix of a Markov chain. The coefficient PAB can be
interpreted as the conditional probability that a given site of value A has in its neighbor-
hood, any allowed neighbor, a site of value B. The probabilistic interpretation enables us
to write the correlation, R (v) , covariance, C (v) , and correlation coefficient, p (v) , of
the lattice site values where a symmetric neighborhood structure N that has v members is
assumed. For a binary lattice in which each site can assume one of the two possible values
a or b
R (v) = aapAAPA +abPABPA +baPBAP B + bbPBBpB (3.20)
C (v) = (a - m) (a - m) PAAPA + (a - m) (b - m) pABPA + (3.21)
(b - m) (a - m) PBAPB + (b - m) (b - m) PBBPB
C (v)p (v) 2= (3.22)
where
-AI
PA IAI+IBI'
IBII
P IAI + IBI
m = apA +bPB, and
a2 (a - m) 2Ap+ (b - m) 2p.
The magnitude and sign of the correlation coefficient are information on the extent and
type of spatial dependence in the distribution of site values on the lattice. If the sites val-
ues are independently and identically distributed over the lattice the correlation coefficient
will be close to 0. It will be greater than zero if like values tend to occur together and less
than zero if like values separate from each other and attract the elements of the other set.
Also, there can be a case that the correlation coefficient with respect to a particular sub-
neighborhood indicates a spatial dependency, attractive or repulsive, and correlation coef-
ficients with respect to all other subneighborhoods indicate no spatial dependencies. In
this case, the spatial dependence in the lattice is in the direction of the subneighborhood
that indicated the spatial dependency. If the spatial dependency present is in no particular
direction then the correlation coefficients with respect to more than one subneighborhood
as well as with respect to the main neighborhood structure will indicate this spatial depen-
dency.
C=0.028
H=-0.004
V=0.014
LD=0.049
RD=0.051
C=0.175
H=0.188
V=0.173
LD=0.163
RD=0.174
C=0.017
H=0.061
V=-0.021
LD=-0.027
RD=0.056
C=0.026
H=0.121
V=-0.007
LD=-0.007
RD=-0.002
Figure 3.3: Examples of binary lattices with aura based correlation coefficients.
Figure 3.3 shows correlation coefficients for lattices with random distributions and
with clusters of O's added. In these lattices l's are represented by white pixels and O's are
represented by black pixels. Also C, H, V, LD, and RD represent correlation coefficients
calculated using neighborhoods that are 8-nearest, 2-nearest in the horizontal direction, 2-
nearest in the vertical direction, 2-nearest in the left diagonal direction, and 2-nearest in
the right diagonal direction respectively. Any correlation coefficients that differ from zero
by an amount significant enough to indicate a spatial dependency, see section 3.4.3, are
shown in bold prints.
It can be shown that the correlation coefficient is related to the trace of the miscibility
matrix, the normalized aura matrix, in a very simple manner.
tr [M (v) ] = p (v) + 1. (3.23)
We show this below only for the case when the two possible site values are represented by
1 and 0.
Let PA = P and PB = 1 -P,
2
==>m = P,a = P(1 -P),
C (v) = (1 - P) 2pAAP + (1 - P) (-P) PAB P + (-P) (1 - P) PBA (1 - P)
+ (-P) pBB (1 - P)
= P (1 - P) [ (1 - P) PAA + PPBB - PPAB - (1 - P) PBA]
= P (1 - P) [PAA + PBB- PPAA - (1 - P) PBB- PPAB - (1 - P) PBA]
= P (1 - P) [pAA + PBB- P (Pat + PAB) P) (PBA + PBB) ]
= P (1 - P) [pAA + PBB - P - 1 + P]
= P(1-P) (tr [M(v)] - 1)
==> tr [M (v) ] = C (v) +1P (1 - P)
==> tr [M (v) ] = p (v) + 1
The trace is centered at 1 and can vary between 0 and 2. This follows both from the sto-
chastic nature of the Miscibility matrix and the fact that the correlation coefficient is cen-
tered at 0 and varies between -1 and 1. Having shown the relationship between the
correlation coefficient and the trace of the Miscibility matrix, we use the trace of the Mis-
cibility matrix instead of the correlation coefficient as the statistic of interest because the
trace is much simpler to compute.
A finite lattice with random distribution of l's and O's will result in a trace value close
to 1. We find limits on trace of the normalized aura matrix to constitute a band of values
centered at 1 called the randomness band. The trace values for lattices with random distri-
butions will fall in the randomness band. A trace value smaller than the lower bound on
the randomness band will indicate dispersion in the lattice and a trace value greater than
the upper bound on the randomness band will indicate clustering in the lattice. Also, the
randomness band becomes smaller as the the lattice size increases. The issues involved in
the choice of the randomness band for a particular size lattice are treated in the next sec-
tion using concepts from the field of pattern recognition and machine intelligence.
3.4.3 Training and Testing the Spatial Randomness Test
The choice of the randomness band and performance evaluation of the spatial randomness
test can be facilitated by treating it as a pattern recognition system. A typical pattern rec-
ognition system seeks to classify a given image or lattice to one of a number of known
classes. There are two basic components to a pattern recognition system. These compo-
nents, shown in Figure 3.4, are called feature extraction and classification [19].
Figure 3.4: The main components of a pattern recognition system.
The feature extraction procedure is a transformation that calculates statistics using the
lattice data such that information relevant to classify the lattice to its correct class is
retained. The feature extraction algorithm is designed based on characteristics of the prob-
lem addressed or on intuition while ensuring that the information in the lattice distinct for
different classes is preserved. The statistics with relevant information are used in a deci-
sion making scheme that classifies the lattice into one of a number of known classes. This
contitutes the second component of the pattern recognition system.
The classification algorithm usually involves training or determination of some param-
eters that determine performance of the algorithm. The performance evaluation for the
chosen parameters is called the testing procedure. The training and testing procedures start
with a set of lattices of known classes. The labeled lattices are divided into two portions.
The first portion is called a training data set whose features are used to determine the
parameters of the classification algorithm. The other portion, called a test data set, is used
to evaluate the performance of the classifier and perhaps change its parameters to improve
the performance.
The trace values of the normalized aura matrix for a defined neighborhood structure
and its subneighborhoods constitute components of a feature vector that contains relevant
information on spatial dependencies contained in the lattice. Thresholds can be found for
the trace values that act as a decision boundary for classification of the lattice into one of
the three classes, dispersed, random, or clustered with respect to the particular neighbor-
hood structure used.
The 8-nearest, first order nearest, neighborhood structure and its subneighborhoods in
each direction, horizontal, vertical, right diagonal and left diagonal, form a set of neigh-
borhoods that can suffice for use in the spatial randomness test. However, we also use a
second set of neighborhoods formed by a 16-nonnearest, first order nonnearest, neighbor-
hood structure and its subneighborhoods in each direction on the training and test data
sets. The need for the nonnearest neighborhood structures will become clear when we
apply the spatial randomness test to actual wafer map data in the next chapter. Both the
first order nearest and nonnearest neighborhood structures and their subneighborhoods are
shown in Figure 3.5.
Figure 3.5: First order nearest and nonnearest neighborhoods and subneighborhoods.
The required training data set to determine the randomness band is any reasonably
large number of simulated binary lattices with pseudorandom distributions (computer sim-
ulation cannot result in purely random distributions) of l's and O's on the lattice. The size
and shape of these lattices should be the same as the lattices that need to be classified. To
demonstrate the working of the spatial randomness test, we use 30x30 square lattices. For
this example, the training data set consists of 90 30x30 simulated pseudorandom lattices.
These lattices were generated by using an independent and identical Bernoulli trial for
each location on the lattice, i. e. the value of the Bernoulli parameter P for each trial was
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kept constant for a given lattice. To generate a representative training data set, the value of
P was varied from 0.1 to 0.9 in steps of 0.1 for different lattices. Ten wafers were gener-
ated for each value of P, resulting in a total of 90 lattices.
The traces of the normalized aura matrix for each of these 90 lattices were found to lie
between 0.96 and 1.04 for the 8-nearest and the 16-nonnearest neighbourhood structures.
The trace values were found to lie between approximately 0.9 and 1.1 for the 2-nearest
and the 2-nonnearest subneighborhoods in various directions. The decision rule for the
randomness test was formed by using the minimum and maximum of the trace values of
the 90 lattices as the lower and upper bounds, respectively, on the randomness band for
each neighborhood structure.
The second data set consists of 90 other simulated pseudorandom binary lattices and
20 simulated pseudorandom distributions with patterns or spatial biases of different types,
big clusters, horizontal stripes, vertical stripes, and diagonal, of O's added. Only one out of
the 90 simulated pseudorandom lattices was misclassified to nonrandom category and one
cluster added lattice containing a vertical stripe of O's was misclassified as random while
all the other lattices in the test data set were classified correctly to their respective classes.
Appendix A shows some member lattices of the test data set, their trace values and the
spatial dependency that was attributed to them by the spatial randomness test.
3.5 The Yo Problem Statement
The second component of the problem addressed in this work seeks to calculate the frac-
tions of a given wafer that are occupied by zero and non-zero yield regions. The fraction
of a wafer occupied by non-zero yield regions is denoted by Yo.
Let S = total number of chips on the wafer, and
S, = total number of chips in zero yield regions.
Y = 1 (3.24)
o S
The problem of calculating Yo for a given binary lattice can be solved by identifying
O's that belong to zero yield regions or clusters of O's. The identification of clusters of O's
constitutes an unsupervised clustering problem since no assumptions are made about the
presence, number, location, size, and shape of these clusters of O's on the lattice. The rec-
ognition of clusters of O's can be facilitated by assuming a lattice X which consists of
regions of only l's and regions of only O's with some unknown boundaries between
regions of l's and regions of O's. Also consider a lattice N that consists of a binary noise
process such that the noise value at a given site on the lattice is 1 with probability P and 0
with probability ]-P, i. e. each location of the lattice N is given by an i. i. d. Bernoulli trial.
A degraded image or noisy lattice Z can be formed by multiplying the lattice X with the
noise process N.
Z = Xx N (3.25)
The lattice Z represents distribution of good and bad chips on a wafer with each good
chip represented by a '1' and each bad chip represented by a 'O'. The lattice X with
regions of l's and O's can be modeled by a ground state Gibbs/Markov Random Field. S.
Geman and D. Geman showed in [29] that the posterior distribution Z is a G/MRF with a
structure similar to the image model X if the noise process N is independent of the original
image X. A Bayesian MAP (maximum a posterior) estimate of the lattice X [29, 30, 31,
25] can be found using a combination of procedures known as stochastic relaxation and
simulated annealing on the given noisy lattice Z. The objective of Bayesian MAP estima-
tion is to find an estimate X of the original lattice X that maximizes P(XIZ), the conditional
probability distribution of X given the noisy lattice Z. The estimate X will be noise fil-
tered, i. e. will consist of regions of only l's and regions of only O's thus identifying clus-
ters of O's. However, an approach that employs the G/MRF explicitly poses severe
computational limitations. A simple, but novel, method is proposed here.
3.6 A Statistical Method to Calculate Yo
The non-zero yield regions in the lattice Z are assumed to have an independent and identi-
cal distribution (i.i.d.) of l's and O's. Hence, the value of the Bernoulli parameter P for the
non-zero yield regions is given by the ratio of the total number of l's to the total number
of sites in these regions.
We form an initial estimate of P as the ratio of the total number of l's in the lattice to
the total number of sites in the lattice. This estimate is used to assign each 0 on the lattice
to one of the two classes, "n" for non-zero yield regions and "z" for zero yield regions or
clusters of O's. A new estimate of P is formed by discounting 0 sites assigned to clusters of
O's which is then used to reassign all the O's to one of the two classes, "n" or "z". This pro-
cedure is iterated until the classification of O's no longer changes. The decision of assign-
ing a 0 to "n" or "z" is made by finding yield (ratio of I's to total number of sites) in a
defined neighborhood of the 0 and comparing this neighborhood yield with a threshold T.
The procedure of calculating Yo is as follows:
1. Start: P = Pold = (total number of l's on the lattice) / ISI.
2. Visit each 0 and find yield, yn, for a defined neighborhood structure N.
yn = (number of I's in the neighborhood) / INI.
If (yn > T), O --> "n".
If (yn < T), O --> "z".
where INI is the total number of sites in the neighborhood structure N and T is a threshold
which is calculated as a function of the current value of P.
3. Update P. P = (total number of l's on the lattice) / (S - total number of "z" O's).
4. If (P - Pold) > E, Pold = P and go to step 2. Else go to step 5.
, is a small number used as a criterion for convergence of the iterations.
5. Yo = 1 - (total number of "n" O's)/ ISI. Stop.
The threshold T, described in the next section, is a positive function of the Bernoulli
parameter P for the non-zero yield regions. A high value of P, therefore, will lead to more
O's classified to clusters of O's. The method starts with an underestimation of P since it
assumes at the onset that all O's belong to the non-zero yield regions. Hence, at each itera-
tion O's are classified conservatively to clusters of O's. This ensures that no redundant O's
are classified to clusters of O's which would result in a higher value of P risking further
misclassification of O's. The method concludes when the value of P does not change sig-
nificantly which implies that the classification of O's stayed almost the same. At this stage,
the value of the parameter P for the non-zero yield regions and the classification of O's
between clusters of O's and the non-zero yield regions become consistent with the distribu-
tion of l's and O's on the lattice.
3.6.1 Choice of the Threshold T and the Neighborhood Structure N
The essence of the method described above is to determine for each 0 whether it belongs
to a cluster of O's. This class assignment decision is made by testing for the hypothesis that
a given 0 on the lattice belongs to a cluster of O's. A 0 well within a cluster of O's will be
surrounded by all O's and a 0 in a non-zero yield region is likely to be surrounded by both
l's and O's such that it will have a yn value close to P. The correctness of 0 class assign-
ment, which determines success of the method proposed, depends on the choice of the
neighborhood structure N and the threshold T.
A cluster of O's is probabilistically defined as a continuous region of O's which is
unlikely to be drawn from the random distribution of 1's and O's in a non-zero yield region
given the Bernoulli parameter P. If P is large, a fairly small area consisting of only O's will
be treated as a cluster of O's. However, if P is small the occurrence of a continuous region
of O's in a non-zero yield region is likely . Thus the ability to identify clusters of O's is in
slome sense fundamentally limited by their size and the value of the Bernoulli parameter P
for the non-zero yield regions. This makes it necessary to make the threshold T a function
of the parameter P. The threshold T is defined as follows:
T = P- t. (3.26)
pi is a positive number smaller than P. It is given as
P(1 - P)
n I = x (3.27)IM
where n is a positive number determined experimentally.
The form of g. accounts for the variance of the neighborhood yield, yn, in the non-zero
yield regions. The yn value for the non-zero yield regions is a binomial random variable
given as follows:
E(yn) = P, 2 (yn) P(I-P)IAI
The choice of gt as n standard deviations of yn accounts for the variability of yn from its
expected value of P in the non-zero yield regions. The threshold T acts as a lower limit on
the yn value for the noisy regions. When the calculated neighborhood yield for a given 0 is
greater than T, the zero is assigned to the non-zero yield regions. When the calculated
neighborhood yield is less than T, the 0 is classified to the clusters of O's or the zero yield
regions.
The fact that T is greater than zero will help in identification of O's on edges of the
clusters of O's. The edge members of a cluster of O's will have both O's in the cluster of O's
and l's and O's in the bordering non-zero yield region as their neighbors. This will result
in a yn value greater than zero but less than the yn value for the non-zero yield regions.
The fact that T, a lower limit on the value of yn for the non-zero yield regions, is greater
than zero makes correct classification of edge members of clusters of O's highly likely. The
value of n should be chosen to optimize the tradeoff between keeping the value of T high
enough for detection of edge members of clusters of O's and low enough to take account of
variance of yn in the non-zero yield regions. We treat n as a parameter of the method
developed and determine it using a training data set.
A symmetric neighborhood structure is considered to be an appropriate choice since
no knowledge is assumed about the shape of cluster boundaries. A small neighborhood
structure will prevent wrong class assignments of O's on the boundaries of clusters of O's
because few members of the bordering non-zero yield regions will be treated as neighbors
of these O's. However, a small neighborhood structure may result in an incorrect class
assignment for a 0 in a non-zero yield region because of high variance of the neighbor-
hood yield. The neighborhood yield, yn, for the non-zero yield regions has a variance that
is inversely proportional to the neighborhood size IM. Similarly to the choice of n, a
tradeoff between detection of edge members of clusters of O's and accounting for variance
of yn in the non-zero yield regions also exists in choice of the neighborhood size. A sec-
ond order nearest neighborhood structure, shown in Figure 3.6, optimizes this tradeoff
fairly well if the the noise level in the non-zero yield regions is not too high. Specifically,
we assume P 2 0.2, where P is the Bernoulli parameter for the non-zero yield regions.
Figure 3.6: A second order nearest neighborhood structure.
The clusters of O's may exhibit directional preference, for example the O's may form
horizontal or vertical stripes. In such cases choice of the neighborhood structure should
depend on the type of dependency present in the lattice, i. e. neighborhood structures
should be chosen in the same direction as the direction of spatial dependency present in
the lattice. The outcome of the aura framework based spatial randomness test which gives
information on presence and type of spatial dependence for a binary lattice is used to
select the neighborhood structure. For example, if the spatial randomness test indicates a
vertical dependence then a second order nearest subneighborhood that contains neighbors
in the vertical direction only is used. The second order nearest neighborhood structure
shown in Figure 3.6 is used if no specific directional dependence is indicated by the spatial
randomness test. Figure 3.7 shows both calculated and actual Y,o values for four example
lattices. The value calculated by the method is denoted by Yoc and the actual value, known
since either none or one cluster of Os of known size is added to each lattice, is denoted by
Yoa.
I 1
Yoa = 1.000 Yoa = 1.000 Yoa = 0.909 Yoa = 0.949
error = 0.4% error = 0.2% error = 0.6% error = 0.2%
Figure 3.7: Calculated and actual Yo values for example lattices.
3.6.2 'raining and Testing the Method to Calculate Yo
The method to calculate Yo is parameterized similarly to the spatial randomness test. The
parameters are n and E where n is the number of standard deviations of yn for the non-zero
yield regions subtracted from P to give the threshold T and E is a small number that deter-
~1~a~L_ :~'~LI~· ~~:Y~:TI~I
P6- L
Yoc = 0.998 Yoc = 0.903 Yc = 0.947
'm- V
mines convergence of the procedure. Both the training and test data sets required are same
as those used for the spatial randomness test, i. e. should consist of a number of two
dimensional binary lattices with simulated pseudorandom distribution of l's and O's and
with known patterns (clusters of O's) added to the pseudorandom distributions.
The value of Yo for simulated pseudorandom lattices is 1 by definition since they do
not contain any clusters of O's. The Yo values for other lattices are also known because a
cluster of known size is added to each of these lattices. The method is applied to the train-
ing data set repeatedly with parameters altered each time. The set of parameter values that
result in calculated Yo values closest to the actual Yo values are chosen. The method is
found to be reasonably robust with respect to the values of n and e and independent of the
overall yield of the lattice.
A performance estimate for the method can be formed by comparing the Yo values cal-
culated using the method with the actual Yo values for the lattices in the test data set. The
simulated pseudorandom and cluster added lattices of the test data set are all different
from the lattices contained in the training data set. Training and testing a system on the
same data set would result in an overestimation of favorable performance. The actual and
calculated values of Yo for all lattices in the test data set, shown in Appendix A, are within
3% of each other which is reasonable accuracy given the unsupervised clustering nature of
the problem. The 3% error bound on the calculation of Yo is claimed for all lattices with
non-zero yield region parameter P 2 0.2. The high level of noise in non-zero yield regions
with P < 0.2 will result in errors greater than 3% in the calculation of Yo. Appendix A also
shows for each original lattice an additional lattice that shows only those O's that are deter-
mined by the method to calculate Yo to belong to a cluster of O's.
Chapter 4
Analysis of Wafer Map Data
4.1 Data Description
A wafer map is a two dimensional picture that depicts locations of good and bad chips on
wafers. The data analyzed in this work consists of wafer maps for two different IC prod-
ucts of a leading semiconductor manufacturing company. The two products were chosen
at random from a choice of wafer map data for several different products manufactured
and marketed in the recent past. We name the selected products, product A and product B.
A total of 606 wafer maps of product A and 284 wafer maps of product B were available
for analysis.
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Figure 4.1: (a) Example of a product A wafer. (b) Example of a product B wafer.
Both the products were fabricated on 4-inch silicon wafers. Owing to difference in
chip sizes of the two products, product A has a total of 456 chips per wafer and product B
has a total of 900 chips per wafer. The wafer map for a given product does not usually
have a rectangular boundry; the specific shape of the boundry results from fitting the larg-
est possible number of chips on the circular wafer. A larger number of chips per wafer is
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likely to produce higher profits since each wafer of a particular product has a cost of pro-
duction that does not depend on the number of chips per wafer. Also, since the chips are
rectangles and not necessarily squares, there can be more chips along one dimension than
the other of the wafer map. Figure 4.1 shows one example each for the wafer maps of the
two products considered.
Interestingly enough, the primary reason for collecting wafer map data in most cases is
not to perform spatial yield analysis but to help in the packaging of chips. After comple-
tion of fabrication, each chip on the wafer map is tested for functionality based on electri-
cal tests specifically designed to determine chip performance. Those chips that are deemed
nonfunctional are marked with a red ink dot and the rest are left blank. The wafer is cut
into individual chips in the subsequent step whereupon the chips marked with the ink dot
are discarded and the remaining chips are packaged into protective cover and sent for fur-
ther testing. In fabs in which the entire packaging step is automated, the wafer map data is
also stored in a computer as a two dimensional array marking the location of good and bad
chips. An important recommendation made as a result of this work is that all fabs inter-
ested in yield enhancement should make arrangements to store the wafer map data elec-
tronically. The wafer map data is a by product of streamlined manufacturing and does not
require any extra investment in terms of fab manufacturing time and other resources. The
wafer map data which requires minimum acquisition effort contains information in the
distribution of good and bad chips on the wafer that can provide important insight into the
yield loss mechanism using very low cost analysis.
The yield of different products, lots of wafers of a particular product, and individual
wafers of a particular product all show variations. Interpreting and understanding yield
variability is crucial for the planning and effective operation of semiconductor manufac-
turing processes. In this chapter we first carry out a preliminary analysis of the wafer maps
by forming statistical collections of wafers and plotting yield per wafer histograms. We
then explore the spatial model for the distribution of good and bad chips on wafers pro-
posed in chapter 2 by applying the methods developed in chapter 3 to the wafer map data.
4.2 Preliminary Data Analysis
Yield models that describe the probability of each chip on a wafer being good by an inde-
pendent and identical Bernoulli parameter P are overly simplistic. Significant deviations
can be found from the independent and identical distribution, i. i. d., assumption, also
called the Bernoulli model, by straightforward analysis of the wafer maps. In this section,
we investigate yield variations for individual wafers by wafer location across several
wafers and with radial distance from the center of the wafer.
4.2.1 Yield Variation by Wafer
The yield of individual wafers varies significantly even for wafers of the same product
fabricated on the same manufacturing process. Figure 4.2 shows histogram plots of yield
per wafer for products A and B. These graphs serve to provide a visual representation of
yield variation for individual wafers. [23] uses the yield variation by wafer to deduce devi-
ations from the Bernoulli yield model. If each chip being good or bad is given by a Ber-
noulli random variable, the number of all good chips on the wafer is given by a binomial
random variable with paremeters P and N, the total number of both good and bad chips on
the wafer. It is shown in [23] that the variance of yield of individual wafers is much higher
P ( 1 -P)than 1 - P) which is the yield variance under the Bernoulli model. We omit this anal-N
ysis here since in the next section we will apply a test to the wafers that explicitly tests for
spatial randomness or, equivalently, the i. i. d. assumption of the Bernoulli model.
4.2.2 Yield Variation by Location
Yield variation by location on wafers investigates systematic yield loss. For instance,
one may find a particular region on the wafer that always have failing chips for all the
wafers processed during the same time period. Such yield loss will exist if a machine has a
systematic problem causing it to malfunction only at particular locations of the wafers.
The orientation of wafers is maintained during processing since each wafer has a flat edge
and processing steps are performed with respect to the flat edge. Hence comparison of
wafers for locations with consistently low yield will help detect systematic problems in
the processing.
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Figure 4.2: Yield distributions for product A and product B wafers.
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Figure 4.3: A stack map for a product A lot of 18 wafers.
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Figure 4.4: A stack map for a product B lot of 18 wafers.
0 11 14
813 15 13
14 1213 1E
11 1 13 13
13 1 1215
10 11 12 14
1 13 16 14
15 141111
913 15 11
13 11 1014
02 4 1 10
0 0 710
-
11
10
11
3
6
8
11
9
14
12
4
o
11
14
12
11
10
4
3
1
2
3
10
-
7
12
9
12
11
5
7
7
1
1
4
9
-9
8
13
11
8
7
12
7
11
12
7_
9
7
7
42
7
0
10
10
6
10
15
15
10
11
_
9
4
-1
4
5
3
6
6
7
11
6
8
9
15
17
12
11
12
10
5
2
13
5
9
13
9
5
5
14
11
11
10
12
6
7
6
5
7
9
10
11
13
9
8
11
6
13
15
12
13
7
9
11
8
7
8
9
12
10
10
14
1
- 7
12
12
10
11
9
9
7
10
9
10
10
10
11
7
0
-
12
15
9
9
9
13
11
13
9
5
0
-
11
14
11
11
11
13
13
13
12
12
12
10
2
C
1 -017 1
is is
ol is 14 A 1 al a
t14 is 14,4141 1
11011lUrr 14 A 4,41 9161 4404
13
IIiS
1L
14
11
13
1414Is
10
1I
1:
1,
I
12
II1
11
II11
ui
16
15
14
14
15
II
II11
14
s15
I 15 1i 11
1 15i I 
I 1 1? 11
141 1 1 I
17 1 1 14
IS ?I 14
51 11
14 1 1 I0
14 15115 13
1I 1 1
14 1 1416
1311
iai IS
11 11 15
1311 14 ti
13
17
(Iia
is
is 14 A5 15 i to-
141411114 ill
is1 171 AA1 14 17
11  15 1 1 1
141 1 I,1
1 1 1 1 
1 17 14
13 151 '1 ' 15 15
1 14 , 1 i s 11 111 51
Is 161sls 1 9I 14
I| I1i1d 1 1 sl 1ila41 Ii li
cc IS l l '4 14 iI Isf 1f Is I I171S115 1411 Is
al ~~ll'Y 4 4 eltrl l e;5 1 14 e s l 61 lll 14 0 0111M111111117 II 1151 1 i
01 oj 111ji 14 '511511S111,l5A 14 14 As 14 A~ s ~~I I
10 16 6 0
11 12 14 6
13 13 13 16
12 8 12 15
911 1413
13 13 15 11
1312 1313
16 1 1511
91411 12
14 11 18 12
10 11 11 0
91111 9 0
'~ I~ '~ I~ 1~ 11 11
1010 114911117
9 sl1t 1129 1 14 1
141 141414171
1 1 6 11 5 9 1 9 1 9 111
11
We form statistical collections for each lot by forming a different type of wafer map,
called stack map, whose each location is given by the number of wafer maps in the lot that
have a good chip at that location. Figure 4.3 shows a stack map for a randomly chosen lot
of product A that has a total of 18 wafers and Figure 4.4 shows a stack map for a randomly
chosen lot of product B that also has 18 wafers. Both the stack maps have some locations
on edges at which no wafer had a good chip, indicating misprocessing at these edge loca-
tions for all wafers in the lot. The consistency of chip failures on edges is easily explained
by well understood causes known as edge effects, discussed in chapter 2. Neglecting the
few zero locations on edges, the number of wafers with good chip on a particular location
should be randomly distributed over the stack map if there were no systematic dependen-
cies. However, the stack map examples in Figures 4.3 and 4.4 show that certain locations
have significantly lower yield for these lots.
If there is no yield dependency by location in a given lot then each location on its stack
map can be represented by a binomial random variable Q defined by
E(Q) = PxN, Var(Q) = N2P(1 -P),
where P is the average yield for the lot and N is the number of wafers in it. We form a
binary wafer using the stack map such that any location on the stack map that has yield
greater than E(Q) is represented by a '1' and a location that has yield less than E(Q) is rep-
resented by a 'O'. These binary representations of stack maps of Figures 4.3 and 4.4 are
shown in Figure 4.5.
It follows that this binary representation of the stack map should have a random distri-
bution of l's and O's if no yield variation by location exists. Application of the spatial ran-
domness test developed in chapter 3 to these binary wafers shows strong clustering of like
elements. This verifies that yield tends to be high in some regions and low in other regions
on wafers in the same lot. However, this analysis in itself is inconclusive because the
lower yield regions on the stack maps have non-zero yields. It cannot be deduced that
some machines always malfunction in regions of low yield if these regions have non-zero
yield. We will be better able to provide reasons for the existence of regions of high and
low yields on stack maps after we apply the spatial randomness test to individual wafers in
the next section.
Figure 4.5: Binary representation of stack maps in Figures 4.3 and 4.4.
4.2.3 Yield Variation by Radial Distance
Yield is known to exhibit radial dependency on any particular wafer. A commonly
observed radial yield variation on wafers is high yield in the center of the wafer and
decrease in yield with radial distance from the center. On the contrary, donut yield pat-
terns, i. e. low yield in the center and high yield on the outer regions, are also occasionally
seen on wafers. It should be noted that almost in all cases yield on the very outer edges of
wafers will be low because of the previously discussed edge effects that arise due to han-
dling of wafers and are present on almost all wafers. Radial dependency other than yield
loss on edges is likely to be caused by errors in processing steps in which the wafer is spun
on a vacuum chuck and a chemical is applied to the center so as to be spread uniformly
over the wafer (see chapter 2). A well known method of exploring radial dependency of
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yield is to plot yield in equal area annuli on the wafer versus radial distance of the annuli
from the center. If no radial dependency exists, each annulus will have the same average
yield. The yield in equal area annuli versus radial distance plot constitutes important anal-
ysis tool for a technician analyzing individual wafers in real time.
4.3 Application of the Spatial Randomness Test and the Method to Cal-
culate Yo
Yield variation by wafer establishes the fact that semiconductor yield shows high variabil-
ity. Yield variations, if conclusive, by location and radial distance from the center of the
wafer indicate existence of systematic yield loss. Although exploring yield variation by
location and radial distance constitutes an obvious analysis tool, these dependencies are
rarely clear enough to be useful as a yield diagnostic. In this section we investigate the
spatial yield model for distribution of good and bad chips on wafers proposed in chapter 2
using the spatial randomness test and the method to calculate Yo developed in chapter 3.
It is proposed, based on an investigation of IC fabrication and visual inspection of
wafers, that two types of regions exist on wafers; the non-zero yield regions which contain
both good and bad chips mixed in a random fashion and the zero yield regions which con-
tain almost all bad chips. The presence, location, size, and shape of zero yield regions all
vary from wafer to wafer even for wafers in the same lot. Although the yield of non-zero
yield regions also varies from wafer to wafer, the variation in size of zero yield regions
and their absence from some wafers account for part of the variability observed in number
of wafers versus yield per wafer plots in Figure 4.1. No zero yield regions appear on stack
maps in Figures 4.3 and 4.4 because the zero yield regions may occur at different locations
and have different shapes and sizes on different wafers. The existence of regions of low
and high yields on the stack maps can be explained by limited, instead of complete, over-
lap among the locations of zero yield regions on individual wafers of a given lot. It will be
shown in this section that the most informative spatial dependency on individual wafers
exists in the form of zero yield regions.
The presence of a zero yield region is detected by applying the spatial randomness test
which gives a binary output indicating the presence or absence of zero yield regions on the
wafer. The method to calculate Yo finds the zero yield regions and calculates Yo where (1-
Yo ) is the fraction of the wafer occupied by the zero yield regions on the wafer. The avail-
able wafers for each product are divided into two groups, group L, for local random defor-
mation mechanisms, and group G, for gross random deformation mechanisms. Based on
the outcome of the spatial randomness test, the wafers with zero yield regions are classi-
fied to group G while those with only random distribution of failing chips are classified to
group L. A few issues need to be taken care of in applying the spatial randomness test and
the method to calculate Yo to wafer maps of products A and B to avoid misleading results.
We state the problems that may arise and suggest solutions based mostly on qualitative
reasoning.
4.3.1 Edge effects
The preliminary analysis carried out on wafers has shown that certain locations on the
extreme edges of wafers always contain failing chips. This is called the 'edge effect' and
is attributed to handling of wafers between process steps and their storage in slots in a box
that contain an entire lot of wafers. This is a well understood and mostly insignificant
source of yield loss. However, the edge effects can give misleading results for wafers with
high yield and random distribution of failing chips. The small clusters of bad chips on the
edges of a high yielding wafer with no zero yield regions may be significant enough for
the wafer to be classified to group G. We address this problem by turning from bad to good
the permanently failing chip sites on extreme edges of wafers of a lot before the applica-
tion of the spatial randomness test.
4.3.2 Choice of the neighborhood structure for the spatial randomness test
The faults that cause chips to become bad in non-zero yield regions may be distributed
independently or may exhibit limited clustering previously named local clustering. In the
case of local clustering the likelihood of finding a local fault in the vicinity of other local
faults is greater than the likelihood of finding isolated faults. The local clustering of faults
will cause the bad chips in non-zero yield regions to exhibit similar local clustering. This
local clustering of bad chips may be large enough in certain cases for the nearest neighbor
randomness test to classify a wafer to group G which actually belongs to group L. To
avoid such an error, we use a first order nonnearest neighborhood structure instead of the
first order nearest neighborhood structure in the aura framework based spatial randomness
test. This was the reason for demonstrating the training and testing procedures of the spa-
tial randomness test on both the first order nearest and nonnearest neighborhood structures
in section 3.4.3. Using the first order nonnearest neighborhood structure amounts to using
close by neighbors to find spatial dependencies while ignoring very small range spatial
dependencies.
Product L(N) G(N) L(NN) G(NN) Total
A 245 361 358 248 606
B 132 152 171 113 284
Table 4.1: Classification of wafer maps based on nearest and nonnearest neighbors
Local clustering will cause more wafers to be assigned to group G than actually belong
to this group if nearest neighbors are used. This is confirmed by the results shown in Table
4.1. G(NN), the number of wafers assigned to group G based on the use of nonnearest
neighbors, is less than G(N), the number of wafers assigned to group G using nearest
neighbors. Similarly, L(N), the number of wafers assigned to group L when nearest neigh-
bors are used, is less than L(NN), the number of wafers assigned to group L based on the
use of nonnearest neighbors. This comparison supports that local clustering exists and
improved classification to groups G and L takes place if a nonnearest neighborhood struc-
ture is used. Hence, all further analysis will use classification based on the use of nonnear-
est neighbors.
4.3.3 Model Validation
The method to calculate Yo when applied to individual wafers of group L gave Yo val-
ues very close to 1. It calculated a value of Yo smaller than 1 for the wafers of group G.
Since it is cumbersome to state Yo values for individual wafers, we give in Table 4.2 the
average value of Yo for the two groups of each product where the wafers are classified in
groups G and L based on the use of nonnearest neighbors in the spatial randomness test.
Product Group L Group G
A 0.975 0.851
B 0.974 0.762
Table 4.2: Average Yo values for the L and G group wafers
The group L wafers possess no zero yield regions as determined by the spatial ran-
domness test and hence should have a Yo value close to 1. Table 4.2 shows that the group L
wafers indeed have an average Yo value close to one for both the products. The approxi-
mately 2.5% difference of these values from 1 is attributed to the local clustering present
in non-zero yield regions and the fact that the method to calculate Y,o was empirically
determined to have an upper error bound of 3% (see chapter 3). The Yo values for group G
wafers show that on average 14.9% of each product A wafer is occupied by the zero yield
regions while on average 23.8% of each product B wafer is occupied by zero yield
regions.
The wafers in group L encounter only local deformation mechanisms while wafers in
group G are subject to both local and gross random deformation mechanisms. Hence,
wafers in group G should, on average, have yield lower than yield of group L wafers. It is
important to note that this correlation of wafer yield to its category will hold only for yield
averaged over a sufficiently large number of wafers in each group since both the size of
zero yield regions and the yield of non-zero yield regions are independent of each other
and vary from wafer to wafer. Table 4.3 shows that average yield of group L wafers is
higher than average yield of group G wafers for both the products A and B.
Product Group L Group G
A 0.723 0.615
B 0.828 0.627
Table 4.3: Average yield values for the L and G group wafers
The gross random deformation mechanisms can be treated to be randomly incident on
some of the wafers all of which are subject to the same local deformation mechanisms. A
wafer in group G can therefore be treated as having a zero yield region superimposed on a
wafer with random distribution of failing chips. If this model of deformation mechanisms
is correct, the two groups encounter the same process of local deformation mechanisms.
The defect limited yield, the yield for non-zero yield regions, for the two groups should
therefore be equal. We use the relation [1]
Y = Y x Yr, (4.1)
that holds for any given wafer to calculate the average defect limited yield of a group of
wafers. We propose two relations in equations 4.2 and 4.3 both of which can be used to
calculate the average defect limited yield.
N1 Y'
NY
Yr - = 1 (4.3)Tr N
i=1
where Y' is the measured yield and Yo' is the calculated gross yield of wafer i in the group
of N wafers. Equation 4.2 follows straightforwardly from Equation 4.1 while Equation 4.3
holds because Yo and Yr in Equation 4.1 are independent of each other. Since the method
to calculate Y, gives only an estimate of the true Yo value of the wafer, i. e. the Yo value
calculated by the method contains statistical error, we expect Equations 4.2 and 4.3 to give
different estimates of average defect limited yield. For this reason, the average defect lim-
ited yield values calculated using Equations 4.2 and 4.3 are denoted by Yr and Yr, respec-
tively.
The Yo values in Table 4.2 and comments in the beginning of this subsection provide
us with legitimate reason to assume a value of unity for Yo of wafers in group L, i. e.
Yo (L) = 1, ==> Y (L) = Yr (L)
Using this assumption and the Yo values calculated for individual wafers of group G, We
show in Tables 4.4 and 4.5 Yr and Yr values, respectively, for groups L and G of wafers
of products A and B.
No. ofProduct Wafers Group L Group G Mismatch
A 606 0.723 0.714 1.24%
B 284 0.828 0.751 9.30%
Table 4.4: Yr values for the L and G group wafers
No. ofProduct Wafers Group L Group G Mismatch
A 606 0.723 0.7227 0.04%
B 284 0.828 0.823 0.60%
Table 4.5: Y, values for the L and G group wafers
Clearly, the average defect limited yield of wafers in group G extracted using Equation 4.3
matches better with the average defect limited yield of wafers of group L than does the
average defect limited yield of group G wafers found using Equation 4.2. This can be
explained in terms of the statistical error in the calculation of Yo values. We argue in
Appendix B that the effect of statistical error in the calculation of Yo cancels out in Equa-
tion 4.3 whereas it becomes magnified in Equation 4.2. Given that both Equations 4.2 and
4.3 are alternative ways of computing average defect limited yield, we treat Table 4.5 as
our final result.
It is observed from Table 4.5 that the match between group L and group G defect lim-
ited yields is highly accurate. Given the unsupervised clustering nature of the detection
and measurement of zero yield regions, we can justifiably claim that the extracted defect
limited yields for the two groups has matched much better than one would expect at the
onset of such an analysis. Also, we notice that a better match results for product A possi-
bly because its sample size (the number of product A wafers) is larger than the sample size
of product B. This is supported by dividing the 606 wafers of product A into two groups,
Al and A2, of 303 each and then carrying out the analysis. Table 4.6 shows the defect lim-
ited yield values for the three categories, Al, A2, and B.
No. ofProduct Wafers Group L Group G MismatchWafers
Al 303 0.670 0.686 2.38%
A2 303 0.777 0.758 2.45%
B 284 0.828 0.823 0.60%
Table 4.6: Average Y,, defect limited yield, values for the L and G group wafers
The results of applying the spatial randomness test and the method to calculate Yo to
products A and B are summarized below:
1. The distribution of failing chips in regions which contain both good and bad chips
exhibit minor local clustering.
2. The average yield of wafers with zero yield regions is lower than the average yield
of wafers with only random mixing of good and bad chips.
3. The average defect limited yield for wafers with zero yield regions is equal to the
average defect limited yield of wafers with no zero yield regions.
These results validate the model that a wafer consists of one or both of the two types of
regions; zero yield regions which contain almost all bad chips and non-zero yield regions
which consist of both good and bad chips mixed in a random fashion. The failing chips in
non-zero yield regions may be independently and identically distributed or may exhibit
local clustering.

Chapter 5
Conclusions
5.1 Summary
The distribution of good and bad chips on a semiconductor wafer contains information
important for yield management in semiconductor manufacturing. This distribution typi-
cally results in two types of regions, one that contains both good and bad chips mixed in a
random fashion called a non-zero yield region and the other that contains almost all bad
chips called a zero yield region. We have developed two statistical methods in this work to
investigate the distribution of good and bad chips on a given wafer. The first method is a
spatial randomness test that detects the presence of zero yield regions on a wafer by find-
ing the presence and nature of any spatial dependencies in the distribution of bad chips on
the wafer. This method uses a set-theoretic statistical image analysis tool called aura
framework. The aura framework is based on ideas similar to Gibbs/Markov Random
Fields. The second method is a novel statistical method which finds those bad chips on a
wafer that belong to zero yield regions. This method is based on hypothesis testing on
nearest neighbors of bad chips. The application of the two statistical methods developed in
this work to wafer maps of commercial IC products has shown that zero and non-zero
yield regions indeed exist on wafers. In conclusion, we show that the methods developed
have both yield analysis and yield modeling value.
5.2 Wafer Yield Analysis
It is argued in chapter 2 that there are two broad classes of deformation mechanisms that
can make an IC nonfunctional. One of these, called local random deformation mecha-
nisms, causes non-zero yield regions and the other, called gross random deformation
mechanisms, causes zero yield regions. The local deformation mechanisms are considered
inherent to the manufacturing environment. That is, although these can be controlled and
suppressed to improve the manufacturing yield, they cannot be totally eliminated. The
gross deformation mechanisms, on the other hand, can be eliminated almost completely as
experience with a process increases and the fab operations become better understood.
The first method that finds the presence of zero yield regions on a given wafer equiva-
lently finds whether the wafer encountered gross yield loss. The second method serves to
divide the bad chips between zero and non-zero yield regions. This is equivalent to know-
ing the fraction of yield loss due to each of the two classes of deformation mechanisms.
The knowledge of the dominant class of yield loss mechanisms can be crucial for yield
management and process engineering to determine the subsequent steps in investigation of
yield loss. The detection of the precise causes of yield loss usually involves processing
and analysis of a wide variety of special test wafers and test structures on product wafers.
Prior knowledge of the dominant type of deformation mechanisms will facilitate the
choice of test wafers and structures thus saving both processing time and resources
invested in diagnostic. Even if preset yield targets are being met, the application of the two
methods developed can be useful. A proactive opportunity for yield improvement exists if
non-negligible gross yield loss is present in wafers with acceptable overall yield levels.
Figures 5.1 and 5.2 each show a set of yield per wafer, gross yield per wafer, and defect
limited yield per wafer histograms for the two products analyzed in chapter 4. It can be
seen from these plots that defect limited yields are higher than overall yields. That is, if
gross yield loss is eliminated the yield distribution will shift to its right. Most mature fabs
strive to increase their desired yield levels by eliminating gross deformation mechanisms.
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Figure 5.1: Yield histogram plots for product A.
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Further advantages of this analysis can be listed as follows:
1. The cost of implementing the analysis scheme is fairly low since both the methods
developed are straightforward to implement in software.
2. The computational requirements of the methods developed are trivial compared to
some other methods of two dimensional analysis.
3. Minimum acquisition effort is required in collecting the chip functionality data
since it is usually available as a by product of the manufacturing process.
5.3 Wafer Yield Modeling
We show in chapter 4 that the model that wafers consist of zero and non-zero yield regions
holds fairly well. The first method developed is used to divide wafers of a particular IC
product into two categories. All wafers with no zero yield regions are classified together
and called group L and all wafers with one or more zero yield regions are classified
together and called group G. The average yield of group L wafers is found to be higher
than the average yield of group G wafers. This result makes sense if individual wafers in
both L and G groups are considered to encounter defect limited yield loss from same local
deformation mechanisms. The group G wafers, in addition, also encounter gross yield
loss, i. e. yield loss caused by gross deformation mechanisms. Hence, average yield of
group G wafers is found, as expected, to be lower than the average yield of group L
wafers. Furthermore, we found the average yield of non-zero yield regions of group G
wafers using the second method since it separates the zero and non-zero yield regions. The
average yield of non-zero yield regions of group G wafers should be close to average yield
of group L wafers if we have a sufficiently large number of wafers in each group and if the
model of spatial distribution assumed in this work is correct. Table 4.5 shows that the
average yield of non-zero yield regions, i. e. the average defect limited yield, of group G
wafers matches very closely with the average yield of group L wafers for the two commer-
cial IC products used. Thus the model assumed for the distribution of good and bad chips
on wafers is explicitly verified.
The verification of the proposed spatial distribution of good and bad chips on wafers
can be used to boost up the low confidence, as done in [2], that has been placed in the
practice of yield modeling and prediction. The original Murphy's model [8] has been
repeatedly modified [1, 2, 4] to take into account of the correct nature of statistical distri-
bution of faults on wafers. Hence, it is the statistical distribution of faults on wafers that
tends to be the uncertain element in yield models. Since each bad chip represents the loca-
tion of one or more faults, we have investigated the general nature of the distribution of
faults on wafers.
5.3.1 Components of Yield Modeling
Most widely used yield models [1, 2, 4, 6] assume that wafers typically contain both zero
and non-zero yield regions. The faults in non-zero yield regions are distributed in some
random fashion. This random distribution is either such that the probability of getting
faults in each chip is independent and identical or faults shows limited tendency to exist in
the vicinity of each other called local clustering of faults. The distribution of faults is
therefore appropriately modeled using either the Poisson, for independent and identical
distribution of faults, or the negative generalized binomial distributions, for local cluster-
ing of faults. The extent of local clustering depends on the technology used and the chip
size. Yield models for non-zero yield regions are commonly called defect limited yield
models. The presence of zero yield regions is modeled by the scaling factor Yo which is
the fraction of the wafer occupied by non-zero yield regions. The yield predicted by a
defect limited yield model is multiplied by Yo to provide the overall wafer yield. We list
additional components of correct yield modeling as follows:
1. Parameters of the yield model used should be carefully chosen. For example, an
input to defect limited yield models is defect density. Carefully measured defect density
should be used instead of using numbers based on past experience or curve fitting using a
simple yield model. Also, a careful estimate for Yo should be made and the yield predicted
by defect limited yield models scaled appropriately.
2. A choice between Poisson and generalized negative binomial model should be made
depending on the level of local clustering. See section 2.5 for a more detailed discussion.
3. Critical area, see section 2.6, instead of die area should be used as input to the defect
limited yield model to avoid underpredictions by yield models as sometimes reported in
literature.
4. When measured yield is compared with the predicted yield to access the success of
yield models, Yo should be calculated first, using the second method developed, to extract
the underlying defect limited yield. This extracted defect limited yield should be com-
pared with the yield predicted by the defect limited yield model used. The gross yield vari-
ation can be severe and may reduce credibility in the yield modeling if the Y,o value is not
accounted for. If measured defect limited yield does not match the predicted defect limited
yield, effort should be made to investigate the cause for discrepancy which may be due to
the value of the defect density used, choice between Poisson and generalized negative
binomial models, or the calculation of the critical area.
Appendix A
Testing the Spatial Randomness Test and the Method to
Calculate Yo
This appendix shows results for applying the spatial randomness test and the method to
calculate Yo to several 30x30 binary lattices in which a '1' is represented by a white pixel
and a '0' is represented by a black pixel. Each set of results contains the original lattice,
which is a simulated pseudorandom lattice with or without a cluster of zeros added, and a
lattice which marks out only those O's that the method to calculate Yo determined to belong
to a cluster of O's. Such a lattice is labeled as a noise filtered lattice.
Since l's represent good chips and O's represent bad chips on wafers, yield is calcu-
lated as the ratio of the total number of I's on the lattice to the total number of sites on the
lattice. The spatial randomness test was applied twice to each lattice using the first order
nearest, denoted by N, and the first order nonnearest, denoted by NN, neighborhood struc-
tures. The spatial dependency found in the lattice based on the first order nearest neigh-
bors is denoted by SDN and the spatial dependency found based on the first order
nonnearest neighbors is denoted by SDNN. Trace value refers to the value of the trace of
the normalized aura matrix, which is the statistics of interest in the spatial randomness
test, for the given lattice calculated using various neighborhood structures. The trace val-
ues calculated using 8-nearest or 16-nonnearest neighbors, 2-nearest or nonnearest neigh-
bors in the horizontal direction, 2-nearest or nonnearest neighbors in the vertical direction,
2-nearest or nonearest neighbors in the left diagonal direction, and 2-nearest or nonnearest
neighbors in the right diagonal direction are represented by C, H, V, LD, and RD respec-
tively.
Both the actual and calculated Yo values for each wafer are given. The actual value of
Yo is known because clusters of O's of known sizes were added to the lattices with pseudo-
random distribution of l's and O's. The actual value of Yo is compared with the value of Yo
calculated by the method to calculate Yo and the discrepency is shown as a percentage
error.
A simulated pseudorandom lattice The noise filtered lattice
Yield = 0.218; SDNN = Random; SDN = Random
NN: C=1.002 H=1.091 V=1.013 LD=1.015 RD=1.005
N: C=1.007 H=1.095 V=0.986 LD=0.974 RD=0.975
Actual Yo = 1.000; Calculated Yo = 0.998; % error in calculation of Yo = 0.2%
A simulated pseudorandom lattice The noise filtered lattice
Yield = 0.318; SDNN = Random; SDN = Random
NN: C=1.007 H=1.003 V=1.020 LD=0.997 RD=0.989
N: C=1.013 H=1.000 V=1.013 LD=1.026 RD=1.013
Actual Yo = 1.000; Calculated Yo = 0.996; % error in calculation of Yo = 0.4%
A simulated pseudorandom lattice
M 0
Yield = 0.392; SDNN = Random; SDN = Random
NN: C=1.010 H=1.049 V=1.039 LD=0.954 RD=0.965
N: C=1.028 H=0.996 V=1.014 LD=1.049 RD=1.051
Actual Yo = 1.000; Calculated Yo = 0.996; % error in calculation of Yo = 0.4%
A simulated pseudorandom lattice The noise filtered lattice
Yield = 0.522; SDNN = Random; SDN = Random
NN: C=0.999 H=0.993 V=1.009 LD=0.957 RD=1.015
N: C=0.977 H=0.939 V=1.003 LD=1.008 RD=0.959
Actual Yo = 1.000; Calculated Yo = 0.998; % error in calculation of Yo = 0.2%
The noise filtered lattice
A simulated pseudorandom lattice The noise filtered lattice
Yield = 0.621; SDNN = Random; SDN = Random
NN: C=1.004 H=1.014 V=1.017 LD=0.999 RD=0.957
N: C=1.000 H=1.013 V=0.983 LD=0.977 RD=1.028
Actual Yo = 1.000; Calculated Yo = 1.000; % error in calculation of Yo = 0.0%
A simulated pseudorandom lattice The noise filtered 
lattice
A simulated pseudorandom lattice The noise filtered lattice
Yield = 0.896; SDNN = Random; SDN = Random
NN: C=1.007 H=1.088 V=1.049 LD-0.983 RD=0.965
N: C=1.042 H=0.993 V=1.073 LD=1.052 RD=1.051
Actual Yo = 1.000; Calculated Yo = 0.998; % error in calculation of Yo = 0.2%
Yield = 0.783; SDNN = Random; SDN = Random
NN: C= 1.010 H= 1.003 V=1.069 LD=1.003 RD=1.071
N: C=0.976 H-0.969 V=0.985 LD=0.979 RD--0.972
Actual Yo = 1.000; Calculated Yo = 0.999; % error in calculation of Yo = 0.1%
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The noise filtered lattice
Yield = 0.720; SDNN = Clustered; SDN = Clustered
NN: C=1.153 H=1.199 V=1.183 LD=1.128 RD=1.163
N: C=1.175 H=1.188 V=1.173 LD=1.163 RD=1.174
Actual Yo = 0.909; Calculated Yo = 0.903; % error in calculation of Yo = 0.6%
A cluster added lattice The noise filtered lattice
Yield = 0.740; SDNN = Clustered; SDN = Clustered
NN: C=1.137 H=1.161 V=1.195 LD=1.123 RD=1.167
N: C=1.130 H=1.145 V=1.150 LD=1.109 RD=1.117
Actual Yo = 0.941; Calculated Yo = 0.939; % error in calculation of Yo = 0.2%
A cluster added lattice
A cluster added lattice The noise 
filtered lattice
Yield = 0.711; SDNN = Clustered; SDN = Clustered
NN: C=1.172 H=1.144 V=1.270 LD= 1.140 RD=1.208
N: C=1.178 H=1.160 V=1.210 LD=1.179 RD=1.162
Actual Yo = 0.908; Calculated Yo = 0.907; % error in calculation of Yo = 0.1%
A cluster added lattice The noise filtered lattice
Yield = 0.573; SDNN = Clustered; SDN = Clustered
NN: C=1.453 H= 1.465 V=1.471 LD=1.417 RD=1.484
N: C=1.463 H=1.499 V=1.470 LD=1.443 RD=1.440
Actual Yo = 0.714; Calculated Yo = 0.708; % error in calculation of Yo = 0.8%
The noise filtered lattice  lattice
A lattice with uneven halves The noise filtered 
lattice
A noiseless lattice The noise filtered lattice
Yield = 0.290; SDNN = Clustered; SDN = Clustered
NN: C=1.878 H=1.995 V=1.838 LD=1.833 RD=1.844
N: C=1.939 H=1.997 V=1.919 LD=1.916 RD=1.922
Actual Yo = 0.290; Calculated Yo = 0.290; % error in calculation of Yo = 0.0%
Yield = 0.506; SDNN = Clustered; SDN = Clustered
NN: C=1.619 H=1.706 V=1.608 LD=1.585 RD=1.580
N: C=1.645 H=1.651 V=1.640 LD=1.638 RD=1.653
Actual Yo = 0.534; Calculated Yo = 0.520; % error in calculation of Yo = 2.6%
it  uneven halves The noise filtered lattice
A lattice with a vertical stripe
Yield = 0.761; SDNN = Random (error); SDN = Vertical
NN: C=1.033 H=1.026 V=1.171 LD=1.022 RD=1.088
N: C=1.002 H=0.965 V=1.096 LD=0.975 RD=0.971
Actual Yo = 0.964; Calculated Yo = 0.967; % error in calculation of Yo = 0.3%
A lattice with horizontal stripes The noise filtered lattice
Yield = 0.746; SDNN = Horizontal; SDN = Horizontal
NN: C=1.032 H=1.157 V=1.073 LD=1.025 RD=1.048
N: C=1.026 H=l1.121 V=0.993 LD=0.993 RD=0.998
Actual Yo = 0.949; Calculated Yo = 0.947; % error in calculation of Yo = 0.2%
The noise filtered lattice

Appendix B
Calculation of Average Defect Limited Yield
The wafer yield, Y is given by the product of gross yield, Yo, and defect limited yield, Y,
Y = Yo Yr, (2.1)
It follows from the discussion in chapter 2 of mechanisms that cause gross and defect
limited yield losses that Yo and Yr are independent, but not identical, random variables
both distributed between 0 and 1. Hence, for a group of N wafers, both Equations 2.2 and
2.3, given below, are valid ways of calculating the average defect limited yield of the
group of wafers. We use different symbols for the average defect limited yield calculated
using the two ways to facilitate the following discussion.
N
- 1 (
1 o
N
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i= 1
The task here is to investigate which of the two Equations, 2.2 or 2.3, produces a better
estimate for the average defect limited yield. The wafer yield for each member of the
group is known correctly since it is simply calculated as the ratio of the number of good
chips to the total number of chips on the wafer. The Yo value for a given wafer is calcu-
lated using the second statistical method developed in chapter 3. This method provides
only an estimate of the actual value of Yo of the wafer. We determined an empirical error
upper bound of 3% on the calculation of Yo. Let us represent the calculated Yo as a sum of
the actual Yo and an error term E.
Ycalculated - +E (2.4)
We make no assumptions about the properties of e except for the empirically verified
property that E randomly takes both positive and negative values.
Now we can express the extracted defect limited wafer yield in terms of its true value
and the error term E.
yalculated Y Y 2  C ) 3  )
Y + + E  + ... (2.5)
0 0o0 0o
Since we assume e to have an upper bound of 3% of Yo, the higher order terms in Equa-
tion 2.4 cannot be ignored. Since Equation 2.2 first calculates Yr values for individual
wafers, Yr is average of Yr terms each of which contains error of the form illustrated in
Equation 2.5. Equation 2.3, on the other hand, first calculates average value of Yo. This is a
good estimate of the actual average Yo since most of the error cancels out.
N N N N
0 + 0i +so ~ o (2.6)
i=1 i=l i=1 i=l
Hence, we expect Equation 2.3 to produce a better estimate of the average defect limited
yield of the group of wafers.
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Appendix C
Implementation of the Spatial Randomness Test and the
Method to Calculate Yo in C Programming Language
In this appendix we provide C code that implements the spatial randomness test and the
method to calculate Yo developed in chapter 3. C code for three programs is listed at the
end of this appendix. The program labeled Program 1 takes as input a given number of
binary (0, 1) wafer maps, all of the same product, contained in an input file. This program
divides the wafer maps in the input file into two groups, G and L. Group L wafers are
deemed to possess no zero yield regions while group G wafers are deemed to possess one
or more zero yield regions. The output, printed on the computer screen, consists of the
number of wafer maps in each of the two groups, and average yield, Y, average gross
yield, Yo, and average defect limited yield, Y, of the two groups of wafers. Also, an out-
put file, named "ryo", is generated that contains, for each wafer map in the input file, the
original wafer map, a noise filtered wafer map, yield of the wafer map, trace values calcu-
lated using the first order non-nearest neighborhood structures, the spatial dependency of
the wafer map, and the Yo value calculated for the wafer map. The noise filtered wafer
map shows any clusters of bad chips, zero yield regions, present on the wafer and trace is
the statistic defined in section 3.4.2. An additional file, named "trace", is generated that is
used in the determination of the parameters of the spatial randomness test. The other two
programs, labeled Program 2 and Program 3, are used only for finding the parameters of
the spatial randomness test.
The input file contains wafer maps in plain text with a good chip represented by a "1"
and a bad chip represented by a "0". The input file format is shown in Figure C. 1. The first
line in the input file is the number of wafer maps in the file. The next several lines provide
information on the template of the wafer maps, as explained in Figure C. 1. These are fol-
lowed by wafer maps each of which is preceeded by a tag or name for the wafer map. The
leftmost column of the wafer maps must leave exactly two blank spaces on the left. It is
important to follow the specified input file format precisely in order to run the programs
successfully. The name of the input file will be requested by Program 1 on execution after
being compiled.
Figure C.1: Format of the input file for Program 1.
Program 1, which applies the spatial randomness test and the method to calculate Yo on
the wafer maps contained in the input file, needs to be modified before being used for
wafer maps that have a template different from the one for which the program is already
being used. This modification consists of changing the bounds on the randomness band
which constitute parameters of the spatial randomness test. The training procedure, given
below, determines the required parameters and assumes that an input file of wafer maps in
the format specified in Figure C. 1 is available at the onset.
The Training Procedure
Step 1: Make a directory by the name of the product to be analyzed. Copy the three pro-
grams 1, 2, and 3 in this directory.
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N, the number of wafer maps in the input file
P, the number of rows in the wafer map
Q, the number of columns in the wafer map
number of elements in row I of the wafer map
number of elements in row 2 of the wafer map
number of elements in row P of the wafer map
tagl
wafer map 1
tag2
wafer map 2
tagN
wafer map N
Step 2: Compile Program 2 and run its executable. Type the input file name in response to
the program's request. An output file called "rws" will be created. The file "rws" contains
90 simulated pseudorandom binary wafers of the template specified in the input file.
Step 3: Compile Program 1 and run its executable. Type the file name "rws" in response to
the program's request for an input file name. At this stage, ignore all the output written to
the computer screen and the output file "ryo" created. Only the output file "trace" is
required in the training procedure.
Step 4: Compile Program 3 and run its executable. Type the file name "trace" in response
to the program's request for an input file name. This program will write its output to the
computer screen. Consider the two lines from the output which read as follows:
"The maximum trace values are as follows
el e2 e3 e4 e5"
where el, e2, e3, e4, e5 are five numbers.
Step 5: This step involves modifying Program 1. Find the comment "Needs to be changed
for specific templates" in the beginning of the second page of Program 1. Replace the four
variables, maxc[0], maxc[1], maxs[0], and maxs[1] as follows:
maxc[0] = el + 0.020;
maxc[1] = el + 0.050;
maxs[0] = (e2 + e3 + e4 + e5)/4 + 0.030;
maxs[1] = (e2 + e3 + e4 + e5)/4 + 0.070;
Step 6: Save Program 1. The training procedure completes here. Program 1 after compila-
tion now can be used for all wafer maps that have the same template as the template used
in the training procedure.
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Program 1
/* The Spatial Randomness Test and the Method to Calculate Yo implemented in C */
/* This program reads in a number of wafer maps, finds whether or not a spatial
dependency is present in each wafer map and calculate its Yo accordingly. Results
for individual wafer maps are written in the output file "ryo." */
/* This program corresponds to any given template symmetric about its horizontal
axis. The information on template shape is read from the input file and stored in
the array a[P]. The entry a[i] of the array stores the number of elements in row
i of the template. The general looping is given by
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[i])/2); j++) */
/* A copy of this program can be modified to yield a program for a template of
any given shape and size. The only change needed in the program for a new tem-
plate is in the bounds on the randomness band. These bounds should correspond to
the size and shape of the new template. */
#include <stdio.h>
#include <math.h>
#define M 20
main()
{
int i, j, k, N, r, c, n, q, nc, 1, js, jf;
int P, Q; /* wafer has P rows and Q columns */
char wc;
char fn(20];
int a[100], b[100]; /* arrays which stores information on the template shape */
char wm[100][100], wmr[100][100], wms[100][100], wmo[100][100]; /* contain
wafer maps*/
int wmc[100] [100]; /* stores Is and Os in the wafer map as integers */
double m[2] [2], y, tr[5], trn[5], maxc[2], maxs[2], yl, yg, yol, yog, p, pu, e,
u, pn, yn, yo, yrl, yrg, ee;
int ones, zeros, zn, zr, sites;
FILE *fpl, *fp2, *fp3;
printf("\nPlease enter the input file name\n");
gets(fn);
puts(fn);
e = 2.5;
u = 0.05;
/* e and u are parameters of the method to calculate Yo. They are supposed to
be determined by training on a known data set for a given template. However, we
determined that these parameters are quite insensitive to template variations.
For simplicity, we hardwire these values. */
/* The randomness band for very low or very high yield wafers is larger than
the randomness band for middle yield wafers. This is because clusters of Os in
middle yield wafers are more difficult to detect.
maxc[0] = upper bound on the randomness band when using 16-nonnearest neigh-
bors and when 0.25 < wafer yield < 0.75.
maxc[l] = upper bound on the randomness band when using 16-nonnearest neigh-
bors and when wafer yield < 0.25 or wafer yield > 0.75.
maxs[0] = upper bound on the randomness band when using 2-nonnearest neigh-
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bors and when 0.25 < wafer yield < 0.75.
maxs[l] = upper bound on the randomness band when using 2-nonnearest neigh-
bors and when wafer yield < 0.25 or wafer yield > 0.75.
Note that we only need upper bound on the randomness band since we are look-
ing only for clustering */
maxc[0] = 1.074; /* Needs to be changed for specific templates */
maxs[0] = 1.17925; /* Needs to be changed for specific templates */
maxc[l) = 1.104; /* Needs to be changed for specific templates */
maxs[1] = 1.21925; /* Needs to be changed for specific templates */
nc = 0; /* initialize variables */
yl = yg = 0;
yol = yog = 0;
yrl = yrg = 0;
fpl=fopen(fn, "r"); /* check for errors in file opening */
if (fpl == NULL)
{
printf("\nCould not open file %s\n", fn);
exit(l);
/* "ryo", the output file, contains results for individual wafers */
fp2=fopen("ryo", "w"); /* check for errors in file opening */
if (fp2 == NULL)
{
printf("\nCould not open file ryo\n");
exit(2);
/* the file "trace" contains trace values for the neighborhood structures */
fp3=fopen("trace " , "w'); /* check for errors in file opening */
if (fp3 == NULL)
{
printf("\nCould not open file trace\n");
exit(3);
f
fscanf(fpl, "%d\n", &N); /* read in the number of wafer maps */
fscanf(fpl, "%d\n", &P); /* read in the number of rows in the wafer */
fscanf(fpl, "%d\n", &Q); /* read in the number of columns in the wafer */
fprintf(fp3, "%d\n", N);
for(i=0; i<100; i++)
a[i] = 0; /* initialize array a */
for(i=2; i<(P+2); i++)
fscanf(fpl, "%d\n", &a[i]);
for(i=0; i<(P+4); i++)
b[i] = a[i]; /* copy array a into array b */
for(q=0; q<N; q++) /* Start looping for N wafers in the input file */
{
if (fgets(fn, 20, fpl) == NULL)
printf("\nError in reading the wafer tag\n");
if (puts(fn) == '\0')
printf("\nSomething wrong in reading the wafer tag\n");
for(i=2; i<(P+2); i++)
fgets(wmr[i], 100, fpl); /* read the wafer map in 2D array wmr */
for(i=2; i<(P+2); i++)
{
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strncpy(wm[i],wmr[i],100);
strncpy(wmo[i],wmr[i],100) ; /* store the original wafer map in wmo to write
to ryo */
jf = (Q+4+b[i])/2;
wmo[i][jf] = '\0';
}
/* The wafer map is reflected about its edges by two sites to enable the
neighborhood operations at the edges. The wafer map in wmr is copied to wm and
reflection about edges of wm starts here */
strncpy(wm[0],wm[4],100); /* top row second order reflection */
strncpy(wm[l],wm[3],100); /* top row first order reflection */
strncpy(wm[P+3],wm[P-1],100); /* bottom row second order reflection */
strncpy(wm[P+2],wm[P],100); /* bottom row first order reflection */
for(i=2; i<(P+2); i++) /* vertical reflections */
js = (Q+4-a[i])/2;
jf = (Q+4+a[i])/2;
wm[i] [js-2] = wm[i] [js+2];
wmi] [js-l] = wm[i] [js+l11;
wm[i] [jf+1] = wmi] [jf-3];
wm[i] [jf] = wm[i] [jf-2];
for(i=0; i<(P+4); i++) /* reflections in template gaps */
{
if(a[i+l]>a[i]) /* upward horizontal */
if(i>l)
{
for(j=((Q+4-a[i+1])/2); j<((Q+4-a[il)/2); j++) /* left side */
{
wm[i-1][j] = wm[i+3][j];
wm[i][j] = wm[i+2][j];
)
for(j=((Q+4+a[i])/2); j<((Q+4+a[i+1])/2); j++) /* right side */
{
wm[i-1][j] = wm[i+3[j] ;
wm[i][j] = wm[i+2][j];
}
if(a[i-1]>a[i]) /* downward horizontal */
if(i<(P+2))
{
for(j=((Q+4-a[i-l])/2); j<((Q+4-a[i])/2); j++) /* left side */
{
wm[i+l] [j] = wm[i-3][j];
wm[i] [j] = wm[i-2][j];
for(j=((Q+4+a[i])/2); j<((Q+4+a[i-l])/2); j++) /* right side */
{
wm[i+ll[j] = wm[i-3][j];
wm[i][j] = wm[i-2][j];
f
for(i=0; i<(P+4); i++)
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if(a[i+l]>a(i])
{
js = (Q+4-a[i+1])/2; /* upward
wm[i)[js-1] = wm[i+2][js+1];
wm[i.-l [js-2] = wm[i+3] js+2];
wm[i--l] [js-1] = wm[i+3][js+1];
wm[i)[js-2] = wm[i+21[js+2];
jf = (Q+4+a[i+1])/2; /* upward
wml[i [jf] = wm[i+2] [jf-2];
wm[i--l][jf+l] = wm[i+3][jf-3];
wm[i-l] [jf] = wm[i+3][jf-2];
wm[i] [jf+1] = wm[i+2] [jf-3];
if(a[i-1] >a[i])
js = (Q+4-a[i-1])/2; /* upward
wm[i][js-l] = wm[i-2] [js+l];
wm[i+1][js-2] = wm[i-3][js+2];
wm[i+l][js-l] = wm[i-3] [js+l];
wm[illjs-2] = wm[i-2][js+2];
jf = (Q+4+a[i-l])/2; /* upward
wm[i] [jf] = wm[i-2][jf-2];
wm[i+l] [jf+l] = wm[i-3][jf-3];
wm(i+l][jf] = wm[i-3][jf-2];
wm[i][jf+l] = wmin[i-2][jif-3];
for(i=0; i<(P+4); i++)
{
if (ali+1]>ali])
left corners */
right corners */
left corners */
right corners */
b[i-l] = a[i+1];
b[i] = a[i+l];
for(i=(P+.3); i>-l; i--)
(
if (a [i-] >a[i])
b[i+11] = a[i-l];
b[i] = a[i-l];
for(i=0; i<(P+4); i++)
jf = (Q+4+b[i])/2 +
wm[i] [jf] = '\0';
is = (Q+4-b[i])/2 -
for(j=0; j<js; j++)
wm[i][j] = , ';
/* Reflection about edges of wm finishes here */
if (fputs(fn, fp2) == '\0') /* write the wafer tag to the output file */
printf("\n Error in writing the wafer tag to the output file\n");
/* Wafer yield calculation */
ones = 0;
zeros = 0;
for(i=0; i<(P+4); i++)
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for(j=0; j<(Q+4); j++)
{
if(wm[i] [j]=='l')
{
wmc[i][j] = 1;
wms[i][j] = '1';
if(i>=2 && i<(P+2) && j>=((Q+4-a[il)/2) && j<((Q+4+a[i])/2))
ones = ones + 1;
I
else if(wm[i]l[j]=='0')
{
wmc[i] [j] = 0;
wms[i] [j] = r';
if(i>=2 && i<(P+2) && j>=((Q+4-a[i])/2) && j<((Q+4+a[i])/2))
zeros = zeros + 1;
}
sites = ones+zeros;
y=ones;
y = y/(ones+zeros);
/* The statistical methods will result in large errors if the wafer con-
sists of almost only good or almost only bad chips. Hence, we apply the method to
wafers with yields between 5% and 95%. Wafers with less than 5% yield are
regarded as consisting of only zero-yield region and wafers with yield greater
than 95% are regarded as consisting of only non-zero yield region. */
if (y > 0.05 && y < 0.95)
/* The aura framework based spatial randomness test begins here - applica-
tion of Thesis Method 1. */
/* Experimentation with different neighborhood structures has shown that a
first order non-nearest neighborhood structure is simple and effective enough to
be used. Nearest neighbors are not used to avoid detecting any small clustering
of chips due to the physical tendency of local defects to somewhat cluster
together */
/* m is the 2x2 aura measure matrix */
/* A site value is stored in int r and a neighbor value is stored in int c.
All sites are visited and the appropriate aura measures, determined by the values
of the site and its neighbor, are calculated. */
/* Calculation of trace for 16 non-nearest neighbors begins here */
m[0 [0] = m[0][1] = m[l [0] = m[l [1] = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[i])/2); j++)
{
r=wmc[i] [j];
c=wmc[i-2] [j-2];
m[r][c]=m[r][c]+l;
c=wmc[i-2] [j-1];
m[r] [c]=m[r] c]+1;
c=wmc[i-2][j];
m[r][c]=m[r][c]+l;
c=wmc[i-2] [j+l];
m[r] [c]=m[r] [c]+1;
c=wmc[i-2] [j+2 ;
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m[r] [c]=m[r] [c]+l;
c=wmc[i-1] [j-2];
m[r] [c]=m[r] [c]+1;
c=wmc[i-l] [j+2];
m[r] [c]=m[r] [c]+l;
c=wmc[i][j-2];
m[r][c]=m[r][c]+l;
c=wmc[i] [j+2];
m[r][c]=m[r][c]+l;
c=wmc[i+1 [j-21;
m[r] [c]=m[r] [c]+l;
c=wmc[i+1] [j+2];
m[r] [c=m[r][c]+l;
c=wmc[i+2] [j-2];
m[r][c]=m[r][c]+l;
c=wmc[i+2] [j-1];
m[r][c]=m[r][c]+1;
c=wmc[i+2] [j] ;
m[r][c]=m[r][c]+l;
c=wmc[i+2] [j+1];
m[r][c]=m[r][c]+l;
c=wmc[i+2][j+2];
m[r] [c]=m[rl [c]+l;
)
m[O][0] = m[0][0]/(16*zeros); /* normalization of the aura matrix */
m[0][1] = m[0][l]/(16*zeros);
m[1][0] = m[l][0]/(16*ones);
m[l[1i] = m[1][l]/(16*ones);
tr[0] = m[0][0] + m[l][1]; /* trace = sum of diagonal elements */
/* Calculation of trace for 16 non-nearest neighbors finishes here */
/* Calculation of trace for 2 non-nearest H neighbors begins here */
m[0][0] = m[0][1] = m[l] [0] = ml] [1] = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[i])/2); j++)
{
r=wmc[i][j];
c=wmc[i][j-2];
m[r] [c]=m[r] [c]+l;
c=wmc [i] [j+2];
m[r] [c]=m[r] [c]+l;
m[0][0] = m[01[0]/(2*zeros); /* normalization of the aura matrix */
m[0][1] = m[0l[l]/(2*zeros);
m[l][0] = m[l][0]/(2*ones);
m[l] [l] = m[l][l]/(2*ones);
tr[l] = m0] [0] + m[l] [1]; /* trace = sum of diagonal elements */
/* Calculation of trace for 2 non-nearest H neighbors finishes here */
/* Calculation of trace for 2 non-nearest V neighbors begins here */
m[0][0] = m[0[1] = m[1] [0] = m[l] [1] = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[i])/2); j++)
r=wmc[i] [j];
c=wmc[i-2][j];
m[r][c]=m[r][c]+1;
c=wmc[i+2] [j];
m[r][c]=m[r][c]+l;
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m[01[0] = m[0] [0]/(2*zeros); /* normalization of the aura matrix */
m[0][1] = m[0][l]/(2*zeros);
m[l] [0] = m[lI[01/(2*ones);
m[ll[l] = m[l][l]/(2*ones);
tr[2] = m[01[01 + m[l[l][1; /* trace = sum of diagonal elements */
/* Calculation of trace for 2 non-nearest V neighbors finishes here */
/* Calculation of trace for 2 non-nearest LD neighbors begins here */
m[0][0] = m[0][1] = m[l] [0] = m[l] [11 = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[il)/2); j++)
{
r=wmc[il [j];
c=wmc[i-21[j-2];
m[r][c]=m[r][c]+1;
c=wmc[i+21[j+2];
m[r] c]=m[r] [c]+1;
}
m[0][0] = m[0][0]/(2*zeros); /* normalization of the aura matrix */
m[0 [1] = m[0][11]/(2*zeros);
m[11 [0] = m[1] [01]/(2*ones);
m[11 [11 = m[l] [11 / (2*ones);
tr[3] = m[0][0] + m[l][l]; /* trace = sum of diagonal elements */
/* Calculation of trace for 2 non-nearest LD neighbors finishes here */
/* Calculation of trace for 2 non-nearest RD neighbors begins here */
m[0][0] = m[01[11 = m[l] [0 = m[l][1] = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[il)/2); j<((Q+4+a[i])/2); j++)
{
r=wmc[i] [j];
c=wmc[i-2 [j+2];
m[r] [c]=m[r] [c]+l;
c=wmc[i+21[j-2];
m[r][c]=m[r][c]+l;
m[0][0] = m[0][0]/(2*zeros); /* normalization of the aura matrix */
m[01][1 = m[0][l]/(2*zeros);
m[l][01 = m[11[0]/(2*ones);
m[l][1] = m[l]l]/(2*ones);
tr[4] = m[0][0] + m[l][1]; /* trace = sum of diagonal elements */
/* Calculation of trace for 2 non-nearest RD neighbors finishes here */
/* writing trace values to output file "trace" */
if (fputs(fn, fp3) == '\0')
printf("\n Error in writing wafer tag to file trace\n");
fprintf(fp3, "%.31f %.31f %.31f %.31f %.31f\n", tr[0], tr[l], tr[2], tr[3],
tr[4]);
if(y<0.25 II y>0.75) /* choosing the appropriate randomness band depending
on yield */
1 = 1;
else
1 = 0;
/* The trace values corresponding to all of the five neighborhoods are
stored in the array tr. The wafer is classified as possessing one of the five
dependencies, Clustered, Horizontal, Vertical, Left Diagonal, and Right Diagonal
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or no dependency, Random. If the trace for the 16 non-nearest neighbors exceed
its threshold or if trace values for any two direction subneighborhoods exceed
their thresholds simultaneously, the wafer is assigned Clustered. If trace for
only one direction subneighborhood exceeds its threshold, the corresponding
dependency is chosen. If no trace exceeds its threshold, the wafer is assigned
Random. */
if(tr[0] > maxc[l]) /* Clustered */
{
wc = "C';
nc = nc +1;
yg = yg + y;
}
else if((tr[l]>maxs[l] && tr[2]>maxs[l]) II (tr[l]>maxs[l] &&
tr[3]>maxs[l]) I (tr[1]>maxs[l] && tr[4]>maxs[l]) (tr[2]>maxs[l] &&
tr[3]>maxs[l]) II (tr[2]>maxs[l] && tr[4]>maxs[l]) I (tr[3]>maxs[l] &&
tr[4]>maxs[l]))
{
wc = 'c'; /* Clustered */
nc = nc +1;
yg = yg + y;
}
else if(tr[l] > maxs[l])
{
wc = 'h'; /* Horizontal */
nc = nc +1;
yg = yg + y;
}
else if(tr[2] > maxs[l])
{
wc = 'v'; /* Vertical */
nc = nc +1;
yg = yg + y;
else if(tr[3] > maxs[l])
{
we = '1'; /* Left diagonal */
nc = nc +1;
yg = yg + y;
}
else if(tr[4] > maxs[l])
{
wc = 'r'; /* Right diagonal */
nc = nc +1;
yg = yg + y;
else
{
wc = 'R'; /* no spatial dependency - Random */
yl = yl + y;
/* At this stage the wafer has already been classified as either random or
possessing one or more zero yield regions. The calculation of Yo begins here -
application of Thesis Method 2 */
p=y; /* step 1. set p equal to wafer yield */
pu=O; /* pu is the p value in previous step */
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/* The neighborhood structure for doing hypothesis testing on neighbors of
each bad chip is determined by the outcome of the spatial randomness test. A sec-
ond order (24) nearest neighborhood structure is used if the wafer has no partic-
ular directional dependency. Otherwise, a second order nearest structure in the
same direction as indicated by the spatial randomness test is used */
if (wc == 'c' I1 wc == 'R') /* use 24 nearest neighbors */
for(k=0; (k<M && (p-pu)>u); k++) /* iterate further only if convergence
did not take place or if no. of iterations is less than M */
{
pu = p; /* record the value of new p */
ee = e*sqrt(p*(1-p)/24);
if ((p-ee) > 0) /* set the threshold */
pn = p-ee;
else if(wc == 'c')
pn = p-ee/10; /* the threshold is lower for low yields */
else
pn = p/10;
zn = zr = 0; /* initiate the number of n and r zeros */
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[i])/2); j++)
yn = 0; /* initiate neighborhood yield */
if(wms[i][j]!='l') /* visit only zero sites */
/* yn is incremented if the neighbor value of the site is non-zero */
if (wms[i] [j-11 == '1')
yn = yn+l;
if (wms[i][j+l] == '1')
yn = yn+l;
if (wms[i-l][j] == '1')
yn = yn+l;
if (wms[i+l][j] == '1')
yn = yn+l;
if (wms[i-1[j-11] == '1')
yn = yn+l;
if (wms[i-1l[j+1] == '1')
yn = yn+l;
if (wms[i+l][j-l] == '1')
yn = yn+1;
if (wms[i+l] [j+l] == '1')
yn = yn+l;
if (wms[i-2][j-2] == '1')
yn = yn+l;
if (wms[i-2][j-l] == '1')
yn = yn+1;
if (wms[i-21 [j] == '1')
yn = yn+l;
if (wms[i-21[j+l] == '1')
yn = yn+l;
if (wms[i-2][j+2] == 'I')
yn = yn+l;
if (wms[i-l [j-2] == '1')
yn = yn+l;
if (wms[i-11[j+2] == '1')
yn = yn+l;
if (wms[i][j-2] == '1')
yn = yn+l;
if (wms[i][j+2] == '1')
yn = yn+l;
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if (wms[i+ll[j-2] == '1')
yn = yn+l;
if (wms[i+1][j+2] == '1')
yn = yn+1;
if (wms[i+2][j-2] == '1')
yn = yn+1;
if (wms[i+2][j-1] == '1')
yn = yn+1;
if (wms[i+2][j] == '1')
yn = yn+1;
if (wms[i+21[j+l] == '1')
yn = yn+1;
if (wms[i+2][j+2] == '1')
yn = yn+l;
yn = yn / 24; /* calculate neighborhood yield from the sum */
if (yn<pn) /* compare the neighborhood yield with threshold */
{
wms[i][j] = 'n'; /* 0 classified to zero yield (n) region */
zn = zn + 1;
}
else
wms[i] [j] = 'r'; /* 0 classified to non-zero yield (r) region*/
zr = zr + 1;
}
}
}
if ((zn+zr)!=zeros) /* a check */
printf("Error, there is a problem in zero class assignments\n");
else
{
p = ones;
p = p / (sites - zn); /* update p */
)
}
else if (wc == 'h')
/* Use a 4-nearest horizontal neighborhood structure */
for(k=0; (k<M && (p-pu)>u); k++)
{
pu = p; /* record the value of new p */
ee = e*sqrt(p*(1-p)/4);
if ((p-ee) > 0) /* set the threshold */
pn = p-ee;
else
pn = p-ee/10;
zn = zr = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[i])/2); j++)
{
yn = 0;
if(wms[i] [j!='1')
{
if (wmns[il[j-l] == '1')
yn = yn+1;
if (wms[i][j+l] == '1')
yn = yn+l;
if (wms[i][j-2] == '1')
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yn = yn+1;
if (wms[i][j+2] == '1')
yn = yn+1;
yn = yn / 4;
if (yn<pn)
{
wms[i] [j] = 'n';
zn = zn + 1;
)
else
{
wms[i][j] = 'r';
zr = zr + 1;
)
if ((zn+zr)!=zeros) /* a
printf("Error there is
else
check */
a problem in zero class assignments\n");
p = ones;
p = p / (sites - zn); /* update p */
else if (wc == 'v')
/* Use a 4-nearest vertical neighborhood
for(k=0; (k<M && (p-pu)>u); k++)
{
pu = p; /* record the value of new p */
ee = e*sqrt(p*(l-p)/4);
if ((p-ee) > 0) /* set the threshold */
pn = p-ee;
else
structure */
pn = p-ee/10;
zn = zr = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[i])/2); j++)
{
yn = 0;
if(wms[il] [j] !='1')
{
if (wms[i-2] [j]
yn = yn+1;
if (wms[i-11 [ji
yn = yn+l;
if (wms[i+l1 [j]
yn = yn+l;
if (wms[i+2][j]
yn = yn+1;
yn = yn / 4;
if (yn<pn)
-- '1)
-- '1)
-- '1)
-- 1')
wms[i][j] = 'n';
zn = zn + 1;
)
else
w
wms[i][j] = 'r';
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zr = zr + 1;
}
)
if ((zn+zr)!=zeros) /* a check */
printf("Error there is a problem in zero class assignments\n");
else
p = ones;
p = p / (sites - zn); /* update p */
else if (wc == '1')
/* Use a 4-nearest left diagonal neighborhood structure */
for(k=0; (k<M && (p-pu)>u); k++)
{
pu = p; /* record the value of new p */
ee = e*sqrt(p*(1-p)/4);
if ((p-ee) > 0) /* set the threshold */
pn = p-ee;
else
pn = p-ee/10;
zn = zr = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2); j<((Q+4+a[i])/2); j++)
{
yn = 0;
if(wms[i] [j] !='l')
{
if (wms[i-2][j-2] == '1')
yn = yn+l;
if (wms[i-l][j-l] == '1')
yn = yn+l;
if (wms[i+l][j+l] == '1')
yn = yn+l;
if (wms[i+2J[j+2] == '1')
yn = yn+l;
yn = yn / 4;
if (yn<pn)
{
wms[i][j] = 'n';
zn = zn + 1;
}
else
wms[i][j] = 'r';
zr = zr + 1;
}
}
}
if ((zn+zr)!=zeros) /* a check */
printf("Error there is a problem in zero class assignments\n");
else
{
p = ones;
p = p / (sites - zn); /* update p */
}
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else if (wc == 'r')
/* Use a 4-nearest right diagonal neighborhood structure */
for(k=0; (k<M && (p-pu)>u); k++)
{
pu = p; /* record the value of new p */
ee = e*sqrt(p*(l-p)/4);
if ((p-ee) > 0) /* set the threshold */
pn = p-ee;
else
pn = p-ee/10;
zn = zr = 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[i])/2);
yn = 0;
if(wms[i][j]!='1')
{
if (wms[i-2]
yn = yn+1;
if (wms[i-11
yn = yn+l;
if (wms[i+l]
yn = yn+1;
if (wms[i+2]
yn = yn+l;
yn = yn / 4;
if (yn<pn)
{
j<((Q+4+a[i])/2); j++)
[j+2] == '1')
[j+1] == '1')
[j-1] == '1')
[j-2] == '1')
wms[i][j] = 'n';
zn = zn + 1;
}
else
wms[i] [j] = 'r';
zr = zr + 1;
}
if ((zn+zr)!=zeros) /* a check */
printf("Error there is a problem in zero class assignments\n");
else
{
p = ones;
p = p / (sites - zn); /* update p */
yo = zn;
yo = 1 - yo/sites; /* calculate Yo */
if (wc == 'R') /* update the total yield for the L group */
{
yol = yol + yo;
yrl = yrl + y/yo;
else /* update the total yield for the G group */
{
yog = yog + yo;
yrg = yrg + y/yo;
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/* Mark out the cluster of Os by printing only those Os that belong to zero
yield (n) regions and those is that are inside zero yield regions as Os - all
other sites are printed as is */
zn = zr =: 0;
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[il)/2); j<((Q+4+a[i])/2); j++)
{
if(wms[i][j]=='n') /* n Os are marked Os */
{
wmr[i] [j]='0';
zn = zn + 1;
}
else if (wms[i][j] == '1') /* finding is surrounded by n Os */
{
C=0;
if (wms[i-1] [j-1] == 'n')
c=c+1;
if (wms[i-1][j] == 'n')
c=c+1;
if (wms[i-1][j+l] == 'n')
c=C+1;
if (wms[i][j-1] == 'n')
c=c+1;
if (wmns[i][j+l] == 'n')
c=c+1;
if (wms[i+ll [j-l] == 'n')
c=c+ 1;
if (wms[i+1][j] == 'n')
c=c+1;
if (wms[i+l][j+l] == 'n')
c=c+1;
if (c>4)
{ /* the 1 is inside a zero yield region */
wmr[i] [j]='O';
zn = zn + 1;
else /* the 1 is not inside a zero yield region */
wmr[i] [j]='';
}
else
wmr[i][j]='l';
/* printing results for the wafer map to the output file, "ryo" */
fprintf(fp2,"\n The Original Lattice\t\t\t");
fprintf(fp2," The Noise Filtered Lattice\n");
for(i=2; i<(P+2); i++)
{
if (fputs(wmo[i], fp2) == '\0')
printf("\n Error in printing a row of the wafer map\n");
fprintf(fp2,"\t');
if (fputs(wmr[i], fp2) == '\0')
printf("\n Error in printing the noise-filtered wafer map\n");
fprintf(fp2,"\n\nOverall Lattice Yield = %.31f\n\n", y);
fprintf(fp2,"Trace values based on Non-Nearest Neighbors\n");
fprintf(fp2,"C=%.31f H=%.31f V=%.31f LD=%.31f RD=%.31f\n\n", tr[O], tr[l],
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tr[2], tr[3], tr[4]);
fprintf(fp2,"Spatial Dependency based on Non-Nearest Neighbors = %c\n",
wc);
fprintf(fp2,"Calculated Yo \t= %.31f\n", yo);
} /* N looping finishes here */
else if(y<0.05) /* the non-yielding wafer is assigned to G group */
fprintf(fp2,"Wafer yield close to O\n");
fprintf(fp2,"Entire wafer considered zero
required\n");
fprintf(fp2,"^L\n");
yg = yg + y;
yog = yog + y;
yrg= yrg + y;
nc = nc + 1;
yield - no noise filtering
else /* the high yielding wafer is assigned to L group */
fprintf(fp2,"Wafer yield close to 1\n");
fprintf(fp2,"Entire wafer considered non-zero
required\n");
fprintf(fp2,"^L\n");
yl = yl + y;
yol = yol + 1;
yrl = yrl + y;
yield - no noise filtering
/* The Overall Results */
printf("\nThe program divided the %d wafers in the input file into two groups,
G and L. Group L wafers are deemed to possess no zero yield regions while group G
wafers are deemed to possess one or more zero yield regions.\n", N);
printf("N(L) = %d, N(G) = %d\n", N-nc, nc);
printf("Average Y(L) = %.31f, Average Y(G) = %.31f\n", yl/(N-nc), yg/nc);
printf("Average Yo(L) = %.31f, Average Yo(G) = %.31f\n", yol/(N-nc), yog/nc);
printf("Average Yr(L) = %.31f, Average Yr(G) = %.31f\n", yl/(N-nc), yg/yog);
fclose(fpl);
fclose(fp2);
fclose(fp3);
)
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Program 2
/* Program to generate pseudorandom binary (0, 1) wafers */
/* The output file contains 90 psuedorandom wafers. These consist of nine
groups, 1<= i(integer) <=9, such that each location of a wafer in ith group takes
the value 1 with an independent and identical probability = i/10; it takes value
0 with probability 1-i/10. Hence expected yield of a wafer in the ith group is i/
10. */
#include <stdio.h>
#include <math.h>
#define MAXSIZEl 100
#define MAXSIZE2 20
main()
{
int i, j, k, N, r, c, n, q, js, jf, count;
int P, Q; /* wafer has P rows and Q columns */
int a[100]; /* wafer has a[i] chips in row i */
char wm[100][100]; /* contains the wafer map */
char fn[20];
double p;
FILE *fpl, *fp2;
double srandom();
printf("\nPlease enter the input file name \n");
gets(fn);
fpl=fopen(fn, "r"); /* check for errors in file opening */
if (fpl == NULL)
printf("\nCould not open file %s\n", fn);
exit(l);
/* "rws", the output file, contains the simulated pseudorandom wafers */
fp2=fopen("rws", "w'); /* check for errors in file opening */
if (fp2 == NULL)
{
printf("\nCould not open file rws\n");
exit(2);
}
fscanf(fpl, "%d\n", &N); /* read in the number of wafermaps in input file*/
fscanf(fpl, "%d\n", &P); /* read in the number of rows in the wafer */
fscanf(fpl, "%d\n", &Q); /* read in the number of columns in the wafer */
for(i=0; i<100; i++)
a[i] = 0; /* initialize array a */
for(i=2; i<(P+2); i++)
fscanf(fpl, "%d\n", &a[i]);
fprintf(fp2, "90\n"); /* write the number of wafermaps */
fprintf(fp2, "%d\n", P); /* write the number of rows in the wafer */
fprintf(fp2, "%d\n", Q); /* write the number of columns in the wafer */
for(i=2; i<(P+2); i++)
fprintf(fp2, "%d\n", a[i]);
count = 0;
for(k=1; k<10; k++) /* generate 9 groups of pseudorandom wafers */
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p =k;
p = p/10 ;
for(r=0; r<10; r++) /* each group has ten wafers */
count = count + 1;
srandom(k*10+r);
for(i=2; i<(P+2); i++)
{
for(j=0; j<((Q+4+a[i])/2); j++)
wm[i][j] = ' ';
jf = (Q+4+a[i])/2;
wm[i] [jf] = '\n';
for(i=2; i<(P+2); i++)
for(j=((Q+4-a[il)/2); j<((Q+4+a[i])/2); j++)
{
if((random()/(pow(2,31)-1)) <= p)
wm[i] [j] = '1';
else
wm[i][j] = '0';
}
fputc('r', fp2);
fprintf(fp2,"%d\n", count);
for(i=2; i<(P+2); i++)
for(j=0; j<=((Q+4+a[i])/2); j++)
if (fputc(wm[i][j], fp2) == '\0')
printf("\n Errorl\n");
}
fclose(fpl);
fclose(fp2);
}
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Program 3
/* This program finds bounds on the randomness band for the five neighborhood
structures */
#include <stdio.h>
#include <math.h>
main()
int i, j, k, N;
char fn[20];
double read[5], min[5], max[5], y;
FILE *fpl;
printf("\nPlease enter the input file name\n");
gets(fn);
fpl=fopen(fn, "r"); /* check for errors in file opening */
if (fpl == NULL)
printf("\nCould not open file %s\n", fn);
exit(l);
}
fscanf(fpl, "%d\n",&N);
if (fgets(fn, 20, fpl) == NULL)
printf("\nError in reading the wafer tag\n");
for(i=0;i<5;i++)
{
fscanf(fpl,"%lf\n",&read[i]);
max[i] = read[i];
min[i] = read[i];
}
for(j=0; j<(N-1); j++)
{
if (fgets(fn, 20, fpl) == NULL)
printf("\nError in reading the wafer tag\n");
for(i=0;i<5;i++)
{
fscanf(fpl,"%lf\n",&read[i]);
if(read[i] < min[i])
min[i] = read[i];
if(read[i] > max[i])
max[i] = read[i];
}
}
printf("\nThe minimum trace values are as follows\n");
for(i=0;i<5;i++)
{
printf("%.31f ",min[i]);
}
printf("\nThe maximum trace values are as follows\n");
for(i=0;i<5;i++)
printf("%.31f ",max[i]);
}
printf("\n");
fclose(fpl);
}
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