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Im Zentrum des Aufsatzes steht die grundsätzliche Diskussion der Unter_ 
schiede und der Übereinstimmungen zwischen Software und anderen 
technischen Produkten. Jochen Ludewig zieht daraus praktische Schlüsse 
für das systematische Softwareengineering und leitet Rahmenbedingun_ 
gen und Ziele für die Lehre. insbesondere an der ETH Zürich. ab. Der Auf-
satz baut auf der am 13. Mai 1986 an der ETHZ gehaltenen Antrittsvorle_ 
sung auf. 
Softwareengineering 
Computerprogramme als technische Produkte 
Software ist eine Wortschöpfung. die dem gewachsenen Begriff «Hard-
ware» (ursprünglich: «Eisenwarem» 
gegenübergestellt wurde. Der neue Be-
griff war notwendig, weil die Rechner 
(Computer) nicht nur aus Elektronik 
und Mechanik (der Hardware) beste-
hen. sondern auch - zu einem wertmä-
Gig ständig wachsenden Teil - aus An-
weisungen und Daten (der Software). 
Wir fassen den Begriff heute weiter und 
deli nieren Software als die Menge aller 
dauerhaft gespeitherteo Informatiooeo. 
die ein Programm bildeo oder zu seioer 
Herstellung. Änderung oder Verwendung 
dienen, also beispielsweise Planungsun-
terJagen. Testdaten und Benutzungsan-
leitungen. Anders als ein Programm 
muß Software nicht logisch abgeschlos-
sen sein: Auch drei Zeilen Code oder 
das Lebenswerk eines Programmierers 
sind Software. 
Während im Französischen mit «Logi-
eieh> eine schöne Übertragung gelungen 
ist, fehlt uns bis heute ein deutsches 
Wort. (Vielleicht kommt «Logatiofl» als 
Mischung aus «Logik)) und «Informa-
tion» in Frage.) 
Engineering ist ebenfalls nicht genau ins 
Deutsche übersetzbar, am treffendsten 
ist das Wort «Technib). Im Kontext 
dieses Aufsatzes ist dabei an traditions-
reiche Ingenieurdisziplinen wie Maschi-
nenkonstruktion, Elektrotechnik oder 
Bauingenieurwesen gedacht. 
Pror. Dr. JOCHEN LuOEWKl. InlliM ror Inrorm.tik. 
ETH Zürich. 
&0 
Von Jochen Ludewig 
Softwareengineering 
Bis in die frühen sechz.iger Jahre be-
stand Programmieren vor allem im Ver-
such, die aus heutiger Sicht sehr schwa-
chen Leistungen der Hardware, also der 
verfügbaren Computer, möglichst voll-
ständig zu nutzen. Rechenzeit und Spei-
cherplatz waren sehr viel teurer als 
Brainware, also die Arbeit der Program-
mierer. Die Hardware gab der Software 
die Grenzen vor. 
Durch die eindrucksvollen Fortschritte 
der Elektronik wichen diese Grenzen 
immer weiter zurück, und man wagte 
sich an die Entwicklung sehr großer 
Programme. Dabei traten erstmals die 
Schwierigkeiten auf, die uns bis heute 
vertraut sind (I, 2J: Termin- und Ko-
stenschätzungen erwiesen sich oft als zu 
optimistisch, und in einigen spektakulä-
ren Fällen mußten Projekte ganz einge-
stellt werden. (In der Schweiz war IFS, 
das Integrierte Fernmeldesystem, ein 
später Repräsentant solcher gescheiter-
ten Vorhaben.) War die Software mit 
Milh und Not fertiggcstellt, so ent-
sprach sie vielfach nicht den Anfor· 
derungen. Das Wort von der Software-
erisis entstand. 
Teilnehmer eines internationalen 
Workshops in Gannisch. 1968. sahen 
den Ausweg in der Orientierung an den 
Ingenieurwissenschaften, und sie brach· 
ten das Wort Softwareengineering in die 
Diskussion. Softwareengineering war 
damit zunächst nichts als eine Idee, ein 
neuer Denkansatz: Der Programmierer 
sollte sich nicht mehr als Künstler ver-
stehen, sondern als ein Ingenieur, der 
nach wohldefinierten Verfahren arbeitet 
und dessen Ergebnisse nach objektiven 
Maßstäben beurteilt werden können. 
Kann Software als technisches 
Produkt betrachtet werden? 
Im Hinblick auf die Intention. die hin· 
ter dem neuen Wort steht, ist es intetes· 
sant, das technische Produkt mit dem 
Kunstwerk zu vergleichen. Dabei soll 
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der Begriff des technischen Produkts 
weit gefaßt werden, so daß auch hand· 
werkliche Arbeiten eingeschlossen sind. 
Tabelle I stellt einige Charakteristika 
gegenüber. 
Das Bild. das die Software heute in der 
Regel bietet, entspricht leider viel mehr 
dem des Kunstwerks als dem des tech· 
nischen Produkts: 
- Tennine und Kosten werden in der 
Planung ohne rationale Grundlage 
geschätzt und in der Realisierung 
vielfach weit überschritten. 
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- Regeln sind nicht existent oder nicht 
bekannt oder werden ignoriert. und 
das gleiche gilt vc~tärkt rur Normcn. 
- Durch Programmtest läßt sich nur 
eine sehr schwache Aussage über die 
Funktionalität des Programms en:ie· 
len. alle andcren Bewertungen (etwa 
der Portabitit!t oder der Robustheit) 
sind subjektiv und daher nicht aUge· 
mein anerkannt. 
- Der Programmierer baut seine Per-
sönlichkeit in das Programm ein, so 
daß er Kritik daran kaum akzeptieren 
kann; das Programm wird auf diese 
Titelbeitrag 
Aufrichten des Obelisken im Vatikan 1586 
(Domenico Fontana : eDel transporto dei 
obelisco vaticano •. Roma, 1743). 
Große Projekte lassen sich nur planmäßig 
durchführen, wenn ihr Ablauf gut verstan· 
den ist und eine Organisation besteht, die 
für die tu erwartenden Probleme gerüstet 
ist. Im Bereich des Bauwesens ist dies we-
nigstens seit der Renaissance der Fall. Da· 
geRen erscheinen große Softwareprojekte 
bis heute als Abenteuer. 
Weise für andere Menschen unver-
ständlich und ist daher nicht mehr 
wartbar , wenn der Urheber nicht 
mehr zur Verfiigung steht. 
Wie man sieht, ist der Anspruch des 
Softwareengineering bis heute nicht ein-
gelöst (3). Doch die oben genannten 
Merkmale technischer Produkte spie-
geln sich bereits in den Aktivitäten die· 
ses jungen Gebiets: Es gibt seit Mitte 
der siebziger Jahre eine wachsende Zahl 
veröffentlichter Arbeiten über Software-
management, ·kostenschätzung. ·spezi· 
fikation, -entwurf, -metriken. -validie-
rung und formale Verifikation. Seit Be-
ginn der achtziger Jahre sind empirische 
Daten (Einsatzerfahrungen und verglei-
chende Statistiken) hinzugekommen. 
Schließlich entstand der Begriff des 
«ego-less·programming)) (4], wodurch 
ein Programmierstil bezeichnet wird. 
bei dem das Produkt nicht mehr die 
Handschrift seines Verfassers trägt, san· 
dem vorgegebenenen Nonnen enl-
spricht und damit auch anderen Pro-
grammierern leicht verständlich ist. 
Produklionsablaur 
uDd Soflware--Life--Cyde 
Wenn wir versuchen, die Methoden der 
anderen Techniken auf die Software zu 
üb.ertragen, so müssen wir zunächst klä-
ren, wieweit Software überhaupt mit an-
deren technischen Produkten vergleich-
bar i st. 
Prinzipiell gibt es zwei Arten von tech· 
nischen Produkten, nämlich solche, die 
im Auftrag eines Kunden angefertigt 
werden (Beispiele: Maßanzug. Kran· 
werk), und solche, die in großer Stück· 
zahl auf den Markt gelangen (Konfe". 
tionskleidung. Fernsehgerät). Dazwi-
schen gibt es alle möglichen Mischfor· 
men (Auto mit Ausstattung nach KUß-
denwunsch). Bei der Software ist die Si· 
tuation genau gleich; das Spektrum 
reicht von der vieltausendfach verkauf· 
ten Diskette mit einem Spiel für den 
Homecomputer über parametrisierbare 
Programmpakete bis 2U einem sehr spe-
ziellen Programm. das für einen einzi· 
gen Forschungssatelliten geschaffen 
wird. 
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Die Herstellung eines Einzdstücks 
durchlä urt charakteristische Phasen: 
Die Anrorderungen werden restge-
stell t (Maßnehm en beim Anzug, Fest-
stellung der gerorderten Leistung und 
der Rahmenbedingungen beim Kraft-
werk). 
- Das Produkt wird entworren (Fest le-
gung des Schnitts, Konzeption des 
Kraftwerks). 
Der En twu rf wird bis ins Detail \'er-
feine n (Wahl der Kn öpre und des 
Futters, Bauplanung). 
- Das Produkt wird reali siert (nähen, 
bauen). 
Das Produkt wird vom Kunden ge-
prüft und übernommen (Anprobe, 
Abnahmeprüfung). 
- Es werden Wartungs- und Anpas-
sungsarbeitcn nötig (Knopf annähen 
und Bundweite ändern, Überholung 
der Turbine und Umstell ung auf an-
deren Brennstoff) 
Wird die Entwicklung von vielen Perso-
nen durchgefühn. so sind begleitende 
Projekt leitung und Qualitätssicherung 
unerläßlich. 
Bei Serien produkten fallen Wartung 
und Anpassung ganz weg oder werden 
(außer bei großen Systemen) nicht vom 
Hersteller durchgeführt. Dafü r wi rd der 
ProduktlJ'p von Serie zu Serie verbessert 
und veränderten Anforderungen des 
Mark tes angepaßt. 
Die Beobachtung, daß auch Software 
die genannten Enlwicklungsphasen 
durch läuft (oder wen igstens durchlau-
fe n sollte), führte zur u Entdeckung» des 
Software Life C)"cles oder Phasenmo-
dells. Eine typische Fassung ist die fo l-
gende: 
System.n,tY5e 
Spez,likation der Anforderungen 
Grobentwurf und MOdulspezifikat;on 
Feinerl1wurl 
Cod,erung und Modullest 
Integration und Test 
Betrieb mit Korrektur. Anpassung 
und Erweiterung (. Wartung_) 
Als das Life CycJe Model zu Beginn der 
siebziger Jahre aufKam 15]. war sein 
Vorteil vor allem der, daß gewisse Defi-
zi te offensicht lich wurden: War das Ge-
biet der Codierung, also der Realisie-
rung, recht genau durchforscht und 
durch Werkzeuge (Editoren, Compiler) 
wirk ungsvoll unterstützt. so lagen die 
früheren Phasen als Forschungsgebicte 
wie als Einsatzphasen fü r Methoden 
und Werkzeuge völlig brach. Das glei · 
ehe galt am «rechten Rand" , beim Test 
und besonders bei der Korrektur und 
Anpassung, der sogenannten Wartung. 
Wer sollte Informatik studieren 
und wer nicht? 
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Da ich seit neginn des Wintersemesters 
1985/ 86 die Einfiihrung~vorle sung Infor-
matik 1111 fii r Informatiker gebe. möchte 
ich mit einer sehr persönlichen Bemerkung 
zur Frage schließen. wer zu einem Studium 
der Informatik ermuntert werden sollte 
und \ler besser nicht. 
VoraLlssl'Izungl.'n 
Die VorauSSetzungen sind bei der Infor· 
matik die gleichen wie bei andern techni· 
sehen Fachrichtungen : Schnelle Auffas-
sungsgabe. gute~ Gedächtnis. SP<lß am lö· 
~en schwieriger Probleme und eine glückli. 
che r-,'lischung aus Kre;ltil'itiit und Diszi-
plin si nd zw.::ifellos I\ichtig. Zwei Eigcn· 
~chaften spielen in der In form.uik ein.:: 
bc~ond.::rs \Iichtige Rolle, nämlich das so· 
lide mat hem:!t isch· n:u u rwissenscha ft I iche 
Grundwissen und die Fähigkeit zur Kom· 
munikation. Wie sollte jemand. der 
Schwierigkeilcn hat, sich einem (mitden-
kenden) jI,'l en~chen mitzutei len. dazu bei 
einer (n icht mildcnkenden) M;I~chine in 
der Lage sci n '! 
Erfahrung am Computer. wie sie d ie mei· 
sten SchUler heute schon \'or Eintritt ins 
Hochschulstudium sa mmdn können. ist 
vOrLeilh;lfl. aber keineswegs Bedingung. 
Wer die oben gen.lI1nten Voraussclzungen 
erfüllt. wird keine ~ I ühe haben. das Pro-
grammier.::n im Studium zu erlernen. Im 
Gegent.::il: Bess.::r keine Vorbildung als 
eine Verbildung. beispielsweise durch Pro-
grammierung in der Sprache Basic. die lei· 
der in \'ielen Schulen gebraucht wird. Mir 
ist es dann weitOlU$ lieber. wenn die Stu -
dien:lnfänger ein solides Fundament in 
Ma!hematik. Deutsch und Englisch mit-
bringen. 
Sludienabbreeher 
Jahr für Jahr scheiten rund die H ~lfte der 
Informati kstudenten an den Prüfungen 
des Vordiploms. Es is t zu \·crmuten. daß 
darunter viele si nd. die das Informa!ikslu, 
dium ra lsch eingeschätzt haben, nämlich 
als Fortsetzung der Programmbastelei 
(" Hack now, fix later») mit den Weihen 
der Wissenschaft. Vidleicht sind sic auch 
So entraltete sich gegen Mitte der siebzi. 
ger Jahre eine beträchtliche Akti vität: 
Es entslanden die ersten Sortwa re-Spe. 
zifika tionssysteme, Enlwurfsmethoden 
wurden propagiert , Konzepte und Spra-
chen für die Beschreibung der Software_ 
archileklur kamen aur, und für den Test 
wurden Hilfsmittel realisiert 16]. Ein 
breites, wenn auch noch keineswegs be· 
friedigendes Angebot auf dem Markt 
der Softwarewerkzeuge ist heute das au-
genfä llige Ergebnis. 
Die Anwendung des klassischen Pha-
sen plans zeigte, daß die naive Gliede· 
rung der Arbeiten in sequentielle Ar-
beitspakete unrea listisch ist. Daher wur-
den Verfeinerungen vorgenommen, vor 
allem durch die Einfü hru ng von Schlei· 
fen, die die Rückkeh r in eine bereits ab-
geschlosse ne Phase erlauben. Auch die-
ses neue Modell ist inzwischen umstrit-
ten, neuere Methoden . beispielsweise 
das «rapid prototypins". lassen sich so 
nicht fassen. Trotzdem muß die Einfüh-
rung des Phase nplans al s bisher größter 
Erfolg des Sortwareengin nering be-
trachtet werden. 
Besonderheiten des Produ kts Soft"'are 
Sortware unterscheidet sich 'Ion andern 
techn ischen Produkten vor allem 
- durch die Eigenscharten des verwen-
deten Materials 
Opfer einer idiotischen Werbung gewor-
den (Tenor: .. Programmieren ist kinder-
leichi»). Diesen Kandidaten möchte ich 
dri ngend lU einem anderen Fach r:nen. 
Ein Hochschulstudium in Informatik ist 
definitiv keine Wei!erbildungsveranslaJ-
tung für .. Hacker" . und es besteht in der 
Abteilung Informatik kei ne Bereitschaft, 
irgendwdche Tendenzen in diese Richtung 
zu tolerieren. 
Frauen in der InrornllUik 
Das Fach Informatik bietet sehr gute be-
runiche Perspektiven. und dies gerade 
auch den Frauen. Es ist daher kaum zu 
\"el'3 tehen. daß es 1985 unter den 200 
frischgebackenen Info rmOltikstudenten an 
der ETH ganze S weibliche gab. Man wird 
aLlßerhalb der Schweiz kaum eine Hoch-
schule finden. bei der der Prozentsatz 
nicht wenigstens lw.::is tellig ist (\'or dem 
Komma!). 
Rationale Grunde rur diese Siwalion sind 
mir nicht erkennbar: gerade Frauen. die 
sich nich! ausschließlich auf den Beruf 
konzentrieren wollen. haben in der [nfo r-
matik ausgezeichnete Möglichkeiten. Fa-
milie und Berufzu verbinden. denn es gibt 
wohl keinen Jkadcmischen Beruf. der ähn-
liche Flexibililät erlaubt (Teilzeitarbeit. 
freie Arbeitszeit. Arbeit zu Hause). 
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_ durch die Möglichkeit, ein Muster 
praktisch kostenlos und fe hl erfrei zu 
reproduzieren, und 
- dadurch, daß es keinerlei Verschleiß 
gibt (Tabelle 2) 
Aus diesem Vergleich folgen ein ige 
wichtige Feststellungen: 
- Software hat keinen Materialwert, 
sondern ist reine Arbeitsleistung. Für 
diese fehlt uns das Gefühl ; wir haben 
zwar Hemmungen, ein konkretes Ma-
terial (beispielsweise Holz oder Kup· 
ferdraht) zu vergeuden, wir haben 
diese Hemmungen aber nicht, wenn 
wir unangemessen viel Zeil damit 
verbrin gen, ei ne prakt isch irrelevante 
Verbesserung an einem Programm 
durchzufUhren. Dabei kostet ei ne ein-
zige Programmzeile mit allen Vorar-
beiten, Doku mentation usw. stati-
stisch etwa 50 Franken (bei starken 
Schwankungen). 
- Programme weisen keine natürliche 
Strukturierung durch Materialgren-
zen auf (ein Auto hat beispielsweise 
separate Reifen , schon allein darum, 
weil diese auf andere Weise und aus 
anderem Material hergestellt sind als 
die Felgen). Damit besteht bei den 
Programmierern die Neigung, allzu 
große, amorphe Programme zu schaf-
raHne 2. Vergleich dcr Softwarc 11111 udcre~ IKhnisc:hrn Produlufn. 
Kosten 
Wesen 
KOTUt\'\l ttion 
Grenzen 
gering bis sehr hoch nur Anrangsinvcstition, dann null 
konkrcl. mcisl sichtbar abstrakt. unsichtbar 
aus verschiedenen WerbtofTen CodieRlns mein nur mit einer einligen 
Sprache 
durch Materialeigenscharten vorscgcbcn durch Vcntlindnis des Programmieren 
vorgeseben 
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Titelbeitrag 
QUalitätssicherung : Meister und Gehilfen in 
der Glockengießerei (Giuseppe Valadies: 
tC Oisegni e spiegBlione della fonderia ». 
1786) . 
Die Sicherung der Qualität war viele Jahr· 
hunderte hindurch die wichtigste Aufgabe 
des Handwerksmeisters. Erst im 19. Jahr-
hundert wurde durch die arbeitsteilige Pro· 
duktionsweise eine organisierte Qualitäts-
sicherung notwendig. Im Softwareengi -
neering stehen wir heute vor dem gleichen 
Problem, freilich ohne auf eine handwerkli-
che Tradition zuruckgrei fen zu können. 
fen. Die für das Verständnis des Pro-
gra mms notwendige Strukturierung 
entsteht also nur durch die Einsich t 
des Programmierers. 
Eine Begrenzung der Möglichkeiten 
du rch die Materia leigenschaften (zum 
Beispiel durch die Belastbarkei t von 
Stahl und Beton beim Brückenbau) 
ist für den I ngenieur zwar eventuell 
sch merzlich , aber akzept abel. Setzi 
uns aber die gei stige Leistungsfäh ig-
keit eine - zudem unscharfe -
Grenze, so sind wir kaum bereit, 
diese zu beachten. Darum schreiben 
viel e Programmi erer Programme, die 
sie selbst nicht verstehen können und 
die entsprechend fe hl erhaft sind. Der 
Programmierer ist damit ständig in 
der Si tuation eines Betrunkenen, der 
sei ne Fahrunfähigkeit ei ngestehen 
muß: Wie wir wissen , ein schwerer 
Schritt . 
Beuneilt man die Programmierspra-
chen nur danach, was sich damit rea-
lisieren läßt, so sind Verbesserungen 
prinzipiell nicht möglich, im Gegen-
teil, in den cchöheren» Sprachen wer-
den die Möglichkeiten eingeschränkt. 
Gute Sprachen unterscheiden sich 
von den schlechten also nicht durch 
größere Möglichkeiten , sondern 
durch bessere Unterstützung bis hin 
zum nützlichen Zwang (beispiels-
weise zur expl iziten Deklaration aller 
Variablen). 
Die Möglichkei t der kostenlosen, feh-
lerfreien Reprod uktion haI neben ihren 
offensichtlichen Vorteilen auch Schat-
tenseiten. Diese werden sichtbar, wenn 
man die Serien produktion einer Ma-
schine (etwa eines AUlomobilgetriebes) 
mit der eines Programms vergleiCht. 
Beim Getriebe fallen nach den beträch t-
lichen Entwicklungskosten noch wei t-
aus höhere Fertigungskosten an. Da rum 
ist es für den Hersteller ren tabel, das 
Produkt zu verbessern; im Rahmen der 
Gesamtkosten spielt die Weiterentwick-
lung keine so große Rolle, vielleicht 
werden sogar die Fertigungskosten ge-
senkt. Bei der Software hin-gcgen stehen 
der Entwicklung, die nichts als Kosten 
veru rsacht, Verkauf oder Ben utzun g ge-
genüber, was reinen Gewinn bringt, so-
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lange das Produkt nicht geänden wird. 
Daher kann die Erprobung des Pro· 
dukts die Entwicklung kaum beeinnus-
sen. Da es zudem keine Abnutzung gibt. 
entsteht auch kein Zwang zur Erneu-
erung. so daß alte Software oft ganz un-
abhängig von ihrer Qualität unsterblich 
erscheint (7). Ein Vergleich macht die 
Aussage plastisch: Der Aulomobilbau 
ist nach IOOjähriger Evolution wesent-
lich stabi ler als die erst 40jährige Infor-
matik. Trotzdem wird noch überwi e-
gend in Programmiersprachen aus der 
Zeit um 1960 codiert; Autos aus jenen 
Jahren gelten heute als Oldtimer. 
Anderseits ist die Wiederverwendun g 
vorhandener Program me im Software-
engineering genau das, was das Einspa-
ren bei der Energieerzeugung ist: bi lli-
ger, sicherer und weit weniger beachtet 
als andere Verfahren. 
Stand und Rückstand 
des Softwareengineering 
Die Mittel 
Wer sich heute an Arbeiten auf dem Ge-
biet des Soft wareengineeri ng macht, 
findet dafür sehr gute Programmier-
sprachen, Übersetzer und Hilfspro-
gramme vor. So sind - mit einem 
Schwerpunkt an der ETH Zürich - in 
den letzten Jahren ausgezeichnete kon-
ventionelle Programmiersprachen und 
Übersetzer dafür entstanden (Mo· 
DULA-2, AOA), und für spezielle Aufga-
ben sind die ni chtkonventio nellen Spra-
chen (LtSP, PROLOG, S ... tALLTALK und an-
dere) heute fü r fast alle gängigen Rech-
ner erhältli ch {8]. Ebenso gibt es viele 
Datenbanksysteme, wobei noch zwi-
schen verschiedenen Datenbankmodel -
len gewählt werden kann (9). Vielfach 
werden Grafikpakete angeboten, die es 
erlauben, zu vertretbaren Kosten eine 
attraktive Benutzerschn itlSlelle zu reali. 
sieren. Und natürlich haben wir heute 
relativ billige, sehr leistungsfähige Com-
puter, vor a llem Arbeitsplatzrechner mit 
hochaunösendem Bildschirm, für d ie 
dank der Implementierung eines Stand-
ardbetriebssystems (vor allem UN IX) 
schon bei der Einführung in den Markt 
sehr viele Programmpakeie verfügbar 
sind. 
Die Gru ndl agen 
Als Grund lagen wurden - vor a llem im 
Hochschulbereich - zahlreiche Metho-
den zur fo rmalen Beschreibung und 
Entwicklung von Software entwickelt 
und untersucht, beispielsweise die alge-
braische Spezifikation (tOl. Petri-Neue 
und ihre zah lreichen Erweiterungen 
{I 11, ProzeßmodeUe wie CSP {121, 
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Transformations- und Verifikationsver-
fahren. Eine weitere wichtige Grund-
lage sind die vielen (u nd dennoch längst 
n icht ausreichend en) em pirischen und 
experimentellen Daten über Software-
kosten und -fehler, den Ablauf von 
Softwareprojekten, die Produktivität 
der Programmierer und vieles andere 
113]. 
Die Methodik 
Auf dem Gebiet der Methodi k konnte 
das Softwa reengineering auf der struk-
tIIrierten Programmienll1g (schrittweise 
Verfeinerun g, Begrenzung der Modul-
größe, Beschränkung auf ( saubere)) 
Strukturen und Verzicht auf die Sprung-
anweisung) aufsetzen (14]. Etwas jünger 
ist das heute im Softwareengineering 
zentrale Prinzip des tdnfo rmation hid-
ing)) (erstmals beschrieben von PARNAS, 
1972 [15]). Dazu kommen heute ein tie-
fes Verständnis des Phasen modells, er-
probte Konzepte für alle Entwicklungs-
phasen (Spezifikation, Entwurf, Codie-
rung, Test) und auch zahlreiche Werk-
zeuge (zum Bei spiel Entwurfssysteme). 
Auch für das Softwaremanagement, 
also Projektpla nung und -durchfüh-
rung, Kostenschätzung, Dokumenta-
tion, Qualitätssicherung, gibt es heute 
brauchbare Anleitungen [16]. 
Der Rückstand des Snftwareengineering 
Der gru ndsätzli che Rückstand des Soft-
wareengineering gegenuber den klassi-
schen Ingenieurdisziplinen besteht 
darin, daß uns eine breite Standardisie-
rung und Kanonisierung bis heute fehlt. 
Nicht nur die Kenngrößen, PrUfverfah-
ren und Entwicklungsmethoden müssen 
genormt werden, sondern die Standar-
disierung fehlt bereits bei der Termino-
logie und bei der Notation. So kann 
heute ein schweizerischer Elektroniker 
relativ mühelos einen amerikanischen 
oder sogar japanischen Schaltplan le-
sen; der Programmi erer hat schon 
größte Schwierigkeiten , einen Kollegen 
aus der eigenen Gruppe in seinen 
Programmentwurf einzuweihen. 
Mit (( Kanonisierung)) sind hier die Si-
cherung und die Festigung des Wissens 
gemeint. Bisla ng haben Lehrbücher und 
Lehrpläne rur das Softwareengineering 
gefehlt, doch zeichnet sich eine Ver-
besserung langsam ab ( FAIRLEY, 1985: 
SOMMERVtLLE, 1985, d.arin speziell der 
Anhang über die Ausbi ldung in Soft-
wareengineering 9 [1 7, 181). Dagegen 
bleibt es schwierig, Fachleute von 
Scharlatanen, die den Boom ausnutzen, 
zu unterscheiden , und viele halten sich 
schon für Experten, wei l sie program-
mieren oder irgend wann einmal pro-
grammiert haben. Sch ließlich fehlt es 
weiterhin auf der Führungsebene fast 
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3Uer sich mit Software befassenden Or. 
ga ni s3tionen an Kompetenz, und dCI 
Mangel wird nicht behoben oder durch 
extern e Hi lfe kompensi ert. weil er dazu 
erst eingestanden werden müßte. 
•• 
Zusammenfassend läßl sic h also sagen, 
daß es fü r das Softwa reengineering aus. 
gezeichnete Mittel, ausgereifte Kon. 
zepte zur fo rmalen Beschreibung, empi. 
rische Daten und prakti sche, meist auch 
pT3ktikabl e Methoden und Werkzeugc 
gibt. Tro tzdem lassen Fachleute - so· 
weit sie ni cht im Verkauf arbeiten - ein 
Gefühl der Stagnation erkenn en. Hier· 
für sehe ich die folgenden Gründe: 
- Der Aufwand zur Realisierung von 
Werkzeugen ist wesentlich höher, als 
zunächst vermutet worden war. Da· 
durch sind experimentelle Arbeiten, 
wie sie beispielsweise auf dem Gebiet 
der Übersetzer noch möglich waren, 
praktisch ausgeschlossen. Kommt 
aber eine Entwicklun g zum Ab· 
schluß, so muß das Ergebn is bedin· 
gungslos und über lange Zeit ver· 
marktet werden. Selbst wenn Insider 
ei n System für vera ltet und überladen 
halten, kommt eine Neuimplementie. 
rung nicht in Frage. 
Ein experimenteller VergleiCh zwi· 
sehen verschiedenen Methoden oder 
Werkzeugen wäre so aufwen dig, daß 
er nur unter extremen Voraussetzun-
gen (beispielsweise NASA-Projekte) 
möglich ist. Kaum ein Anwender 
kennt mehr als ei n System. 
- All e Werkzeuge sind nur auf be· 
sti mmten Rechnern und Betriebssy· 
stemen lauffahig, können also im all· 
gemeinen weder kombiniert noch di· 
rekt verglichen werden. 
Diese Gru nde verhindern eine Konkur-
renz auf dem Softwaremarkt, so daß es 
bi sher nicht zu der erwünschten Evolu-
ti on gekommen ist. 
Softwareengineering 
In der Hochschule 
Als Technik ist Softwareengineering pri-
mär ein e Angelegenheit derer, die In-
formatik praktizieren , also der Indu· 
strie, der Banken usw. Doch es gibt gule 
Gründe, auch in der Hochschule in di~­
ser Richtung tätig zu sein: 
- In der Forschung können Arbeiten 
durChgeführt werden, die nicht kurz· 
fristig zu verwertbaren Ergebnissen 
fü hren. 
- Experimentelle Arbeiten oder verglei-
chende Untersuchungen sind nur von 
einer neutralen Stelle aus sinnvoll. 
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- Der Arbeitsmarkt verlangt nach In-
formatikern mit Kenntnissen in Soft-
wareengineering [191. Neben dem 
Wunsch nach gut ausgebi ldeten 
neuen Mitarbeitern steht dabei oft 
auch die Hoffnung, ein noch fehlen-
des Know-how zu erwerben; die 
Hochschulinformatiker sind heute ja 
vielfach in der Situation, schon un-
mittelbar nach dem Studium als Ex-
perten eingeschätzt (und bezahlt) zu 
werden. 
Forschungsziele 
Das naheliegende Ziel für ein Projekt 
auf dem Gebiet des Softwareengineer· 
ing ist die Schaffung eines neuen XXX-
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Systems, wobei XXX je nach Vorkennt-
nissen und Interessen für Spezifikation, 
Test oder ähnliches steht. Die Durch-
führung dieses Projekts wäre unproble-
matisch, krankte aber nach allen Erfah-
rungen daTan, daß es mit großer Wahr-
scheinlichkeit keine konkreten Folgen 
hätte, denn die kritische Projektgröße 
würde kaum erreicht, so daß kein wirk-
lich brauchbares Werkzeug entstünde: 
gelänge es wider Erwarten doch, so 
könnte es sich am Markt mangels Ver-
gleichsmöglichkeit nicht durchsetzen. 
Darum ist es an der Zeit, die Fragen an-
ders zu stellen. Vielleicht gibt es ja die 
richtige Methode, die Komponenten 
des richtigen Werkzeugs bereits. Wir 
müssen Wege finden, die vorhandenen 
Grenzen der Konstruktion: Foto des Eiffel· 
turms im Bau (Gustave Eiffel : «La tour de 
300 metres •. Paris, 1900). 
Oie Eigenschaften der Werkstoffe und die 
Fähigkeiten des Ingenieurs begrenzen den 
Raum des technisch Machbaren; die erste 
Grenze akzeptieren wir, wenn auch ungern, 
die zweite dagegen versuchen wir vielfach 
zu ignorieren. Vor hundert Jahren demon· 
strierte Gustave Eiffel, wie weit die Mög· 
lichkeiten der Eisenkonstruktion reichten. 
Da der Programmierer ein Material mit 
Idealeigenschaften verwendet, liegt seine 
Grenze einzig in ihm selbst. Darum ist für 
ihn die Gefahr besonders hoch, Konstruk· 
tionen anzufertigen, die die Grenzen über· 
schreiten. Noch in einer anderen Hinsicht 
ist der Eiffelturm ein interessantes Beispiel : 
Von Beginn an wurde bezweifelt, ob man 
das Machbare auch tatsächlich machen 
sollte. 
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Ansätze zu bewerten, zu vergleichen 
und wo möglich zu integrieren. Konkret 
folgen daraus zwei Arbeitsthemen: 
_ Vergleich der vorha ndenen Metho-
den und Werkzeuge, Integralion 
durch eine leislungsfahige Datenhal-
tung, die sogenannte Software Engi-
neering Data Base 
Kombination rormaler und halbror-
mater Spezifikationssprachen 
Dabei wollen wir unsere Ergebnisse 
nicht nur publizieren, sondern vor al-
lem selbst anwenden und damit laufend 
konIfolIieren. Die Kooperation mit der 
Praxis ist hierfür unerläßlich. 
Flir die Diplom - und Semesterarbeiten, 
die die Studen ten in unserer Gruppe 
durchführen, lassen sich daraus die fol-
genden Themen ableiten: 
_ empirische Feldstud ien 
_ vergleichende Arbeilen zu speziel1en 
Sprachen, Methoden, Werkzeugen 
_ Implementierungen in Moouu.-2, 
AOA und SMALLTALK auf vernetzten 
Arbei tspl atz rech n e rn 
_ strikte Anwendung der Softwareengi-
neeringprinzipien 
Die Lehre 
In der eigentlichen Lehre sind die 
Gru ndlagen und Techn iken des Soft-
wareengineering zu verm itteln. Wie die 
Teilnehmerzah l einer Spezialvorlesung 
zeigt, entspricht dies auch den Wün-
schen der Swdenten. 
Zum Lernen reicht aber die logische Be-
gründung nicht aus: der Student 
braucht auch Motivation und Training. 
Welche Möglichkeiten bietet hier das 
Studium? Allein oder ZII zwei! schreiben 
die Studenten kleine Programme, die 
nur fiir kurze Zeit oder gar nicht einge-
setzt werden, 
In der Praxi s ist die Situation typisch 
umgekehrt: Viele Programmierer arbei-
ten gemeinsam an großen Systemen, die 
viele Jahre lang eingesetzt, korrigiert, 
geändert und erweitert werden, Aus die-
len Randbdingungen folgt die Motiva-
tion für Softwareengineering, nicht aus 
denen des Studiums. 
Wir können daraus zwei verschiedene 
Schlüsse ziehen: Wir plan en die Ausbil-
dung in Softwareengineering für ein en 
Zeitpunkt flach dem Eintrin in das Be-
rufsleben ein, oder wir versuchen , den 
Studenten möglichst viele der notwendi-
gen Erfahrungen bereits im Studium zu 
verschaffen. 
Die erste Alternative (Nachdiplomschu-
lung) ist sehr wichtig und wird auch in 
der Industrie mit Nachdruck verfolgt 
(Beispiel: BBC- Informalikschule: Egg, 
1986 [20]). Allerd ings bestehen dabei 
selbst für große Firmen etliche Schwie-
rigkeiten, von der Lehrerrekrutierung 
nCHNISCHE RUNDSCHAU 7/87 
Prototyping: Die eiserne Hand des Götz 
von Berlichingen (Chrislian von Mechel: 
«Die eiserne Hand des tapferen deutschen 
Ritters Götz von Berlichingen~. Berlin, 
1815). 
Besonders wo der Kontakt zwischen dem 
Benutzer und dem technischen System eng 
ist, läßt sich eine gute lösung nur evolutio · 
när erreichen. Auch die berühmte eiserne 
Hand des Götz von Berfichingen hatte ei-
nen einfacheren Vorgänger, der nur kurz 
verwendet wurde. Im Softwareengineering 
kennt man das Vorgehen. ob dem zunächst 
mit geringem Aufwand ein einfaches Mu-
ster angefertigt wird. als «Prolotypingll. 
bis zu r notwendigen Frei slellung der 
Mitarbeiter. 
Daher sollten die Hochschulen das eine 
(die Nachdiplomausbildung) fördern, 
ohne das andere, die Ausbildung im 
Curriculum, zu lassen. Wie können wir 
dabei Projekterfahrung vermitteln? 
Sorgfältig ausgewäh lte Projekte, die un-
ter dem Aspekt des Softwareengineer-
ing besonders ergiebig sind, lassen sich 
als Seminar durchführen. Die Arbeits-
belastung ist allerdi ngs für alle Beteilig-
ten sehr hoch . (In [21] sind entspre-
chende Erfahrungen ei ner Lehrveran-
stallung am NTB in Buchs SG doku-
mentiert.) 
Aufwendigere Kurse wu rden an ver-
schiedenen Hochschul en eingerichtet 
und mit großem Erfolg durchgeführt. 
Zum Beispiel arbeiten die Informatik-
studenten der TU Berlin ein Jahr lang 
in Gruppen von etwa 15 Leuten: ein 
Tutor leitet das Projekt. 
An der ETH Zü rich bieten sich die 
Gruppensemestera rbeiten a ls Gefaß ei-
ner solchen Veranstaltung an, doch liegt 
auch dabei wieder der notwendige Auf-
wand an oder über der oberen Grenze. 
Wir werden daher versuchen, die Arbei-
ten der Studenten generel l stark zu ver-
Titelbeitrag 
netzen, so daß sie insgesa mt als großes 
Projekt wirken. Ferner ist zu prüfen , ob 
Voraussetzungen und ausreichendes In-
teresse für freiw illige Kompaktkurse in 
der vorlesungsfreien Zeit gegeben sind. 
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Die Bilder sind historischen Büchern en tnommen, 
die in der Eisenbibliothek stehen. einer Stiftung der 
Georg Fischer AG, Schaffltausen. Ich danke dem 
Bibliothekar. Herrn C\.EMES$ MOSER, rur seine 
freundliche Hilfe bei der Auswahl und dem Foto· 
gralieren der Bilder. Die Bestände der Eisenbiblio· 
thek. die im Klostergul Parad ies in Langwiesen TG 
untergebracht sind. sind rur technikgeschichtliche 
Studien allgemein zugänglich. 
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