Abstract
Introduction
Interconnect opens are a major defect mechanism in nanoscale CMOS [1, 2] . They can be divided into intra-layer opens which disconnect a portion of an interconnect on a particular metalization layer and inter-layer opens (open-via defects) which affect conducting connections between metal layers. Both types of defects can be caused by both random defects (particles) and systematic failure mechanisms. The latter include the effects of optical proximity correction (OPC) measures during lithography [3] , deposition issues for vias with high aspect ratios in dual-damascene copper interconnect technology [4] , and complex interactions with low-κ interlevel dielectric materials [1] . Hence, adequate coverage of interconnect opens during manufacturing test is essential.
A significant body of knowledge exists on modeling interconnect opens on electrical level [5, 6, 7, 8] . The voltage and hence the logical value on the victim, i.e., the floating part of the interconnect disconnected from its driving gate by the open defect, is largely determined by the voltages on the aggressors, i.e., its neighboring interconnects. Konuk [9] proposed a fault simulation method based on an accurate electrical model of interconnect opens. Venkataraman and Drummonds [10] performed diagnosis of interconnect opens by tracking the fanout structure. Reddy et al. [11] suggested to model interconnect opens on stems with fanouts by multiple stuck-at faults. The approaches in [10, 11] do not consider any effects induced by aggressors.
Sato et al. [2] presented a flow for diagnosing open-via defects based on an aggressor-victim model. Despite several simplifying assumptions on the electrical behavior, the flow was successfully applied to identify the root cause of a number of hard-to-diagnose defects in Hitachi's integrated circuits and validated by physical failure analysis. Zou et al. [12] used a refined electrical model which takes the logic thresholds of the driven gates and the trapped charge into account. Takahashi et al. [13] employed a simpler model. Rodríguez-Montañés et al. [14] proposed a diagnosis approach based on the relative values of voltages induced by interconnect opens and incorporating I DDQ data. Further literature is available on testing open defects in board interconnects which is not a target of our work [15, 16] .
In this paper, we present an automatic test pattern generation (ATPG) flow for interconnect opens. Test patterns can be produced for an arbitrary selection of fault locations which include all intra-layer and inter-layer opens. We use the aggressor-victim open defect model from [2] as it has been demonstrated to yield acceptable results in an industrial setting. For an interconnect open defect, we relate its location to a net segment extracted by a commercial parameter extraction (PEX) tool and determine the aggressor lines based on capacitance data extracted from the circuit's layout.
We perform a local analysis to find an assignment of logical values to the aggressor lines which activates the defect. This assignment is mapped to a constrained stuck-at fault test generation problem and handed to a commercial stuck-at ATPG tool. The assignment is optimized by a branch-andbound procedure in order to reduce the number of unsuccessful ATPG invocations. This ensures applicability of the flow to large industrial designs. No manual intervention by the user and no data beyond the circuit's gate-level net-list, layout and parasitic coupling capacitances are required.
We report experimental results obtained targeting openvia defects (inter-layer opens) only as well as targeting all modeled inter-and intra-layer interconnect opens. The algorithm generates compact and high-quality test sets which cover close to 100% detectable defects with very few aborts. The generated patterns outperform n-detection test sets in coverage and test size. Generating patterns on top of a stuckat test set is a particularly attractive option, yielding the highest coverage by adding only few new patterns. We also validate the stability of the fault model under moderate process variations.
The only published deterministic ATPG for an aggressorvictim model of interconnect opens known to us has been proposed in [17] . The tool in [17] considered only one defect per interconnect (while we target all defect locations on an interconnect). Its test generation strategy results in a coverage of 80% to 93%, whereas our sophisticated branch-andbound procedure is able to cover over 99% of defects.
The remainder of the paper is organized as follows. In Section 2, the aggressor-victim interconnect open defect model is outlined and the notation is introduced. The ATPG procedure is described in Section 3. The experimental results are reported in Section 4. Section 5 concludes the paper.
Aggressor-Victim Model
Our procedure is based on the aggressor-victim model from [2] . The model is applied to arbitrary inter-and intra-layer opens. An interconnect has one source, i.e., the logic gate which drives the interconnect, and one or multiple sinks, i.e., logic gates driven by the interconnect. An interconnect v affected by an inter-layer or an intra-layer open defect is called
victim.
The open defect breaks interconnect v in two parts: one connected to the source, called stable part and denoted v S , and one disconnected from the source, called floating part and denoted v F . We assume that only one open defect is present. If v has a non-trivial fanout topology, some of the sinks may be connected to v S while others may be connected to v F . The voltage on v S is driven by the source, and all sinks connected to v S see the logic value imposed by the source.
The voltage on v F and thus the logical value seen by the sinks connected to the floating part is determined by the voltages on the aggressors, i.e., neighboring interconnects with a non-zero parasitic coupling capacitance to v F , denoted CC(a, v F ). Note that v F and thus CC(a, v F ) depends on the exact position of the open defect on the victim interconnect.
Let C 0 (v F ) be the sum of all values CC(a, v F ) for aggressors a which assume logical value of 0 under the current input vector. Let C 1 (v F ) be the sum of all CC(a, v F ) for aggressors assuming logical value of 1. Power supply and ground lines are allowed as aggressors; their logical values are 0 and 1, respectively, for any input vector. The value seen by all sinks connected to v F is assumed to be logic-0 Parameter extraction (PEX) tools calculate, for a given interconnect, a resistor-capacitance (RC) tree. An interconnect is divided into small portions. Every portion of the interconnect is mapped to a resistor and one or multiple capacitances at its output. We call one such resistor / capacitances block an RC element. We target open defects located at the output of an RC element in the RC tree. Consider the portion of the interconnect corresponding to a particular RC element. Due to the aggressor-victim model assumptions, the behavior of the circuit with an open defect on any location within that portion of the interconnect is identical. Hence, a test pattern generated for the open on the output of the RC element in the RC tree detects all opens on the corresponding portion of the interconnect.
The list of defects targeted by the ATPG consists of outputs of RC elements. If all defects are detected, the coverage of the entire interconnect is achieved. Example: Figure 1 shows a victim interconnect v divided by the PEX software into seven portions p 1 through p 7 , with gate G 1 the source driving logic-0 on v, and gates G 2 and G 3 the sinks of v. If the open defect occurs within portion p 1 , i.e., at the output of RC element r 1 , v S consists of portions p 1 and v F consists of portions p 2 through p 7 . Since C 1 (v F ) = cc 3 + cc V DD = 14 is less than C 0 (v F ) = cc 1 + cc 2 + cc 4 = 21, gates G 2 and G 3 see logic-0 which corresponds to the defectfree value. Hence, no fault effect could propagate to an output from any of the sinks. If the open is located within portion p 4 , v S is composed of p 1 , p 2 , p 3 and p 7 , and v F consists of p 4 , p 5 and p 6 . The value seen by G 2 is logic-
Sink G 3 is connected to v S and thus sees the logic-0 value driven by G 1 unaffected by the defect. Fault effect propagation to an output is possible only from gate G 2 .
ATPG Procedure
The ATPG algorithm takes a list of open defects as input. The defect list may include intra-layer and inter-layer opens, located at the end of an RC element. As explained above, such a defect represents all open defects on the portion of the interconnect corresponding to that RC element. If all RC elements from the RC tree are targeted, complete coverage of all opens is possible.
The ATPG generates a set of test patterns which detect defects for which a test pattern exists. Other defects are either proven to be untestable or aborted due to high computational complexity.
Pre-processing
The tool supports pattern generation on top of a pre-defined test set T , e.g., the stuck-at test set. In that case, T is faultsimulated first, and all detected defects are dropped.
Structurally untestable defects, i.e., defects with no aggressors influencing v F , are considered untestable and dropped. The voltage on the floating part of the interconnect cannot be controlled for these defects within the aggressorvictim fault model, so it is impossible to detect them.
The remaining defects are targeted by deterministic ATPG outlined below.
Deterministic test generation
Given an open defect on interconnect v, the floating part v F of v, the aggressors and the coupling capacitances to the aggressors are identified first.
There are two ways to generate a test pattern for the defect: by forcing logic-0 on v F or by forcing logic-1 on v F . If the first option is chosen, a pattern is determined which justifies logic-1 on v, sets a sufficient number of aggressors to logic-0 such that C 0 (v F ) > C 1 (v F ) holds and logic-0 is imposed (forced) on v F , and propagates the resulting 1/0 difference to an output. This corresponds to finding a test for the stuck-at-0 fault on v under additional constraints, namely the requirement that some of the aggressors are set to logic-0.
If, in contrast, the test pattern generation is done by forcing logic-1 on v F , logic-0 is justified on v, logic-1 is justified on a subset of aggressors and the resulting 0/1 difference is propagated to an output. This corresponds to generating a test for the stuck-at-1 fault on v such that some aggressors are set to logic-1.
Identification of the subset of aggressors to be used to force the faulty value on v F is not trivial. Assignments to aggressors may conflict with each other and with assignments necessary to detect the stuck-at fault. For instance, in Figure   1 aggressor a 3 is driven by an NAND gate with aggressor a 2 as an input. Hence, it is impossible to set both a 2 and a 3 to logic-0. If a subset of aggressors has been selected and no test could be found, the defect cannot be considered untestable as it may be detectable using a different subset of aggressors. The number of possible assignments to aggressors is 2 n , where n is the number of aggressors which influence v F and could exceed 100.
The algorithm attempts to generate a pattern by forcing logic-0 on v F as well as by forcing logic-1. The procedure is successful if a pattern detecting the defect is generated by one of both attempts. If both problems are proven unsolvable, the defect is considered untestable. If no detecting pattern has been generated and at least one of both calculations was aborted, the defect is considered aborted. In the following, the generation by forcing logic-0 is explained; forcing logic-1 is symmetric.
Forcing logic-0 value
First, the algorithm checks whether logic-0 can be forced on v F by performing two checks. Defects which fail these checks are provably undetectable by forcing logic-0. The opposite does not hold, i.e., defects which have passed the checks are not guaranteed to be detectable.
The first check evaluates whether some of the aggressors are power supply lines and their cumulative strength, i.e., sum of their coupling capacitances to v F , exceeds the respective number for all the other aggressors combined. In this case, C 0 (v F ) > C 1 (v F ) cannot hold and no test pattern detecting the open defect by forcing logic-0 on v F exists.
The second check determines whether the stuck-at-0 fault is detectable without any additional constraints. The stuckat-0 fault is handed to a commercial stuck-at ATPG tool. If the tool reports that the fault is redundant, no detection of the open defect reduced to this fault is possible by combinational or one-cycle scan testing.
Aggressor selection
We use a branch-and-bound (B&B) algorithm to find an assignment of a sub-set of n aggressors which is consistent with the goal of simultaneously detecting the v-stuck-at-0 fault. The B&B algorithm generates suggestions for assignments to aggressors which are evaluated by the following three-stage process: 1. Local implication analysis: Logical values implied on other aggressors by the assignment under consideration are calculated. In the example in Figure 1 , if logic-0 has been assigned to aggressor a 2 , the implication routine would automatically set aggressor a 3 to logic-1. If the assignment is logically inconsistent or the condition C 0 (v F ) > C 1 (v F ) cannot be achieved even if the unassigned aggressors are all set to logic-0, the assignment is considered unsuccessful for forcing logic-0 and the evaluation terminates.
Constrained stuck-at ATPG:
The commercial stuck-at ATPG tool is invoked to generate a pattern for the v-stuckat-0 fault with selected aggressors set to logic-0 as additional constraints. If no pattern is generated, the assignment is considered unsuccessful and the evaluation terminates. It would have been possible to skip stage 1 and call the stuck-at ATPG tool directly. The local implication routine is used to reduce the number of unsuccessful calls of the ATPG tool.
Fault simulation:
If the pattern generated in step 2 detects the targeted open defect, the test generation is considered successful. It could fail to detect the open defect because not enough aggressors are set to logic-0 and C 0 (v F ) > C 1 (v F ) does not hold.
The B&B algorithm to select the assignments to be evaluated using the three-stage process is described next.
Branch-and-bound algorithm
The list of aggressors is sorted in the decreasing order of their CC values to v F . The aggressors are set to logic-0 in this order. This is done to reduce the number of aggressors which must be selected to force logic-0 on v F . Moreover, setting an aggressor with a low CC to logic-0 may imply a logic-1 on an aggressor with a high CC, preventing the defect from being detected.
After an aggressor has been assigned, the three-stage evaluation process described above is run. The problem is solved if a pattern which detects the defect has been generated. Then, all other yet-undetected defects are simulated and dropped if detected. If any of the first two stages of the evaluation process (the local implication check or the stuckat ATPG) were unsuccessful, a backtrack is initiated. The last aggressor a k in the sorted list which is set to logic-0 is set to logic-1, and aggressor a k+1 is set to logic-0. By doing so, we prune parts of the solution space which provably do not contain a valid solution. If the pattern has been generated but did not detect the defect, we continue the exploration of the solution space by setting the next unassigned aggressor to logic-0.
To ensure reasonable run times, we put a limit L on the number of different aggressor assignments considered. We set this limit to 2 · n, where n the number of aggressors, in order to account for the complexity of the solution space. If this limit has not been reached, i.e., the solution space has been exhausted, the defect is considered untestable, otherwise it is considered aborted. If the stuck-at ATPG reports an abort, we discontinue the calculation, consider the defect aborted and do not backtrack. This is done because the stuck-at ATPG instance which would be generated after the backtrack would be very similar to the one which resulted in an abort. Thus, it is likely that the stuck-at ATPG tool still would not be able to calculate a pattern after the backtrack.
Example
Consider test generation for an open defect on portion p 1 of the circuit from Figure 1 by forcing logic-0 on v F . v F consists of portions p 2 through p 7 . The ordered list of aggressors is a 1 , a 2 , a 3 and a 4 (V DD is also an aggressor but cannot be assigned). Aggressor a 1 is assigned 0 first, and test generation for v-stuck-at-0 fault with a 1 set to 0 as an additional constraint is invoked. Suppose that a pattern is generated but does not detect the open defect. Aggressor a 2 is assigned 0 and 1 is implied on a 3 next. Suppose that the pattern generated for v-stuck-0 with constraints a 1 = a 2 = 0 still does not detect the defect. Since a 3 is already implied, a 4 is assigned 0 next. Assume that no pattern for v-stuck-at-0 fault with a 1 = a 2 = a 4 = 0 could be generated.
No stuck-at test generation is invoked for assignment a 4 = 1 because C 0 (v F ) = cc 1 + cc 2 = 17 and C 1 (v F ) = cc 3 + cc 4 + cc V DD = 18. Even if a pattern would be generated, no forcing of logic-0 on v F would be possible. Hence, a backtrack to the last aggressor for which a decision was taken, i.e., a 2 , is initiated. a 2 is set to 1 and a 3 is set to 0. Test generation for v-stuck-at-0 fault with a 1 = a 3 = 0 and a 2 = 1 results in a pattern which detects the open defect.
Experimental Results
We laid out ISCAS 85 circuits and extracted the parasitic coupling capacitances CC using the flow outlined in [18] . We applied our ATPG to the complete list of both inter-and intra-layer interconnect opens. Since open-via defects are reported to be of particular concern [1] , we repeated the measurement targeting only inter-layer opens. Table 1 summarizes the results for inter-layer opens only. The ATPG procedure was run on top of an existing stuckat test set. The number of stuck-at patterns and the number of additional patterns generated for open defects not covered by the stuck-at test set are given in columns 2 and 3, respectively. Column 4 contains the total number of targeted defects, i.e., vias on all signal interconnects. The number of structurally untestable defects, for which no value forcing and thus no detection is possible, is reported in column 5. The number of defects for which the tool proved that no pattern detecting this defect exists is given in column 6. The number of aborts is reported in column 7. Column 8 contains the number of detected defects. The defect efficacy, defined as the number of detected defects divided by the number of detectable defects (i.e., the total number minus the numbers in columns 5 and 6), is reported in column 9. The run time (including the time for the stuck-at ATPG tool) are given in the last column.
It can be seen that the number of additional patterns is not high, totalling up to 20% of the stuck-at test set for circuit c2670. The number of aborts is low, resulting in high defect efficacies. All the aborts in this experiment were due to an abort of the stuck-at ATPG tool during the constrained stuck-at test generation. Although an abort could also occur due to the limit put on the number of aggressor assignments considered, we did not observe such aborts in the reported experiments. Table 2 contains test generation results for inter-layer open defects obtained by the ATPG procedure which did not use an existing test set as a basis and thus targeted the complete defect list. Column 'Pat.' gives the number of generated patterns, column 'Det.' quotes the number of detected defects and column 'DE' reports the defect efficacy (which takes into account the number of undetectable defects not in- Table 2 : Results for inter-layer (via) opens and comparison with stuck-at n-detection test sets cluded in the table). For comparison, the same values are given for stuck-at n-detection test sets with n = 1, 2 and 3. The ATPG procedure achieves coverage which is almost identical to the version which generates patterns on top of the stuck-at test set (the difference to column 8 of Table 1 is at most 1 defect per circuit). The number of required patterns is smaller than in top-up mode. n-detection test sets do achieve a high coverage of open-via defects but they are still inferior to the patterns generated by the ATPG despite their larger size. This is best observed for larger circuits. Tables 3 and 4 quote results for all open defects (intraand inter-layer). The layout of the tables corresponds to that of Tables 1 and 2 . Since an open defect corresponds to an RC element and thus to a portion of an interconnect, we calculated the length of each portion to account for the probability of defect occurrence. In addition to values computed based on absolute numbers of defects, the numbers obtained by weighting every open defect with the length of the corresponding portion are quoted in parentheses. These numbers are given in millimeters in Tables 3 and 4 .
Although the number of considered opens is much larger than the number of inter-layer opens considered in Tables 1  and 2 , the generated test sets do not grow significantly. The conclusions drawn for inter-layer opens are still valid. The efficacy of both test sets generated by the ATPG (with and without a stuck-at test set as a basis) is the highest. The efficacy of n-detection test sets is reasonable but less than that of the generated sets, both when considering the absolute numbers of detected defects and their cumulative length.
Taking the length of the open defects into account yields higher defect efficacy values. This implies that many short portions of interconnect correspond to hard-to-detect open defects while many longer portions of interconnect correspond to easy-to-detect open defects. This is consistent with our observation that the PEX tool extracts many RC elements corresponding to short portions in the vicinity of an interconnect's source or sinks. A smaller number of RC elements correspond to longer portions 'in the middle' of an interconnect which have many aggressors and allow more options to force the desired value on them.
To validate the stability of the generated test sets under moderate process variations, we performed a Monte-Carlo simulation of circuit c2670 assuming varying values of CC. We performed 101 simulations assuming that every parasitic coupling capacitance is an independent random variable according to a Gaussian distribution with mean given by its extracted value and σ chosen such that 3σ corresponds to 15%. Table 5 reports the number of defects detected when no process variations are present (column 'No proc. variations'), the mean number of defects detected throughout 101 simulations, the standard deviation, the minimum and the maximum value and the difference ∆ of the maximum and the minimum values.
The coverage of the stuck-at test sets is almost unaffected by process variations. Even though there is some deterioration for the generated open test sets, their mean coverage is still higher than that of the stuck-at test set. We validated that in each of the 101 simulations the generated test sets outperformed the stuck-at test sets. Moreover, the spread between the maximum and the minimum value is as narrow for open test sets as for stuck-at test set, suggesting a high stability.
Conclusions
Interconnect open defects are not fully covered by stuck-at test sets. We introduced a flow to generate patterns for both intra-and inter-layer opens based on accurate physical modeling accepted in the industry. The required electrical data are obtained as a by-product during layout-versus-schematic check. The test generation procedure works on gate level, utilizing an optimized branch-and-bound algorithm to for- 
