Аппаратная реализация преобразования SubBytes алгоритма шифрования Rijndael (AES) by Дербунович, Леонид Викторович & Караман, Д. Г.
 79 
УДК 004.056  
 
Л.В. ДЕРБУНОВИЧ, д-р техн. наук, проф. каф. АУТС НТУ «ХПИ», 
Д.Г. КАРАМАН, аспирант каф. АУТС НТУ «ХПИ» 
 
АППАРАТНАЯ РЕАЛИЗАЦИЯ ПРЕОБРАЗОВАНИЯ SUBBYTES  
АЛГОРИТМА ШИФРОВАНИЯ RIJNDAEL (AES) 
 
Проведено аналіз існуючих рішень апаратної реалізації підстановлюючого блоку S-Box, що є 
основою перетворення SuBytes алгоритму шифрування Rijndael. Виконано синтез, моделювання 
та верифікацію динамічних і функціональних характеристик найбільш поширених варіантів на 
основі їхніх описів мовою VHDL. 
 
Analysis of existing solutions for substitution module S-Box hardware implementations which is the 
basic part of SubBytes transformation in Rijndael encryption algorithm is provided. Synthesis, model-
ing and dynamic and functional characteristics verification for the most popular options based on ap-
propriate VHDL source codes are performed. 
 
Введение. Криптографические методы играют важную роль в сохране-
нии и передаче конфиденциальных данных. Потребность в защите информа-
ции отображается широким выбором алгоритмов и стандартов шифрования, 
которые можно разделить на две группы: асимметричные [1, 2] и симметрич-
ные[3, 4]. Симметричные алгоритмы по всем параметрам являются намного 
более простыми в реализации и быстрыми при функционировании, чем асси-
метричные. Поэтому их используют в устройствах хранения и передачи дан-
ных с большими требованиями по скорости к потокам обрабатываемой ин-
формации[5, 6, 7]. 
Алгоритм Rijndael является блочным симметричным алгоритмом шиф-
рования. Этот алгоритм был принят Национальным Институтом Стандартов 
и Технологий США (NIST) 26 ноября 2001 года как стандарт для использова-
ния в коммерческих или государственных структурах для защиты конфиден-
циальной информации (не сопряженной с государственными тайнами) [3]. С 
принятием его как стандарта (Advanced Encryption Standard, AES) с него были 
сняты все патентные ограничения, таким образом, его можно использовать в 
любых проектах и в любом виде без каких-либо отчислений.  
Не смотря на то, что в качестве стандарта криптостойкого шифрования 
этот алгоритм был принят только в США, в наши дни он используется прак-
тически повсеместно. В процессе конкурсного отбора среди нескольких де-
сятков претендентов, он был тщательно рассмотрен и одобрен ведущими 
специалистами и лабораториями по разработке криптографических средств 
компьютерной безопасности как один из самых надежных алгоритмов шиф-
рования по крайней мере на ближайшие 30 лет.  
Алгоритм Rijndael представляет собой цикл обработки исходного — от-
крытого — текста, каждая итерация которого состоит из набора четырех по-
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следовательных преобразований: SubBytes, ShiftRows, MixColumns и Ad-
dRoundKey (рис. 1). 
Варианты аппаратной реализации преобразования SubBytes являяются 
объектом анализа в данной статье. 
 
 
 
Рис. 1. Схема алгоритма Rijndael 
 
Анализ структуры. Преобразованию SubBytes во многих публикациях 
уделено много внимания по той причине, что оно является наиболее ресурсо-
емким для аппаратных реализаций модулей шифрования на базе алгоритма 
Rijndael. По различным источникам это преобразование занимает от 84% [8] 
до 90%[9] от общих аппаратных затрат на реализацию всего модуля шифро-
вания в зависимости от способа реализации как самого преобразования, так и 
алгоритма в целом.  
Технически само преобразование SubBytes представляет собой замену 
исходного байта данных байтом, сгенерированным по определенному стан-
дартом (описанием алгоритма) математическому закону, который обеспечи-
вает наименьшую степень корреляции между значениями этих двух байт. 
Авторы алгоритма определили в качестве такого закона 2 операции: нахож-
дение обратного по умножению в поле GF(28) и аффинное преобразование. 
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При расшифровывании обе операции применяются в обратном порядке, 
только вместо прямого аффинного преобразования выполняется обратное 
аффинное преобразование (рис. 2). 
 
 
 
Рис. 2. Структура универсального блока S-Box 
 
Структурно, преобразование, согласно авторам, выполнено в виде одно-
го блока, который они назвали S-Box и который последовательно обрабаты-
вает каждый байт исходного состояния (рис. 3). 
 
 
 
Рис. 3. Выполнение преобразования SubBytes 
 
Цель статьи: анализ существующих подходов к аппаратной реализации 
блока S-Box, описание схемных решений на языке VHDL, моделирование и 
верификация их динамических и функциональных характеристик с целью 
выбора наиболее эффективных решений. 
Реализация преобразования SubBytes сводится к синтезу блока S-Box и 
организации алгоритма замены: либо 1 S-Box последовательно обслуживает 
все 16 байт исходного состояния, либо 16 блоков, которые параллельно вы-
полняют преобразование за один такт. 
Существует два наиболее распространенных и проверенных способа 
реализации блока S-Box: в виде подстановочной таблицы на 256 байт, либо 
комбинационной схемы, тем или иным способом реализующей описанную в 
стандарте эквивалентную функцию. 
Подстановочная таблица. В первом способе предполагается использо-
вание ячейки памяти для хранения всех возможных значений подстановочно-
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го блока. Эти значения были рассчитаны заранее и приведены в виде табли-
цы в тексте стандарта (рис. 4).  
 
 
 
Рис. 4. Подстановочная таблица блока S-Box из стандарта AES 
 
Эта таблица реализуется в виде модуля ПЗУ. На адресные входы пода-
ется исходный байт, а на выходной порт поступает соответствующее ему 
значение из приведенной выше таблицы. Основное достоинство данного ре-
шения – простота реализации, которое зачастую является решающим для 
срочных проектов, в которых к скорости работы не предъявляется жестких 
требований. Следует упомянуть, что для реализации всего преобразования 
SubBytes необходимо максимум 16 вышеописанных модулей памяти, или 
минимум один, но с дополнительной управляющей логической схемой, кото-
рая последовательно будет подавать по очереди все 16 байт исходного со-
стояния.  
Существуют определенные сложности при реализации этого варианта на 
ПЛИС. Формально, описание на VHDL сводится к объявлению нового типа 
данных – массива байт необходимой размерности – и константы этого типа. 
Однако не все синтезирующие пакеты в состоянии правильно обработать 
такие структуры и разработчики этих пакетов настоятельно рекомендуют 
использовать специализированные типовые компоненты из встроенных биб-
лиотек, поставляемых вместе с синтезатором [10]. Такое решение не очень 
благоприятно сказывается на универсальности проекта и влечет за собой 
привязку к конкретным средствам синтеза. Не смотря на это, реализация бло-
ка S-Box в виде модуля памяти весьма популярна не только в академических 
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исследованиях, таких как [6], [11], но и в конкретных проектах, находящих 
практическое применение , например, модулях беспроводных сетей [12]. 
 
Схема на логических элементах. Второй способ, реализация в виде 
комбинационной схемы, более популярен, чем первый. Он сводится к оты-
сканию логической функции, которая описывала бы математические опера-
ции, приведенные в тексте стандарта: аффинное преобразование и нахожде-
ние обратного по умножению элемента в поле GF(28). В свою очередь, этот 
способ имеет несколько вариантов решений в зависимости от методов полу-
чения результирующей логической функции. 
Первый вариант: синтез логической функции по данным таблицы, при-
веденной выше. Существуют методы и соответствующее программное обес-
печение, позволяющие получить требуемую логическую функцию в виде 
СДНФ или СКНФ. Применяя современные мощные средства синтеза логиче-
скую функцию любой сложности можно отобразить в оптимизированную 
структуру подстановочного блока S-Box для реализации на ПЛИС [8]. Стоит 
заметить, один из авторов алгоритма Rijndael Винсент Реймен (Vincent 
Rijmen) в своей статье [13] признает подобное решение наиболее оптималь-
ным и приемлемым для аппаратных реализаций AES. 
Второй подход: использование специальных методов, которые сводят 
вычисления в поле GF(28) к вычислениям в конечных полях меньшего поряд-
ка для отображения операции нахождения обратного по умножению в логи-
ческую функцию. Подобная методика подробно рассмотрена в [14] и опробо-
вана в [5], [6] и [9]. Суть ее сводится к представлению элементов поля Галуа 
GF(28) в виде элементов полей меньшего порядка, арифметические операции 
над которыми можно выполнять на порядок проще и быстрее, чем над эле-
ментами поля GF(28). 
В соответствии с [13], обратное по умножению может быть рассчитано 
по следующей формуле: 
 
1 2 2 1 2 2 1( ) ( ) ( )( )bx c b b B bcA c x c bA b B bcA c- - -+ = + + + + + +  (1) 
 
где b – старший полубайт, а с – младший полубайт элемента поля GF(28), А и 
В – коэффициенты характеристического неприводимого полинома x2+Ax+B. 
В [14] был использован неприводимый полином х2+х+λ. Следовательно, 
А = 1 и В = λ, а формула (1) принимает следующий вид: 
 
1 2 1 2 1( ) ( ( )) ( )( ( ))bx c b b c b c x c b b c b cl l- - -+ = + + + + + +  (2) 
 
Согласно этой формуле нахождение обратного по умножению элемента 
поля GF(28) сводится к арифметическим операциям над элементами поля 
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GF(24), к которым относятся b и с. По формуле (2) в [14] была составлена 
следующая схема: 
 
 
 
Рис. 5. Схема нахождения обратного по умножению элемента в поле GF(28) 
 
Подстановочный блок S-Box, выполненный по этой схеме, является наи-
более экономичным и быстродействующим решением. Кроме того, такой 
вариант больше всего подходит для конвейерной обработки данных, а так же 
реализации различных механизмов обнаружения и устранения сбоев и оши-
бок.  
Представленные решения были описаны на языке VHDL, проведен их 
синтез и моделирование средствами пакета Xilinx ISE 10.1. Анализ особенно-
стей полученных схем а так же временных параметров их функционирования 
показывает, что по абсолютным показателям реализация в виде комбинаци-
онной схемы в 1,4 раза выигрывает по аппаратным затратам, но в 2,1 раза 
проигрывает по быстродействию варианту в виде модуля памяти. Такое со-
отношение временных характеристик обусловлено тем, что современные 
ПЛИС типа FPGA фирмы Xilinx оснащены собственными оптимизированны-
ми ячейками памяти, которые при синтезе задействуются синтезатором. Од-
нако в [6] приведены методики, которые позволяют за счет конвейеризации 
существенно поднять производительность решений на основе комбинацион-
ной логики при незначительном перерасходе аппаратных ресурсов кристалла. 
С учетом приведенных ранее других достоинств, вариант реализации подста-
новочного блока S-Box на основе комбинационной схемы является наиболее 
предпочтительным. 
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Выводы. В результате анализа существующих решений аппаратной 
реализации блока S-Box рассмотрены несколько наиболее распространенных 
вариантов исполнения этого подстановочного блока. На основе описания 
схемного решения блока S-Box на языке VHDL выполнены моделирование и 
верификация динамических и функциональных характеристик нескольких 
вариантов аппаратных схем и определены их достоинства и недостатки.  
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