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ログラムは Itanium 2 プロセッサの上限性能で動作する．
Implementation and Evaluation of Fast Packet Filters
Yoshiyuki Yamashita†1 and Masato Tsuru†2
Packet ﬁlters are essential for most areas of recent network technologies.
While high-end expensive routers and ﬁrewalls are implemented in hardware-
based, ﬂexible and cost-eﬀective ones are usually in software-based solutions
using general-purpose CPUs but have less performance. In order to solve this
performace problem, we apply code optimization techniques to packet ﬁlter im-
plementations, in particular the software pipelining techniques for a loop with
conditional branches, on Intel IA-64 Itanium 2 processor. The authors have
studied the method of applying the techniques to the packet monitoring tool
tcpdump and reported their high eﬀects. Using the revised method, we can ob-
tain a software-pipelined packet ﬁlter implemetation which is four times faster
than a C compiler based one and two times faster than an optimized code with-
out software pipelining. The fastest ﬁlter program developed in this research
can execute at the maximum speed of Itanium 2 processor.
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2 高速パケットフィルタの実装と評価
の準備研究として tcpdump 6) のパケットフィルタ処理を高速化することを試み，predicate




















ここに filter() がステップ 1を，action() がステップ 2を実行する関数である．
さて，たとえば DOS攻撃を受けているときには短時間に大量のパケットが押し寄せるか
ら，それらパケットは以下のようなループで処理することになる．





ip filter 1 reject X.X.X.0/24 * * * *
ip filter 2 pass * X.X.X.0/24 established * *
ip filter 3 pass X.X.X.X/29 X.X.X.X tcp * smtp
ip filter 4 pass X.X.X.0/24 X.X.X.X tcp * 5000-6000
ip filter 5 pass * * udp * domain
ip filter 6 pass X.X.X.X/29 X.X.X.X tcp * pop3
...
図 1 フィルタルールの例（一部抜粋，上記 X.X.X.X には実際には特定のアドレス値が入る）
Fig. 1 An Example of a set of ﬁlter rules (an extract, replacing each of X.X.X.X with a concrete
address value in real rules).
ここに n packetsは入力パケット数である．しかし，上のループは以下のように 2つのルー
プに分割する方が高速処理に向いている．
　 for(i = 0; i < n_packets; i++){ //ループ 1
result[i] = filter(i);
　}














( 1 ) 先行研究のフィルタルールは tcpdump の比較的単純なルール（たとえば終点ポート
番号が 3000であることを表すルール"dst port 3000"など）を対象としているが，
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本研究のルールは図 1 のような，定型的フィルタパターン（3.2 節参照）を多数（し
ばしば数百行以上も）有するルールを対象とする．




























表 1 先行研究12) の実験結果
Table 1 The experimental results of the previous work 12).
実装方式 加速率 18.6/加速率
1 tcpdump インタプリタ 1.0 18.6
2 非構造化 C プログラム（gcc 適用） 5.7 3.3
3 構造化 C プログラム（gcc 適用） 5.6 3.3
4 非構造化 C プログラム（icc 適用） 8.3 2.2
5 構造化 C プログラム（icc 適用） 11.3 1.6
6 非ソフトウェアパイプライン化コード 8.3 2.2
7 PE ソフトウェアパイプライン化コード 18.6 1.0
8 EMS ソフトウェアパイプライン化コード 16.3 1.1
2.3 実験結果と評価
表 1 は文献 12)から転載した実験結果である．ここに 2行目から 5行目の「非構造化/構
造化 Cプログラム」は 2.2.1 項の Cプログラムであり，前者はラベルと goto文からなる
プログラム，後者は if文のネストからなるプログラムである．GNU Cコンパイラ gccで






( 1 ) PEソフトウェアパイプライン化コード（表の 7行目）は，gccでコンパイルした C
プログラム（2，3行目）よりも 3倍以上高速である．





1 Itanium 2 プロセッサ向けの様々な高度なコード最適化を実装している．



















ip filter n type sip dip proto spt dpt
ここに各フィールド n，type，sip，...の意味は以下のとおりである．
n ... パターン識別番号（16 bit符号なし整数値）．ルール中の複数のフィルタパターンは
識別番号の昇順に並んでいるものとする．
type ... パケットの処理方法．pass（通過）または reject（廃棄）を指定する．
sip ... 始点 IPアドレス．以下の構文で指定する．
* ... 任意のアドレス．
x1.x2.x3.x4 ... 特定のアドレス．各 xi は 8 bit符号なし整数値．
x1.x2.x3.x4/m ... マスク付きアドレス．mは 32以下の正整数値．





established ... tcpコネクションが確立された tcpパケットを表す．具体的な手順で
は tcpパケットのフラグ・フィールドの ackビットと rstビットを調べる．
spt ... 始点ポート番号（tcp/udpパケットでのみ有効）．以下の構文で指定する．
* ... 任意のポート番号．tcp/udpプロトコル以外は必ずこの指定を行う．
p ... 特定のポート番号（16 bit符号なし整数値）．
p1-p2 ... ポート番号の範囲指定．p1 ≤ p2．
文字列 ... ニーモニック指定のポート番号．smpt，www，domainなど．
dpt ... 終点ポート番号（tcp/udpパケットでのみ有効）．sptと同じ構文で指定する．
4. 実 装 方 法
フィルタルールが 3 章のように定義されるとき，パケットフィルタは以下の 3つの処理
を行う．
( 1 ) ルール中の各フィルタパターンを計算機の 2 進数内部表現に変換し，パターンの並
びをその内部表現の配列としてメモリ上に配置する．
( 2 ) 入力パケットが各内部表現とマッチするか否かの判定を配列要素順に繰り返す．
( 3 ) その判定結果に従って入力パケットを処理する．
上記 ( 1 )はいわば前処理であり，この前処理の実行速度はフィルタの実行速度には関係
しない．本研究ではこの前処理部を lex，yaccを用いて実装している．上記 ( 2 )はフィル
タ本体の処理であり，2.1 節の関数 filter()に対応する．上記 ( 3 )はフィルタの出口での
システム依存の処理であり，2.1 節の関数 action()に対応する．本研究は ( 2 )の高速化に
関するものであり，( 3 )には触れない．ルールが複雑化しパターン数が増大したときに，各
入力パケットに対して発生する処理は ( 2 )に関しては増大するが ( 3 )に関しては変わらな




実行時間を強く勘案しなければ，上記 ( 2 )の処理を行う Cプログラムを開発することは
きわめて容易であり，ほぼすべてのプログラマが同様のプログラムを作るであろう．それを
「素朴なプログラム」と呼ぼう．そのようなプログラムの外形を図 2 に示す．このプログラ
ムには (1)～(9)の 9個の条件分岐が含まれる．なお簡単のため，現在は tcpプロトコルお
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for(int i = 0; i < フィルタパターン数; i++){
IP = [入力パケットの始点 IPアドレス] & [i番目のパターンの sipの bitマスク];
if(IP == [i番目のパターンのsip]){ //(1)
IP = [入力パケットの終点 IPアドレス] & [i番目のパターンの dipの bitマスク];
if(IP == [i番目のパターンのdip]){ //(2)
if([i番目のパターンのproto] == tcp){ //(3)
if([入力パケットの始点ポート番号] >= [i番目のパターンのsptの下限値]){ //(4)
if([入力パケットの始点ポート番号] <= [i番目のパターンのsptの上限値]){ //(5)
if([入力パケットの終点ポート番号] >= [i番目のパターンのdptの下限値]){ //(6)
if([入力パケットの終点ポート番号] <= [i番目のパターンのdptの上限値]){ //(7)
FLAGS = [入力パケットの tcpフラグ・フィールド] &
[i番目のパターンの tcpフラグ・フィールドの bitマスク];
if(FLAGS == [i番目のパターンのtcpフラグ・フィールド]){ //(8)






} else if([i番目のパターンのproto] == *){ //(9)





図 2 パケットフィルタ中核部を記述する素朴な C プログラム
Fig. 2 A naive C program that deﬁnes the core part of the packet ﬁlter.
よび任意プロトコル（proto = tcp or proto = ∗）のみを扱っている．その他のプロトコル




本研究では，作成された Cプログラムを GNUコンパイラ gcc（ver. 2.96）とインテル


























の後に比較演算を実行するように工夫している．各 cmp命令の後ろに，図 2 の中の対応す
る if 文の番号をコメントとして付けた．その中で"//(1),(2)"は，2 つの if 文の判定を
1つの cmp命令で実現していることを表す．"//(4),(5)"，"//(6),(7)"ではマルチメディ
1 始点 IP アドレスの格納開始位置は IP ヘッダの先頭からは 12 バイト目であるが，研究ではその前に Mac ヘッ
ダ 14 バイトを含む実装を採用している．
2 64 bit マシンの場合には 8 バイト境界にしておくと後に述べるマルチメディア命令の使用時にさらに効果的で
ある．
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ア命令 pcmp4.gt（4バイト整数の大小比較の 2並列実行）の結果を利用している．ダブル




















化のための仕掛けとしては register rotation 機能とあわせて使用している．




















t = TO + kTP
ここに定数 TO はパケットフィルタの動作の前処理，後処理に掛かる時間（いわゆるオーバ
ヘッド）とする．定数 TP はパケットがある 1つのフィルタパターンにマッチするか否かを
判定するために要する時間とする．なお，パケットがすべてのフィルタパターンにマッチし
ないときには以下の式とする．
t = TO +NTP
さて，入力パケットが k番目のパターンにマッチする確率を pk とする．またすべてのパ








pk(TO + kTP ) + p0(TO +NTP )




kpk +Np0 である．この式 (1)が入力パケットの統計的性質，フィルタ
ルール，実行時間の期待値の 3者の間の関係式である．
今，実験用の入力パケットの集合とフィルタルールの組が与えられたとしよう．その組に
ついて実際のネットワーク実験を行えば，パケット 1個あたりの平均処理時間 T を実験的
に求めることができる．またパケットの集合とルールを別途解析することで確率 pk を求め




る．よって，1 組の入力パケットの集合とルールから TO と TP の一次関係式 1 つを得る．
そのような組を複数与えて実験し，最小二乗法を用いて式 (1)を解けば，1つのフィルタプ
ログラムの実装について定数 TO と TP を知ることができる．
5.2 性 能 比 較

















ここで α の値がフィルタプログラムの実装の種類によらないことを注意する．次に，α の
値は確率分布 pk によって決まるが，一般にはフィルタパターン数N とともに増加すると考
えて妥当であろう．特に多くの入力パケットがいずれのパターンにもマッチせず，デフォル
トルールで廃棄されるような場合には α ≈ Np0となる．N が十分に大きな数ならば，結局，
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表 2 様々なパケットフィルタの実装とその実行時間
Table 2 Implementations of the packet ﬁlter and their execution times.
実装方式 実行時間（MC）
α = 2.00 α = 8.99 α = 17.68 α = 34.36 α = 69.73
1 素朴な C プログラム（gcc 適用） 418.2 564.0 743.1 995.2 1508.0
2 素朴な C プログラム（icc 適用） 393.3 532.7 721.8 973.4 1540.6
3 アラインメント調整済み C プログラム（gcc 適用） 94.8 239.9 418.7 669.6 1179.4
4 アラインメント調整済み C プログラム（icc 適用） 60.0 199.3 389.2 639.9 1187.9
5 非ソフトウェアパイプライン化コード 52.8 130.0 208.8 350.4 597.2
6 PE ソフトウェアパイプライン化コード 57.8 89.1 123.9 191.0 325.8
7 EMS ソフトウェアパイプライン化コード 71.1 117.8 177.4 288.5 440.4
TA/TB ≈ TAP /TBP






6.1 実 験 条 件
本研究では，著者らの研究室のネットワークからキャプチャーした 10,000個のパケット
をいったんハードディスクに貯め，その 10,000個のパケットをハードディスクから繰り返
し読み出して実験を行った．実験に使用したマシンはインテル IA-64 Itanium 2 プロセッ
サ5)（900MHz，revision 7），Linux version 2.4.18-1.である．
フィルタルールとして，それぞれ 2個，9個，18個，35個，71個のフィルタパターンを
含む 5種類のルールを作成した．よってパケットとルールの組は 5種類である．式 (1)の係
数 αは，10,000個のパケットとこの 5種類のルールについてそれぞれ 2.00，8.99，17.68，
34.36，69.73であった．
6.2 実 験 結 果
表 2 は実験結果である．
表の 1，2行目は 4.1.1 項の Cプログラムを gccと iccでコンパイルしたコードである．
表の 3，4行目は 4.1.2 項で述べたアラインメント調整を加えた Cプログラムを gccと icc




Table 3 The coeﬃcients (TO, TP ) of linear approximation.
T0 TP TP /3.9
1 425.7 15.8 4.1
2 388.8 16.7 4.3
3 102.5 15.7 4.0
4 59.3 16.4 4.2
5 57.5 7.9 2.0
6 53.0 3.9 1.0
7 74.4 5.4 1.4
表では 5種類のルールそれぞれについて実行時間を示した．
実行時間から 5.1 節の議論に基づいて定数 TO と TP を計算した結果が表 3 である．定
数 TP がフィルタの性能を表す主な指標である（5.2 節参照）．そこでフィルタ間の性能比を





表 3 の「TP /3.9」の列から以下の事実が分かる．
( 1 ) PEソフトウェアパイプライン化による実装は，Cコンパイラによる実装（表 1～4
行目）よりも約 4倍高速である．先行研究の表 1 の場合，約 2～3倍であったから，
本研究では PEソフトウェアパイプライン化技法がより効果的である．
( 2 ) PEソフトウェアパイプライン化による実装は，非ソフトウェアパイプライン化によ
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る実装よりも 2倍高速である．この結果は表 1 の結果と類似している．
( 3 ) PEソフトウェアパイプライン化による実装は，EMSソフトウェアパイプライン化
よりも約 1.4倍高速である．この結果も表 1 の結果と近い．
これらの結果から本研究の高速化の効果は先行研究のそれと同等のものであるといえよう．
6.3.2 演算性能の理論上限値
TP の値は図 2 のループのイテレーション立ち上げ間隔1)（Iteration Initiation Interveal，
以下 I.I.I.）に対応する（5.1節参照）．その TP の値が，PEソフトウェアパイプライン化コー
ドでは 3.9であることに注目したい（表 3 の 6行目）．この数値は，このコードが Itanium
2プロセッサの演算性能の理論上限値で動作していることを示している．
理由は，以下のとおりである．リスト 3は実際に実験で用いた Itanium 2プロセッサ用の
コードである．ダブルセミコロン";;"で区切られた命令群が Itanium 2プロセッサが同時
に発行できる命令群であるが，リスト 3にはそのような命令群は 4つあることから，この
ループは理論上は 4MCで動作するはずである．そして TP の値が 3.9であることは，プロ
セッサがほぼ期待された動作をしていることを示している．ところで Itanium 2プロセッサ
は最大 6命令を同時発行できる．リスト 3に含まれる命令数は 20であるから，20/6 = 4
となり，どのような命令スケジューリング1を行ったとしても，I.I.I（= TP）はけっして














表 3 の 1 行目と 3 行目の TO 値の差 425.7 − 102.5 = 323.4，および 2 行目と 4 行目の
TO 値の差 388.8− 59.3 = 329.5は，データが 4バイト境界をまたぐことによる性能低下で
ある（4.1.2 項参照）．このことは先行研究では推測はされていたが，本研究によって明らか
になった．
1，3行目の TO 値よりも 2，4行目の TO 値がそれぞれ小さい理由は単に gccと iccの能
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