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Abstract 
This work is motivated by a prior case study of user driven changes to combat aircraft that was researched by the authors.  The 
study found that the initial changes were of seemingly low complexity, yet, follow-on integration required significantly more 
schedule (years versus months) and cost to implement.  Focusing solely on the hardware and its functions revealed a 
disproportionate increase in complexity for minimal functional gain.  However, expanding the system to consider the user revealed 
a trade-off between user workload and system complexity.  The initial system functional gain was achieved by a combination of 
low complexity hardware modifications and an increase in the aircrew from 6 to 11; the subsequent generation involved extensive 
hardware integration and reduced aircrew requirements to 7.  The existing design literature is quite extensive on the measurement 
of system complexity, particularly to better control design schedule and cost, with a tight focus on single types of system 
components (e.g. hardware or software).  The literature does not provide a good means to capture this observed exchange that 
occurred between dissimilar components.  In this paper, we present a method for considering the interactions amongst dissimilar 
system components and the changes in complexity as the system evolves.  This method leverages existing Multi-Domain-Matrices 
(MDM) techniques, but unlike previous work, treats humans-in-the-loop as components that accomplish system functions.  To 
illustrate the utility of this method, it is applied to a toy example, the making of egg foam with culinary hardware of varying 
complexity.  In holding the overall function constant, the analysis method clearly demonstrates an exchange between human and 
hardware functions as the hardware grew in complexity.  Future application of this method will consider more complex systems, 
specifically the case that drove this line of thought.  It is anticipated that application of this method to the case in question will 
clarify the mechanisms that drove system complexity increases in the second generation aircraft technology.  It is also anticipated 
that this method will aid in the consideration of the trades that occur between dissimilar system components, thus enabling better 
management of overall system complexity. 
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1. Introduction 
This work is motivated by previous case study research on a series of user driven modifications to an aircraft to 
accomplish new tasks; following initial changes, subsequent upgrades were made to achieve higher component 
integration1.  While the initial modifications yielded significant functional gains, they were qualitatively low in 
complexity from the perspective of the aircraft and hardware.  The full complexity of the change was revealed when 
these changes were integrated into the next generation of the aircraft; their development took more cost and schedule 
than the predecessor system (years versus months).  The system functions being accomplished had not changed 
radically, yet their integration was more complex.  Why were seemingly low complexity user driven changes so 
difficult to integrate?  
Expanding the system definition beyond the hardware, to include the human-in-the-loop, yielded a different 
assessment of the change that occurred.  Although the initial changes to equipment were relatively simple, operations 
became much more complex; the aircrew nearly doubled from 6 to 11 members with the first generation capability 
gains.  The task complexity was high and the interconnections between the crew extensive as is evidenced by long 
training timelines and practices to reduce exchanges of personnel between aircrews2.  The next generation equipment 
integration, while having similar function to the first generation, did so with only 7 crew members and greater 
equipment integration.  With minimal change in system functions, there was an apparent interchange in complexity 
between the hardware and the human-in-the-loop during the course of system evolution. 
Understanding of system complexity is an active field in the engineering design literature.  Several methods have 
been developed to understand system complexity, with the focus in engineering design on understanding system cost, 
managing change propagation or other production related concerns.  Product functions have been used as a measure 
for complexity and have supported parametric predictions of system development schedule and cost 3,4. Other measures 
have considered the structural complexity of a system, considering total parts5, interconnections5 and a combination 
of these factors that also weighs system topography6.  These measures tend to be applied to a single types of 
constituents (e.g. hardware or software), even in applications that consider more advanced complexity measures7,8.  
Systems are not only hardware components; they also include subsystems, software components and humans9.  A 
key factor of complexity is the interconnections and interactions between the constituents of a system4,10; if our view 
is limited to hardware components, what insight in complexity is lost when there is a coevolution of dissimilar 
constituents?  These existing measures fall short in understanding the interchange in complexity between human users 
and hardware that compose a system as well as other key constituents (e.g. software).  This limited perspective may 
mask changes in complexity that occur between system constituents; managing complexity growth for one while 
allowing complexity growth in another.  In the case study of the combat aircraft, considering just the hardware and 
functions made for a partial and misleading understanding of the system complexity.  The objective of this research is 
to develop a method to track the evolution of a system’s complexity such that interactions amongst component types 
are observable. 
This research proposes a method to track complexity across dissimilar components.  A toy problem is used to 
illustrate this method, specifically a series of simple human-in-the-loop systems that serve a common function, 
mechanical denaturing of an egg white.  The method leverages multi-domain matrices (MDMs), considering a 
component Design Structure Matrix (DSM) that is inclusive of the human and the hardware, as well as a function 
DSM that considers an integrated view of human and hardware functions.  This tool, combined with function based 
complexity metrics yields a perspective that includes both the human and hardware-in-the-loop complexity evolution.  
In holding the system function constant, it was found that increases in hardware functional complexity (and 
subsequently structural complexity) contributed to decreases in user functional complexity.  This tool appears capable 
of better representing the behavior observed throughout the evolution of the motivating aircraft example.  To provide 
a counterpoint, existing structural complexity measures are calculated for the toy problem to demonstrate the view of 
the system attained by considering hardware alone.   
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Nomenclature 
C system structural complexity  
C1  total individual component complexity 
C2 pairwise interaction complexity 
C3 topological complexity 
FC system functional complexity 
Fj total system functions at j level of functional decomposition 
2. Background 
Two terms will be used extensively in this paper, system and complexity as it pertains to the system.  Since the 
meaning of system and complex systems can vary, the authors have chosen to borrow suitable definitions for each 
from the existing literature.  First, for the purposes of this discussion, “a system is an assemblage of sub-systems, 
hardware and software components, and people designed to perform a set of tasks to satisfy specified functional 
requirements and constraints9.”  This definition is well suited to this research; it expands the bounds of a system 
beyond single component types and considers a broader assemblage.  Next, a complex system is, “a system with 
numerous components and interconnections, interactions or interdependencies that are difficult to describe, 
understand, predict, manage, design, and/or change10.”  This work seeks to understand these interactions and the 
interdependencies between components that are human, hardware and software based. 
Two domains appear relevant to the motivating phenomenon, the functional domain and the component domain.  
For the purposes of this research humans and hardware can perform functions and can be components, this application 
is consistent with the established definition of a system.  Design structure matrix (DSM) techniques are well suited to 
model and visualize the complex interactions between elements of a system11.  DSMs can be developed to model the 
functional domain as well as the component domain.  Further techniques in this field include Multi-Domain Matrices 
(MDMs) that permit a mapping between different domain matrices, of interest in this application is a mapping between 
the functional and component domains.  A key visualization tool in the MDM is the Domain Mapping Matrix (DMM), 
the DMM shows the linkages between the functional and component based views of the system.  In line with this 
research, research in the extant literature has considered the use of the MDM to weigh the relative functional and 
structural difference between multiple prototype systems12.  This research has adapted this technique to consider 
different types of components (e.g. humans and hardware). 
With a means to visualize differences between systems, both in the functional and component domain and a need 
to understand the interplay in complexity between different system components throughout a systems evolution, the 
existing literature on complexity measures was considered.  There is a broad array of structural complexity measures 
in the literature.  Simple measures consider counts of parts and interconnections5.  More recently, research has 
advanced a measure that has taken into account a more sophisticated view of the system, inclusive of previous 
complexity measures but also capturing the topological complexity of the system6.  These complexity measures were 
developed to better manage and understand change in complex systems, whether it is the infusion of new technologies8 
or estimating a program’s cost and schedule.  When these measures are applied, it is typically from the perspective of 
a single type of component, determining the complexity only of the hardware or the software7,8.  These measures work 
well at this level and with those types of components, unfortunately those methods are not suitable for systems that 
are not easily decomposed (e.g. determining the structural complexity of a human being).  These measures serve to 
improve the understanding of the equipment that will be considered in this research, however a method that is more 
suited to systems that are difficult to decompose will be considered. 
Functional complexity measures consider the actions that a specific system takes, this viewpoint is more amenable 
to assigning complexity to components that are different (e.g. humans, hardware or software).  Functional complexity 
measures have considered simple functional counts3 as well as measures with weighting tied to functional hierarchy4.  
In a manner similar to structural complexity measures, functional measures have been used to aid in prediction of 
development cost and schedule3,4. For this research the both functional complexity measure, task counts and 
hierarchical weighting of tasks will be considered.   
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There are measures for determining system complexity, however, these measures are limited in their scope.  They 
are not fully capable of showing the exchange that was observed in the motivating problem.  One measure of 
complexity, functional complexity, is well suited for considering the diverse components that compose systems, yet, 
some framework is necessary to map components and functions to enable attribution of functional complexity.  While, 
existing MDM methods have been proven able in tracking differences across systems, they have not been used to 
consider the diversity of components seen in the motivating example, also, they have not been further leveraged to 
consider system complexity.  This research will leverage these existing methods to map the flow of complexity 
amongst various components across different system instantiations.  
3. Proposed Framework 
The proposed framework is motivated by a need to represent the interactions between all assemblages that compose 
a system throughout system evolution.  The motivating example observed a trade in complexity between the humans 
in the system and the hardware components.  The proposed framework is described in the following paragraphs, and 
will be further demonstrated with a toy example in Section 4. 
The framework leverages functional complexity measures versus structural measures.  Existing structural measures 
do not lend themselves to fully characterizing human-machine systems (e.g. it is difficult to quantify the structural 
complexity of a human being), however, functional measures consider what the component contributes to the system 
and lend themselves to understanding the exchange between subsystems with drastically different architectures.  Due 
to the choice of functional measures and the assessment of dissimilar components, the lowest scale of this method is 
driven by the lowest level of interaction between the components. 
A simple toy example was used to aid in the development of this method.  The criteria for selecting the toy model 
were:  a relatively simple system that had dissimilar components (e.g. software, hardware, human), a system with 
multiple instantiations that could be observed and a near constant function across systems.  Due to the motivating 
problem there was a preference for a human-in-the-loop system.  Choice of a toy example permitted a greater focus 
on developing the method, ease in trial and error, and better insights into how to demonstrate exchanges in complexity; 
a more complex system would have demanded greater focus on the system and may have slowed the method 
development.  Also, the choice of a toy problem allowed for low cost experimentation and ease of access to systems 
under test.  Future research will consider the extensibility of this method to larger systems. 
3.1. Step 1:  Define the Need Met By the System and the Functional Requirements 
This step borrows from Axiomatic Design Theory9 and is the first step in defining a system.  In this particular 
usage, the system is already established; however a framework for understanding the system is required.  One must 
specify fundamentally what need the system meets as well as the measures of performance for that need.  This 
definition of need should be independent of the system under consideration, merely reiterating the functions of the 
system or systems under assessment may cause the analyst or designer to lose sight of what need the system meets.  
Once the need is established, core system functions that are necessary to accomplish the need must be specified.  
Taking this step establishes categories of functions that the system accomplishes and provides a common baseline for 
comparison between systems (e.g. system X accomplishes a function with three sub-functions, where system Y does 
so with one sub-function).   
More than one system framework may need to be designated as a function of the requirements to be met.  Systems 
often exists to meet differing requirements in multiple environments.  These specifications can have ranges in variation 
that ultimately influence system design complexity, for example it is easier to design an aircraft for flight in daytime 
fair weather conditions when compared to one that must operate with no visibility due to poor weather.   Existing 
systems engineering practices develop an understanding of the needs and the use environment as part of the system 
design process13,14, this Concept of Operations (CONOPS) is part of system development.  A simple subset of a 
concept of operations is a design reference mission (DRM), with a combination of DRMs serving as a sufficient 
CONOPS for some systems.  As a function of the system requirements, multiple DRMs may need to be specified.  
The toy problem that will follow is comparable to the choice of a DRM with subsequent system functional 
decomposition and functional allocation within that mission.  Through use of a DRM, the conditions of comparison 
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have been bounded and the possible dynamic variation constrained.  Through repeating this process for multiple 
DRMs, one is permitted an understanding of how differing mission extremes influence functional decompositions and 
system complexity. 
3.2. Step 2:  Define the System Meeting the Need 
Considering the system definition established in the literature review, a system is a combination of sub-systems, 
hardware and software components, and people.  Holding to this definition, the human-in-the-loop is treated as a 
subsystem; similarly actions taken by the human-in-the loop as part of the system are referred to as functions.  All 
components, both hardware and software, as well as subsystems are treated in this manner.   
Next, the system boundaries must be defined.  With defined boundaries a schematic of the system is created to 
consider all of the relevant interactions between components and subsystems in accomplishing the function.  The 
system schematic represents all components and all interactions between components in a manner similar to previous 
research12.  If the system is acting upon or modifying something (ex. drilling a hole into a plate), that item is included 
in the boundaries and the schematic (ex. include the plate in the system).  
3.3. Step 3:  Develop a Common Functional Hierarchy 
A common frame of reference is required in order to compare dissimilar systems to one another.  To this end, a 
common functional hierarchy is developed.  Leveraging the system schematics and the core functional requirements 
(Steps 1 and 2), functional hierarchies for the individual systems are developed.  These hierarchies are compared to 
one another and an overall functional hierarchy is developed.   
First, using the system schematic as a tool, the interactions between the components are listed.  These interactions 
are then abstracted into functions.  In generating a listing of functions external to the components (e.g. between them), 
one recognizes functions that are necessary, yet internal to components.  For example, with an aircraft, one may note 
the fuel system, the engine and the structure.  The initial consideration of interactions between components would 
note that the fuel system provides fuel to the engine and the engine provides thrust to the structure.  One recognizes 
from this decomposition that the engine is accomplishing some action to turn fuel into thrust, and an internal function 
to the engine is added to the functional listing for the given system.  Once the functions are identified, they are 
combined into a hierarchy for the individual system. 
 Once all systems are considered in this manner, the different systems are compared in order to generate a common 
hierarchy that recognizes all functions accomplished by all system instantiations.  This comparison of functions 
highlights functions that are identified in one system and not in others.  In some cases, the functions exist in other 
systems, yet they were not apparent on initial consideration, when these are found the individual decomposition is 
amended.  In other cases, these differences may be driven by choices in form (e.g. an aircraft may have a requirement 
for navigation, however, as a function of design choices this may be satisfied by a wide range of physical phenomenon 
from celestial to inertial navigation).  Individual system design choices may also drive secondary functions that do 
not contribute directly to the system’s primary functions (e.g. a manufacturing plant may have active noise cancellation 
systems on its exhaust, while these do not contribute the manufacturing of widgets, they do reduce excessive noise 
emissions). 
This consideration of all functions and all systems also drives a standardization in functional hierarchy.  This 
standardization reduces the sensitivity of functional complexity measures considered.  First, if function counts are 
considered across systems, it reduces flaws introduced by missing system functions.  Next, if hierarchical weighting 
is considered in comparing systems by their functions, it assures a standardized hierarchy structure and reduces error 
due to subjective assignment of hierarchies for individual systems.  Subsequent system comparisons will be limited 
to those systems that can be compared using this common hierarchy.  
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3.4. Step 4:  Develop a Component-Function Multi-Domain Matrix 
A multi-domain-matrix is developed based on the system schematic.  The component DSM is the adjacency matrix 
and as such symmetric with off axis marks denoting component interactions, the component DSM is inclusive of all 
components, humans and subsystems.   
The function matrix is based on the common functional hierarchy.  Functional DSMs are not ideal for representing 
hierarchies, due to this the functional hierarchy guides the degree of resolution in the functional DSM, functions are 
portrayed in the DSM to their lowest level of decomposition.  Functions are then mapped to the components in a 
Component-Function Domain Mapping Matrix (DMM)11,12.  
3.5. Step 5:  Attribute System Functions to Given Components – Determine Functional Complexity 
The DMM provides a clear visual tool to observe the interaction between components and functions. Using this 
tool, the system functions can be attributed to given components for function scoring. Attribution of functions is based 
on which component is taking the action (e.g. the drill is putting a hole in the plate, it is fulfilling the action).  A value 
of one in the DMM indicates that a component is performing a function, where a value of zero indicates a component 
is being acted upon. 
Two functional complexity measures were considered, function counts and a weighted measure that considers 
functional hierarchy.  Simple function counts only consider the functions performed and not their hierarchy, this 
method has been used in the literature to aid in parametric assessment of new product development expectations (e.g. 
schedule).3  This method can be particularly sensitive to inconsistencies in functional decomposition, the use of a 
common hierarchy and comparison of systems that share the hierarchy should reduce this sensitivity.   
The hierarchy measure weights functions based on their level of decomposition (Equation 1)4.  This measure has 
been empirically demonstrated as a predictor of product development timeline4.4  Due to its weighting scheme, 
multiplying total functions at a level (Fj) by the level (j), this method is sensitive to changes in low level sub-functions.   
 
ܨܥ ൌσ 	݈݆ ൌ ͳ            (1) 
 
A challenge with applying the hierarchical score is attributing higher level functions to components when the 
functions are accomplished by multiple dissimilar components.  When this occurs, the associated primary and 
secondary function scores are split, as an example if function 2.2 is composed of 2.2.1, a human function, and 2.2.2, 
a hardware function, half of function 2.2 is attributed to the human in the loop and the other half to the hardware.   
4. Case Study – Mechanical Denaturing of Egg Whites 
4.1. Step 1:  Define the Need Met By the System and the Functional Requirements 
The toy problem considered was the creation of egg foam suitable for meringue cookies.  One common method for 
creating this foam is mechanical denaturing of egg whites.  This need (egg foam for cookies) and process (mechanical 
denaturing) will be held constant for this analysis.  Regardless of the method for creating the foam, the consistency of 
the foam is the largest determinant in the quality of a meringue cookie, thus adequate performance of this function is 
judged in terms of the consistency of the end product.  If a system is capable of producing a consistent meringue 
cookie, it is considered a viable system for comparison.  
To understand the process of making egg foam some research was accomplished on the relevant culinary science.  
Nearly 90% of the mass of an egg white is water; the next largest constituent is protein, egg whites contain roughly 
40 different proteins15.  Prior to modification, egg white proteins are globular, with their molecules twisted, folded 
and curled into a spherical shape16.  The protein molecules are composed of amino acids that are hydrophilic (attracted 
to water) and hydrophobic (repelled by water).  In their initial state, surrounded primarily by water, the hydrophilic 
acids are at the exterior of the globule and the hydrophobic at the interior.   
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Beating this mixture accomplishes two actions, first it adds a shearing force to the fluid and second it introduces 
air bubbles, these actions unfold the proteins, or more formally, denature them.  The denatured proteins create new 
bonds yielding fragile protein pockets around the air bubbles, with the hydrophilic acids on the exterior and 
hydrophobic in contact with the air bubble15.  This is a temperature dependent process; the molecules are more 
expanded as temperature increases, as such room temperature eggs are used in favor of chilled eggs. 
The elasticity of the egg white and air mixture is a measure of how denatured the proteins are; the more elongated 
the proteins, the more rigid the peaks of the ensuing foam.  A constraint exists in this process, there is a bandwidth of 
suitable elasticity; one can under or over denature the proteins.  High elasticity will result in a gummy consistency; 
however, if there is not enough residual elasticity, the protein pockets will not be able to support the expansion of the 
air when the mixture is baked16.  Also, if the proteins are too denatured the foam can break down and lose its 
consistency entirely.   
The need of making egg foam can be decomposed into three functions based on the above description.  First, the 
egg whites need to be contained once they are removed from their shell.  The containment must be sufficient to contain 
the sloshing egg yolk initially as well as the increased volume as it is turned into foam.  As a function of the nature of 
the shear force, the container may be disturbed and thus may require intervention to stabilize it.  Stabilization is 
considered as part of the containment function.  Next, air and shear force must be introduced to denature the yoke and 
create foam.  Finally, throughout the process the foam must be monitored to assure that the final elasticity falls within 
constraints.   
Depending on the equipment used, these functions can be broken down into further sub functions.   There exists a 
diverse array of tools and kitchen appliances that can accomplish this function.  Interestingly enough, this is a task 
that can be performed successfully with a bare hand (a useful baseline).  The following systems have been considered 
in this research:  bare hand, wire whisk, mechanical egg beater, electric hand mixer, electric stand mixer.  The next 
section will consider development of multi-domain matrices for the five different human-in-the-loop systems that can 
accomplish this function.  Only one DRM has been considered for this toy example, the making of meringues for 
single batches in a home environment.  Consideration of additional DRMs, for example a bakery or a factory, may 
drive other requirements and may make certain hardware instantiations less feasible.  
4.2. Step 2:  Define the System Meeting the Need 
For each human-in-the-loop system, the physical bounds of the system were the kitchen environment; all 
components in the kitchen engaged in the function of foam generation were considered.  For instantiations with 
external power requirements, the system component “power source” was included. With this definition of the human-
in-the loop and the system boundaries, a system schematic was developed to represent components and functions 
(Figure 1).  As stated in Section 3.2, the eggs which the system acts upon are included in the schematic.  Including the 
eggs allows for a clear understanding of how they are acted upon as well as the ways they are monitored.   
The system schematic development involved initial conceptual design followed by refinement based on actually 
making meringues with the system.  In both cases shown below (e.g. bare hand and electric mixer), modifications 
were made due to observation.  For the bare hand system it was found that there was heat transfer from the hand that 
initially accelerated the denaturing process, both this and tactile feedback were added to the schematic.  For the mixer 
it was found that the decomposition of the shearing force into a rotation and translation reduced force imparted to the 
bowl, due to this it was no longer necessary to hold the bowl, the table was adequate for stabilization. 
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Fig. 1. System Schematic – (a) Bare hand; (b) Electric mixer. 
4.3. Step 3:Develop a Common Functional Hierarchy 
Using system schematics, individual lists of interactions between system components were attained (e.g. select 
mixer power setting, monitor visual characteristics of the egg foam).  These interactions were then used to guide the 
development of more abstract system functions (e.g. set the rate of energy transfer) or aid in the identification of key 
functions that were not initially identified (e.g. visual feedback required a comparison to a desired standard).  Next, 
the abstracted functions were placed in a hierarchy and the hierarchies of the different system instantiations were 
compared and integrated into a common functional hierarchy.  As previously stated, three core functions were 
identified for the fabrication of egg foam: denaturing, monitoring and containment.  The functional hierarchy for 
denaturing can be seen below (there are separate hierarchies for the other functions). 
 
Fig 2. Functional Hierarchy for Egg White Protein Denaturing 
4.4. Step 4:  Develop a Component-Function Multi-Domain Matrix 
Component-Function MDMs were developed based on the system schematics (ex. Figure 1) and the common 
functional hierarchy.  The component DSM consists of all of the blocks indicated in the schematic, with off axis 
markings indicating the existence of a connection.  As discussed in Step 3, all of the system functions ultimately map 
back to interactions between the components or critical internal functions.  A partial MDM which demonstrates this 
step for the denaturing function can be seen below, the full analysis considered all functions (e.g. monitoring, 
containment and denaturing).  Once the component and function DSMs were accomplished, a DMM was developed 
to indicate what components were involved in each function.   
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Fig. 3. Partial MDM – Bare hand. 
 
The system considered was a simple system and while not isomorphic (e.g. one form to one function), there were 
not many sub-functions being accomplished by multiple forms (e.g. redundancy).  The closest example of redundancy 
can be seen in the relaying of energy to the egg foam, the human in the loop system transfers both mechanical energy 
(shear force) and heat energy (body heat), both functions transfer energy directly to the foam.  When confronted with 
systems with redundant components (ex. an aircraft may have multiple hydraulic or electrical systems due to safety 
of flight concerns), one may consider allocating functions that recognize the redundancy (e.g. provide primary 
electrical power, provide secondary electrical power). 
4.5. Step 5:  Attribute System Functions to Given Components – Determine Functional Complexity 
Using the DMM and considering the actors in the functions, the functional complexity scores were calculated as 
specified in Section 3.5. Two groupings, human and hardware, were used to tally the functional complexity.  
Referencing the DMM in Figure 3 for the completing the task with bare hands, one can determine that there are 8 total 
denature tasks for the human and 0 for the hardware, this is reflected in Table 1.  Determination of the weighted 
complexity measure requires consideration of the task hierarchy (Figure 2) to account for upper level functions, for 
the human-in-the-loop there was the following functional breakdown, 1 level 1 task, 5 level 2 tasks and 7 level 3 tasks, 
yielding a score of 32 (1x1+5x2+7x3).  The tabular data for both functional complexity measures, for two separate 
systems, can be seen in Table 1 and 3.   
     Table 1. Functional Complexity of Components (Total and Weighted Total) – Bare Hand 
 
Function 
 
Human 
Total  
Hardware 
 
System 
 
Human 
Weighted 
Hardware 
 
System 
Monitor 12 0 12 43 0 43 
Denature 8 0 8 32 0 32 
Contain 4 1 5 15.75 2.25 18 
Total 24  1 25 90.75 2.25 93 
Table 2. Functional Complexity of Components (Total and Weighted Total) – Electric Mixer 
 
Function 
 
Human 
Total  
Hardware 
 
System 
 
Human 
Weighted 
Hardware 
 
System 
Monitor 4 0 4 15 0 15 
Denature 2 5 7 8.25 21.75 30 
Contain 0 2 2 0 5 5 
Total 6  7 13 23.75 26.75 50 
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Comparing Table 1 and Table 2 allows one to see the overall shift in complexity between the human and the 
hardware.  Also, one can see a substantial decrease in functional complexity between the two systems.  This decrease 
is driven by secondary functions that the human-in-the-loop accomplishes that aid in the denaturing process, notably 
monitoring of the texture and resistance of the foam as well as transferring heat to the foam.  Excluding the monitoring 
function, which is exclusively accomplished by the human in the instantiations considered, one can see that the 
containment function has shifted exclusively to the hardware and that the majority of the denaturing task is shifted to 
the hardware.  Figure 4 shows this trend across all of the systems considered; as the equipment evolved (equipment 
along the x axis is both in chronological order of entry to the market and structural complexity), the functional 
complexity for the system increased and the functional complexity for the human decreased.  The different patterns 
in the columns represent the functional composition (e.g. monitor, denature or contain).  The functional complexity 
scores give an indication that functions have shifted, however, the MDMs allow a clearer understanding of the 
exchanges that have occurred 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Fig. 4. Functional Complexity (weighted) – (a) Human; (b) Hardware. 
5. Existing Structural Complexity Measures  
First off, this work will not attempt to assign a structural complexity score to a human being.  For the time being 
that is an intractable task for the author.  However, structural complexity measures were determined for the hardware 
in the loop.  The following complexity measures have been calculated for each hardware component:  component 
count4, connections5 and an overall structural complexity metric based on a combination of factors6. 
The overall structural complexity measure (C) is from previous research by Sinha (Sinha, 2014).  This measure 
considers both the contributions of the individual components as well as the interconnections and topography of the 
system.   
 
The first term, C1, represents the sum of the complexities of the individual components.  In some applications this 
is a complexity based on a normalization of the Technology Readiness Level (TRL) of the individual components.  In 
this application, all of the components are of uniform TRL (they have all been in common household use since the 
1920s).  While the C2C3 term was the dominant driver of the complexity score in all of the hardware configurations 
considered (accounting for 70 to 90% of the score), the choice of a component complexity weighting scheme can 
cause variation in the results.  To reduce variation due to the weighting scheme, a choice was made to decompose the 
hardware systems to the smallest components (e.g. the motor coils were disassembled on the mixer and the individual 
wires were counted).  Due to the degree of system decomposition accomplished and the degree of resolution attained, 
unit scores were assigned to the individual components in lieu of other weighting schemes. 
The second term, C2, is based on the number and complexity of each pairwise interaction.  Interactions were either 
physical or electrical for the systems considered, these interactions were given unit complexity scores.  The component 
(2) 
321 CCCC  
a b 
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DSM was used to aid in determining the number of pairwise connections.  The final term, C3, is the topological 
complexity.  It is based on the matrix energy of the adjacency matrix6.  The system and system adjacency matrix can 
be seen in Figure 5 for one of the systems considered, a whisk; Table 3 enumerates the complexity measures for the 
whisk.  This same effort was completed for the different hardware components considered. 
 
 
Fig. 5.  (a) Whisk; (b) Whisk DSM 
Table 3. Hardware Complexity Measures - Whisk 
Hardware Component Number of 
Components (C1) 
Number of 
Connections (C2) 
Topological 
Complexity (C3) 
Structural 
Complexity (C) 
Whisk 10 32 0.8 35.6 
 
Using a system boundary that considers only hardware, we have the perception that system complexity is 
increasing.  Looking just at structural complexity, this increase appears to be exponential.  As can be seen in both 
Table 4 and Figure 6 all typical measures of complexity increase as the system evolves.  As a measure of comparison, 
hardware functional complexity measures are included here as well.  Cost data was attained via Amazon.com search 
for either the exact component or for the average of the top two (relevance) comparable products with positive 
consumer reviews (e.g. of adequate manufacturing quality).  Personal cost of destructive disassembly of the stand 
mixer resulted in a reduced data set for that component. 
Table 4. Hardware Complexity Measures – All Systems 
Hardware Component Number of 
Components 
(C1) 
Number of 
Connections 
(C2) 
Topological 
Complexity 
(C3) 
Structural 
Complexity 
(C) 
Cost ($) Functional 
Complexity 
(total) 
Functional 
Complexity 
(weighted) 
No hardware (bare hand) 0 0 0 0 0 1 2.2 
Whisk 10 32 0.8 35.6 7.11 3 12.6 
Egg Beater 20 64 1.4 109.1 13.17 4 15.4 
Electric Hand Mixer 124 732 1.6 1311.6 17.11 7 26.8 
Stand Mixer - - - - 279.98 9 30.9 
 
 
Fig. 6.  Hardware Structural Complexity Evolution 
S1 S2 S3 S4 S5 S6 S7 S8 S9 S10
S1 Outer handle X X X X X X X X
S2 Wire 1 X X
S3 Wire 2 X X
S4 Wire 3 X X
S5 Wire 4 X X
S6 Wire 5 X X
S7 Wire 6 X X
S8 Wire 7 X X
S9 Wire 8 X X
S10 Inner handle X X X X X X X Xwww.nytimes.com
a b 
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6. Human Factors Considerations 
A consideration of human factors can provide insight into the exchange in functional complexity that was observed.  
To this end, two measures will be presented here to serve as a proxy for human complexity.   
Making egg white foam with the different systems revealed that this process was more dependent on human speed 
and endurance versus strength.  Egg yolk viscosity is comparable to that of water, thus the motion through the fluid 
requires speed versus force, sustaining the shearing motion over time requires exertion comparable to a light aerobic 
workout.  To consider this aerobic exertion, the duration of elevated heart rate was considered for each system; heart 
rate monitor data was attained during the experiments.  
The American Heart Association (AHA) publishes desired target heart rates ranges for aerobic workouts.17  These 
rates were used to assign an exertion score of 0 (below band), 1 (within band) and 2 (beyond band).  The AHA tables 
are age dependent, as a person increases in age their target band decreases.  The heart rates obtained during this 
experiment were within the recommended aerobic band for persons ranging from 20 to 70.  As such, sensitivity of this 
measure to age is minimal.  This measure may be sensitive to overall physical condition of the user; the observed user 
was in good health during the experiment.  This exertion score was then multiplied by the duration of the exertion 
(e.g. how long it took to make the foam).  The results of this simple measure can be seen in Table 5. 
  Table 5. Human Exertion – All Systems 
Hardware Component Exertion Score Duration (sec) Exertion Duration (Sec) 
No hardware (bare hand) 1 718 718 
Whisk 1 303 303 
Egg Beater 1 584 584 
Electric Hand Mixer 0 230 0 
Stand Mixer 0 338 0 
 
Additionally, the user was more physically engaged in the different systems (e.g. both hands versus hands free).  
Using a method similar to the exertion, the following will be considered, the number of hands used and the duration 
that they were engaged in the task.  For the stand mixer, the user only interacted with the system when changing the 
power setting or lifting the mixer head to observe the foam elasticity, thus the users hands were not engaged for the 
duration of the task.  The summary of this measure can be seen in Table 6.   
Table 6. Human Engagement – All Systems 
Hardware Component Hands Required Duration (sec) 
No hardware (bare hand) 2 718 
Whisk 2 303 
Egg Beater 2 584 
Electric Hand Mixer 1 230 
Stand Mixer 1 60 
7. Discussion 
7.1. New Perspective from Expanding System Boundaries 
This method allows for an objective assessment of the transfer in functional complexity as a system evolves.  
Further, it permits a side-by-side comparison of systems that accomplish the same function.  Resorting to a single 
component type perspective yields a limited and potentially misleading perspective of system complexity.  Using just 
component based measures indicates that the system evolution is driving a growth in complexity, while considering 
only human measures indicates that evolution yields ever decreasing exertion and engagement.  Expanding the 
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definition of the system and including all dissimilar components allows one to see that the overall system complexity 
has decreased due to a loss in secondary functions and the proportion of functional complexity has shifted amongst 
the components. 
An example of the side-by-side comparison permitted can be seen in the transition between denaturing with a bare 
hand versus a whisk.  One can see that the choice to incorporate hardware into the process came at a cost of three 
supporting functions.  In moving to the whisk, both tactile feedback and heat transfer were lost; additionally, due to 
the minimal resistance of the foam, it was no longer possible to sense force feel from the foam through the whisk.  In 
this instance, these functions were secondary; the primary function in denaturing was the shearing motion and 
similarly the most relevant feedback mechanism for foam generation was visual. The loss of these functions did not 
compromise the capability of the system.  This visualization highlights these losses, losses that may not always be 
explicit as a function of the designer’s viewpoint; this example demonstrated the loss of non-critical functions, but 
what about the loss of more critical functions in new system design?  While this application involved the comparison 
of mature commercial products, this method may be useful to consider when designing next generation systems where 
the importance of particular feedbacks may be less clear. 
This improved viewpoint can highlight the true nature of proposed system changes.  Many user tasks involve tacit 
knowledge or cognitive bandwidth that is not immediately apparent.  If one can first characterize what functions are 
being transferred, one may then focus research into the complexity of the task being transferred.  Understanding the 
nature of the transfer and then understanding the complexity may yield more realistic estimates of complexity growth 
as a system evolves.  In this particular example, the human in the loop is an extremely complex system that is capable 
of many functions, transitioning tasks from the human necessarily drives complexity growth in the hardware.  
Underestimating the complexity of the task being transferred can make for difficulty and deficiencies in systems 
modification and evolution. 
7.2. Multiple Perspectives Yield Richer Insight 
The method outlined works well at indicating a transition of functions has occurred and the nature of the transition.  
Combining the tracing of functional complexity amongst dissimilar components with measures that are specific to the 
components provides richer insight.  This is illustrated in the transition between the egg beater and the hand mixer.  
For this transition, there is a non-linear jump in structural complexity that occurs at the same time that exertion goes 
to zero and the number of hands required is reduced from 2 to 1.  Using the method outlined in this paper, a function 
transition is observed as well.  The hardware has taken on a new function; the function of power generation that had 
previously been internal to the human is now decomposed and transitioned to hardware.  This transition caused a 
drastic change for both the human and the hardware; human exertion and engagement dropped while system structural 
complexity grew drastically.  Thus, while this paper’s method clarifies the transfer of complexity amongst dissimilar 
components, it does not fully capture the degree of complexity transferred. 
8. Conclusion 
This research was motivated by a phenomenon in the evolution of a combat aircraft; the first generation was realized 
with relative ease and speed while the second generation required a higher degree of integration, cost and schedule.  
While the system was performing a similar task, something had driven a significant increase in complexity.  Expanding 
the system perspective to include human-in-the-loop as well as the equipment provided a possible explanation; there 
was an exchange in complexity between the human and hardware components of the system as it evolved.  
Unfortunately, existing complexity measures are primarily focused in single types of components and do not capture 
this interaction. 
With this motivation, the objective of this research was to develop a method to track the evolution of a system’s 
complexity so that interactions amongst dissimilar components could be observed.  Using existing modeling 
techniques (e.g. multi-domain matrices) and existing functional complexity measures, this research developed a 
method to track this exchange.  This method has been demonstrated using a simple human-in-the-loop system and has 
demonstrated an exchange in functions between the human and the hardware over the evolution of the system.  As the 
hardware functional complexity increased, so too did its structural complexity.  In order to consider the sensitivity of 
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the results of this analysis to differing system requirements (ex. higher production rates in the example of egg foam 
production), the concept of separate analysis for different design cases (e.g. DRMs) has been introduced. 
Future research of this method, specifically using a more complex system, is required.  This future research should 
also capture how extensible this method is beyond hardware and human-in-the-loop considerations.  This work has 
demonstrated that this method can work for simple systems; however, the scalability of this method remains to be 
determined.  Future work will determine this method’s ability to quantify and clarify the exchanges observed with the 
original motivating system.  Finally, future work on human-in-the-loop systems will also need to consider the balance 
of product life cycle implications due to trades between the human, hardware and software in the loop.  
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