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Abstract 
Classes are the basic units in object-oriented programs, and therefore, their quality has impact on the overall quality of the 
software. Class cohesion is an object-oriented software internal key quality attribute, and it refers to the degree of relatedness of 
class members. Software developers use class cohesion measure to guide the restructuring of poorly designed classes and assess 
the quality of the software products. Several class cohesion metrics are proposed in the literature, and the impact of considering 
the special methods (i.e., constructors, destructors, and access and delegation methods) in cohesion calculation is not thoroughly 
theoretically studied for most of them. In this paper, we address this issue for five popular class lack-of-cohesion metrics. For 
each of the considered metrics we theoretically study the impact of including or excluding special methods on the values that are 
obtained by applying the metric. This study is based on analyzing the definitions and formulas that are proposed for the metrics. 
The results show that including/excluding special methods has a considerable effect on the obtained cohesion values and that this 
effect varies from one metric to another. The study shows the importance of considering the types of methods that have to be 
accounted for when proposing a cohesion metric. 
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1. Introduction 
Proposing the techniques and developing the tools needed to develop high-quality applications that are more 
stable and maintainable is an important goal of software engineering. During the software development process, 
developers and managers use several metrics to assess and improve the quality of an application. These metrics 
estimate the quality of different software attributes, such as cohesion, coupling, and complexity.  
 
The cohesion of a module refers to the relatedness of the module components. A module that has high cohesion 
performs one basic function and cannot be split into separate modules easily. Highly cohesive modules are more 
understandable, modifiable, and maintainable [1].  
 
Since the last decade, object-oriented programming languages, such as C++ and Java, have become widely used 
in both the software industry and research fields. In an object-oriented paradigm, classes are the basic modules. The 
members of a class are its attributes and methods. Therefore, class cohesion refers to the relatedness of the class 
members.  
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Researchers have introduced several metrics to indicate class cohesion during high or low level design phases. 
Some of these metrics inversely measure the cohesion level between the methods of a class. That is, for these 
metrics, high values indicate low cohesion between methods and vice versa. These metrics are referenced as Lack of 
Cohesion in Methods (LCOM) metrics and they have different formulas and follow different approaches to perform 
the required calculation of cohesion level. In this paper, we consider five of these LCOM metrics: LCOM1 [2], 
LCOM2 [3], LCOM3 [4], and LCOM5 [5]. We selected these LCOM metrics because they are widely theoretically 
(e.g., [7, 8]) and empirically (e.g., [9-18]) studied. 
 
Classes include special types of methods, such as constructors, destructors, and access and delegation methods. 
Constructors are used to initialize most or all of the attributes in the class and destructors are used to deinitialize 
most or all of the attributes. Access methods are classified as either setters or getters. A setter method initializes a 
single attribute and a getter method returns the reference/value of a single attribute. Finally, a delegation method is 
used to inquire about the status of a single attribute. Each of these special methods has its own characteristics, which 
can artificially affect the class cohesion value. Incorrectly determining whether to include or exclude the special 
methods in cohesion measurement can lead to improper re-designing decisions and actions based on the misleading 
class cohesion values that are obtained. However, the original definitions for LCOM1, LCOM2, LCOM3, LCOM4, 
and LCOM5 do not differentiate between the different types of methods, which makes these metrics ill-defined. The 
impact of including/excluding special methods in LCOM metrics on the obtained values and refactoring and fault 
prediction activities is empirically studied by Al Dallal [19]. However, this impact is not thoroughly theoretically 
studied yet.      
 
In this paper, we analyze the definitions and formulas of the considered LCOM metrics to study the impact of 
including/excluding each type of special methods on the values that can be obtained by the metrics. Based on the 
analysis, a recommendation is provided for each metric for whether to include or exclude special methods in 
cohesion measurement.  
          
This paper is organized as follows. Section 2 provides an overview of the class cohesion metrics proposed in 
literature. Section 3 reports the theoretical analysis and results. Finally, Section 4 concludes the paper and discusses 
future work. 
2. Related Work 
Researchers have proposed several class cohesion metrics in the literature. These metrics can be applicable based 
on high-level design (HLD) (e.g., [9, 10, 15, 23]) or low-level design (LLD) information (e.g., [1-6, 18, 20-22]. 
HLD class cohesion metrics rely on information related to class and method interfaces. The more numerous LLD 
class cohesion metrics require an analysis of the algorithms used in the class methods (or the code itself if available) 
or access to highly precise method postconditions. Class cohesion metrics are based on the use or sharing of class 
attributes. For example, the LCOM metric, referenced here as LCOM1, counts the number of method pairs that do 
not share instance variables [2]. Chidamber and Kemerer [3] propose another version of the LCOM metric, 
referenced here as LCOM2, which calculates the difference between the number of method pairs that do not and do 
share instance variables. Li and Henry [4] use an undirected graph that represents each method as a node and the 
sharing of at least one instance variable as an edge. They define lack-of-cohesion in methods, referenced here as 
LCOM3, as the number of connected components in the graph. The graph is extended in [5] by adding an edge 
between a pair of methods if one of them invokes the other. The corresponding metric is referenced here as LCOM4. 
Henderson-Sellers [6] proposes a lack-of-cohesion in methods metric, referenced here as LCOM5, that considers the 
number of methods referencing each attribute. Formally, LCOM5= (kl-a)/(kl-l), where l is the number of attributes, k 
is the number of methods, and a is the summation of the number of distinct attributes that are accessed by each 
method in a class. Related work in the area of software cohesion can be found in [7, 8, 24, 25, 27, 28, 29, 30].  
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3. Theoretical Analysis 
Here, we theoretically study the impact of including or excluding special methods on the values that are obtained 
by applying each of the five considered metrics. This study is based on analyzing the definitions and formulas that 
are proposed for the metrics. In addition, this study is based on the following typical observations: 
1. Potentially, constructors and destructors can reference most if not all of the attributes of the class. As a result, 
there is a higher chance that each one of the constructors and destructors references more distinct attributes than any 
other method in the class. 
2. Each one of the access or delegation methods references a single attribute. Peer access and delegation methods are 
the setter, getter, and delegation methods that reference the same attribute. Non-peer access and delegation methods 
reference different attributes. 
3. A non-special method can reference any number of distinct attributes; however, typically, it references a lower 
number of distinct attributes in comparison to constructors and destructors. A non-special method may not reference 
any attributes, although, theoretically, this is an unusual case. 
4. Constructors and destructors as well as access and delegation methods have almost the same characteristics in 
terms of the number of referenced attributes. That is, each constructor or destructor potentially references most or all 
attributes, whereas each access or delegation method references a single attribute. Therefore, for the rest of this 
section, the discussion regarding the impact of including the constructors is applicable to destructors as well. 
Similarly, the discussion regarding the access methods also applies to delegation methods.   
 
For each of the considered metrics, the cases in which the inclusion of constructors and access methods causes the 
metric value to increase or decrease are identified and analyzed. Based on this analysis, a recommendation to 
include or exclude the special methods is given. Analytically, special methods have no influence on the cohesion of 
the class [26]. Therefore, if the inclusion of the special methods usually causes the metric value to increase or 
decrease, the recommendation will be to exclude them from the cohesion measurement. On the other hand, the 
recommendation will be to include the special methods if this inclusion slightly changes or does not usually change 
the obtained metric value and if the inclusion does not increase the cohesion computational complexity. 
 
3.1. LCOM1 
Unless a method shares an attribute with each of the other methods, including a method in the LCOM1 
measurement causes the LCOM1 value to increase, because such an inclusion causes the number of pairs of methods 
that do not share attributes to increase. Ideally, the constructor shares an attribute with each other method, and, 
therefore, in this case, including the constructor does not affect the LCOM1 value. There are two cases in which 
including the constructor affects the value of LCOM1: (1) when the constructor references most of the attributes but 
not all of them, and some of the methods simultaneously only reference attributes that are not referenced by the 
constructor, or (2) when some of the methods do not reference any attributes. In either of these two unusual cases, 
including the constructor causes the LCOM1 value to increase because the constructor does not share attributes with 
the indicated methods.  
 
Non-peer access methods do not share attributes, and an access method is not expected to share attributes with all 
other methods. Therefore, including the access methods causes the number of method pairs that do not share 
attributes and, consequently, the LCOM1 value to artificially increase. As a result, the recommendation is to include 
constructors and exclude access methods from the LCOM1 measurement. 
3.2. LCOM2 
When including a method in the LCOM2 measurement, the change in the LCOM2 value depends on the 
difference between the number of methods that do not share attributes with the included method and the number of 
methods that share attributes with the included method. Based on the earlier discussion in Section 3.1, expectedly, 
this difference has a considerable negative value for a constructor method and a considerable positive value for an 
access method. Therefore, the inclusion of constructors or access methods is expected to artificially decrease or 
170   Jehad Al Dallal /  Procedia Technology  1 ( 2012 )  167 – 171 
increase the LCOM2 value, respectively. For the unusual cases that were described in Section 3.1, the inclusion of a 
constructor can increase the LCOM2 value. As a result, when applying LCOM2, the recommendation is to exclude 
constructors and access methods from the cohesion measurement. 
3.3. LCOM3 and LCOM4 
Typically, including the constructor makes the class representative graph connected, which causes the LCOM3 
value to decrease to one. This is based on the typical expectation that each method in the class is referencing at least 
an attribute; however, when the class-representative graph is already connected, the inclusion of the constructor does 
not change the LCOM3 value. In addition, when a method in the class does not share an attribute with any other 
method and also does not share an attribute with the constructor because of the same reasons that were indicated in 
Section 3.1, the inclusion of the constructor does not change the isolation situation of that method, although it may 
change the isolation situations of other methods that do not feature the same unusual cases. As a result, the inclusion 
of constructors typically decreases the LCOM3 value of the class.   
 
The inclusion of an access method causes the LCOM3 value to increase only when, unusually, the access method 
does not share attributes with any other method in the class. Otherwise, typically, the LCOM3 value remains the 
same when including access methods. Note that the inclusion of an access method does not complicate the LCOM3 
computation because this metric is based on simply counting the number of disjointed components. LCOM3 and 
LCOM4 share the same arguments because constructors and access methods do not typically invoke other methods. 
As a result, when applying either LCOM3 or LCOM4, the recommendation is to include access methods and 
exclude constructors from the cohesion measurement. 
3.4. LCOM5 
Including the constructor does not change the numerator part of the LCOM5 formula, which is given in Section 2, 
when the constructor accesses all attributes. This is because the value of a (i.e., the summation of the number of 
distinct attributes that are referenced by each method in the class) in the formula is increased by l (i.e., the number of 
attributes in the class), and the value of k (i.e., the number of considered methods) is increased by one; hence, 
(k+1)×l-(a+l)=kl-a. The inclusion of a constructor slightly increases the numerator when the constructor accesses 
most of the attributes; however, the inclusion of a constructor causes the denominator part to increase by l; hence, 
the inclusion of a constructor potentially causes the LCOM5 value to artificially decrease.  
 
The inclusion of an access method causes the numerator and denominator parts of the formula to increase by the 
values of (l-1) and l, respectively. This means that the inclusion of access methods causes the LCOM5 to slightly 
increase or decrease depending on the values of k, l, and a. Note that including the access methods does not 
complicate the LCOM5 computation because LCOM5 is based on simply counting the number of distinct attributes 
that are referenced by each method. As a result, the recommendation is to include access methods and exclude 
constructors from the LCOM5 measurement. 
4. Conclusions and Future Work 
This paper provides an analysis for the impact of including several types of special methods in cohesion 
measurement performed using five different widely applied lack-of-cohesion metrics. The definitions and formulas 
of the metrics are analyzed to figure out the impact of including special methods on the values obtained using the 
considered metrics. The analysis demonstrated that the impact of including special methods varies among the types 
of the special methods considered and among the metrics themselves. Finally, the analysis showed that the values 
obtained using the considered metrics are expected to be artificially affected by the inclusion of the special methods. 
This indicates the importance of considering this issue whenever a metric is introduced. 
 
In the future, we plan to extend the analysis to include more existing metrics and to study the impact of accounting 
for special methods in cohesion measurement on practical issues of interest for software practitioners such as 
reusability, maintainability, and testability. 
171 Jehad Al Dallal /  Procedia Technology  1 ( 2012 )  167 – 171 
Acknowledgements 
The author would like to acknowledge the support of this work by Kuwait University Research Grant WI06/09. 
References 
1. J. Al Dallal and L. Briand, A precise method-method interaction-based cohesion metric for object-oriented classes,  ACM Transactions on 
Software Engineering and Methodology (TOSEM), Vol. 21, No. 1, 2011. 
2. S.R. Chidamber and C.F. Kemerer, Towards a Metrics Suite for Object-Oriented Design, Object-Oriented Programming Systems, 
Languages and Applications (OOPSLA), Special Issue of SIGPLAN Notices, Vol. 26, No. 10, 1991, pp. 197-211. 
3. S.R. Chidamber and C.F. Kemerer, A Metrics suite for object Oriented Design, IEEE Transactions on Software Engineering, Vol. 20, No. 
6, 1994, pp. 476-493.  
4. W. Li and S.M. Henry, Maintenance metrics for the object oriented paradigm. In Proceedings of 1st International Software Metrics 
Symposium, Baltimore, MD, 1993, pp. 52-60. 
5. M. Hitz and B. Montazeri, Measuring coupling and cohesion in object oriented systems, Proceedings of the International Symposium on 
Applied Corporate Computing, 1995, pp. 25-27. 
6. B. Henderson-Sellers, Software Metrics, Prentice Hall, Hemel Hempstaed, U.K., 1996. 
7. J. Al Dallal, Mathematical validation of object-oriented class cohesion metrics, International Journal of Computers, 2010, Vol. 4, No. 2, pp. 
45-52. 
8. L. C. Briand, J. Daly, and J. Wuest, A unified framework for cohesion measurement in object-oriented systems, Empirical Software 
Engineering - An International Journal, Vol. 3, No. 1, 1998, pp. 65-117.  
9. J. Al Dallal, A design-based cohesion metric for object-oriented classes, International Journal of Computer Science and Engineering, 2007, 
Vol. 1, No. 3, pp. 195-200. 
10. J. Al Dallal and L. Briand, An object-oriented high-level design-based class cohesion metric, Information and Software Technology, 2010, 
Vol. 52, No. 12, pp. 1346-1361. 
11. J. Al Dallal, Measuring the discriminative power of object-oriented class cohesion metrics, IEEE Transactions on Software Engineering, In 
press, 2010. 
12. J. Al Dallal, Improving the applicability of object-oriented class cohesion metrics, Information and Software Technology, 2011, Vol. 53, 
No. 9, pp. 914-928. 
13. J. Al Dallal, Transitive-based object-oriented lack-of-cohesion metric, Procedia Computer Science (Elsevier), Volume 3, 2011, pp. 1581-
1587. 
14. J. Al Dallal, Improving object-oriented lack-of-cohesion metric by excluding special methods, proceedings of the 10th WSEAS 
International Conference on Software Engineering, Parallel and Distributed Systems (SEPADS 2011), Cambridge, UK, February 2011. 
15. S. Counsell , S. Swift , and J. Crampton, The interpretation and utility of three cohesion metrics for object-oriented design, ACM 
Transactions on Software Engineering and Methodology (TOSEM), Vol. 15, No. 2, 2006, pp.123-149. 
16. L. C. Briand, J. Wüst, and H. Lounis, Replicated Case Studies for Investigating Quality Factors in Object-Oriented Designs, Empirical 
Software Engineering, 6(1), 2001, pp. 11-58. 
17. T. Gyimothy, R. Ferenc, and I. Siket, Empirical validation of object-oriented metrics on open source software for fault prediction, IEEE 
Transactions on Software Engineering, 3(10), 2005, pp. 897-910. 
18. A. Marcus, D. Poshyvanyk, and R. Ferenc, Using the conceptual cohesion of classes for fault prediction in object-oriented systems, IEEE 
Transactions on Software Engineering, 34(2), 2008, pp. 287-300. 
19. J. Al Dallal, The Impact of Accounting for Special Methods in the Measurement of Object-Oriented Class Cohesion on Refactoring and 
Fault Prediction Activities, submitted for publication in Journal of Systems and Software, 2011. 
20. J. M. Bieman and B. Kang, Cohesion and reuse in an object-oriented system, Proceedings of the 1995 Symposium on Software reusability, 
Seattle, Washington, United States, pp. 259-262, 1995.  
21. L. Badri and M. Badri, A Proposal of a new class cohesion criterion: an empirical study, Journal of Object Technology, Vol. 3, No. 4, 2004. 
22. C. Bonja and E. Kidanmariam, Metrics for class cohesion and similarity between methods, Proceedings of the 44th Annual ACM Southeast 
Regional Conference, Melbourne, Florida, 2006, pp. 91-95. 
23. J. Bansiya, L. Etzkorn, C. Davis, and W. Li, A class cohesion metric for object-oriented designs, Journal of Object-Oriented Program, Vol. 
11, No. 8, pp. 47-52. 1999. 
24. J. Al Dallal, Software similarity-based functional cohesion metric, IET Software, 2009, Vol. 3, No. 1, pp. 46-57. 
25. J. Al Dallal, Efficient program slicing algorithms for measuring functional cohesion and parallelism, International Journal of Information 
Technology, Vol. 4, No. 2, 2007, pp. 93-100. 
26. Y. Zhou, J. Lu, H. Lu, and B. Xu, A comparative study of graph theory-based class cohesion measures, ACM SIGSOFT Software 
Engineering Notes, 29(2), 2004, pp. 13-13. 
27. J. Al Dallal, Fault prediction and the discriminative powers of connectivity-based object-oriented class cohesion metrics, submitted for 
publication in Information and Software Technology, 2011. 
28. J. Al Dallal, Incorporating transitive relations in low-level design-based class cohesion measurement, submitted for publication in Journal of 
Software: Practice and Experience, 2011. 
29. J. Al Dallal, Constructing models for predicting extract subclass refactoring opportunities using object-oriented quality metrics, submitted 
for publication in Empirical Software Engineering, 2011. 
30. J. Al Dallal, The impact of inheritance on the internal quality attributes of java classes, submitted for publication in Journal of Software: 
Practice and Experience, 2011. 
 
 
