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Abstract— Non-functional requirements (NFRs) tend to 
interfere, conflict, and contradict with one other. Unlike 
functional requirements, this inevitable conflict arises as a 
result of inherent contradiction among various types of NFRs. 
A number of techniques to deal with this conflict have been 
developed. Majority of them focus on categorizing, 
documenting, or listing the potential conflicts among NFRs. 
Several models that represent the positive or negative 
relationships among NFRs have also been published in 
literature. However, the interpretation of NFRs may vary 
depending on numerous factors, such as the context of the 
system being developed and stakeholder involvement. 
Consequently, the relationships among them are not always 
obvious. This paper investigates the gaps in the existing 
research literature about the conflicts among NFRs and 
proposes a framework to manage this type of conflict. 
Keywords- conflicts, non-functional requirements, 
relationship 
I.  INTRODUCTION  
To develop a software product, the first thing to do is to 
understand what the system is supposed to do and how its 
utilization can support the goals of the individuals or 
businesses that will pay for that system [1]. A structured set 
of activities associated with understanding a product's 
necessary capabilities and attributes is known as 
requirements engineering [2]. Requirements Engineering 
(RE) is a sub-discipline of software engineering which 
consists of requirements development and requirements 
management [2] and covers all systematic activities in 
discovering, documenting, and maintaining a set of 
requirements for a computer-based system [3]. 
A number of studies report that failure to understand and 
manage requirements is one of the main reasons of software 
failure as well as increased project cost and schedule over-
runs [4-6]. Many system failures are attributed to poor 
requirements analysis [7-10]. One of the well-known cases 
that is often discussed in the literature is the failure in 
London Ambulance System (LAS). LAS was immediately 
non-activated after deployment because it did not meet a 
type of software requirements, namely non-functional 
requirements. Failure of LAS system in dealing with several 
types of non-functional requirements indirectly caused 
fatality of the patients due to late medical treatment [11, 12]. 
Prior research reports that conflict is one of many 
characteristics of non-functional requirements [13]. Non-
functional requirements tend to interfere, conflict or 
contradict with each other. Achieving a particular type of 
non-functional requirements can hurt the achievement of 
other type(s) of non-functional requirements as a result of 
inherent contradiction among them [13, 14]. The initial stage 
of a long term project of investigating conflicts among NFRs 
is described in this paper. It describes the state of the art on 
conflicts among non-functional requirements as well as 
identifying the gaps within the existing methods of managing 
these conflicts during software development. A preliminary 
model of proposed framework of managing the conflicts 
among NFRs is also presented.  
This paper is organized in seven sections. The first 
section is introduction of non-functional requirements and 
their importance during the software development. The 
second section describes some essential concepts about 
NFRs – how software engineering community defines NFRs, 
characteristics and types of NFRs, and difficulty and 
challenge with NFRs. Essential concepts about conflicts 
among NFRs – the property, definition, and potential causes 
are described in section three, followed by the importance of 
dealing with conflicts among NFRs during software 
development project in section 4. The fifth section explains 
the methods to deal with conflicts among NFRs and the gap 
analysis for the opportunity of developing framework to 
manage conflicts among NFRs. A preliminary design of the 
framework is described in section 6. Then, this paper gives a 
conclusion and future work by highlighting some open issues 
which are acquired from literature analysis. 
II. NON-FUNCTIONAL REQUIREMENTS 
In the early eighties, the term non-functional 
requirements (NFRs) was introduced as the requirements that 
restrict the types of solution that the system might consider 
[15]. However, although the term NFRs has been in use for 
almost three decades, studies to date indicate that there is 
still no consensus in the software engineering community 
regarding the standard definition of NFRs. There is also little 





Figure 1 - Different Perspectives in Considering the Notion of NFRs 
 
In literature, the term NFRs is considered for two 
different perspectives as shown in Figure 1: NFRs as the 
requirements that describe the properties, characteristics or 
constraints that a software system must exhibit; and NFRs as 
the requirements that describe the quality attributes that the 
software product must have. In the first perspective, NFRs 
consist of system constraints, business rules, external 
interfaces, quality attributes, and any other requirements that 
do not describe the functionality of the system. The second 
perspective only considers quality attributes as NFRs. For 
instance, maintainability, reusability, and usability are three 
types among huge number types of NFRs. For the purpose of 
this paper, NFRs is defined as the requirements that specify 
the desired quality attributes of the system being developed. 
NFRs have several characteristics that make them 
different from FRs. NFRs are subjective, relative, and 
interacting [13]. Subjective because they can be viewed, 
interpreted, and evaluated differently by different people. 
Relative means the interpretation and importance of them 
may vary depending on the particular system being 
developed as well as the extent of stakeholders’ involvement. 
Interacting because they tend to interfere, conflict or 
contradict with each other. This means that achieving a 
particular type of NFRs can hurt or help the achievement of 
other types of NFRs. Unlike FRs, NFRs are more abstract in 
nature [11, 16]. In software development, customers often 
state NFRs as general goals such as ease of use, the ability to 
recover from failure, or good response time. As a result, 
these vague goals leave the problem with different 
interpretation among stakeholder. 
NFRs are not uniform in nature [17]. There are a large 
number of different types of NFRs. Each of types has 
different characteristics and roles during software 
development life cycle. For instance, security requirements 
describe various aspects about the security of the system 
such as authorization, privacy, and authentication while 
usability requirements describe various aspect of ease of use 
and user friendliness of the system. Due to these reasons, 
formally specifying NFRs is more difficult and complex than 
FRs [11, 16]. Our investigation on the types of NFRs 
discovers 248 types of NFRs exist in literature. Generally it 
can be classified as the quality attributes (e.g. 
maintainability, performance, and reliability); (development) 
constraints (e.g. timing, cost, and development personnel); 
interface requirements (e.g. user interface & human factors, 
look & feel, and system interfacing); and business rules (e.g. 
production life span). Further investigation to this superset 
list shows that only 106 types of NFRs correspond to the 
NFRs definition considered in this paper. Among them, 23 
types (21.70%) have definition and characterization, 29 types 
(27.36%) only have definition, and 54 types (50.94%) were 
introduced without definition. The superset list of NFRs is 
illustrated in TABLE 1. 
As described in the previous section, NFRs are important 
for the success of software project. However, in developing a 
software system, NFRs are often neglected, poorly 
understood and less considered. In the development of 
software system, users naturally focus on specifying their 
functional or behavioural requirements, i.e. the things the 
product must do [2, 13]. NFRs are often overlooked in the 
software development process [14, 18]. A number of studies 
investigating practices of dealing with NFRs in the software 
industry also report that commonly software developers do 
not pay sufficient attention to NFRs [14, 18-20]. NFRs are 
not elicited at the same time and the same level of details as 
the FRs [19, 20]. Additionally, NFRs are often poorly 
articulated in the requirements document [19, 20].  
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TABLE 1 - THE SUPERSET LIST OF NFRs TYPES 
 

















































































































Research on non-functional requirements can be 
organized in various ways. In this paper, we have organized 
NFRs research into two main categories as illustrated in 
Figure 2. Process-oriented NFRs focuses on the process of 
engineering NFRs during the development of software 
system. The main research challenge is developing the 
appropriate methods to facilitate various activities in the 
engineering NFRs, such as how to elicit NFRs; how to model 
NFRs; and how to manage NFRs. Product-oriented NFRs 
focuses on the software system as the product of software 
development. The main research challenge is evaluating the 
software product to ascertain to which degree the product 
meets its NFRs. Typically, product-oriented NFRs research 
investigates various metrics and models to evaluate and 
measure NFRs. Managing conflicts among NFRs are 
considered under the managing NFRs category.  
III. CONFLICTS AMONG NFRS 
For many years, in various fields of knowledge such as 
sociology, psychology, politic or economy, it has been 
recognized that conflict is an inevitable attribute of 
interaction [21]. It is a common phenomenon that may arise 
in different contexts and levels [22]. In requirements 
engineering, the term “conflict” has been used to cover 
interference [21], inconsistency [23, 24], or interdependency 
[10, 25, 26] among requirements. Conflict among NFRs has 
been defined differently in literature and associated to the 
interacting characteristic of NFRs. From various definitions 
about conflicts among NFRs, it is revealed that the property 
of conflict among NFRs is interference – negative 
contribution of one NFR on another NFR [25]. This 
interference causes some tradeoffs in satisfying a set of 
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NFRs. As a result, a pair or a set of NFRs cannot be satisfied 
at the same time. In fact, in the research about conflicts 
among NFRs, researchers tend to focus on two different 
aspects of conflict: the relationships and the tradeoffs. 
Relationships focus on how NFRs contribute negatively to 
the other NFRs while the tradeoffs focus on the situation 




Figure 2 - NFRs Research 
 
Generally there are two factors that potentially cause the 
conflict among NFRs. The first factor is different needs and 
perspectives among systems’ stakeholders and the second 
factor is inherent contradiction among NFRs as the result of 
their specific characteristic – interacting character. 
Like FRs, NFRs are also elicited from different 
stakeholder that often have different needs and perspectives 
over the system. Stakeholder will disagree over how to 
interpret features of the application domain, what the 
requirements for a new system are, and how to meet those 
requirements [21]. Different views of multiple stakeholders 
toward the system also cause various types of inconsistencies 
in software requirements, such as process-level deviation, 
instance-level deviation, terminology clash, and etc [27]. 
These differences may lead to inconsistency of requirements 
in the SRS document. Robinson, Pawlowski & Volkov [10] 
argue that inconsistent requirements often reflect the 
inconsistent needs of system stakeholders. 
Unlike FRs, conflicts among NFRs suffer from severe 
tradeoffs among them as the result of their inherent 
contradiction [14]. Certain combination of NFRs in the 
software system may affect the inescapable trade offs [2, 14, 
28]. For example, a requirement for a certain level of 
performance can be contradicted by security requirements 
which use processor capacity to carry out dynamic system 
checking [29]. This paper deals with the conflict among 
NFRs because of their inherent contradiction. 
IV. THE IMPORTANCE OF DEALING WITH CONFLICTS 
Dealing with conflict among NFRs is important due to 
several reasons. The first reason is conflicts among software 
requirements are inevitable [13, 30-32]. Conflicting  
requirements are one of the three main problems in software 
development in term of the additional effort or mistakes 
attributed to them [32]. A multiple-project analysis study 
conducted by Egyed & Boehm [33, 34] in a period of two 
years reports that between 40% and 60% of requirements 
involved are in conflict, and among them, NFRs involved the 
greatest conflict, which was nearly half of requirements 
conflict [33 & 34 cited by 10]. 
Moreover, one of the characteristics of NFRs is 
interacting, which means NFRs tend to interfere, conflict or 
contradict with each other [13]. Certain combination of 
NFRs in the software system may affect the inescapable 
trade offs [2, 14, 28]. Therefore, managing conflict among 
NFRs as well as making these conflicts explicit are important 
[35]. Managing NFRs conflict is important for finding the 
right balance of non-functional requirements – a balance of 
attribute satisfaction – in achieving successful software 
products [2, 28]. 
Additionally, lessons learnt from practice confirms that 
one of the important aspects during NFRs specification is 
management of conflict among interacting NFRs [14]. Most 
systems experience severe tradeoffs among the major groups 
of NFRs, for example performance often interferes with 
maintainability and reusability. Experience from Alcatel 
shows that conflict resolutions for handling NFRs conflicts 
often results in changing overall design guidelines, not by 
simply changing one module [14]. 
V. MANAGING CONFLICTS AMONG NFRS 
Generally, there are two main research challenges 
concerning conflict among NFRs: (1) to understand the 
nature of complex relationships among NFRs and (2) to 
develop techniques to deal with conflict among NFRs. In 
term of understanding the relationships, a number of 
potential conflict models have been presented in the 
literature. For instance, Wiegers [2] presents a matrix of 
positive and negative relationships among NFRs; Egyed & 
Grünbacher [36] present a model of potential conflict and 
cooperation; and Sadana & Liu [37] also present a model of 
relationship among ISO9126 quality attributes. These models 
illustrate some typical interrelationships among NFRs. In 
term of dealing with conflicts among NFRs, various 
techniques have been developed to manage this kind of 
conflict. 
Managing conflict among NFRs consists of three main 
activities, conflict identification, conflict analysis, and 
conflict resolution. Conflict identification aims to detect the 
potential conflict. Conflict analysis aims to evaluate and 
investigate potential conflict and their tradeoffs. Conflict 
resolution aims to resolve the potential conflict. Various 
methods to identify, analyze, and resolve conflicts among 
NFRs are illustrated in TABLE 2. All of those methods were 
developed to address the following challenges: 
- how to identify the conflicts early in the software 
development process 
- how to identify the true conflicts and reduce false 
conflicts 
- how to identify and capture the nature of conflicts 
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- how to identify, analyze and resolve the conflict 
automatically 
- how to calculate the tradeoff among NFRs  
- how to resolve the conflict  
- how to facilitate the negotiation for conflict 
resolution 
 
Further investigation to each method reveals that some 
methods are domain dependent [13, 38, 39] – it draws on 
domain knowledge to aid in assessing quality attributes [13, 
40]. Other methods (e.g. [28]) are good for making top level 
suggestions about potential conflicts [41], but they lack 
detail for each identified conflict. They may also produce a 
significant number of potential conflicts since the catalogue 
provided does not support the true or false conflict 
identification. Another method covered in [36] is able to 
reduce and optimize the list of potential conflicts, but it 
performs late conflict identification. Detail analysis of each 
current method can be found in [42]. 
 
 
TABLE 2 - MANAGING CONFLICTS AMONG NFRs 
 
Conflict Identification 
References Technique/Method Objective 
[13] 
catalogue of relationships among 
softgoals 
to identify the conflicts among softgoals 
[41] 
examining quality-attribute tradeoffs 
in software architecture strategy 
to identify conflicts early 
[36] 
model of potential conflict and 
cooperation 
to identify the conflicts  
[43] 
modelling NFRs as constraint 
hierarchy 
to identify the conflicts among NFRs 
based on their threshold values 
[37] 
potential conflict model of high level 
NFRs 





Conflict Analysis  
References Technique/Method Objective 
[36] 
requirements traceability (use trace 
analyzer to test cases and codes) 
to analyse whether the potential conflicts 
detected are true conflicts or false conflicts 
in order to reduce false conflicts in the 
identification process 
[43] 
modeling NFRs as constraint 
hierarchy with attribute level of 
importance 
to analyse the conflict among NFRs based 
on their level of importance 
[44] user preferences and NFR taxonomy 
to analyse the tradeoffs among NFRs as 
the result of conflict and cooperation 
among NFRs 
[37] integrated analysis of FRs and NFRs 
to decompose each conflicting NFRs 
based on the structure of relevance FRs 





References Technique/Method Objective 
[28, 41] negotiation to facilitate negotiation 
[45] non-functional decomposition (NFD)  to resolve the conflict among NFRs 
[43] 
analysing NFRs constraint hierarchy 
and their attribute levels 
to find the value of soft constraints that do 





Although conflict among NFRs has been acknowledged 
as one of the attributes of NFRs, and literature shows that 
managing this conflict is important, studies to date indicate 
that little progress has been made toward understanding such 
conflict, how this conflict arises during software 
development as well as how this conflict might be managed. 
Majority of research on conflict among NFRs provide 
documentation, catalogue, or list of potential conflicts among 
the types of NFRs, which is known as potential conflict 
model. These potential conflict models are used to identify 
and analyze the conflict among NFRs during the 
development of software system. Apart from strength and 
weaknesses of each approach, however, NFRs are relative 
and subjective. The interpretation of NFRs may vary 
depending on the system being developed and the extent of 
stakeholder involvement [13]. NFRs can be defined, 
interpreted and characterized differently by different people 
and different context within which the system is being 
developed. Consequently, the positive or negative 
relationships among types of NFRs are not always obvious. 
These relationships might change depending on the meaning 
of NFRs in the context of the system being developed. Due 
to these relative and subjective characteristics of NFRs, 
cataloguing the NFRs relationships in order to represent the 
conflict among them would inevitably produce disagreement. 
Identifying the conflict among NFRs by using the catalogue 
of relationship among NFRs without understanding the 
meaning of NFRs in the system being developed may 
produce the erroneous conflict identification and analysis. 
Therefore, a technique to identify and reason with the 
conflict among NFRs by considering the relative 
characteristic of NFRs is needed. 
Existing NFRs conflict identification techniques still fail 
to capture the nature of conflicts [37]. These techniques can 
only identify the conflicts in high level form, i.e. one type of 
NFR has the conflict with another type of NFR. The type, 
significance and the hierarchy of conflicts are still poorly 
understood. In fact, to perform the conflict resolution task, 
stakeholder must understand how the requirements affect one 
another [46]. Therefore, understanding the nature of conflict 
is also necessary to perform the task of conflict resolution. 
Studies to date indicate that there is no systematic 
framework that allows developer to identify and analyze case 
by case in each system which NFRs of the system are in 
conflict and which NFRs are not. Such framework should be 
able to identify not only the existence of conflict, but also the 
type and significance of conflict and the appropriate potential 
strategy to resolve the conflict. 
Existing potential conflict models that represent the 
relationship among NFRs are often in disagreement with 
each other. For example, according to Wiegers [2], 
efficiency has negative relationship with usability, but 
according to Egyed & Grünbacher [36], efficiency has 
positive relationship with usability. The disagreement in 
defining the relationship among NFRs is potentially 
influenced by several factors: 
- Potential conflict model proposed by Egyed & 
Grünbacher [36] and Sadana & Liu [37] were 
developed from the literature analysis and not 
supported by empirical evidence. 
- there is no general consensus in software 
engineering community regarding the definition and 
types of NFRs. Even, some NFRs were introduced 
without definition [47, 48]. Each type of NFRs can 
be defined and characterized in various ways. 
Diversity in defining and considering each type of 
NFRs may generate different meaning of NFRs and 
relationships that exist among them.  
- the interpretation of NFRs may vary depending on 
the context of the system being developed and 
stakeholder involvement [13], and perhaps a 
number of other factors. As a result, the meaning of 
NFRs in each system is not always the same. 
Therefore, the relationships that exist among them 
are also not always obvious. 
 
Literature review conducted also indicates that process-
oriented NFRs research is more focused on developing 
various approaches for systematic treatment of NFRs. There 
is a lack of empirical research that investigates NFRs in 
practice, particularly the conflicts among them. How NFRs 
affect one another and how the conflict resolution is 
performed in practice is still not well understood. This lack 
of empirical study in understanding the multiple aspects of 
NFRs, including conflict among them is also reported by 
Paech & Kerkow [35]. Therefore, this research would 
investigate the conflicts among NFRs in order to increase our 
understanding of how NFRs affect one another and how this 
conflict might be managed. 
In the field of software architecture, conflict among 
NFRs can be characterized as the consequence of candidate 
architecture towards multiple NFRs. Each design 
architecture has impacts on the ability of the system to meet 
its NFRs [49, 50]. The impacts may influence the likelihood 
of satisfaction of a particular type of NFRs. A number of 
architecture analysis methods that aim to evaluate the 
suitability of architecture to satisfy NFRs have been 
developed, for example SAAM [51], SAAMER [52], SBAR 
[53], ATAM [54], ABAS [55], and ALPSM [56]. However, 
majority of them only focus on individual NFRs in order to 
verify whether the candidate architecture satisfies the desired 
properties of an application. The interaction between 
multiple NFRs as a result of architecture decision is not 
elaborated. Only ATAM explicitly evaluates the software 
architecture’s fitness with respect to multiple NFRs, 
therefore tradeoffs among NFRs as the consequence of 
design decision is identifiable. However, none of the 
methods investigate the conflict within NFRs. Architecture 
analysis methods only provide a warning when the selected 
architecture produces the tradeoffs against multiple NFRs. 
VI. PROPOSED FRAMEWORK 
According to the analysis that we have conducted in the 
previous section, in this section we describes a preliminary 
framework for managing the conflicts among NFRs by 
considering the relevant characteristic of NFRs. Such 
framework should be able to identify not only the existence 
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of conflict, but also the type and significance of conflict, as 
well as the appropriate potential strategy to resolve the 
conflict (e.g. business prioritization). This framework 
consists of a technique to identify the conflicts, taxonomy to 
characterize the conflicts, and a catalogue of strategies to 
resolve these conflicts as illustrated in Figure 3.  
By providing a mapping between all of these 
components, this framework should be able to identify which 
NFRs of the system are in conflicts, what type of conflicts 
and how significance this conflict, and which associated 
potential strategies to resolve these conflicts. Thus, by 
executing NFRs of the system as the input, through this 
proposed framework, we can identify a set of NFRs of the 
system that are in conflict, type and significance of the 
identified conflict, and recommendation of potential 
strategies to resolve the conflict as the output. 
VII. CONCLUSION 
This paper describes the state of the art of non-functional 
requirements research, particularly about conflicts among 
non-functional requirements. Various perspectives of 
software engineering community in considering NFRs and 
the contradiction between the importance of NFRs for the 
success of software project and the practices of dealing with 
NFRs in developing a software system have also been 
discussed. All types of NFRs extracted by conducting 
content analysis on literature have also been illustrated. The 
literature review about the importance of dealing with 
conflicts among NFRs, potential causes of conflicts, and the 
property of conflicts among NFRs have also been explained. 
Several methods to manage the conflicts among NFRs have 
been briefly described as well as the gaps found from these 
methods. From these gaps, a preliminary framework is 
proposed to comprehensively deal with conflicts among 
NFRs. This proposed framework should be able to identify 
not only the existence of conflict, but also the type and 
significance of conflict, as well as the appropriate potential 
strategy to resolve the conflict. 
 
Next research will focus on continuing the development 
of this preliminary framework. Some data collection and 
analysis will be conducted in order to identify the existence 
of conflict as well as to characterize the conflict. Mapping 
between the taxonomy of conflict and the conflict resolution 
strategy will also be established. 
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