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Abstract
I dete projekt dokumenteres og evalueres det makrobaserede exception
handling bibliotek Cexcept, udviklet i C, og funktionaliteten beskrives
indgående.
Derudover udvides implementationen med yderligere funktionalitet –
inspireret af funktionalitet ved C++, Java og C#. Det konkluderes at
det, med fordel, er muligt at udvide C med EH funktionalitet vha. avan-
cerede makrofaciliteter og ANSI C funktionerne setjmp og longjmp.
Forord
Mine oprindelige intentioner med at gennemføre dette projekt, har væ-
ret at udvide mit kendskab til de mere dybtliggende processer ved pro-
gramafvikling, og derudover lysten til og interessen for at lære et lav-
niveausprog, som C, at kende. Grundet min faglige profil inden pro-
jektstart har forløbet været en omfattende, men i høj grad lærerig og
inspirerende erkendelsesproces.
Dette skyldes ikke mindst faglig inspirerende og indsigtsfuld vejledning
fra min vejleder Niels Jørgensens side, og jeg vil derfor gerne takke for
den fleksibilitet og faglige tyngde som jeg har fået lov at trække på,
gennem vejledningen.
God læselyst.
Roskilde Universitet, 2005
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Problemfelt
C blev første gang præsenteret i 1972, udviklet af de to amerikane-
re Brian Kernighan og Dennis Ritchie (Kernighan & Ritchie 1988). C
blev hurtigt populært, og syntaksen og væsentlige dele af kernefunk-
tionaliteten, indgår den dag i dag i vid udstrækning i sprog som C++,
Java og C#. C er dog heller ikke udviklet uden inspiration fra omverde-
nen, men er en videreudvikling af sproget B (ligeledes designet af Brian
Kernighan, sammen med Ken Thompson, ved MIT og Bell Laborato-
rierne i 1971), der bygger videre på BCPL1 (fra 1967) (hvilket igen er
en videreudvikling af CPL2, der oprindeligt er fra starten af 1960’erne).
(Kernighan & Ritchie 1988, Sebesta 1993:33ff, Sestoft 2005:84)
Efter de procedureorienterede/imperative sprog (som C) revolutionere-
de (programmerings)verdenen og ændrede måden at udvikle program-
mer på radikalt – fra, i begyndelsen, at være stærkt orienteret mod
computerens interne struktur, til at fokusere mere på det egentlige pro-
blems karakter – fortsatte udviklingen og i dag er abstraktionsniveauet,
indenfor imperative sprog, symboliseret ved 4. generations objektorien-
terede (imperative) sprog – repræsenteret ved C++, Java og C#. (Sestoft
2005:79)
Disse sprog (Java og C#), er udviklet med fokus på at reducere produk-
tionsomkostningerne ved udvikling af programmel (bl.a. ved at gøre det
lettere og hurtigere at udvikle og ikke mindst vedligeholde kode). Dette
opnås, i Java og C#, bl.a. ved at tilbyde et omfattende framework, der
letter udviklingen af programmoduler, da en stor del af elementerne
1Basic Combined Programming Language
2Combined Programming Language
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kan hentes fra frameworket.
Derudover integrerer Java og C# funktionalitet/teknologi, der er rettet
mod at frigøre programmøren yderligere fra den underliggende maskin-
arkitektur, og gøre det muligt at fokusere så meget som muligt på den
egentlige problemløsning. Her tænker jeg på teknologier som Garbage
Collection3 og Exception handling (EH), der hhv. frigører programmøren
fra at implementere hukommelseshåndtering (hvilket har vist sig at væ-
re årsag til størstedelen af sofwarefejl) (Engler et al. 2000), og dernæst
EH, der introducerer standardiseret fejlhåndtering i form af en syntak-
tisk, funktionel og ikke mindst konceptuel udvidelse af de klassiske
imperative sprog. Ved at benytte EH funktionalitet overflødiggøres, den
tidligere tvungne kontrol af returværdier ved et hvert fejlbetonet funk-
tionskald.
Som sagt oprinder Java, C++ og C#, i mere eller mindre grad, alle fra C
– hvor hverken Garbage Collection eller EH imidlertid er en integreret
del af sproget eller det ANSI standardiserede framework (bibliotek).
1.0.1 Formålet med C
Ved udviklingen af C var et væsentligt formål med sproget, at det skulle
være portabelt – det skulle være muligt at oversætte på flere forskellige
arkitekturer, uden at være nødt til at ændre væsentlige dele af kildeko-
den. Projektet lykkedes i høj grad, og C er i dag stadig det sprog, der,
uden væsentlige ændringer (og hvis faciliteterne udnyttes tilstrække-
ligt kan det ske helt uden ændringer overhovedet), kan afvikles på flest
forskellige arkitekturer - i begyndelsen blev C f.eks. kaldt for portabelt
assembler. (Ritchie 1993)
C er derfor, modsat manges forestilling, fra begyndelsen designet som
et maskinuafhængigt sprog, der ikke er målrettet bestemte typer af pro-
blemløsninger eller arkitekturer.
Alligevel er C dog et udpræget lavniveausprog4, der tilbyder funktiona-
litet tæt på assemblerniveau – eksempelvis via mulighederne for ma-
skinuafhængig hukommelses-/adressehåndtering, vha. pointeraritme-
tik. (Kernighan & Ritchie 1988)
Den tætte relation til det underliggende niveau udgør styrken i C, men
til dels også svagheden, da C tilbyder unikke muligheder for kontrol
med programafviklingen, men også åbner for potentielle risici – som
f.eks. memory leaks, underflow eller brug af ikke-allokerede enheder.
(Engler et al. 2000)
3Garbage Collection er dog ikke en integreret facilitet i C++ (Prinz & Kirch-Prinz 2002)
4Med lavniveau menes blot at det er tæt knyttet til maskinarkitekturen, og ikke at det
fortolkes.
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Funktionalitet til at håndtere disse styrker/svagheder, ville uden større
besværligheder kunne tilføres sproget (Jim et al. 2002), men det ville
naturligvis kræve at der blev gået på kompromis med det eksisterende
design – f.eks. i forhold til programmørens "frihed" og den "dyrebare"
effektivitet, hvilket er væsentlige parametre for Cs stadige udbredelse,
og anerkendelse.
Et vellykket forsøg på at udvide C, i forhold til nogle af dets "begræns-
ninger", kunne man kalde C++ – hvor den væsentligste udvidelse dog
er den objektorienterede struktur. Men også på andre områder tilbyder
C++ anden og mere funktionalitet, hvilket f.eks. er integreret EH funk-
tionalitet.
Som nævnt udvider EH, positivt, de nyere imperative sprog, da EH let-
ter fejlhåndtering og vedligeholdelsen af kildekode betydeligt, samtidig
med at øge læsbarheden – hvilket i forvejen er en kritiseret faktor ved
C.
1.0.2 EH i praksis
Men hvilke teknologier danner grundlag for EH, og hvordan fungerer
de i praksis?
Er det muligt at forbedre de nuværende fejlhåndteringsegenskaber ved
C, ved at implementere en del af den funktionalitet der eksiterer i C++,
Java og C# – uden at gå radikalt på kompromis med effektiviteten un-
der afvikling?
Det ønsker jeg at undersøge nærmere og, konkret, dokumentere en
implementation af EH i ANSI C. En præcisering af problemstillingen
samt en operationalisering af projektets metode, vil blive givet i det
følgende.
1.1 Problemformulering
Jeg vil evaluere og udvide det eksisterende EH-bibliotek Cexcept – der
tilbyder simplificeret EH-funktionalitet til C – ved at integrere mere af
den EH-funktionalitet, der tilbydes i C++, Java og C#. Hvilket konkret
betyder at jeg vil udvide Cexcept biblioteket ved at implementere un-
derstøttelse for følgende funktionalitet:
• Multiple Catch-sætninger
• Mulighed for at navngive handlere
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• Mulighed for at angive en Catchall blok, der håndterer samtlige
undtagelser der rejses indenfor samme forudgående Try-blok
• Finally-lignende funktionalitet
• Integreret kontrol for hvorvidt undtagelser der rejses/kastes (un-
der run-time), også håndteres – og i fald det ikke er opfyldt, skal
programafviklingen termineres med en informativ meddelelse
Dernæst vil jeg undersøge hvorvidt den implementerede funktionali-
tet går på kompromis med effektiviteten af programafviklingen, ved at
sammenligne tre identiske testprogrammer, skrevet i hhv. Java, C++ og
C (med det udvidede bibliotek).
1.2 Operationalisering af problemformulering
I dette afsnit vil jeg udfolde problemformuleringen og gennemgå hvad
de enkelte begreber dækker over, hvilket vil munde ud i en metode for
projektet.
Som nævnt vil jeg som omdrejningspunkt for projektet undersøge og
evaluere en allerede eksisterende implementation af EH i, og til, sproget
C. Den konkrete makrobaserede implementation er fra et, nu afsluttet,
projekt, kaldet Cexcept – hvor målet har været at tilbyde simpel EH,
ved at emulere C++ blokkene Try, Catch og Throw.
Cexcept er udviklet af hhv. Adam M. Costello5 fra det amerikanske uni-
versitet Berkeley og Cosmin Truta6 fra Toronto Universitetet, ligeledes
i USA. Biblioteket7 er licenseret som fri software under GNUs officielle
Licens GPL8, og projektet kan findes på http://cexcept.sf.net, og
er desuden vedlagt i bilag A.
1.2.1 Gennemgang af funktionalitet
Inden dokumentation og evaluering af funktionaliteten bag Cexcept, vil
jeg kort beskrive EH som begreb. Dernæst vil jeg gennemgå de speci-
fikke egenskaber ved C der benyttes i implementationen.
5email: amc@cs.berkeley.edu
6email: cosmin@cs.toronto.edu
7Jeg vil gennem rapporten referere til Cexcept som et bibliotek
8Det er derfor fuldt legalt at udvide biblioteket, sålænge jeg ikke videredistribuerer det
uden tydeligt at angive mine ændringer. GPL licensen kan findes på: http://www.gnu.
org/copyleft/gpl.html
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Med evaluering mener jeg en gennemgang af biblioteket, med beskri-
velser af funktionaliteten, hvordan det er udført og ikke mindst en dis-
kussion af implementationen.
Dog vil jeg udelukkende gennemgå funktionalitet som biblioteket – og
jeg i mine udvidelser – gør brug af. Hvilket er funktionalitet som præ-
processering, makroegenskaber, pointere samt funktionerne fra ANSI
standardbiblioteket, setjmp og longjmp.
1.2.2 Egne udvidelser
Endelig vil jeg efterfølgende gennemgå funktionaliteten i mine udvidel-
ser (som i rapporten vil blive refereret, CEH9), samt de overvejelser,
inkl. de valg og fravalg, jeg har gjort mig i processen.
1.2.3 Diskussion af resultater
For at evaluere bibliotekets effektivitet udvikler jeg en række mindre
testkørsler, hhv. i Java, C++ og C (m. CEH), og sammenligner og disku-
terer benchmarkresultaterne.
Rapporten afsluttes derefter med en generel diskussion af EH mht. føl-
gende overordnede diskussionsemner:
• Følger CEH retninglinier for godt design
• Er det hensigtsmæssigt at benytte biblioteket i forhold til eksiste-
rende fejlhåndtering i C
• Portabilitet
• Effektivitet kontra stabilitet
9C Exception Handling
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Exception Handling
2.1 Karakteristiska for EH
Groft opstillet kan der ved brugen af software opstå tre typer fejl. Slut-
brugerfejl, run-time fejl og undtagelser. I et hvert program må der be-
regnes at slutbrugerne kan forårsage fejl. Såsom indtastning af tal,
hvor det kun er tilladt at indtaste bogstaver.
Run-time fejl er derimod ikke altid forudsigelige, men vil ufravigeligt
ligeledes forekomme. Dernæst er der undtagelser, der er karakteriseret
ved at være et mellemstadie mellem run-time producerede fejl og direk-
te softwarefejl.
En undtagelse er en ikke-typisk fejl, der kræver speciel håndtering,
men hvor det er muligt at fortsætte programafviklingen, uden at afslut-
te programmet.
Af eksempler på undtagelser kan nævnes brugerinput eller systemge-
nererede undtagelser som Interrupts. Undtagelser der afbryder det nor-
male programflow, men som ikke direkte kræver at programmet termi-
neres.
Ved udvikling af kode der kan resultere i undtagelser, som i eksempel
(2.1), er det derfor nødvendigt at implementere håndtering af mulige
fejl, der i sjældne tilfælde vil kunne ske under programafvikling. Imple-
mentering af den type fejlhåndtering, karakteriseres Exception Hand-
ling (EH).
15
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2.2 Formål
Inden gennemgangen af Cexcept biblioteket, vil jeg kort beskrive det
overordnede formål med exception handling (EH). Da det overordnede
formål med biblioteket er at tilbyde EH funktionalitet, lignende den
funktionalitet der kendes fra C++, Java og C#, vil jeg kort starte med at
opsummere det syntaktiske og programtekniske mål med biblioteket.
2.2.1 Syntaktisk formål
Som diskuteret tidligere var EH ikke en udbredt teknologi i 1972 - da
Dennis Ritchie udviklede C (Sebesta 1993), og det er derfor heller ikke,
som en integreret del af sproget, muligt at indikerer (f.eks. med nøgle-
ord eller lign.) at en bestemt blok eller sektion indeholder programkald
der enten afhænger af andre risikobetonede kald eller direkte er risiko-
betonede.
Dertil kommer at C, som nævnt, er et yderst fleksibelt sprog der både
tilbyder programmøren at manipulere med maskinnær teknologi (f.eks.
i kraft af pointer aritmetik) samtidig med at tilbyde højniveaufunktio-
nalitet, i form af f.eks. antagelser(assertions). Men med fleksibiliteten
fulgte naturligt også en vis form for inkonsistens, da der hurtigt op-
stod flere forskellige løsningstyper på typiske programelementer (f.eks.
ved skrivning til filer). Hvilket mindsker læsbarheden betydeligt, da det
ikke i samme grad er muligt at genkende regelmæssige kodemønstre.
Her mener jeg imidlertid ikke at C programmering skal opfattes som
inkonsitent, men blot at det er vigtigt, at bemærke at der indenfor C
ikke eksistere entydige klare designmønstre i forhold til fejlhåndtering.
Nedenstående er et typisk eksempel på fejlhåndteringskode i C. Uddra-
get er fra Kernighan og Ritchies bog "The C programming Language",
der i de første mange år efter lanceringen af C tjente som den offici-
elle manual - hovedsageligt fordi det var den eneste. Men da C først
blev ANSI1 standardiseret i 1989 (16 år senere), havde eksempler og
anbefalinger fra bogen, naturligt, allerede dannet almen udbredelse.
1 . . .
2 . . .
3 while (−−argc > 0)
4 i f (fp = fopen(∗++argv , " r " ) == NULL ) {
5 fprintf (stderr , "%s : can ’ t open %s\n" , prog , ∗argv ) ;
6 exit ( 1 ) ;
7 } else {
8 filecopy (fp , stdout ) ;
1American National Standards Institute (Müldner 2000:2)
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9 fclose (fp ) ;
10 }
11 i f (ferror (stdout ) ) {
12 fprintf (stderr , "%s error writ ing stdout\n" , prog ) ;
13 exit ( 2 ) ;
14 }
15 . . .
16 . . .
Eksempel 2.1: Typisk eksempel på fejlhåndtering i C (Kernighan & Ritchie
1988)
Tænkes eksemplet ovenfor ind i en større, og mere kompleks, kontekst,
vil en kodesektion som denne ikke adskille sig væsentligt fra andre
"risikofrie"kodesektioner. Der er derfor, i høj grad, også et syntaktisk
formål med at tilføre EH funktionalitet til C - da det som antydet bl.a.
vil gøre det muligt at indikere hvilke kodedele, der er risikobetonde.
Hvilket bl.a. øger læsbarheden.
Udvider man derimod eksemplet (eks. 2.1) med EH funktionalitet, fra
den endelige (udvidede) udgave af Cexcept, kunne eksemplet komme til
at se således ud:
1 . . .
2 . . .
3 Try {
4 while (−−argc > 0)
5 i f (fp = fopen(∗++argv , " r " ) == NULL ) {
6 Throw "FILE_OPEN_ERROR" ;
7 }
8 else {
9 filecopy (fp , stdout ) ;
10 }
11 i f (ferror (stdout ) ) {
12 Throw "WRITE_ERROR" ;
13 }
14 Catch ( "FILE_OPEN_ERROR" ) {
15 fprintf (stderr , "%s : can ’ t open %s\n" , prog , ∗argv ) ;
16 exit ( 1 ) ;
17 }
18 Catch ( "WRITE_ERROR" ) {
19 fprintf (stderr , "%s error writ ing stdout\n" , prog ) ;
20 exit ( 2 ) ;
21 }
22 Finally {
23 fclose (fp ) ;
24 }
25 . . .
26 . . .
Eksempel 2.2: Eksempel 2.1 tilført EH funktionalitet
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Sprogspecifikke egenskaber
For at bidrage læseren med en fuldendt forståelse vil jeg – inden gen-
nemgangen af CEH bibliotekets funktionalitet og opbygning – indlede
med en gennemgang af de strukturelle principper omkring konstruk-
tionen af et C program, som jeg mener er væsenlige for forståelsen af
den senere dokumentation og udvidelse af EH i C.
Da samtlig EH funktionalitet i biblioteket implementeres vha. makro-
er, vil afsnittet derudover forklare makrofunktionalitet og de begreber
der relaterer dertil - såsom præprocessering og brugen af headerfiler.
Derudover vil jeg også kort gennemgå pointere i C, variable og deres
lænkning samt ende med en gennemgang af to specielle C funktioner –
hhv. setjmp og longjmp.
3.1 ANSI C
Ved introduktionen af C i 1972, fandtes der intet medfølgende bibliotek
(framework), men med ANSI standardiseringen i 1989, garanteredes et
sæt af standard faciliteter til de oftest anvendte funktioner, som fil-
operationer, matematikfunktionalitet og håndtering af tekststrenge –
hvilket i dag blot refereres til som Cs standardbibliotek.
Ved at benytte ANSI biblioteket som grænseflade (og skrive kode i over-
ensstemmelse med ANSI standarden), er det muligt at udvikle portable
C programmer1, da al platformafhængig implementation håndteres af
1Hvilket, selv om Java efterhånden har taget patent på begrebet, oprindeligt var ho-
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funktionerne i biblioteket.
Og da jeg som et væsentligt krav til CEH (jf.??), har defineret portabi-
litet, er det nødvendigt at CEH udelukkende benytter funktionalitet fra
standardbiblioteket – såvel som at koden er i overensstemmelse med
ANSI C.
3.2 C programstruktur
Konstruktionsprocessen af et C program, fra kode til afvikling, er me-
get lig processen, ved f.eks. Java. Dog er der et par ekstra trin i kon-
struktionen, der er forskellige fra processen ved konstruktionen af et
eksekverbart Java program. Et C program konstrueres (pragmatisk op-
stillet) gennem følgende tre trin:
1. Skrive programkode
2. Oversætte programkode
3. Lænke den oversatte kode sammen med det omkringliggende mil-
jø. (F.eks. hvis programmet gør brug af systemfunktionalitet – i
form af funktionalitet fra standardbiblioteket, eller hvis program-
met benytter funktioner defineret i et eksternt biblioteket)
(Müldner 2000:4ff)
Ved konstruktionen af et C program oversættes ikke direkte til ekse-
kverbar kode, men til et mellemstadie der kaldes objektkode. Objekt-
kode er oversat kode, der stadig indeholder referencer til f.eks. system-
rutiner som I/O eller netværkfunktionalitet (og ikke direkte adressere-
ferencer). For at producere et eksekverbart program, skal referencer
i objektkoden derfor lænkes med de respektive systemrutiner. Denne
proces udføres af et program kaldet en linker. Linkeren sørger for at
lænke funktionskald i kildekoden med funktioner i de respektive bibli-
oteker. Processen er illustreret ved figur 3.1.
For at få adgang til funktioner defineret i et bestemt bibliotek, inklude-
res headerfilen for det pågældende bibliotek i kildekoden (ved at angive
headerfilen med nøgleordet #include, der beder præprocesseren2 in-
kludere filen inden oversættelse – principielt som ved Javas import).
vedformålet med C
2En gennemgang af præprocessering findes i afsnit ??
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Kildekode
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objektfiler
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Linker
Figur 3.1: Konstruktionsprocessen af et C program. (Prinz & Kirch-Prinz 2002:6)
I headerfilen er udvalgte funktionssignaturer erklæret, og ved oversæt-
telsen sørger linkeren, som sagt, for at lænke funktioner i program-
koden sammen med de reelle biblioteksfunktioner. Headerinklusion er
illustrereret i figur 3.2.
3.3 Præprocessering
En væsentlig forskel fra sprog som Java og C#, samt én af de væsentlige
årsager til fleksibiliteten ved C, er faciliteterne C tilbyder qua præpro-
cssering (Müldner 2000:123, Liberty 2002).
Præprocessering er det første trin i oversættelsesprocessen af et C pro-
gram. Hvor det f.eks. er præprocessorens opgave at inkludere angivne
headerfiler i kildefilen. Derudover tilfører præprocessering også andre
faciliteter til C. Bl.a. makroer, betinget oversættelse og integrering af
debuginformation, hvilket jeg vil gennemgå i det følgende.
Enhver kodelinie der angiver en præprocessorkommando indledes med
tegnet #. Hvilket f.eks. ses i figur 3.2, ved kodelinien #include <stdio.h>,
der specificerer inklusionen af headerfilen. Præprocessoren inkluderer
konkret alle filer i kildekoden og udvider på den måde kildefilen med
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Figur 3.2: Adgang til bestemte funktioner i, f.eks. et bibliotek, opnås ved at
inkludere bibliotekets respektive headerfil4
de inkluderede filer. Efter lænkning vil en kildefil med flere inkluderede
headerfiler, for kompileren, være én og samme fil.
3.3.1 Makroer
Udover filinklusion er en meget anvendt præprocessorfacilitet, mulig-
heden for at definere makroer. En makro definerer et bestemt stykke
tekst der, i kildekoden, skal erstattes med et andet. En makro erklæres
i C på følgende måde:
#define <makronavn> <makroerstatning>
Inden den egentlige oversættelse, gennemløber præprocessoren kildefi-
len sekventielt og, mht. makroerklæringer, foretager de nøvendige sub-
stitutioner. (Müldner 2000:124ff)
Udover simple makroer – hvor makroen benyttes i stedet for at opret-
te en konstant – som illustreret i eksempel 3.1, er det også muligt at
erklære makroer med parametrer. Og netop denne mulighed er en væ-
senligt årsag til den nævnte fleksibilitet – da det åbner for et væld af
mulige brugsituationer, som jeg vil give eksempler på senere – og er
illustrerert i eksempel 3.2.
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1 . . .
2 #define MAXVALUE 1024
3 . . .
4 int array [MAXVALUE ] ;
5 . . .
Eksempel 3.1: Erklæring og brug af en simpel makro.
1 . . .
2 #define max(A, B) ( ( A) > (B) ? (A) : (B) )
3 . . .
4 En linie kode som denne :
5 x = max (p+q , r+s ) ;
6
7 Vil efter makrosubstitution blive erstattet med :
8 x = ( ( p+q ) > (r+s ) ? (p+q ) : (r+s ) ) ;
9 . . .
Eksempel 3.2: Eksempel på brug af makroer med parametre. (Kernighan &
Ritchie 1988:90)
Da makroer ikke er typebestemte, kan eksempel 3.2 benyttes for vil-
kårlige datatyper.
Desuden er det muligt at erklære makroer der strækker sig over fle-
re linier ved at benytte tegnet "\". Dette øger ikke alene læsbarheden,
men tilfører også mulighed for at definere mere komplekse makroer –
illustreret i eksempel 3.3.
1 #define swap( x , y ) { \
2 int tmp = x ; \
3 x = y ; \
4 y = tmp \
5 }
Eksempel 3.3: Ved at benytte makroer over flere linier, er det muligt at opbygge
komplekse makroer.
Udover brugerdefinerede makroer er der i ANSI C prædefineret fire ma-
kroer, hvilke er listet i tabel 3.3.1.
Makro Egenskab
__LINE__ Det aktuelle linienummer
__FILE__ Navnet på den pågældende fil
__TIME__ Den præcise tid filen blev oversat
__STDC__ Evaluerer til 1 hvis kompileren er kompatibel med
ANSI C standarden
Tabel 3.1: Prædifinerede ANSI C makroer
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3.3.2 Betinget inklusion
En anden måde at benytte præprocessering på, og i høj grad opnå por-
tabilitet på, er ved betinget inklusion. Med betinget inklusion af filer er
det muligt at kontrollere præprocesseringsresultatet mere indgående –
f.eks. i forhold til kun at erklære indholdet af en headerfil én gang el-
ler benytte forskellige headerfiler afhængig af underliggende arkitektur.
Til dette understøtter præprocessoren følgende kommandoer: Brugen
Kommando Egenskab
#if udsagn Evaluerer et heltalsudsagn
#ifdef navn Evaluerer til 1 (sandt) hvis
navn er defineret (ved en tidligere #define)
#ifndef navn Negationen af ovenstående
#elif Idiom for else...if blok
#else Ubetinget kontrolstruktur
#endif Afslutter #if blok
Tabel 3.2: Preprocessorkommandoer til betinget inklusion
af kommandoerne er illustreret i eksempel 3.4.
1 For at sikre at indholdet af filen hdr .h kun inkluderes en enkelt
2 gang , kan erklæringen pakkes ind i en betingelse :
3
4 #ifndef
5 #define HDR
6
7 /∗ Her placeres indholdet af hdr .h ∗/
8
9 #endif
10
11 . . .
12
13 /∗ Derudover kan der testes på hvilken headerf i l der skal ←↩
inkluderes : ∗/
14
15 #i f SYSTEM == SYSV
16 #define HDR " sysv .h"
17 #e l i f SYSTEM == BSD
18 #define HDR "bds .h"
19 #e l i f SYSTEM == MSDOS
20 #define HDR "msdos.h"
21 #else
22 #define HDR " default .h"
23 #endif
24 #include HDR
25 . . .
Eksempel 3.4: Betinget inklusion af headerfilen, afhængig af underliggende
arkitektur. (Kernighan & Ritchie 1988:91)
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3.4 C biblioteker
Som introduceret i foregående afsnit er biblioteker et centralt begreb
ved forståelsen af programstrukturer i C, og da projektets omdrejnings-
punkt er udviklingen af et C bibliotek – dog et makrobaseret, der imid-
lertid benytter funktionalitet fra standardbiblioteket – vil jeg i det føl-
gende afsnit uddybe de væsentligste karakteristika ved et C bibliotek.
Et bibliotek5 er en kollektion af prædefinerede funktioner/procedurer,
der er samlet i én enhed (fil)6, med det hovedformål at tilbyde enkel
genbrugelig funktionalitet til løsning af typiske opgaver – såsom di-
verse simple matematiske beregninger, filoperationer, formateret I/O,
strengoperationer, tid/dato funktionalitet, men derudover også græn-
seflader til at håndtere mere dybtliggende systemfunktionalitet, som
f.eks. håndtering af interproceskommunikation (f.eks. interrupts og lig-
nende signaler) og integreret information omkring arkitekturspecifikke
implemetationer (f.eks. den eksakte værdi af de primitive datatyper).
(Kernighan & Ritchie 1988:241ff)
Konceptuelt kan ANSI C standardbiblioteket derfor sammenlignes med
nyere sprogs framework – om end det i omfang ikke er nær så omfat-
tende.
Udover den mere trivielle funktionalitet – som beskrevet ovenfor –, un-
derstøtter ANSI C biblioteket også fejlhåndtering (f.eks. funktioner til at
kontrollere for fejl ved filoperationer), men biblioteket understøtter også
mere avanceret fejlhåndtering, med biblioteket setjmp/longjmp – der
gør det muligt at udføre ikke-lokale hop, via funktionskaldene setjmp()
og longjmp(). (Müldner 2000:474ff, Kernighan & Ritchie 1988:254)
Og som jeg også vil gennemgå indgående senere, er netop denne mulig-
hed central i implementationen af CEH – sammen med den bagvedlig-
gende funktionalitet ved setjmp() og longjmp(), som vil blive gennemgået
i afsnit ??.
Programteknisk er et bibliotek sammensat af prækompilerede program-
elementer (flere objektfiler) og har defor præcis samme muligheder for
at definere datastrukturer som et hvert andet C program - dvs. med
makroer, funktioner, strukturer (structs), konstante eller enumera-
tioner (enum).
5jeg vil i resten af afsnittet benytte denne term for en dansk oversættelse af det engel-
ske library
6Konkret konstrueres et bibliotek ved at arkivere og kompilere flere prækompilerede
objektfiler sammen til en enkelt fil, der derpå indekseres for at optimere senere søgning –
afhægnig af typen(statisk eller dynamisk(se afsnit ??) oversættes programmet enten med
angivelse af direkte eller indirekte adressespecifikationer)
25 3.4. C biblioteker
Exception handling i C Kapitel 3
3.4.1 Statiske og dynamiske biblioteker
I praksis findes der to former for biblioteker – hhv. statiske og dyna-
miske (også kaldet delte). Oprindeligt fungerede C biblioteker udeluk-
kende som statiske biblioteker – karakteriseret ved at de indlæses i
den lokale hukommelsen for hvert program der benytter dem. Dette er
imidlertid ikke en effektiv fremgangsmåde, bl.a. da der i tilfælde hvor
mange programmer (der benytter samme biblioteksfunktionalitet) af-
vikles samtidig, vil betyde at der i hukommelsen vil eksistere mange
kopier af identiske biblioteksfunktioner. En løsning på dette er såkald-
te dynamiske eller delte biblioteker, der er karakteriseret ved kun at
blive læst ind én gang (første gang de benyttes) og derefter kan benyt-
tes af andre programmer. Hvert program behøver derfor ikke sin egen
kopi af den konkrete biblioteksfunktionalitet. Dette opnås ved at pro-
gramkode, der benytter funktionalitet fra et dynamisk bibliotek, lænkes
på en sådan måde at der i den oversatte kode er referencer til biblio-
teksfunktionalitet, og kompileren oversætter derfor ikke referencerne
til hardkodede adresser, men opretter specielle referencer til kode der
vil være tilgængelig under afviklingen. (Matthew & Stones 1999:18ff)
3.5 Variables virkefelt
For at optimere vedligeholdelse og genbrug af kode, tilstræbes det at
dele C programmer op i moduler (så de senere kan sammensættes en-
keltvis, som komponenter), og, som også tidligere beskrevet, derpå læn-
ke dem sammen til et funktionelt program.
For at undgå at skulle erklære variable dobbelt eller definere funktio-
ner flere gange, er det i C muligt at specificere at en bestemt variabel
eller funktion skal være tilgængelig for filer (udvide virkefeltet), andre
end kildefilen. Dette gøres med nøgleordet extern, som vist i eksempel
3.5.
1 /∗ I f i l e n module . c erklæres variablen : ∗/
2 int errorNo ;
3
4 /∗ Derpå erklæres den som ekstern i main . c : ∗/
5 extern int errorNo ;
6
7 /∗ Nu er v i r ke f e l t e t fo r errorNo udvidet t i l at gælde begge f i l e r . ←↩
∗/
Eksempel 3.5: Ved at erklære en variabel eller funktion med nøgleordet extern,
er det muligt at udvide virkefeltet
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Det er under lænkningen af et C program at virkefeltet for felter, vari-
able og funktioner defineres. Og ved at erklære en variabel eller funk-
tion som ekstern, sørger lænkeren for at den pågældende variabel eller
funktion bliver tilgængelig for andre filer end kildefilen. I lænknings-
processen er der tre niveauer, hhv.: ekstern-, intern- og ingen lænkning.
Lænkningsniveau Betydning
Ekstern Kan deles af flere filer, men alle refererer til
samme enhed.
Intern Alle forekomster indenfor samme fil refererer
til samme enhed.
Ingen Referere ikke til andre end den
lokale (unikke) forekomst
Tabel 3.3: Lænkerens tre niveauer. (Müldner 2000:169-170)
Eksempel 3.3 illustrere lænkningniveauet for en kodeblok som neden-
stående.
int i;
static int si;
void f() {
int fi;
static int sif;
extern int eif;
}
void g();
static void h() {}
3.6 Pointere
I dette afsnit vil jeg kort gennemgå det overordnede princip omkring
pointere i C. Jeg udelader en grundig diskussion og gennemgang, da
jeg i implementationen af CEH ikke benytter avanceret pointerfunktio-
nalitet og en gennemgang derfor falder udenfor projektets fokus.
Formelt kan en pointer defineres som en variabel der indeholder adres-
sen på en variabel. Pointere er, ligesom præprocessoren, ligeledes en
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int i;
static int si;
void f() {
int fi;
static int sif;
extern int eif;
}
void g();
static void h() {}
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Figur 3.3: De tre forskellige lænkningsniveauer. (Müldner 2000:169)
væsentlig årsag til Cs berømmelse – da det tilfører sproget fleksibilitet
og rige manipuleringsmuligheder, bl.a. i form af pointeraritmetik. Dog
bærer Cs pointere også en stor del af skylden for Cs dårlige rygte, mht.
skrivbarhed, læsbarhed og kompleksitet, da det kan være svært – for et
ikke trænet øje – at gennemskue sammenhængen.
Men benyttet konsistent, kan pointere imidlertid bidrage til øget læs-
barhed. (Kernighan & Ritchie 1988)
I eksempel 3.4, er illustreret en pointer p, der peger (indeholder værdi-
en) på en heltalsvariabel i, der har værdien 24.
Pointervariable er som alle andre variable knyttet til en bestemt type, og
kan ligeledes tildeles en værdi. Typen af en pointer, definerer størrelsen
på det objekt i hukommelsen, som pointeren kan pege på, og værdien
er adressen på objektet i hukommelsen (en celle eller ord).
3.6.1 Erklæring og brug af pointere
Jeg vil i dette afsnit kort beskrive og give eksempler på brugen af poin-
tere i C. Jeg vil kun demonstrere den basale pointerfunktionalitet, og
ikke beskrive mere avanceret brug af pointere (såsom pointeraritmetik),
da jeg ikke benytte det i implementationen af CEH.
Ved en erklæring af en heltalsvariabel (som i eksemplet nedenfor), re-
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p i
100 24
3 4 5 100 101
Figur 3.4: Illustration af en pointer til en heltalsvariabel. (Müldner 2000:222ff,
Kernighan & Ritchie 1988:93ff)
serveres der plads i hukommelsen til et heltal (typisk 32 bit), og der
defineres et navn i, som reference til det allokerede område. Men va-
riablen er ikke erklæret til at holde en bestemt værdi. (Kernighan &
Ritchie 1988:93ff)
int i;
En pointer til en heltalsvariabel erklæres på følgende måde:
int *p;
Ved erklæringen reserveres plads til en pointer, og navnet p, defineres
som reference til området. Men der reserveres ikke hukommelse til at
lagre et heltal, og pointeren er ligeledes heller ikke initialiseret til en be-
stemt værdi (hvilket bl.a. er en af faldgruberne ved C, da det er overladt
til programmøren at kontrollere om en pointer er initialiseret eller ej.
Ved oversættelse kontrolleres der nemlig ikke for om pointere er initia-
lisret – hvilket let resulterer i fejl, der er endog meget svære at opdage.).
(Sestoft 2005:85ff)
Ved at dereferere en pointer, således:
*p;
fås værdien af det objekt pointeren peger på. En pointer kan på den
måde benyttes som både l- og rværdi i udtryk, som vist i det nedenstå-
ende. (Sestoft 2005:85)
*p = 117;
i = *p + 2;
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Udover at dereferere en pointer med operatoren *, er det også muligt
at få oplyst adressen som pointeren peger på (pointerens værdi), ved at
benytte adresseoperatoren &. F.eks. initialiseres en pointer p til at pege
på en variabel a, således:
p = &a;
Værdien af p tildeles her adressen hvor a er lagret i hukommelsen, og
p bliver derved en reference til a (man kan sige at p nu er et alias for
a). Som eksemplet gerne skulle vise er dereferenceoperatoren(*) invers
i forhold til adresseoperatoren(&). F.eks. er udtrykket *&i identisk med
i.
Jeg vil i det følgende (eksempel 3.6) kort demonstrere de oftest benyt-
tede pointeroperationer. (Sestoft 2005:85)
1 int x = 1;
2 int y = 2;
3 int z [ 10 ] ;
4
5 int ∗ip ; /∗ ip er en pointer t i l i n t ∗/
6
7 ip = &x ; /∗ ip peger nu på x ∗/
8 y = ∗ip ; /∗ y har nu værdien 1 ∗/
9 ∗ip = 0; /∗ x har nu værdien 0 ∗/
10 ip = &z [ 0 ] /∗ ip peger nu på starten af z ( z [ 0 ] ) ∗/
Eksempel 3.6: Eksempler på traditionelle pointeroperationer. (Kernighan &
Ritchie 1988:94)
Som det sidste eksempel også indikerer er pointere og arrays tæt rela-
teret i C – hvilket i praksis vil sige at der principielt ingen forskel er. En
erklæring som:
int ia[10];
reserverer en blok i hukommelsen til 10 heltal, og definerer ia som
reference til begyndelsen af blokken – ia er med andre ord en pointer til
et heltal. Et udtryk som ia[0], har derfor samme effekt som *ia. Og et
element i arrayet – givet ved ia[k] – kan med pointeraritmetik skrives
som *(ia+k).
3.7 Fejlhåndtering med setjmp og longjmp
Da fejlhåndtering som det kendes fra C++, Java og C# ikke er en inte-
greret facilitet i C, implementeres fejlhåndtering i C typisk vha. boole-
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Figur 3.5: Illustration af stakmiljøet inden afvikling af c(). (Sebesta 1993:338ff)
ske udsagn eller lign. returværdier, der kontrolles ved hvert funktions-
kald. Denne fremgangsmåde er imidlertid særdeles fejlbehæftet og øger
derudover ofte kildekodens kompleksistet.
Med ANSI standardbiblioteket tilbydes specielt to funktioner der er in-
teressante i forhold til fejlhåndtering – hhv. setjmp() og longjmp(),
hvilke der opnås adgang til gennem inkludering af headerfilen setjmp.h.
Under afvikling af et program, lægges alle lokale variable og param-
metre for alle subprogrammer (funktioner) på stakken, og efterhånden
som de enkelte funktioner returnerer, fjernes deres instanser fra stak-
ken, og programkontrollen overføres til næste subprogram, indtil kon-
trollen returneres til hovedprogrammet, der implicit termininerer pro-
gramafviklingen ved sin afslutning. (Sebesta 1993:8)
For en subprogramsekvens hvor a() kalder b(), der kalder c(), ville
stakken, lige inden c() fortsætter afvikling, se ud som eksempel i 3.5.
Fejler c() under afvikling, er b() nødt til eksplicit at tage sig af fejlen
eller på anden måde sende fejlen videre i systemet (i dette tilfælde til
a() f.eks.). Er vi som programmører derimod interesserede i at hånd-
tere fejlen direkte i a(), og ikke først gennem b(), vil det enten kræve
en komplekst struktur, med mange indlejrede kontrolstrukturer – eller
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kunne gøres via funktionerne setjmp() og longjmp(), der netop til-
byder facillitet til at hoppe i stakken. (Müldner 2000:475, Kernighan &
Ritchie 1988:254)
Kort fortalt gemmes indholdet af stakken ved funktionskaldet setjmp(),
og genetableres ved et longjmp() kald. I headerfilen setjmp.h, er og-
så defineret en særlig struktur (struct) jmp_buf, der benyttes til at
lagre stakmiljøet – hvilket vil sige instanser som SP (stakpointeren), PC
(programtælleren)7, samtlige variable, parametre etc. (ibid.)
Ved et kald til setjmp(), gives en variabel env af typen jmp_buf som
argument, og det aktuelle stakmiljø lagres i env "bufferen". Derefter re-
turnerer setjmp() kaldet med returværdien 0, og programflowet fort-
sætter. Indtil et senere longjmp() kald, der (i forhold til en env struk-
tur) genskaber stakindholdet og programafviklingen som det var ved
setjmp() kaldet.
longjmp() kræver imidlertid to argumenter, hvoraf det ene er jmp_buf’eren
env. Det andet argument definerer returværdien af setjmp(), når setjmp
returnerer som følge af longjmp kaldet. (Müldner 2000:475)
Når setjmp første gang kaldes, gemmes, som nævnt, bl.a. programtæl-
lerens placering – der på det tidspunkt peger på instruktionen lige før
setjmps returkald. Ved longjmp() kaldet genetableres programtæl-
lerens placering og kontrollen med programafvikling returneres, hvil-
ket derfor resulterer i at setjmp returnerer igen – denne gang med den
prædefinerede returværdi. (ibid.)
Dette betyder samtidig at alle variable der ikke er gemt i RAM eller anden
hukommelse, men stadig er i processorens registrer, vil have samme
værdi som ved afviklingen af setjmp første gang.
Ved at benytte Cs operator volatile, er det muligt at tvinge kompi-
leren til at gemme bestemte variable ud i hukommelsen og ikke kun i
registrerne. Når der arbejes med setjmp/longjmp er det derfor vigtigt
at erklære alle nødvendige variable med volatile nøgleordet. (Kernig-
han & Ritchie 1988:254)
Som det også fremgår af ovenstående afsnit er mekanismerne i setjmp/longjmp
funktionaliteten kompleks, og vanskelig at formidle. Jeg vil derfor i det
følgende forsøge at nedbryde kompleksiteten (og forhåbentlig øge for-
ståelsen af setjmp og longjmp) gennem en række eksempler.
7Program Counter
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3.7.1 Fakultetsberegning med setjmp og longjmp
I eksempel 3.7 er illustreret hvordan en fakultetsfunktion kan imple-
menteres i C, vha. setjmp og longjmp. I eksemplet benyttes longjmp/setjmp
til at bestemme hvornår den rekursive funktion har nået den sidste
iteration. Første gang setjmp kaldes (linje 8) returnerer kaldet med
værdien 0, og fact() bliver udført (linje 9). Og med en prædefineret
k-værdi til 4, bliver kontroludsagnet "n <= 1" (linje 16), sandt efter fire
iterationer, og longjmp aktiveres (linje 17) – med den færdigberegnede
værdi af i, som argument og returværdi til setjmp.
Og da et (jf. ovenstående diskussion) longjmp kald implicit forårsager
at setjmp returnerer for anden gang, denne gang med slutresultatet
(24) som returværdi, aktiveres linje 11, der udskriver resultatet.
1 . . .
2 jmp_buf env ;
3 int k = 4;
4 int i ;
5
6 . . .
7
8 i f ( ( i = setjmp (env ) ) == 0)
9 fact (k , 1) ;
10 else
11 printf ( "The fac t o r i a l of %d is %d\n" , k , i ) ;
12
13 . . .
14
15 void fact ( int n , int i ) {
16 i f (n <= 1)
17 longjmp (env ,i ) ;
18
19 fact (n−1, i∗n ) ;
20 }
21 . . .
Eksempel 3.7: [94]kernighan1988]Fakultetsberegning i C, vha. setjmp og
longjmp (fra Kernighan & Ritchie 1988:94)
3.7.2 Fakultetsberegning oversat til Java Assembler
For at bidrage med en dybere forståelse af de interne mekanismer bag
setjmp og longjmp – specielt med henblik på at give en praktisk forstå-
else af stak-kaldmiljøet på et dybere niveau – da jeg mener det samlet
vil bidrage til en bedre forståelse af princippet bag setjmp/longjmp, vil
jeg med eksemplet bl.a. vise, hvordan der ved stakbaseret programaf-
vikling ikke eksisterer funktionsenheder, men hvor kontrollen let kan
ændres blot ved at hoppe mellem markørerne (labels) – og på den måde
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ændrer programtælleren PC. På den måde håber jeg at kunne give læse-
ren en dybere forståelse af hvordan det praktisk er muligt for longjmp
at manipulere kaldrækkefølgen, sådan at setjmp kan returnere flere
gange.
Eksemplet (3.8) er et uddrag af oversættelsen af fakultetseksemplet,
skrevet i IJVM (Java byte/assembler kode)8. Den fulde version kan fin-
des i bilag A. I de første linjer i assemblereksemplet (indtil linje 21,
markeret loop) initialiseres de to variable (n og i) og originalværdien
af fakultetsudsagnet gemmes for, senere, at kunne kontrollere når alle
beregninger er gennemført. Dernæst er der tjek for om den indtastede
værdi allerede er 1. Herefter (fra linje 21 og frem), multipliceres (linje
32) det akkumulerede resultat, indtil n er 1. At mul er implementeret
ved et virtuelt metodekald – og ikke en Assembler instruktion, skyl-
des den simple årsag at der i IJVM implementationen ikke er en MUL
instruktion. Derfor har det også været nødvendigt at implementere en
pseudo MUL instruktion i den fulde version.
Det er væsentligt at bemærke linjerne 23 (der hhv. fungerer som mar-
kør for at flytte PC til, ved hver iteration) og 34 (der implementerer funk-
tionaliteten fra linje 16-17 i eksempel 3.7), og den egentlig setjmp/longjmp
funktionalitet.
1 . . .
2
3 start : BIPUSH 0x0
4 ISTORE n // I n i t i a l i s é r n (n = 0)
5 BIPUSH 0x1
6 ISTORE i // I n i t i a l i s é r i ( i = 1)
7 LDC_W k
8 ISTORE n // n = k
9 ILOAD n
10 BIPUSH 0x1
11 IF_ICMPEQ done // i f ( n == 1) hop t i l "done"
12 ILOAD n
13 BIPUSH 0x1
14 ISUB
15 DUP // Vi sparer en ILOAD
16 ISTORE n // n−1
17 LDC_W k
18 INVOKEVIRTUAL mul // mul ( n ,k )
19 DUP
20 ISTORE i
21 loop : ILOAD n // Push n så vi kan i t e re re
22 BIPUSH 0x1
23 IF_ICMPEQ done // i f ( n == 1) hop t i l "done"
24 ILOAD n
25 BIPUSH 0x1
26 ISUB
27 DUP // Vi sparer en ILOAD instruks
28 ISTORE n // n−1
8IJVM er en heltals implementation af Java Assembly Bytekode, udviklet til undervis-
ningsbrug af Andrew Tanenbaum og Dan Stone, (se Tanenbaum 1999:218ff)
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29 LDC_W OBJREF
30 SWAP // Sørg for at n er TOS
31 ILOAD i
32 INVOKEVIRTUAL mul // mul ( n , i )
33 ISTORE i
34 GOTO loop
35 done : LDC_W OBJREF
36 ILOAD i
37 INVOKEVIRTUAL print // Udskriv det endelige resul tat
38 POP
39 HALT
40 .end−main
41
42 . . .
Eksempel 3.8: Eksempel 3.7 oversat til Java assemblykode
Efter denne gennemgang, af den specifikke C funktionalitet, vil jeg fort-
sætte med en gennemgang og dokumentation af Cexcept og dernæst
selve CEH implementationen.
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Dokumentation af Cexcept
Som forklaret i de indledende afsnit vil jeg inden gennemgangen af
CEH, dokumentere funktionaliteten bag Cexcept. I dette afsnit vil jeg
derfor beskrive opbygningen af Cexcept og hvordan de enkelte makroer
tilsammen kan emulere EH-funktionatlitet i form af Try/Catch blok-
ke. Jeg vil indlede med en generel oversigt over biblioteket, og dernæst
beskrive og illustrere detaljerne i de enkelte makroer, hver for sig.
4.1 Generel oversigt
Overordnet fungerer Cexcept ved at pakke setjmp og longjmp funktio-
nerne fra ANSI standardbiblioteket ind, og derefter tilbyde en enklere
og mere intuitiv grænseflade til funktionaliteten, i form af makroerne1
Try, Catch, Throw samt to yderligere makroer der benyttes til at er-
klære og initiere variable der eksplicit skal oprettes som fællesenhed
mellem de tre hoved-makroer. Konkret er Cexcept implementeret ved
en headerfil, hvor samtlige makroer er defineret. For at benytte funk-
tionatliteten skal hver enkelt c-modul derfor eksplicit inkludere hea-
derfilen, eller på anden måde have adgang til makrodefinitionerne.
I det følgende vil jeg gennemgå makroerne enkeltvis.
1 jf. afsnit ??
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4.2 Makrodokumentation
4.2.1 define_exception_type
Makroen define_exception_type erklærer en fælles kontekst (excep-
tion context) som de tre hovedmakroer benytter til at kommunikere
indbyrdes. Makroen er gengivet i eksempel 4.1.
1 #define define_exception_type ( etype ) \
2 struct exception_context { \
3 jmp_buf ∗penv ; \
4 int caught ; \
5 volatile struct { etype etmp ; } v ; \
6 }
Eksempel 4.1: Makroen define_exception_type
Konkret opretter makroen en struktur exception_type, hvori der er-
klæres en jmp_buf’er (til at lagre run-time stakkens indhold – linje 3),
en variabel til at signalere om en undtagelse er håndteret, og til sidst
defineres selve untagelsestypen. Som det ses i erklæringen af makroen
er der mulighed for at angive en parameter (etype). Ved at lade pro-
grammøren angive hvilken type, det skal være muligt at sende mellem
de tre hovedmakroer, begrænses domænet ikke af implementationen,
da det helt er op til programmøren at angive hvilken type der bedst
passer i en given situation – f.eks. er det muligt at angive en struktur
som type, og derved integrere mulighed for at overføre mere detaljeret
information ved en undtagelse, en ved blot en streng eller variabel.
Typen pakkes ind i en struktur, der erklæres volatile, så det sikres at
ændringer der gemmes i etmp, mellem setjmp/longjmp kaldene, ikke
mistes – samtidig er det også for at undgå kompiler-advarsler, hvis den
programmørspecificerede type allerede er erklæret volatile.
4.2.2 Try
De to makroer (Try/Catch), danner tilsammen en blokstruktur, der
strukturelt fungerer som en sammenhængende if/else blok, med en
Catch handler tilknyttet hver Try-blok. For at fuldende strukturen er
det derfor også påkrævet, at enhver Try blok afsluttes med en Catch-
blok. Udover at påbegynde blokstrukturen opretter Try makroen to
jmp_buf variable til at opbevare indholdet af run-time stakken mel-
lem longjmp kaldene (linje 3). Derpå (linje 4) sættes den ene (poin-
teren exception_prev) til at pege på samme jmp_buf som pointeren
penv erklæret under forrige makro (??), og penv sættes til at referere
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til exception__env (ved at tildele penv adressen på exception__env,
linje 5). På den måde opretholdes en simpel hægtet liste, hvor hver
Try blok opretholder information om det tidligere lagrede stakmiljø.
Derefter kaldes setjmp, der gemmer indholdet af run-time stakken i
exception__env. setjmp indkapsles i et kontroludsagn, så det er mu-
ligt at diffetiere mellem, om det er første eller anden gang setjmp re-
turnerer. (jf. at setjmp første gang returnerer med værdien 0, og deref-
ter per konvention med et positivt tal). Det sidste kontroludsagn tjener
som et lille trick til at tvinge udførsel af indholdet af Try-blokken, in-
den der signaleres at indholdet er afviklet (hvilket implicit signaleres
ved at sætte "flaget" caught i exception_context strukturen til 0 i
starten af Catch makroen (se afsnit 4.2.3). At implementationen benyt-
ter adressen på exception__prev (linje 7) til at evaluerer udsagnet (og
ikke if(1)), er for at undgå kompileradvarsler om konstante udsagn
ved oversættelsen.
1 #define Try \
2 { \
3 jmp_buf ∗exception__prev , exception__env ; \
4 exception__prev = the_exception_context−>penv ; \
5 the_exception_context−>penv = &exception__env ; \
6 i f (setjmp (exception__env ) == 0) { \
7 i f (&exception__prev )
Eksempel 4.2: Try makroen
4.2.3 Catch
Som sagt er makroerne udformet sådan at de sammensat fuldender en
if/else struktur. Catch makroen starter derfor også som afslutningen
på det indlejrede kontroludsagn som Trymakroen afsluttes med (sidste
linje i eks. 4.2).
1 #define exception__catch ( action ) \
2 else { } \
3 the_exception_context−>caught = 0; \
4 } \
5 else { \
6 the_exception_context−>caught = 1; \
7 } \
8 the_exception_context−>penv = exception__prev ; \
9 } \
10 i f ( ! the_exception_context−>caught || action ) { } \
11 else
Eksempel 4.3: Catch makroen
Efter at afslutte den første if-blok (der indeholder kontrollen med setjmp
– linje 4 i eks. 4.3), sørger den følgende else blok for at flaget caught
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sættes til 1, når setjmp returnerer for anden gang (eftersom setjmp
returnerer med en værdi forskellig fra 0 anden gang, implicerer det at
afviklingen havner her – i linje 6).
Dernæst sættes exception__prev til at pege på det aktuelle penv,
hvilket er det stakmiljø der p.t. udføres. Dernæst fortsættes med at
afvikle hvad der er angivet i Catch-blokken. Den integrerede kontrol
(if(!the_exception_context-caught) i linje 10), er udelukkende im-
plementeret for at understøtter muligheden for at angive en Catch_anonymous
blok, der vil kunne fange samtlige undtagelser ved alle indlejrede blok-
ke. Derfor kontrolleres om undtagelsen allerede er håndteret, inden
afviklingen fortsættes.
4.2.4 Throw
Den sidste makro er Throw, hvis ansvar det er aktivere setjmp med
en tidligere lagret jmp_buf. Dette gøres – på en intelligent facon – ved
at indlejre longjmp kaldet i en for løkke, sådan at indholdet af Throw
blokken (dvs. den kontekst man ønsker at overføre til Catch blokken)
først tildeles den interne etmp variabel i exception__context struk-
turen (jf. 4.4), inden longjmp udføres.
1 #define Throw \
2 for ( ; ; longjmp (∗the_exception_context−>penv , 1) ) \
3 the_exception_context−>v .etmp =
Eksempel 4.4: Throw makroen
4.2.5 Wrappermakroer
Derudover er der to, hvad man kunne kalde, wrappermakroer, gengivet
i eksempel ??.
1 #define Catch ( e ) exception__catch ( ( ( e ) = the_exception_context−>v . ←↩
etmp, 0) )
2 #define Catch_anonymous exception__catch (0 )
Eksempel 4.5: De to wrappermakroer
Som det ses tjener de to makroer udelukkende som alias til den e-
gentlige Catch-makro. Bortset fra makroen Catch_anonymous, der im-
plementerer muligheden for at fange alle undtagelser ét sted, som jeg
beskrev før.
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udvidelserne i CEH
I dette afsnit vil jeg gennemgå de udvidelser jeg har tilført Cexcept.
Som beskrevet i problemformuleringen er det følgende funktionalitet
jeg har udvidet implementationen med:
• Multiple Catch-sætninger
• Mulighed for at navngive handlere
• Mulighed for at angive en Catchall blok, der håndterer samtlige
undtagelser der rejses indenfor samme forudgående Try-blok
• Finally-lignende funktionalitet
• Integreret kontrol for hvorvidt undtagelser der rejses/kastes (un-
der run-time), også håndteres – og i fald det ikke er opfyldt, skal
programafviklingen termineres med en informativ meddelelse
5.1 Gennemgang af udvidelser
Med baggrund i (Hanson 1997), har jeg for at implementere mulighed
for multiple Catch blokke, i første omgang ændret strukturen i Try
blokken. Den udvidede Try-blok er gengivet i eksempel 5.1.
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1 #define Try \
2 { \
3 jmp_buf ∗exception__prev , exception__env ; \
4 volatile int except_flag ; \
5 exception__prev = the_exception_context−>penv ; \
6 the_exception_context−>penv = &exception__env ; \
7 except_flag = setjmp (exception__env ) ; \
8 i f (except_flag == Except_entered ) { \
Eksempel 5.1: Den udvidede Try-blok.
Jf. fra foregående afsnit, den oprindelige Try-blok.
Da det ved multiple Catch-blokke er nødvendigt at opretholde informa-
tion om hvorvidt en undtagelse er håndteret eller ej – da det ikke ligger
implicit i strukturen – har jeg valgt at udvide Try-blokken med en va-
riabel/flag, kaldet except_flag (den variabel der før var at finde i den
overordnede exception__context har jeg fjernet). except_flag er
implementeret vha. enumerationer (enum), og antager følgende enume-
rationer: Except_entered 0¯, Except_thrown 1¯, Except_handled 2¯,
Except_uncaught 3¯, Except_finalized 4¯. (se bilag A.2.1)
Derudover har jeg ændret kontrollen med setjmp kaldet, fra at fore-
gå i et if-kontroludsagn, til at angive værdien af except_flag (se linje
7) , og på den måde kontrolleres om det er første eller anden gang
setjmp returnerer. Jeg har ikke ændret det overordnede design, mht.
at emulere en if/else struktur, derfor starter linje 8 stadig en fortlø-
bende if/else struktur. Til forskel fra det oprindelige design har jeg dog
ændret kontrollen – fra at være et altid-gyldigt tjek – til at være styret
af returværdien af setjmp. Når setjmp returnerer første gang er værdi-
en 0, og derfor evaluerer tjekket til sandt, og indholdet af Try-blokken
udføres.
5.1.1 Dynamiske Catch-blokke
Ligesom det oprindlige design åbner Try-blokken if-strukturen, som
derefter afsluttes med Catch-blokken. Dette generelle billede har jeg
ikke ændret på, men for at gøre det muligt at have et virkårligt antal
Catch-blokke, har det været nødvendigt at udvide designet, så det un-
derstøtter dette krav om dynamik. Den udvidede Catch-blok kan ses i
eksempel 5.2.
1 #define exception__catch ( e ) \
2 i f (except_flag == Except_entered ) \
3 the_exception_context−>penv = exception__prev ; \
4 } \
5 else i f (except_flag == Except_thrown ) \
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6 i f (strcmp (e ,the_exception_context−>handler_id ) == 0) { ←↩
\
7 except_flag = Except_handled ;
Eksempel 5.2: Den udvidede Catch-blok.
Det har jeg konkret gjort ved at lade samtlige Catch-blokke inkludere
et tjek på om de tilfældigvis er den første blok efter Try. Hvis det er
tilfældet, ændres referencerne til jmp_buf’eren, som i det oprindelige
design.
Dernæst foretages der konkret et tjek på om afviklingen er nået hertil
(linje 5), som følge af en undtagelse eller fordi det er første gennemløb.
Hvis det skyldes at der er rejst en undtagelse et andet sted i koden,
sammenlignes det i Throw angivne handler_id (hvilket ligeledes er en
udvidelse, så det er muligt at angive præcis hvilken Catch-blok der skal
håndtere undtagelsen) med den pågældende catch-bloks id. Matcher
de, ændres værdien af flaget, til at signalere at undtagelsen er hånd-
teret (så resten af Catch-blokken undgår at sammenligne unødigt), og
indholdet af blokken udføres.
5.1.2 Catchall blok
Ved at fjerne tjekket og sørge for at strukturen understøtter det dyna-
miske design, er det muligt at integrere en Catch_all funktion, der
kan indsættes et vilkårligt sted i rækken af Catch-blokken og dermed
fungere som en opsamlende Catch funktion. Den udvidede blok er gen-
givet i eksempel 5.3.
1 #define exception__catchall \
2 i f (except_flag == Except_entered ) \
3 the_exception_context−>penv = exception__prev ; ←↩
\
4 } \
5 else i f (except_flag == Except_thrown ) { \
6 except_flag = Except_handled ;
Eksempel 5.3: Den udvidede Catch-blok.
Blokken tilbyder til dels samme funktionatlitet som Catch_anonymous-
blokken i det oprindelige design, men er tilpasset den nye struktur, og
begrænsningen ved det oprindelige design – ved at det ikke var muligt
at benytte flere catch blokke – er derfor også fjernet.
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5.1.3 Finally og ikke-håndterede undtagelser
På grund af den dynamiske struktur, med mulighed for vilkårlige Catch-
blokke, er det ikke muligt at afslutte if/else strukturen i en Catch-blok.
Da det i sin natur ikke er muligt at vide hvilken blok der er den sidste
i rækken. Derfor her jeg udvidet med en Finally-blok, der primært
fungerer som afslutningen på if/else strukturen, men derudover inte-
grerer funktionalitet til at kontrollere om rejste undtagelser også bliver
håndteret. Hvis programafviklingen når til Finally-blokken og ikke er
blevet håndteret undervejs, termineres programmet med en angivelse
af i hvilken fil og hvilket linjenummer, Finally-blokken konstaterede
at der var en ikke-håndteret undtagelse. Samtidig med en angivelse af
tid og dato for hvornår filen er blevet oversat. Hvilket vil gøre det nem-
mere at finde frem til det fejlbehæftede stykke kode. Dog har det ikke
været muligt at implementere samme funktionalitet i Finally-blokken
som det kendes fra Java, C++ og C# – hvor indhold i Finally-blokken
garanteres at blive udført, ligemeget hvordan programafviklingen ellers
manipuleres. F.eks. er det muligt at afbryde det normale programforløb
med return, GOTO, break, continue eller longjmp.
Udover ovenstående er designet ikke ændret væsentligt. Dog har jeg,
naturligt, valgt at tilpasse de integrerede wrappermakroer, og derud-
over udvide med en ekstra. Hvilket er en makro der letter adgangen
med at angive en handler.
5.1.4 Samlede udvidelser
Jeg vil med det følgende eksempel vise hvordan det nye udvidelser æn-
drer den konkrete brug af biblioteket, hvilket nedenstående uddrag
skal illustrere (eksempel 5.4) – den fulde version findes i appendiks.
1 Try {
2 i f (test == 0) {
3 printf ( " Inside f i r s t stmt − tes t is : %d\n" , test ) ;
4 }
5 else i f (test == 1) {
6 Handler_id = " F i rs t Try " ;
7 Throw context ;
8 }
9 else i f (test == 2) {
10 context .err_msg [ 0 ] = " This is Thrown from the second ←↩
Throw! " ;
11 Handler_id = "1st Try − 2nd Catch " ;
12 Throw context ;
13 }
14 else i f (test == 3) {
15 Handler_id = " Missing Catch " ;
16 Throw context ;
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17 }
18 else i f (test == 4)
19 test_nested_try (the_exception_context [ 1 ] ) ;
20
21 else i f (test == 5)
22 test_catch_all (the_exception_context [ 1 ] ) ;
23 }
24 Catch ( "1st Try " )
25 printf ( "Caught exception − And handler is : %s\n" , ←↩
Handler_id ) ;
26 Catch ( "1st Try − 2nd Catch " )
27 printf ( "Caught exception − And message is : %s\n" , context . ←↩
err_msg [ 0 ] ) ;
28 Finally
29 printf ( " Inside Final ly\n" ) ;
30 return EXIT_SUCCESS ;
31 }
32
33 void test_nested_try ( struct exception_context ∗the_exp ) {
34 struct exception_context ∗the_exception_context = the_exp ;
35 struct exception exp ;
36 int test = 1;
37 Try {
38 i f (test == 0) {
39 printf ( " Inside nested Try . . \n" ) ;
40 }
41 else i f (test == 1) {
42 Handler_id = "2nd Try " ;
43 Throw exp ;
44 }
45 }
46 Catch ( "2nd Try " ) {
47 printf ( "Caught exception in loca l Catch − And handler is : ←↩
%s\n" , Handler_id ) ;
48 }
49 Finally { }
50 }
51
52 void test_catch_all ( struct exception_context ∗the_exp ) {
53 struct exception_context ∗the_exception_context = the_exp ;
54 struct exception exp ;
55 int test = 1;
56 Try {
57 i f (test == 0) {
58 printf ( " Inside nested_catch_all . . . \ n" ) ;
59 }
60 else i f (test == 1) {
61 Throw exp ;
62 }
63 else i f (test == 2) {
64 Throw exp ;
65 }
66 }
67 Catch_all ( ) {
68 printf ( "Caught exception in Catch_all :\n" ) ;
69 }
70 Finally { }
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71 }
Eksempel 5.4: Funktionaliteten i det udvidede bibliotek.
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Evaluering og Diskussion
I dette afsnit vil jeg opstille en række krav/antagelser til EH-funktionalitet,
som jeg mener bør være opfyldt ved en ideel implementation. Og der-
næst med afsæt i de enkelte punkter diskutere i hvilken grad Cexcept
inkl. mine udvidelser opfylde disse.
Dels med baggrund i Sebestas (Sebesta 1993:7ff) oversigt over generelle
kriterier et programmringssprog kan vurderes ud fra, og dels ud fra
egen overbevisning, mener jeg at følgende punkter er væsentlige ved en
implementation af EH. Listen er ikke prioriteret.
1 Portabilitet
2 Valgfrihed
2a Multiple Catch i samme Try
2b Cascading EH Until handled
2c Indlejrede undtagelser
2d Udskyde returnering/Finally Scope
2e Navngivning af handlere/undtagelser
3 Modificerbarhed
4 Performance
5 Konsistent syntaks
5a Tvinge god programmeringsstil
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6.1 Portabilitet
Et vigtigt punkt i en implementation af EH, er portabilitet. Hvilket i til-
fælde med sprog som C, hvor der eksitererer mange forskellige imple-
mentationer og ligeledes forskellige frameworks med arkitekturafhæn-
gig funktionalitet er det vigtigt at en implementation af EH er portabel. I
implementationen har jeg derfor også fokuseret på udelukkende at be-
nytte funktionalitet fra ANSI standardbiblioteket. Hvilket er lykkedes,
da det udvidede bibliotek fuldt ud er ANSI kompatibelt.
6.2 Valgfrihed
Hovedårsagen med at udvide et sprogs funktionalitet med EH, er bl.a.
at gøre det lettere og mere intuitivt at skrive risikobetonet kode, da EH
gør det muligt at undlade konsekvente indlejerede tjek, men i stedet
skrive det kritiske kode et sted og lade fejlhåndteringen ske et andet
sted. Samtidig er det muligt at samle al fejlhåndtering i specielle mo-
duler eller lignende, og på den måde få det konceptuelt adskilt fra al-
mindelig kode. Derudover er det lettere for udefrakommende at sætte
sig ind i et stykke kode, hvor der syntaktisk er angivet hvilke sektio-
ner der indeholder kode der har højere risiko for at resultere i fejl, og
dermed skal håndteres anderledes end andet kode.
En måde at øge læsbarheden på er derfor også at kunne håndtere for-
skellige undtagelser i forskellige handlere, og et krav til en implmen-
tation må derfor også være at understøtte multiple handlere. Ved at
benytte forskellige handlere til forskellige problemer er det muligt, im-
plicit i strukturen, at opdele problemerne i forhold til deres egenskab
og ikke være begrænset af teknologien. På den måde kan relaterede
undtagelser håndteres samme sted og væsensforskellige undtagelser
vil kunne håndteres i hver deres handler. Derved bliver det også let-
tere at vedligeholde koden, da ændringer indenfor samme områder vil
kunne samles et sted i stedet for at være spredt ud over en masse filer.
Derudover bør der også være mulighed for at have indlejret undtagel-
seshåndtering. Dvs. at det er muligt – hvis problemets karakter kræver
det – at håndtere undtagelser i undtagelser. Afledt heraf er det derfor
ligeledes nødvendigt at have mulighed for præcis at angive hvilke(n)
handler(e) der skal tage sig af hvilke problemer, hvad enten det angives
vha. typer eller direkte tekststrenge, er for så vidt ikke afgørende. Blot
at det er muligt. Dette letter ligeledes læs- og skrivbarheden, da det er
medvirkende til at tilføre overordnet struktur til koden, og derved gøre
det lettere for andre at gennemskue ved senere lejligheder.
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Med udvidelserne understøtter CEH meget af ovenstående, hvilket jeg
derfor vil betegne som relevante udvidelser.
6.3 Modificerbarhed
Udover at der skal være mulighed for at definere hvilke specifikke hand-
lere der er tilknyttet hvilken funktionalitet, er det også vigtigt at mulig-
hederne ved EH ikke begrænser udviklingsmulighederne. Bl.a. da det i
udviklingen af f.eks. innovativ funktionalitet som regel stiller nye krav
til den oprindelige funktionalitet. Ved at tilllade programudvikleren at
definere så meget som muligt, sikres at situationer hvor funktionali-
tet der oprindelig er tiltænkt at lette udviklingsprocessen kan gå hen
og begrænse, og ligefrem vanskeliggøre specielle opgaveløsninger. Der-
for er det vigtigt at en EH implementation er modificerbar, så den kan
tilpasses den konkrete situation. Er der f.eks. ikke behov for omfatten-
de (og effektivitetsnedsættende) funktionalitet, skal det være muligt at
undvige fra at benytte en pågældende facilitet. Omvendt skal det også
være muligt at udvide funktionatliteten i en konkret situation hvis det
er påkrævet for fuldt at understøtte en bestemt proces.
Dette er i høj grad muligt ved CEH, da det bl.a. er programmøren der
suverænt definere hvilken kontekst det skal være muligt at kommuni-
kere gennem – er der behov for avanceret funktionalitet er det derfor
muligt at implementere det og lade det indgår som en integreret del af
CEH. Dog skal det selvføgelig påregnes at man ved at udvide funktio-
naliteten må gå på kompromis med effektiviteten. Hvilket dog i mange
tilfælde nok vil være at foretrække. Og i særlig grad hvis man godtager
at ressourcer (i form af processorhastighed og hukommelse) ikke i ud-
præget grad er en knap ressource.
Hvilket leder os over i diskussionen omkring effektivitet.
6.4 Effektivitet
At tilføre funktionalitet som EH, kræver naturligt yderligere omkostnin-
ger, i form af længere oversættelsestid og ikke mindst afviklingshastig-
hed.
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6.4.1 Testresultater
For praktisk at teste effektiviteten af det færdige CEH bibliotek, har jeg
gennemført nogle simple testkørsler. Testen er gennemført i to udgaver,
hvor første udgave tester hastigheden af afvikling af 1000 Try-blokke
uden at forårsage undtagelser, og en lignende test, men hvor hver ud-
førsel af en Try-blok genererer en undtagelse der fanges og programaf-
viklingen fortsætter.
De to testkørsler er gennemført for Java, C++ og C (CEH).
Java C++ CEH
u. undtagelser 35 55 3926
m. undtagelser 73 91903 12057
Tabel 6.1: Resultater fra testkørslerne, og er angivet i ms. (Testapplikationerne
kan findes i bilag A.4)
Som testen viser er der endog væsentlig forskel på hhv. Java og C++
og C. Den markante forskel skyldes at formentlig at javaoversætteren
"gennemskuer"at testens indhold består af det samme stykke kode, der
blot afvikles i en løkke, og på den baggrund optimeres den oversatte
kode væsentligt i forhold til C++ og C eksemplet.
Resultaterne er derfor heller ikke til fulde nyttige, men giver dog et bil-
lede af CEH i forhold til C++ EH, når der er undtagelseshåndtering in-
volveret. Hvilket naturligt viser at der er store omkostninger forbundet
med at kopiere indholdet af run-time stakken på kodeniveau i modsæt-
ning til at have det integreret i oversætteren, som en del af sproget.
Men hvor effektivitet, mht. C, er en altoverskyggende faktor mener jeg
at man i nyere og mere "moderne" sprog ikke i samme omfang er fo-
kuseret på effektivitet, men på områder som stabilitet. Det er almen
kendt at risikoen for fejl under udviklingen af C programmer er væ-
sentlig større end ved nyere sprog. Bl.a. da de inkludere flere tjek på
oversættelsestidspunktet, men i høj grad også fordi de repræsenterer
et andet syn på programudvikling (man kunne dristigt påstå, at de re-
præsenterer et andet paradigme).
Hvor effektivitet tidligere har været eneste afgørende faktor er der i
dag mere fokus på sikkerhed, stabilitet og lign. faciliteter. Jeg mener
derfor også at man bør fokusere mere på faktorer som sidstnævnte,
også indenfor udvilking af programmel skrevet i C, og jeg mener derfor
at det ekstraarbejde CEH tilfører, på længere sigt vil være fordelagtigt.
Bl.a. da vedligeholdelse og udvikling vil være lettere og dermed mindre
omkostningstungt. Dog er EH ikke at foretrække til alle typer opgaver,
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da det, som nævnt, bl.a. er omkostningstungt, og derfor egner sig bedst
til brug i større og mere komplekse opgaver. Derfor er det også vigtigt at
EH ikke implementeres som en ufravigelig facilitet – som i Java f.eks.,
hvor det i mindre overskuelige og enkle programmer let kan komplicere
koden unødigt.
6.5 Konsistens
En væsentlig positiv parameter ved EH, er derfor at det tilfører kon-
sistens i forhold til fejlhåndtering. I stedet for at risikobetonet kode
håndteres på samme vis som andre kodeblokke, med identiske kon-
troludsagn etc., opnår man, ved at benytte EH, en ensartet og struk-
tureret måde at opbygge risikobetonet kode på. Der, som nævnt i det
ovenstående, øger læs- og skrivbarheden. Jeg vil derfor påstå at EH kan
gennemtvinge god programmeringskik, ved at lægge op til en konform
og velstruktureret udviklingsstrategi.
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Konklusion
Jeg har gennem rapporten dokumenteret det oprindelige Cexcept bibli-
otek og hvordan jeg har udvidet funktionaliteten, ved at tilføre yderli-
gere funtkionalitet.
Med udvidelserne implmenteret, mener jeg at være endt med en mere
funktionel og intuitiv udgave af Cexcept. Bl.a. da det nu er muligt at
benytte flere Catch-blokke, navngive specifikke handlere, samtidig med
at der er tilføjet kontrol for, om ekspliciterede undtagelser også hånd-
teres.
Jeg vil derfor konkludere at jeg med succes har udvidet biblioteket, og
fuldført hvad jeg i problemformuleringen opstillede af krav til udvidel-
ser.
Testresultaterne taler dog sit tydelige sprog. Og implementationen som
den p.t. er implementeret, er ikke en effektiv udgave. Dog har det heller
ikke været det primære mål, men et delmål. At implementationen ikke
er tilstrækkelig effektiv, kan dog skyldes det forholdsvis begrænsede
videnniveau om effektiv C programmering, jeg stadig besidder.
Jeg har med projektets problemformulering ønsket at tilegne mig viden
og dykke dybere ned i processerne bag programafvikling og ikke mindst
udvikling, hvilket jeg, i høj grad, mener er lykkedes.
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BilagA
Kildekode
A.1 Cexcept
A.1.1 cexcept.h (side 59)
Det oprindelige makrobaserede bibliotek.
A.2 CEH
A.2.1 ceh.h (side 65)
Den fulde udgave med alle samlede udvidelser implemen-
teret.
A.2.2 example3.c (side 68)
Den tilhørerende headerfil der definerer den fælles kon-
tekst i eksemplet.
A.2.3 example3.h (side 71)
Eksempel på brug af den udvidede funktionalitet i ceh.h.
A.3 setjmp/longjmp funktionalitet
A.3.1 factorial.c (side 72)
Fakultetsberegning i C, implementeret vha. setjmp og
longjmp for at illustrere den bagvedliggende logik.
A.3.2 fact.jas (side 73)
Ovenstående fakultetseksempel implementeret i JAS (Ja-
va Assembler), ligeledes for at illustrere de underliggende
mekanismer, specielt med fokus på returnering af setjmp.
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A.4 Benchmarktests - De tre testapplikationer, i hhv. Java, C++
og C (med brug af det udvidede bibliotek)
A.4.1 c_test.c (side 77)
Testkode for effektiviteten af CEH.
A.4.2 cpp_test.cpp (side 79)
Testkode til test af effektiviteten af C++ EH.
A.4.3 java_test.java (side 80)
Testkode til test af effektiviteten af Java EH.
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A.1 Cexcept
A.1.1 cexcept.h
1 /∗∗
2 cexcept .h 2.0.0 (2001−Jul−12−Thu )
3 Adam M. Costel lo <amc@cs. berkeley . edu>
4
5 An inter face for exception−handling in ANSI C (C89 and subsequent ←↩
ISO
6 standards ) , developed j o i n t l y with Cosmin Truta <cosmin@cs . toronto ←↩
. edu>.
7
8 Copyright ( c ) 2001 Adam M. Costel lo and Cosmin Truta . ←↩
Everyone
9 i s hereby granted permission to do whatever they l ike with ←↩
th is
10 f i l e , provided that i f they modify i t they take reasonable ←↩
steps to
11 avoid confusing or misleading people about the authors , ←↩
version ,
12 and terms of use of the derived f i l e . The copyright holders ←↩
make
13 no guarantees regarding th is f i l e , and are not responsible fo r ←↩
any
14 damage resul t ing from i t s use .
15
16 Only user−defined exceptions are supported , not " real " exceptions ←↩
l i ke
17 div is ion by zero or memory segmentation v io la t ions .
18
19 I f th is inter face is used by mult iple . c f i l e s , they shouldn ’ t ←↩
include
20 th is header f i l e d i rec t ly . Instead , create a wrapper header f i l e ←↩
that
21 includes th is header f i l e and then invokes the ←↩
define_exception_type
22 macro ( see below ) , and l e t your . c f i l e s include that header f i l e .
23
24 The inter face consists of one type , one well−known name, and six ←↩
macros .
25
26
27 define_exception_type ( type_name ) ;
28
29 This macro is used l ike an external declaration . I t spec i f ies
30 the type of object that gets copied from the exception thrower ←↩
to
31 the exception catcher . The type_name can be any type that can ←↩
be
32 assigned to , that is , a non−constant ari thmetic type , struct , ←↩
union ,
33 or pointer . Examples :
34
35 define_exception_type ( in t ) ;
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36
37 enum exception { out_of_memory , bad_arguments , d isk_ fu l l ←↩
} ;
38 define_exception_type (enum exception ) ;
39
40 struct exception { in t code ; const char ∗msg; } ;
41 define_exception_type ( s t ruc t exception ) ;
42
43 Because throwing an exception causes the object to be copied ( ←↩
not
44 just once , but twice ) , programmers may wish to consider size ←↩
when
45 choosing the exception type .
46
47
48 struct exception_context ;
49
50 This type may be used af ter the define_exception_type ( ) macro ←↩
has
51 been invoked . A struct exception_context must be known to ←↩
both
52 the thrower and the catcher . I t is expected that there be one
53 context fo r each thread that uses exceptions . I t would ←↩
cer ta in ly
54 be dangerous for mult iple threads to access the same context .
55 One thread can use mult iple contexts , but that is l i ke ly to be
56 confusing and not typ ica l ly useful . The appl icat ion can ←↩
al locate
57 th is structure in any way i t pleases−−automatic , s tat i c , or ←↩
dynamic .
58 The appl icat ion programmer should pretend not to know the ←↩
structure
59 members, which are subject to change .
60
61
62 struct exception_context ∗ the_exception_context ;
63
64 The Try/Catch and Throw statements ( described below ) ←↩
imp l i c i t l y
65 re fer to a context , using the name the_exception_context . I t ←↩
i s
66 the appl icat ion ’s respons ib i l i ty to make sure that th is name ←↩
yields
67 the address of a mutable ( non−constant ) s t ruc t ←↩
exception_context
68 wherever those statements are used . Subject to that ←↩
constraint , the
69 appl icat ion may declare a variable of th is name anywhere i t ←↩
l ikes
70 ( inside a function , in a parameter l i s t , or external ly ) , and ←↩
may
71 use whatever storage class spec i f i e rs ( s tat i c , extern , etc ) or ←↩
type
72 qua l i f i e rs ( const , vo la t i l e , etc ) i t l ikes . Examples :
73
74 s ta t i c s t ruc t exception_context
75 ∗ const the_exception_context = &foo ;
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76
77 { s t ruct exception_context ∗ the_exception_context = bar ; ←↩
. . . }
78
79 i n t blah ( s t ruct exception_context ∗ the_exception_context , ←↩
. . . ) ;
80
81 extern st ruc t exception_context the_exception_context [ 1 ] ;
82
83 The last example i l l u s t ra t es a t r i ck that avoids creating a ←↩
pointer
84 object separate from the structure object .
85
86 The name could even be a macro , fo r example :
87
88 struct exception_context ec_array [ numthreads ] ;
89 #define the_exception_context ( ec_array + thread_id )
90
91 Be aware that the_exception_context is used several times by ←↩
the
92 Try/Catch/Throw macros , so i t shouldn ’ t be expensive or have ←↩
side
93 e f fec ts . The expansion must be a drop−in replacement for an
94 i den t i f i e r , so i t ’ s safest to put parentheses around i t .
95
96
97 void in i t_except ion_context ( s t ruc t exception_context ∗ec ) ;
98
99 For context structures al located s ta t i ca l l y ( by an external
100 def in i t i on or using the " s ta t i c " keyword ) , the imp l i c i t
101 i n i t i a l i z a t i o n to a l l zeros is suf f i c i en t , but contexts ←↩
allocated
102 by other means must be i n i t i a l i z ed using th is macro before ←↩
they
103 are used by a Try/Catch statement . I t does no harm to ←↩
i n i t i a l i z e
104 a context more than once ( by using th is macro on a s ta t i ca l l y
105 allocated context , or using th is macro twice on the same ←↩
context ) ,
106 but a context must not be re−i n i t i a l i z ed af ter i t has been ←↩
used by a
107 Try/Catch statement .
108
109
110 Try statement
111 Catch ( expression ) statement
112
113 The Try/Catch/Throw macros are capi tal ized in order to avoid
114 confusion with the C++ keywords , which have subtly d i f f e ren t
115 semantics .
116
117 A Try/Catch statement has a syntax simi lar to an i f /else ←↩
statement ,
118 except that the parenthesized expression goes af ter the second
119 keyword rather than the f i r s t . As with i f /else , there are two
120 clauses , each of which may be a simple statement ending with a
121 semicolon or a brace−enclosed compound statement . But whereas
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122 the else clause is optional , the Catch clause is required . ←↩
The
123 expression must be a modifiable lvalue ( something capable of ←↩
being
124 assigned to ) of the same type ( disregarding type qua l i f i e rs ) ←↩
that
125 was passed to define_exception_type ( ) .
126
127 I f a Throw that uses the same exception context as the Try/ ←↩
Catch is
128 executed within the Try clause ( typ ica l ly within a function ←↩
cal led
129 by the Try clause ) , and the exception is not caught by a ←↩
nested
130 Try/Catch statement , then a copy of the exception wi l l be ←↩
assigned
131 to the expression , and contro l wi l l jump to the Catch clause . ←↩
I f no
132 such Throw is executed , then the assignment is not performed , ←↩
and
133 the Catch clause is not executed .
134
135 The expression is not evaluated unless and un t i l the exception ←↩
i s
136 caught , which is s ign i f i can t i f i t has side ef fects , fo r ←↩
example :
137
138 Try foo ( ) ;
139 Catch ( p[++ i ] . e ) { . . . }
140
141 IMPORTANT: Jumping into or out of a Try clause ( fo r example ←↩
via
142 return , break , continue , goto , longjmp ) is forbidden−−the ←↩
compiler
143 wi l l not complain , but bad things wi l l happen at run−time . ←↩
Jumping
144 in to or out of a Catch clause is okay , and so is jumping ←↩
around
145 inside a Try clause . In many cases where one is tempted to ←↩
return
146 from a Try clause , i t w i l l su f f i ce to use Throw, and then ←↩
return
147 from the Catch clause . Another option is to set a f lag ←↩
variable and
148 use goto to jump to the end of the Try clause , then check the ←↩
f lag
149 af ter the Try/Catch statement .
150
151 IMPORTANT: The values of any non−vo la t i l e automatic variables
152 changed within the Try clause are undefined af ter an exception ←↩
i s
153 caught . Therefore , variables modified inside the Try block ←↩
whose
154 values are needed la te r outside the Try block must e i ther use ←↩
s ta t i c
155 storage or be declared with the " vo l a t i l e " type qua l i f i e r .
156
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157
158 Throw expression ;
159
160 A Throw statement is very much l ike a return statement , except ←↩
that
161 the expression is required . Whereas return jumps back to the ←↩
place
162 where the current funct ion was called , Throw jumps back to the ←↩
Catch
163 clause of the innermost enclosing Try clause . The expression ←↩
must
164 be compatible with the type passed to define_exception_type ( ) . ←↩
The
165 exception must be caught , otherwise the program may crash .
166
167 Sl ight l im i ta t i on : I f the expression is a comma−expression i t ←↩
must
168 be enclosed in parentheses .
169
170
171 Try statement
172 Catch_anonymous statement
173
174 When the value of the exception is not needed , a Try/Catch ←↩
statement
175 can use Catch_anonymous instead of Catch ( expression ) .
176
177
178 Everything below this point is for the benef i t of the compiler . ←↩
The
179 appl icat ion programmer should pretend not to know any of i t , ←↩
because i t
180 i s subject to change .
181 ∗/
182
183
184 #ifndef CEXCEPT_H
185 #define CEXCEPT_H
186
187
188 #include <setjmp .h>
189
190 #define define_exception_type ( etype ) \
191 struct exception_context { \
192 jmp_buf ∗penv ; \
193 int caught ; \
194 volatile struct { etype etmp ; } v ; \
195 }
196
197 /∗ etmp must be vo la t i l e because the appl icat ion might use ←↩
automatic ∗/
198 /∗ storage for the_exception_context , and etmp is modified between ←↩
∗/
199 /∗ the ca l l s to setjmp ( ) and longjmp ( ) . A wrapper st ruc t is used ←↩
to ∗/
200 /∗ avoid warnings about a duplicate vo la t i l e qua l i f i e r in case ←↩
etype ∗/
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201 /∗ already includes i t . ←↩
∗/
202
203 #define init_exception_context ( ec ) ( ( void ) ( ( ec )−>penv = 0) )
204
205 #define Try \
206 { \
207 jmp_buf ∗exception__prev , exception__env ; \
208 exception__prev = the_exception_context−>penv ; \
209 the_exception_context−>penv = &exception__env ; \
210 i f (setjmp (exception__env ) == 0) { \
211 i f (&exception__prev )
212
213 #define exception__catch ( action ) \
214 else { } \
215 the_exception_context−>caught = 0; \
216 } \
217 else { \
218 the_exception_context−>caught = 1; \
219 } \
220 the_exception_context−>penv = exception__prev ; \
221 } \
222 i f ( ! the_exception_context−>caught || action ) { } \
223 else
224
225 #define Catch ( e ) exception__catch ( ( ( e ) = the_exception_context−>v . ←↩
etmp, 0) )
226 #define Catch_anonymous exception__catch (0 )
227
228 /∗ Try ends with i f ( ) , and Catch begins and ends with else . This ←↩
∗/
229 /∗ ensures that the Try/Catch syntax is real ly the same as the ←↩
∗/
230 /∗ i f /else syntax . ←↩
∗/
231 /∗ ←↩
←↩
∗/
232 /∗ We use &exception__prev instead of 1 to appease compilers that ←↩
∗/
233 /∗ warn about constant expressions inside i f ( ) . Most compilers ←↩
∗/
234 /∗ should s t i l l recognize that &exception__prev is never zero and ←↩
∗/
235 /∗ avoid generating tes t code . ←↩
∗/
236
237 #define Throw \
238 for ( ; ; longjmp (∗the_exception_context−>penv , 1) ) \
239 the_exception_context−>v .etmp =
240
241
242 #endif /∗ CEXCEPT_H ∗/
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A.2 Ceh
A.2.1 ceh.h
1 /∗∗
2 ∗ \ f i l e ceh .h
3 ∗ <b>Pro jec t :</b> Ceh
4 ∗
5 ∗ \author <a href ="mailto : jonas@jermiin .dk">Jonas ←↩
Jermiin Ravn Moll </a>
6 ∗
7 ∗ \version 0.1
8 ∗
9 ∗ \date : 03.05.2005.
10 ∗
11 ∗ Copyright &copy ; 2005. A l l r ights reserved .
12 ∗
13 ∗ \br i e f " Br ie f Descriptionm here "
14 ∗
15 ∗ \see " Put ’See Also ’ in fo here "
16 ∗
17 ∗ \b Language : C Header f i l e
18 ∗
19 ∗ \attent ion
20 ∗ ←↩
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−\ ←↩
n
21 ∗ "THE BEER−WARE LICENSE" ( Revision 42) :\n
22 ∗ <jonas@jermiin .dk> wrote th is f i l e . As long as you retain th is ←↩
not ice you\n
23 ∗ may do whatever you want with th is s tu f f . I f we meet some day, ←↩
and you think\n
24 ∗ th is s tu f f is worth i t , you can buy me a beer in return .\n
25 ∗ ←↩
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− ←↩
26 ∗/
27 #ifndef CEXCEPT_H
28 #define CEXCEPT_H
29 #include <setjmp .h>
30 #include <string .h>
31
32
33 #define Handler_id the_exception_context−>handler_id
34
35 enum {Except_entered = 0, Except_thrown , Except_handled , ←↩
Except_uncaught , Except_finalized } ;
36
37 #define define_exception_type ( etype ) \
38 struct exception_context { \
39 jmp_buf ∗penv ; \
40 const char ∗reason ; \
41 const char ∗handler_id ; \
42 volatile struct { etype etmp ; } v ; \
43 }
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44
45 #define init_exception_context ( ec ) ( ( void ) ( ( ec )−>penv = 0) )
46
47 #define Try \
48 { \
49 jmp_buf ∗exception__prev , exception__env ; \
50 volatile int except_flag ; \
51 exception__prev = the_exception_context−>penv ; \
52 the_exception_context−>penv = &exception__env ; \
53 except_flag = setjmp (exception__env ) ; \
54 i f (except_flag == Except_entered ) { \
55
56 #define exception__catch ( e ) \
57 i f (except_flag == Except_entered ) \
58 the_exception_context−>penv = exception__prev ; \
59 } \
60 else i f (except_flag == Except_thrown ) \
61 i f (strcmp (e ,the_exception_context−>handler_id ) == 0) { ←↩
\
62 except_flag = Except_handled ;
63
64 #define exception__catchall \
65 i f (except_flag == Except_entered ) \
66 the_exception_context−>penv = exception__prev ; ←↩
\
67 } \
68 else i f (except_flag == Except_thrown ) { \
69 except_flag = Except_handled ;
70
71 #define exception__f inal ly \
72 } \
73 else i f ( ! ( except_flag == Except_handled ) ) { \
74 except_flag = Except_finalized ; \
75 the_exception_context−>penv = exception__prev ; \
76 fprintf (stderr , "Uncaught exception : " ) ; \
77 i f (the_exception_context−>reason ) \
78 fprintf (stderr , " ’ %s ’ " , the_exception_context ←↩
−>reason ) ; \
79 else \
80 fprintf (stderr , " at %p" , ←↩
the_exception_context ) ; \
81 i f (__FILE__ && __LINE__ > 0) \
82 fprintf (stderr , " raised in %s , l ine %d ( ←↩
Compiled on the %s at %s ) \n" \
83 , __FILE__ , __LINE__ , __DATE__ , ←↩
__TIME__ ) ; \
84 fprintf (stderr , " Terminating runtime environment ←↩
. . . \ n" ) ; \
85 exit (EXIT_FAILURE ) ; \
86 } \
87 }
88
89 #define Catch ( e ) exception__catch ( e )
90 #define Catch_all ( ) exception__catchall
91 #define Finally exception__f inal ly
92
93 #define Throw \
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94 except_flag = Except_thrown ; \
95 for ( ; ; longjmp (∗the_exception_context−>penv , 1) ) \
96 the_exception_context−>v .etmp =
97
98 #endif /∗ CEXCEPT_H ∗/
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A.2.2 example3.c
1 /∗∗
2 ∗ \ f i l e example3 . c
3 ∗ <b>Pro jec t :</b> Cexcept_ext
4 ∗
5 ∗ \author <a href ="mailto : jjrm@ruc .dk">Jonas Jermiin ←↩
Ravn Moll </a>
6 ∗
7 ∗ \version 0.1
8 ∗
9 ∗ \date : 04.05.2005.
10 ∗
11 ∗ Copyright &copy ; 2005. A l l r ights reserved .
12 ∗
13 ∗ \br i e f " "
14 ∗
15 ∗ \see " "
16 ∗
17 ∗ \b Language : C
18 ∗
19 ∗ \attent ion
20 ∗ ←↩
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−\ ←↩
n
21 ∗ "THE BEER−WARE LICENSE" ( Revision 42) :\n
22 ∗ <jjrm@ruc .dk> wrote th is f i l e . As long as you retain th is ←↩
not ice you\n
23 ∗ may do whatever you want with th is s tu f f . I f we meet some day, ←↩
and you think\n
24 ∗ th is s tu f f is worth i t , you can buy me a beer in return .\n
25 ∗ ←↩
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− ←↩
26 ∗/
27 #ifndef STRING_H
28 #include <string .h>
29 #endif
30
31 #include <stdl ib .h>
32 #include <stdio .h>
33 #include " example3 .h"
34
35 void test_nested_try ( ) ;
36 void test_catch_all ( ) ;
37
38 int main ( void ) {
39 /∗ Globally accessible storage for the exception context : ∗/
40 struct exception_context the_exception_context [ 1 ] ;
41 struct exception context ;
42 int test = 2;
43
44 Try {
45 i f (test == 0) {
46 printf ( " Inside f i r s t stmt − tes t is : %d\n" , test ) ;
47 }
48 else i f (test == 1) {
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49 Handler_id = " F i rs t Try " ;
50 Throw context ;
51 }
52 else i f (test == 2) {
53 context .err_msg [ 0 ] = " This is Thrown from the second ←↩
Throw! " ;
54 Handler_id = "1st Try − 2nd Catch " ;
55 Throw context ;
56 }
57 else i f (test == 3) {
58 Handler_id = " Missing Catch " ;
59 Throw context ;
60 }
61 else i f (test == 4)
62 test_nested_try (the_exception_context [ 1 ] ) ;
63
64 else i f (test == 5)
65 test_catch_all (the_exception_context [ 1 ] ) ;
66 }
67 Catch ( "1st Try " )
68 printf ( "Caught exception − And handler is : %s\n" , ←↩
Handler_id ) ;
69 Catch ( "1st Try − 2nd Catch " )
70 printf ( "Caught exception − And message is : %s\n" , context . ←↩
err_msg [ 0 ] ) ;
71 Finally
72 printf ( " Inside Final ly\n" ) ;
73 return EXIT_SUCCESS ;
74 }
75
76 void test_nested_try ( struct exception_context ∗the_exp ) {
77 struct exception_context ∗the_exception_context = the_exp ;
78 struct exception exp ;
79 int test = 1;
80 Try {
81 i f (test == 0) {
82 printf ( " Inside nested Try . . \n" ) ;
83 }
84 else i f (test == 1) {
85 Handler_id = "2nd Try " ;
86 Throw exp ;
87 }
88 }
89 Catch ( "2nd Try " ) {
90 printf ( "Caught exception in loca l Catch − And handler is : ←↩
%s\n" , Handler_id ) ;
91 }
92 Finally { }
93 }
94
95 void test_catch_all ( struct exception_context ∗the_exp ) {
96 struct exception_context ∗the_exception_context = the_exp ;
97 struct exception exp ;
98 int test = 1;
99 Try {
100 i f (test == 0) {
101 printf ( " Inside nested_catch_all . . . \ n" ) ;
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102 }
103 else i f (test == 1) {
104 Throw exp ;
105 }
106 else i f (test == 2) {
107 Throw exp ;
108 }
109 }
110 Catch_all ( ) {
111 printf ( "Caught exception in Catch_all :\n" ) ;
112 }
113 Finally { }
114 }
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A.2.3 example3.h
1 /∗∗
2 ∗ \ f i l e example3 .h
3 ∗ <b>Pro jec t :</b> Cexcept_ext
4 ∗
5 ∗ \author <a href ="mailto : jonas@jermiin .dk">Jonas ←↩
Jermiin Ravn Moll </a>
6 ∗
7 ∗ \version 0.1
8 ∗
9 ∗ \date : 04.05.2005.
10 ∗
11 ∗ Copyright &copy ; 2005. A l l r ights reserved .
12 ∗
13 ∗ \br i e f " "
14 ∗
15 ∗ \see " "
16 ∗
17 ∗ \b Language : C (Header )
18 ∗
19 ∗ \attent ion
20 ∗ ←↩
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−\ ←↩
n
21 ∗ "THE BEER−WARE LICENSE" ( Revision 42) :\n
22 ∗ <jonas@jermiin .dk> wrote th is f i l e . As long as you retain th is ←↩
not ice you\n
23 ∗ may do whatever you want with th is s tu f f . I f we meet some day, ←↩
and you think\n
24 ∗ th is s tu f f is worth i t , you can buy me a beer in return .\n
25 ∗ ←↩
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− ←↩
26 ∗/
27 #include " ceh .h"
28 #define MAX_LENGTH 1024
29
30 struct exception {
31 int err ;
32 long err_long ;
33 const char ∗err_msg [MAX_LENGTH ] ;
34 } ;
35
36 define_exception_type ( struct exception ) ;
37 extern struct exception_context the_exception_context [ 1 ] ;
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A.3 Setjmp funtkionationalitet
A.3.1 factorial.c
1 #include <setjmp .h>
2 #include <stdio .h>
3
4 void fact (unsigned long n , unsigned long i ) ;
5 jmp_buf env ;
6 unsigned long k , i ;
7
8 int main ( int argc , char ∗∗argv ) {
9 k = (strtol (argv [ 1 ] , NULL , 0) ) ;
10
11 i f ( ( i = setjmp (env ) ) == 0)
12 fact (k , (unsigned long ) 1) ;
13 else
14 printf ( "The fac t o r i a l of %d is %ld\n" , k , i ) ;
15 }
16
17 void fact (unsigned long n , unsigned long i ) {
18 i f (n <= 1)
19 longjmp (env ,i ) ;
20
21 fact (n−1, i∗n ) ;
22 }
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A.3.2 fact.jas
1 ////
2 // Java Assembly Program for the Mic1 Microarchitecture Simulator
3 //
4 // F i l e
5 // fact . jas
6 //
7 // Time−stamp : <Tuesday 24 May 2005, 16:16:13 − by jermiin >
8 //
9 // Author
10 // Jonas Jermiin Ravn Moll <jonas@jermiin .dk>
11 //
12 // Description
13 // Program to compute the fac t o r i a l of a given integer value ←↩
( represented by the constant ’k ’ )
14 //
15 // Usage
16 // To compile : java ijvmasm fact . jas
17 // This wi l l create fact . ijvm
18 //
19 // To run
20 // java mic1sim mic1ijvm .mic1 fact . ijvm
21 // Click the Run button
22 // NB! Note that the f ina l resul t is printed as hex−value
23 ////
24
25 .constant
26 k 0x4 // Represents the i n i t i a l value for the fac t o r i a l ←↩
computation
27 OBJREF 0x40 // Needed for method invokation , see Andrew ←↩
Tanenbaum S.C.O chap . 4
28 .end−constant
29
30 .main
31 .var
32 n
33 i
34 .end−var
35
36 start : BIPUSH 0x0
37 ISTORE n // I n i t i a l i z e n (n = 0)
38 BIPUSH 0x1
39 ISTORE i // I n i t i a l i z e i ( i = 1)
40 LDC_W k
41 ISTORE n // n = k
42 ILOAD n
43 BIPUSH 0x1
44 IF_ICMPEQ done // i f ( n == 1) goto done
45 ILOAD n
46 BIPUSH 0x1
47 ISUB
48 DUP // Duplicate for la te r method ca l l
49 ISTORE n // n−1
50 LDC_W k
51 INVOKEVIRTUAL mul // mul ( n ,k )
52 DUP
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53 ISTORE i
54 second : ILOAD n // HACK for making the loop possible
55 BIPUSH 0x1
56 IF_ICMPEQ done // i f ( n == 1) goto done
57 ILOAD n
58 BIPUSH 0x1
59 ISUB
60 DUP // Duplicate for la te r method argument
61 ISTORE n // n−1
62 LDC_W OBJREF
63 SWAP // Get the value of n on top
64 ILOAD i
65 INVOKEVIRTUAL mul // mul ( n , i )
66 ISTORE i
67 GOTO second
68 done : LDC_W OBJREF
69 ILOAD i
70 INVOKEVIRTUAL print // pr int the f ina l resul t
71 POP
72 HALT
73 .end−main
74
75 .method mul (a , x )
76 .var
77 j // Counter
78 tmp // Holding the or ig ina l value
79 .end−var
80 ILOAD a
81 DUP
82 ISTORE tmp // tmp = a
83 DUP
84 IADD
85 ISTORE a // a = a + a
86 BIPUSH 0x2
87 ISTORE j // j = 2
88 loop : ILOAD j
89 ILOAD x
90 IF_ICMPEQ return // i f ( x == j ) goto return
91 ILOAD tmp
92 ILOAD a
93 IADD
94 ISTORE a // a = a + tmp
95 IINC j 0x1 // j ++
96 GOTO loop
97 return : ILOAD a
98 IRETURN
99 .end−method
100
101 //////////////////////
102 // The method below converts a number into a str ing of
103 // characters and prints them . A l l the characters
104 // are pushed onto the stack , least s ign i f i can t
105 // d ig i t f i r s t , then popped o f f and printed .
106 // Original version by Dan Stone ( http ://www. ontko .com/mic1/jas . ←↩
html )
107 //////////////////////
108
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109 .method print ( total )
110 .var
111 place
112 index
113 .end−var
114
115 print : BIPUSH 0x9 // there are 8 nibbles in each integer−− ←↩
set t ing
116 // th is as nine pushes 10 characters ←↩
onto the
117 // stack , thus a to ta l of ten printed ←↩
dig i ts ,
118 // but set t ing th is less does not remove ←↩
the
119 // two leading zeros , just removes ←↩
s ign i f i can t
120 // d ig i t s
121 ISTORE index
122 BIPUSH 0x1 // comparison b i t
123 ISTORE place
124 print1 : BIPUSH 0x0
125 ILOAD index // index = index − 1
126 BIPUSH 0x1
127 ISUB
128 DUP
129 IFEQ pall // i f index = 0 goto pal l
130 ISTORE index
131 ILOAD total // else
132 ILOAD place //
133 IAND // i f 1st b i t of current nibble is zero ←↩
( t o ta l & place )
134 IFEQ print2 // goto print2
135 BIPUSH 0x1 // else set f i r s t b i t of character
136 IADD
137 print2 : ILOAD place // place = place << 1
138 DUP
139 IADD
140 ISTORE place
141 ILOAD total
142 ILOAD place
143 IAND // i f 2nd b i t of current nibble is zero ←↩
( t o ta l & place )
144 IFEQ print3 // goto print3
145 BIPUSH 0x2 // else set second b i t of character
146 IADD
147 print3 : ILOAD place // place = place << 1
148 DUP
149 IADD
150 ISTORE place
151 ILOAD total
152 ILOAD place
153 IAND // i f 3rd b i t of current nibble is zero ←↩
( t o ta l & place )
154 IFEQ print4 // goto print4
155 BIPUSH 0x4 // else set second b i t of character
156 IADD
157 print4 : ILOAD place // place = place << 1
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158 DUP
159 IADD
160 ISTORE place
161 ILOAD total
162 ILOAD place
163 IAND // i f 4th b i t of current nibble is zero ←↩
( t o ta l & place )
164 IFEQ print5 // goto print5
165 BIPUSH 0x8 // else set second b i t of character
166 IADD
167 print5 : ILOAD place // place = place << 1
168 DUP
169 IADD
170 ISTORE place
171 GOTO print1
172
173 pall : POP // Pop o f f leading 0 ’s
174 POP
175 BIPUSH 0x9
176 ISTORE index
177 pall1 : ILOAD index // index = index − 1
178 BIPUSH 0x1
179 ISUB
180 DUP
181 IFEQ return // i f index = 0 return
182 ISTORE index
183 DUP
184 BIPUSH 0xa // else i f character < 0xa goto pall1
185 ISUB
186 IFLT pall2
187 BIPUSH 0x37 // else convert character to "A"−"F"
188 IADD
189 OUT // pr int character
190 GOTO pall1 // goto pal l ( prepare & pr int next ←↩
character )
191 pall2 : BIPUSH 0x30 // convert character to "0"−"9"
192 IADD
193 OUT // pr int character
194 GOTO pall1 // goto pall1 ( prepare & pr int next ←↩
character )
195 return : BIPUSH 0xa // pr int cr
196 OUT
197 IRETURN // no return value
198 .end−method
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A.4 Benchmarks
A.4.1 C test
1 /∗∗
2 ∗ ←↩
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− ←↩
3 ∗ "THE BEER−WARE LICENSE" ( Revision 42) :
4 ∗ <jonas@jermiin .dk> and <thbupe@ruc .dk> wrote th is f i l e . As long ←↩
as you retain
5 ∗ th is not ice you can do whatever you want with th is s tu f f . I f we ←↩
meet some
6 ∗ day, and you think th is s tu f f is worth i t , you can buy me a ←↩
beer in return
7 ∗ ←↩
−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−− ←↩
8 ∗/
9
10 #include <stdio .h>
11 #include <sys/time .h>
12 #include <stdl ib .h>
13 #include " c_ test .h"
14
15 struct timeval before , after ;
16 int delta , i , x = 1;
17
18 int main ( void ) {
19 // Globally accessible storage for the exception context :
20 struct exception_context the_exception_context [ 1 ] ;
21 struct exception context ;
22 i f (x == 0) {
23 gettimeofday(&before , NULL ) ;
24 for (i = 0; i < 1000; i++) {
25 Try {
26 test_function (i ) ;
27 }
28 Catch_all ( ) {
29 //pr in t f ( " Caught ’ inval id argument ’ exception " ) ;
30 }
31 Finally { }
32 }
33 }
34 i f (x == 1) {
35 gettimeofday(&before , NULL ) ;
36 for (i = 0; i < 1000; i++) {
37 Try {
38 test_function (i ) ;
39 Handler_id = " Inval id arg " ;
40 Throw context ;
41 }
42 Catch ( " Inval id arg " ) {
43 //pr in t f ( " Caught ’ inval id argument ’ exception " ) ;
44 }
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45 Finally { }
46 }
47 }
48 gettimeofday(&after , NULL ) ;
49 delta = (after .tv_sec − before .tv_sec ) ∗ 1000000 + (after . ←↩
tv_usec − before .tv_usec ) ;
50 printf ( "Benchmark for th is run : %d ms.\n" , delta ) ;
51 return EXIT_SUCCESS ;
52 }
53
54 int test_function ( int a ) {
55 return a + a ;
56 }
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A.4.2 CPP test
1 #include <iostream>
2 #include <string >
3 #include <sys/time .h>
4 #include <stdexcept>
5 using namespace std ;
6
7 int test_function ( int a ) ;
8 int test_function2 ( int a ) ;
9
10 int main ( ) {
11 int delta ;
12 struct timeval before , after ;
13 int x = 1;
14
15 i f (x == 0) {
16 gettimeofday(&before , NULL ) ;
17 for ( int i = 0; i < 1000; i++) {
18 try {
19 test_function (i ) ;
20 }
21 catch ( . . . ) { }
22 }
23 }
24 else i f (x == 1) {
25 gettimeofday(&before , NULL ) ;
26 for ( int i = 0; i < 1000; i++) {
27 try {
28 test_function2 (i ) ;
29 }
30 catch (invalid_argument& err ) {
31 //cerr << err .what ( ) << endl ;
32 }
33 }
34 }
35 gettimeofday(&after , NULL ) ;
36 delta = (after .tv_sec − before .tv_sec ) ∗ 1000000 + (after . ←↩
tv_usec − before .tv_usec ) ;
37 cout << "Time elapsed : " << delta << "ms. " << endl ;
38 }
39
40 int test_function ( int a ) {
41 return a+a ;
42 }
43
44 int test_function2 ( int a ) {
45 throw invalid_argument ( " Inval id arg " ) ;
46 }
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A.4.3 Java test
1 class Java_test {
2 public static void main (String [ ] args ) { new test ( 1 ) ; }
3 }
4
5 class test {
6 long before , after , delta ;
7
8 public test ( int x ) {
9 i f (x == 0) {
10 before = System .currentTimeMillis ( ) ;
11 for ( int i = 0; i < 1000; i++) {
12 try {
13 testFunction (i ) ;
14 }
15 catch (Exception e ) { }
16 }
17 }
18 else i f (x == 1) {
19 before = System .currentTimeMillis ( ) ;
20 for ( int i = 0; i < 1000; i++) {
21 try {
22 testFunction2 (i ) ;
23 }
24 catch (Exception e ) {
25 //System . out . pr in t ln ( " Exception no . "+ i +" ←↩
caught . " ) ;
26 }
27 }
28 }
29 after = System .currentTimeMillis ( ) ;
30 delta = after − before ;
31 System .out .println ( "Time elapsed : " + delta + " ms. " ) ;
32 }
33 int testFunction ( int a ) {
34 return a + a ;
35 }
36
37 int testFunction2 ( int a ) {
38 throw new java .lang .ArithmeticException ( ) ;
39 }
40 }
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