ABSTRACT In a general secure multi-party computation (MPC) protocol, two or more participants who do not trust each other, use their respective secret inputs to calculate a joint function in a distributed environment without a centralized organization. They can get correct outputs on the premise of ensuring privacy and independence of input. In this paper, to solve the problem of fairness and robustness in MPC, a blockchain-based multi-party computation scheme (BFR-MPC) was proposed. The blockchain maintains an open reputation system for parties as a public ledger where a more reputable party has a greater chance to be selected. The block height is used as a trusted timestamp. In each round, parties must send the correct information before the deadline. In our scheme, all parties are considered to be foresighted, and an incentive mechanism encourages parties to cooperate rather than deviate from the protocol. Because of non-cooperative parties will be immediately expelled from the protocol and will be penalized financially, the proposed scheme is robust. The penalty will be used to reward honest parties. We also proved the fairness of our scheme through Game Theory. The comparison results of the proposed scheme with other schemes show that it is a more practical scheme for MPC with high fairness and robustness.
I. INTRODUCTION
Secure Multi-party Computation (MPC) was originally formulated by Yao in 1982 [1] , who has presented a solution in form of decentralization for ''The Millionaires' Problem''. The study by Goldreich et al. extended the two-party computation to multiple parties [2] . MPC is used to solve a collaborative computing problem that protects privacy between a group of untrusted participants. In this scenario, two or more parties holding secret input want to jointly calculate a function and get their own output. In this process, the participant does not get any additional information except the expected output. Specifically, a given number of participants, P = {P 1 , ..., P n }, each have a private data, respectively x 1 , ..., x n . Participants want to compute the value of a public function on that private data: f (x 1 , ..., x n ) = (y 1 , ..., y n ), while keeping their own inputs secret. At the end of the computation, each participant P i dose not receive any information except
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knowing (x i , y i ) and the useless intermediate values derived therefrom.
At present, researchers have proposed many efficient MPC protocols [5] - [8] . Even in a lab environment, they have completed the secure multi-party computation for AES function [9] . Most of these work are focused on improving the efficiency of MPC as much as possible under the premise of a semi-honest adversary model. That is, all participants in MPC are honest, even the corrupted who are attacked are only curious, just use the observed message to analyze the extra results without deviating from the protocol. Unfortunately, this does not correspond to the actual situation. The reality is that there are malicious adversaries who will actively change the execution of the protocol to obtain the expected attack results. There are also some MPC protocols under the malicious adversary model [10] - [13] . But in reality, two things still happen: 1) When a party gets results that are not good for himself before others, he will not announce it, causing other parties to fail to get output. VOLUME 7, 2019 This work is licensed under a Creative Commons Attribution 4.0 License. For more information, see http://creativecommons.org/licenses/by/4.0/ 2) Malicious adversaries constantly launch attacks to deviate from the protocol, making it unable to run smoothly Therefore, in reality, in addition to privacy and efficiency, a practical MPC is also highly desirable to be fair (either all parties get output or none) and robust (a malicious adversary cannot mount a ''denial of service'' against the protocol).
II. RELATED WORKS
As early as 1986, R Cleve's research [20] showed that, when more than half of the malicious parties participated, it was impossible to achieve fairness in the protocol. In 2004, Joseph Halpern and Vanessa Teague proposed a novel idea named rational multi-party computation (RMPC) [21] , which uses the concept and method of Game Theory to modify the goal of traditional cryptography. The key point is to introduce the concept of rational adversary under the traditional adversary model. It is believed that the adversary is ''self-interested'' when participating in real-world protocol. It has certain motives and will always be driven by certain interests. These features redefine the strategies, behaviors, and abilities of the adversary. Anna Lysyanskaya et al. proposed a mixed-behavior model [22] . None of the parties in this model is honest. All participants are rational and selfish, and they are only interested in how to maximize their own interests. But the presence of an attacker is detected by a trusted intermediary in their model. Adam Groce et al. have proved that when all parties are rational, a reasonable fairness is possible for arbitrary functions, and Game Theory can be used to circumvent consequences of cryptography [23] . Mehrdad Nojoumian et al. combined the rational secret sharing scheme with the social secrete sharing scheme to form a new socio-rational secrete sharing scheme [24] . The main idea is to build a public trusted network, which can be regarded as a reputation system, assigning a reputation value to each participant. The reputation value is updated with the participant's behavior, and the parties are rewarded or punished according to the reputation value. Gilad Asharov et al. studied the relationship between Game Theory and secure two-party computation [25] . They transform a secure two-party computation protocol into several two-party games. The study reveals the relationship between privacy, correctness, and Nash equilibrium in secure twoparty computation. The above-mentioned RMPC based on Game Theory mainly focuses on the fairness of MPC but cannot solve the problem of robustness. Moreover, such MPC protocols seem to be specifically designed to achieve fairness, and they either have a centralized trusted third-party system or lack a real background environment.
With the emergence of blockchain technology represented by Bitcoin [26] , due to its characteristics of decentralization and trustable, and the incentive mechanism of Bitcoin is inseparable from Game Theory, scholars began to introduce economic incentives in Bitcoin into the MPC from the perspective of economics. It provides sufficient and real motivation for parties to participate in a MPC protocols. To the best of our knowledge, the work of Marcin Andrychowicz et al. [29] , [30] was the first to implement a secure two-party lottery protocol based on the Bitcoin network. The parties in the protocol either get the output or get economic compensation (such as Bitcoin). Their work only defined a two-party protocol, but does not extend to multiple parties, and the initialization process requires multiple rounds of interaction with the Bitcoin network. Iddo Bentov and Ranjit Kumaresan define several ideal functionalities [31] , e.g., F * CR (claim-or-refund functionality), F * f (secure computation with penalties functionality), F * lot (secure lottery with penalties functionality). The MPC protocol they construct only needs to call a constant round F * CR . Ranjit Kumaresan and Iddo Bentov also studied how to use Bitcoin to motivate participants to achieve correct computations [32] . Their work includes four aspects: verifiable computation, secure computation with restricted leakage, fair secure computation and non-interactive bounty. Ranjit Kumaresan et al. also discussed how to use Bitcoin to implement a decentralized poker game [33] . In 2017, Ranjit Kumaresan et al. improved the previously proposed scheme [34] and proposed how to use the penalty mechanism to optimize the secure computation model. All of the above work are based on the Bitcoin protocol, which only studies the fairness in MPC, and has made some modifications to the Bitcoin protocol in order to meet their requirements. As we all know, the Bitcoin blockchain has great limitations in practical application scenarios. The scripting language of Bitcoin is non-Turing Complete, so it cannot support more flexible and complex functions. Moreover, the transaction confirmation time of six blocks for nearly an hour and a high transaction fee lead to the application based on Bitcoin protocol only stays at the theoretical stage. The study by Kiayias et al. [14] is most similar to our work. They propose a fair and robust multi-party computation protocol using a global ledger. Their work includes the following three aspects: 1) Propose a formal model of secure multi-party computation with compensation; 2) The model is UC-Secure; 3) First proposed a constant-round robust multi-party computation protocol.
In this paper, we formalized an ideal function for a fair and robust multi-party computation which we call it F * FBMPC (FRMPC stands for ''fair and robust multi-party computation''). Then, we proposed an outsourcing MPC scheme based on EOS blockchain to achieve our goal. At last, it proved that our scheme for MPC have a good fairness and robustness.
III. PRELIMINARIES A. PUBLICLY VERIFIABLE SECRET SHARING
The earliest PVSS was proposed by Schoenmakers [38] . The most obvious feature of a non-interactive PVSS is that there is no secret channel between the secret distributor and each participant. All shares are encrypted and transmitted on the public channel with a proof of commitment. The secret share can be publicly verified.
Init: Generating the required system parameters using a public algorithm. When participants join the protocol, they need to first generate a pair of keys (Pk i , Sk i ) using an asymmetric encryption algorithm, publicly disclose the public key Pk i and keep the private key Sk i secret.
Distribute: The Dealer chooses a secret s to share among n parties {P 1 , ..., P n }. He will generate a secret share s i (i = 1, . . . , n) for each party and encrypt it with the corresponding public key Pk i . Then, the ciphertext will be broadcasted on a public channel attach with a commitment c i = COMM (s i ). Anyone can verify whether the Dealer has sent the correct shares through a non-interactive verification algorithm PVSS(En Pk i (s i ), c i ).
Reconstruct: The party P i uses his private key to decrypt the ciphertext and gets his share s i . All parties disclose their own share. Anyone can verify the correctness of s i through an algorithm verify(s i , c i ), and exclude corrupt parties from submitting incorrect shares.
PVSS can be used to construct a secure multi-party computation protocol. Because of its feature of additive homomorphism, in an addition gate, parties only need to operate their own shares locally. When a multiplication gate, the parties are required a secondary distribution of an useless intermediate value using PVSS.
B. GAME THEORY
A game G consists of a set of players P, a set of strategies S (the way of choosing actions) and a pay-off function u which used by each participant to compute his utility, i.e. G = {P, S, u}. The pay-off function u i : S → R represents the utility of P i under different combinations of strategies.
Let σ i denote the strategy of player P i , and σ −i be the strategies of all players other than P i , σ := (σ i , σ −i ) be the strategy profile of all players. Let (σ i , σ −i ) denote player P i replace σ i by σ i and all the other players' strategies remain unchanged. Let u i ( σ ) mark P i 's utility when the strategy profile σ is played.
A vector of strategies σ is a Nash equilibrium if, for any player
This means that no one gains any advantage by deviating from the protocol as long as the other players follow the protocol. If player P i can always improve its utility by not playing σ i , we say that the strategy σ i is strictly dominated.
C. BLOCKCHAIN
The concept of blockchain originated from Nakamoto's Bitcoin white paper [26] . Its foundation is cryptography and P2P networks. The data of specific structure is organized into blocks in a certain way, and then these blocks are linked into a chain according to a certain time sequence. The data's security and unforgeability are ensured by cryptography technology and consensus mechanism. Briefly, as the basic technology of cryptocurrency such as Bitcoin, blockchain is a non-tamperable distributed and trusted ledger. It does not require a trusted third-party center but can perform trusted business processing.
1) SMART CONTRACT
In the early stage of blockchain development, only cryptocurrencies like BTC, LTC were more successful applications. What really changed the blockchain was in 2013, Vitalik Buterin presented the first public blockchain platform with the built-in Turing complete programming language and introduced the concept of Smart Contract in the Ethereum white paper [27] . The concept of Smart Contract was introduced by Szabo [36] , and was defined as ''a computerized transaction protocol that executes the terms of a contract.'' In the blockchain, a Smart Contract is a piece of program code that can be automatically triggered and executed securely and reliably. On one hand, Blockchain provides a trusted execution environment for the operation of Smart Contract. On the other hand, Blockchain can achieve more complex behavior with the programmability of Smart Contract. The operation mechanism of blockchain-based Smart Contract is shown in Fig.1 . The blockchain can be seen as a transaction-triggered state machine from a higher perspective and the public ledger is a world state which begins from Genesis Block. Users can connect to any node in the blockchain network to initiate transactions and the receiving node broadcasts it to the entire network through the P2P network. Due to the existence of the incentive mechanism, all Block Producer will perform the corresponding operations after receiving the transaction, and package the transaction to create a block, and then get a final result through the consensus mechanism to update the world state. The action triggered by the transaction can be invoking a smart contract from the ledger and executing it in a sandbox environment, or deploying a new smart contract. Blockchain provides the following capabilities for Smart Contract running in its environment:
Public status: All participants have access to the entire ledger to see the current global status of the Smart Contract.
Timestamp server: The blockchain can be regarded as a never-ending decentralized timestamp server with block height.
Trusted propagation channel: The sender can propagate a message through the blockchain, the receiver will receive the message in the next block, and the content of the message will be recorded in the ledger which cannot be tampered with and trustable.
2) TRANSACTIONS OF EOS
In the EOS blockchain platform, account, address and transaction are three important components. Cryptography algorithms such as Elliptic Curve Digital Signature Algorithm (ECDSA) and Hash function ensure the security of the system. In the EOS blockchain, each user has his own account, with each account corresponding to multiple ECDSA key pairs denoted by (Pk, Sk), each pair of keys corresponding to different operating permission for the account. The private key and the public key are used to sign and verify the transactions. If a user wants to call a smart contract, he needs to prepare a transactionTx:
Ref block represents the reference to the height and id of a recently generated block to prevent transactions from appearing on a fork chain and t stands for the expiration time of the transaction. Sig U (Chain_ID, Tx) is the signature on (Chain_ID, Tx) used to verify the identity of the user who initiated the transaction. Action denotes the operation to be performed, in which Code is the name of a Smart Contract, Name is the method in the Smart Contract, Auth U is used to authenticate whether the user who initiated the transaction has permission to call this method, Data are the parameters to be passed into the Smart Contract. There may be multiple actions in a transaction. A contract account can also send an action to another contract, calling each other's method, which called inline communication, and the permission of the action has the same scope as the transaction initiated by the user for the first time.
For example, we now assume Alice and Bob are two users of the EOS system. If Alice wants to pay Bob a certain amount of EOS (we assume the transfer amount is v), she needs to prepare a transaction Tx which calls the transfer method of contract eosio.token:
IV. IDEAL FUNCTIONALITY
In this section, we have Designed a new ideal functionality F * BRMPC for MPC with fairness and robustness. We regard MPC as a repeated game while previous work consider it to be a one-time work. In the proposed ideal functionality, each party has a reputation value which is undated to his behavior each time the game is played. The greater the reputation value, the easier to be selected for the next game, so that they can earn more benefits in the future. Therefore, the participants in our model are selfish, focusing only on how they can get more benefits, which is the same as the participants in RMPC. Furthermore, the participants in F * BRMPC are far-sighted and care what he will get in the future which is different from RMPC.
In our model, we designed an incentive mechanism similar to the Bitcoin ecosystem for MPC protocols. Our model guarantees the following aspects: 1) No penalty will be imposed on the cooperative participant.
2) If a participant deviates from the protocol or gets output without announcing it, he will be punished financially. Honest participants will receive these penalties as compensation.
3) All participants are concerned about their reputation, so that it is easier to join the game in the future and get a long-term benefits.
Our ideal functionality for fair and robust MPC is shown in Fig. 2 . We use the same notation coin as [32] , which define coins as atomic entities that are fungible and cannot be duplicated. The coin(x) denote an item whose value is described by x ∈ N.
In our ideal function F * BRMPC , all participants are rational and far-sighted. If someone wants to be a participant, he needs to pay the deposit of at least d coins in the deposit phase. The setup phase will select n out of N players with sufficient deposit to start the current game, all of whom are considered honest at first, where n ≤ N . In the input phase, F * BRMPC begins to receive inputs from all participants. If the ideal functionality receives a corrupt-input from S for a honest party P s , 0 < s ≤ h, then marks it as corrupt. After all the inputs have been collected, the ideal functionality begins to perform the computation in thecompute phase. In the output phase, F * BRMPC distributes the output of each honest party, and if receives a abort message or nothing from P s , 0 < s ≤ h, then marks it as corrupt. If it receives a corrupt-output from S for a honesty party P s , also marks it as corrupt. In the compensate phase, all participants marked with corruption will be imposed a fine, and the penalty will be compensated to honest participants. All participants can withdraw the balance of their deposit at the withdraw phase.
V. BLOCKCHAIN-BASED FAIR AND ROBUST MPC SCHEME
In order to achieve our goal, we will combine the characteristics of PVSS and EOS blockchain to propose a fair and robust outsourcing multi-party computation scheme (BFR-MPC). The BFR-MPC proceeds in rounds. The parties execute the computation locally, which they can do until a multiplication gate, then they randomize their shares for an useless intermediate value using PVSS. This process repeats until an output gate, then participants announce their shares of output for reconstruction. We use the same terminology as in [41] . The part that is executed on-chain we call it Contract, and the part executed off-chain by MPC node we call it Protocol. Let _self denote contract itself and asset(x) denote system token in EOS blockchain. Transfer transactions are abbreviated as transfer(A, B, asset(v)) which means that account A has transferred v coins to account B.
A. SYSTEM MODEL Our scheme consists of three types of roles: Blockchain, User (U) and MPC Node (P). As a public ledger, the Blockchain provides a fair and trustable service for the scheme. MPC Nodes provide a MPC service for Users and reap the benefits. The MPC node needs to be registered in the MPC Node Management Contract (MPCNMContract) and a certain amount of deposit is required for registration. If a MPC node deviates from the protocol or acts unfairly (does not disclosing the secret share it holds) during the computing process, it will be deducted from his deposit as a penalty. Users can use the MPC service provided by MPC nodes to use their respective secret input to obtain the result of f and pay a service charge for it. The system model of proposed scheme for fair and robust MPC is shown in Fig 3 . 
B. MPC NODE MANAGEMENT CONTRACT
The contract MPCNMContract consists of the following modules, and the functions of these modules are described in detail as follows: 1) Register: If the participant wants to become a MPC node, it is necessary to register in this contract and to pay a certain deposit, only when the minimum deposit is met, it is possible to be selected by the Users to provide a computing service and earn income.
2) Reputation System: Each MPC node has a reputation value in this contract. If the MPC node is cooperative and completes the computation task successfully, the reputation value will increase, otherwise the reputation value will decrease. The reputation value determines the long-term utility of the MPC nodes.
3) Incentive Mechanism: The income of the MPC node comes from two parts: the fee of Users using MPC service and the penalty of corrupt MPC nodes. The Incentive Mechanism determines the actual utility of MPC nodes, which is reflected in the distribution of benefits after each service is provided. 4) Select Quorum: Users can select a quorum of MPC nodes according to their reputation values and deposit amounts to perform the current computation task. Poor reputation does not mean that it will not be chosen, but the probability will decrease exponentially as the reputation value declines. We should give a chance to the bad players so they can compensate for their past behavior. We also need to consider a newcomer. This is consistent with the reality.
C. COMPUTE CONTRACT
Compute Contract is negotiated and deployed to the blockchain platform by the Users who needs to use the multi-party computation service. The MPC parameters for this current computation task, the computation scripts for each selected MPC node, etc. are specified in the Compute Contract.
The computation proceeds in rounds, and from the blockchain's perspective, each round has a time limit within which participants (Users or MPC Nodes) must correctly send the information that should be submitted to the blockchain in this round. The smart contract will verify that the information submitted is correct. At the beginning of the next round, the smart contract will also check which participant did not submit a correct message. After this, the blockchain will determine whether the computation can proceed or not (add cheaters to a corrupted parties list and if the size of honest set less than the threshold t of PVSS, then abort the task). This time limit can be the height of a certain block in the future. We can let τ = RoundToHeight(r) , r = 1, 2, 3 . . . denoted the height of blockchain at the end of round r.
In the init phase, it will send a transaction to MPCNMContract to get a quorum MPC nodes participating in current computation task. In the first round, Users broadcast their shares encrypted by the public key of MPC nodes utilizing this contract and deposit the charge fee. The MPC nodes broadcast the useless intermediate value generated during the computation in the same way between the second round and penultimate round. In the last round, MPC nodes announce their respective output shares and charge fees. From this perspective, this contract is a trusted broadcast channel. This is somewhat equivalent to the synchronous broadcast channel in [40] .
The formal definition of a Compute Contract is shown in Fig 5 . 
D. MPC PROTOCOL
In this part, we can take advantage of some studies of existing multi-party protocols based on PVSS [40] - [42] . In this paper, we mainly focus on the fairness and robustness of MPC. How to construct a secure MPC protocol using PVSS is beyond the scope of this paper. As described in [22] , the parties compute secret shares of either a useless intermediate value or the outputs of the function f . So in the BFR-MPC, Users and MPC nodes will broadcast the shares to blockchain after the execution of each round. Rewards or penalties are automatically executed by the Smart Contract on the blockchain platform. What the Users and MPC nodes need to do at the end of each round is shown in Fig.6 . 
VI. SCHEME ANALYSIS
In this paper, we mainly study the fairness and robustness of MPC. The security of the proposed scheme depends on a secure multi-party computation protocol based on PVSS. The verification of input, output and the intermediate values falls into another category. So in this section, we provide fairness analysis, robustness analysis and performance analysis of BFR-MPC.
A. FARINESS ANALYSIS

Definition 1:
In a repetitive MPC Game G = {P i , A i , R i , u i }, where 1 < i ≤ N , is one that is repeated an infinite number of times by different subsets of players. Each player P i has a set of action A i , a reputation value R τ i , τ = 1, 2, 3... where τ denotes the number of games P i played in and a utility function u i . In each game:
• A subset of n ≤ N is chosen to participant based on their reputation value. The selected players will have an income when completing the task and the greater the reputation value, the easier it is for participants to be selected for the next game.
• The selected player P i , 1 < i ≤ n, will estimate his utility by the utility function u i (a i , R i ). Players select his action a i according to u i .
• The reputation R i of each player will be updated on the blockchain publicly and trustful. We assume that each player P i 's action a i ∈ {C, D, ⊥}, where C denotes ''cooperation'', D denotes ''defection'' and ⊥ denotes that not selected to participate in this game. Players who are not selected will not affect the result of this game, nor will they affect the decision of other players, so we only consider C and D of the players in current game. Let A def = A 1 ×...×A n be an action profile and a = (a 1 , ..., a n ) ∈ A be the current game's output. 
Definition 2:
Let coin i (a) denote the coin income that earned by P i in current game, l i (a) ∈ {0, 1} denote whether the player P i has obtained the computation output and set δ(a) = i l i (a). For our Scheme, we make that:
If set a suitable incentive with appropriate rewards and penalties, the above definition are completely reasonable. Let > 0 be a unit of utility. The revenue of a player P i consists of three parts:
A. Reputation: 
For a selfish adversary, the output is known to himself, and the fewer people know the result, the greater the gain. So:
Let ρ 1 , ρ 2 , ρ 3 denote the weights of A, B and C respectively. For a normal player, part B of each future game utility is closely associated with his reputation value, so ρ 1 ρ 2 . According to the definition 2, we can get
denote that h of players other than P i are cooperative. The following 5 situations will occur in the utility of P i :
(1) If all players are cooperative and everyone receives the output.
(2) If player P i cooperates but other players some cooperate and some defect, h ≥ t − 1, l i = 1, δ = n. All players get the output, but the players who do not cooperate will be fined.
If player P i cooperates but other players some cooperate and some defect, h < t − 1, l i = 0, δ = 0. The protocol will be aborted so that no one will be able to get the output, but the players who do not cooperate will be fined.
(4) If player P i defects, but the number of players who cooperated exceeded the threshold t. All of the players will get the output, but player P i will be fined.
If player P i defects, and the number of players who cooperated is less than the threshold t. The protocol will be aborted so that no one will be able to get the output and the players who do not cooperate will be fined.
We now analysis these five scenarios: If player P i cooperates (cases (1)- (3)), regardless of other player's cooperation or defection. We have:
If player P i defects (cases (4)- (5)). We have:
In extreme cases, if a malicious adversary registered as a newcomer, and regardless of the influence of reputation, we will have:
According to the definition 2, we can also get u
So it can be said that for a player P i , C −i strictly dominates
is a strict Nash equilibrium strategy. BFR-MPC has a good fairness.
B. ROBUSTNESS ANALYSIS
The basis of BFR-MPC are blockchain and a (t, n)-theshold PVSS, and it proceeds in rounds. Blockchain can provide the ability of timestamps to enable protocols to execute synchronously. Every participant who sends incorrect message out of the protocol will be detected by the Smart Contract and be kicked out at the beginning of the next round. All of this is public and transparent, running automatically in a blockchain environment. In the absence of a centralized node, this is not possible in previous work. Each participant has its own account and corresponding key pairs on the blockchain, and the identity cannot be forged. The robustness of BFR-MPC is mainly reflected in the following aspects: 1)Setup Phase: The ledger publicly maintains an reputation value determined by their past behavior for each participant. In order to be easily selected, participants need to accumulate their reputation values for a long time. To become an MPC node, a deposit needs to be paid in the contract, which avoids ''The Sybil Attack''. That is, the adversary cannot terminate the protocol by adding more nodes. If the protocol is aborted, the phase can be performed again, and select a new subset to start with.
2) Input Phase: Users are required to pay a certain amount of coins as the service fee for this current task when submitting the input. The Smart Contract will check whether the input of the Users is correct. If a User does not submit the correct input within the specified time, the service charge will be transferred to the honest Users. The existence of the service fee will enable the program to resist DoS attacks from Users.
3) Compute Phase: The intermediate value of the MPC node is also detected by the Smart Contract, and if a valid message is not submitted, the node will be moved to the corruption set at the beginning of the next round. As long as the number of corrupt participants does not exceed n-t, the protocol will be finally finalized.
In summary, any participant in the BFR-MPC that deviates from the protocol will be detected by the Smart Contract and will be prohibited from participating in the next work. The scheme uses a (t, n)-theshold secret share, as long as the setting of a suitable t, there is a certain degree of fault tolerance. Even if the protocol is aborted, Users can select a new subset to restart the agreement. So BFR-MPC has a good robustness.
C. PERFORMANCE ANALYSIS
In this section, we provide the experimental evaluation of the proposed scheme. We have tested these on a MacBook Pro (2017) with Intel (R) Core (TM) i5 CPU that clocks at 3.1 GHz and has 8.0 GB of RAM. The code was written in Java. We downloaded a Shamir's secret shared code from GitHub.
As we all know, in all blockchain-based schemes, the efficiency of computations on the chain depends on the average block production time of the selected blockchain. For example, the average processing time for a transaction on Bitcoin is 10 minutes. BFR-MPC chooses the EOS blockchain platform. The current consensus mechanism of EOS is BFTDPoS, which can accurately generate a block every 0.5 seconds. In BFR-MPC, all operations in MPCNMContract and ComputeContract are performed on chain.
In each round, the main time overhead of off-chain execution is a data distribution process of PVSS which includes a Shamir's secret shared and multiple asymmetric encryption executions. Their execution time is mainly related to the size of the quorum for MPC nodes that choosed to participate in the current computation task in the Init phase of ComputeContract. Fig. 7 reflects the relationship between the cost of time for each MPC per round and the size of quorum for the selected MPC nodes.
We can conclude that the cost of time for each round of BFR-MPC increases exponentially with the increase of the size of quorum for selected MPC nodes in ComputeContract. This is because adding MPC nodes to a specific computation task will result in more asymmetric encryption calculations per round. Even worse, a higher power polynomial is needed for secret sharing, resulting that the generated shares tasks up a larger number of bytes, making the encrypted data of the asymmetric encryption larger and consuming more time. We can see that when the quorum exceeds 40, users will make a great sacrifice in efficiency if they choose more MPC nodes to perform a computation task for a better privacy. 8 illustrates that adding quorum is costly with larger input. In our experiment, when the size of input exceeds 250 bytes, even adding a node can be very expensive.
VII. COMPARISON WITH RELATED WORKS
In previous studies on multi-party computation, most of them only focus on the privacy of input, correctness or efficiency of computation. Different from previous researches, BFR-MPC concentrates on the fairness and robustness of MPC. Although rational multi-party computation based on cryptography and Game Theory also considers fairness, most of them only regard multi-party computation protocol as a one-time game which is not a particularly realistic situation. There are also some studies focusing on running a robust multi-party computation protocol, but they do not have an actual operating environment, and they cannot kick out malicious nodes without a centralized node.
Only papers [14] , [30] , [31] , [33] , [34] have some resemblance to our work which they are all MPC based on blockchain. We will compare BFR-MPC with these other solutions from operating environment, the time complexity of interacting with blockchain, fairness, robustness and commonality.
The solutions in [30] , [33] are all proposed for multi-party computation in a special scenario, so their commonality is poor and we are not going to do much analysis of both situations. As shown in TABLE 1, all schemes are based on blockchain, and they are all have a better fairness. The schemes in [31] , [34] are constructed on Bitcoin network without considering the problem of robustness, and only one malicious node can launch a DoS attack. Although the scheme in [14] considers the robustness, it can only identify the nodes that abort the protocol whose robustness is weak. In terms of time complexity of interaction with the blockchain, the scheme of [31] , [34] are based on an ideal functionality called F * CR , which needs to interact with the blockchain 2n times per round, the scheme of [14] needs to interact with the blockchain n 2 times per round, while BFR-MPC just only n times. Although [31] discussed to build a universal multiparty computation protocol with PVSS, it is limited by the limitations of the Bitcoin network. Moreover, in order to achieve their goals, a slight change in the Bitcoin protocol is needed, which seems almost impossible, while our solution is based on the EOS blockchain and there are no such problems. The feasibility of implementing MPC based on Ethereum is analyzed in [14] , but no specific implementation scheme is given.
In addition, any blockchain-based solution needs to discuss the performance of the blockchain platform that is selected. Bitcoin generates a block for about 10 minutes. in order to prevent forking, it is necessary to be confirmed after 6 blocks, so the time for a transaction to be officially written into the block is about 60 minutes, which is too inefficient. Moreover, the scripting language of Bitcoin is non-Turling Complete, which makes it impossible to build complex functions and is very poor in terms of scalability. Ethereum produces a block in about 15 seconds, it is generally recommended that more than 15 blocks confirm. So, the confirmation time of a transaction has been greatly improved in Ethereum. At the same time, Ethereum has a good support from Smart Contract. However, there is also a big problem in common with Bitcoin and Ethereum, that both of them have adopted PoW (proof of work) as a consensus mechanism. For this reason, when the network is congested, transactions can often not be immediately packaged into the block unless very expensive fees are paid. This makes it that applying Bitcoin or Ethereum to our scenario [14] , [30] , [31] , [33] , [34] can be very likely: the last round of transactions have been broadcast, but several rounds later, the transactions may still not be processed. Therefore, the use of Bitcoin or Ethereum to solve the unfairness in multi-party computation can only stay in a theoretical stage and cannot be realized. These conditions are completely different in the EOS blockchain. The consensus mechanism of the EOS blockchain is BFT-DPoS, where a block is generated in 0.5 seconds, which allows transactions to reach second-level confirmation. It is completely free for a user to initiate a transaction on the EOS blockchain. Further, EOS blockchain has a more powerful account system and permission control mechanism. All these advantages make the EOS blockchain more suitable for building a fair and robust multi-party computation protocol.
In summary, compared to other related works, BFR-MPC has a better fairness, robustness, commonality and also has a good performance in efficiency. Most importantly, BFR-MPC is more practical and a realistic solution.
VIII. CONCLUSIONS
In order to meet the requirements of fairness and robustness in the multi-party computation, a fair and robust MPC scheme based blockchain was proposed in this paper. A public reputation system is maintained in the proposed scheme where each participant has a reputation value where a more reputable party has greater chance to be selected. Then a subset was selected based on the reputation value to execute a common MPC protocol based on PVSS. The output and intermediate values in each round all need to be verified by the Smart Contract. Both sending an incorrect message and not sending any message within the specified time will be detected by Smart Contract. Further, an incentive mechanism encourage all participants to be cooperative, honest participants will gain more and more benefits, while the corrupt participants will be increasingly penalized. Blockchain maintains a ledger publicly with a non-tamperable feature, but the disclosure of the ledger means privacy issues, while MPC is precisely to solve the problem of privacy protection. In the future work, we will study what helps MPC can provide for blockchain in terms of privacy protection. 
