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RESUMO
Seguranc¸a Computacional e´ uma a´rea emergente e, embora
importante, carece de profissionais, pois ha´ falta de forma-
c¸a˜o nesta a´rea. No contexto da educac¸a˜o formal, a aquisic¸a˜o
de habilidades pra´ticas esta´ pouco presente, e uma das estra-
te´gias para resolver esta questa˜o e´ o uso de jogos. Os jogos
de desafio veˆm ganhando espac¸o e ajudam a resolver essas
e outras questo˜es, tais como conscientizac¸a˜o e interesse pela
a´rea. A dificuldade de operacionalizar estes jogos e de criar
exerc´ıcios que na˜o percam o fator surpresa indicam que ge-
rar problemas automaticamente e que utilizem aleatorizac¸a˜o
podem ser uma soluc¸a˜o via´vel. Neste sentido, este trabalho
relata o desenvolvimento do TreasureHunt, uma ferramenta
de gerac¸a˜o automa´tica de problemas e competic¸o˜es do tipo
desafio para ensino de Seguranc¸a Computacional. Os resul-
tados obtidos com competic¸o˜es geradas pelo TreasureHunt
indicam que a gerac¸a˜o automa´tica de desafios e´ via´vel e que
receptividade da atividade pelos estudantes foi positiva.
Palavras-chave
Gerac¸a˜o Automa´tica de Problemas; Seguranc¸a Computaci-
onal; Ensino.
CCS Concepts
•Applied computing → Education; •Social and pro-
fessional topics → Computer science education;
1. INTRODUÇÃO
A importaˆncia da Seguranc¸a Computacional vem crescen-
do a cada ano. No entanto, pesquisas mostram que uma difi-
culdade ainda presente nesta a´rea e´ a careˆncia por profissio-
nais com as habilidades necessa´rias para atuar neste campo,
em contraste com uma grande demanda [7, 25]. Em vista
disso, iniciativas como o uso de jogos e competic¸o˜es de Segu-
ranc¸a teˆm sido usadas com sucesso para atrair talentos para
a a´rea [28].
Um dos tipos mais usuais de competic¸o˜es de Seguranc¸a
Computacional e´ o desafio, em que os jogadores usam te´c-
nicas e ferramentas de Seguranc¸a para encontrar textos se-
cretos conhecidos como flags. Esse tipo de competic¸a˜o sofre
com dificuldades como o compartilhamento de respostas, que
costumam ser ideˆnticas para todos os competidores, a ela-
borac¸a˜o de problemas, tipicamente uma atividade manual,
e o reaproveitamento de problemas entre competic¸o˜es, uma
vez que e´ comum a divulgac¸a˜o de soluc¸o˜es apo´s um desafio
[8]. Experieˆncias anteriores [1, 10, 18] mostram que a ge-
rac¸a˜o automa´tica de instaˆncias de problemas com respostas
u´nicas por competidor e´ uma forma de minimizar o impacto
dessas dificuldades.
A gerac¸a˜o automa´tica de desafios de Seguranc¸a pode ser
perseguida de diversas formas [1, 10, 24]. Este trabalho
parte de um levantamento e classificac¸a˜o de 1250 problemas
usados em 84 desafios de Seguranc¸a realizados nos anos de
2016 e 2017 para proporcionar as seguintes contribuic¸o˜es:
1. Identificac¸a˜o dos problemas mais populares, e como
eles podem ser gerados automaticamente;
2. Um modelo representativo de competic¸o˜es do tipo de-
safio, incorporando as caracter´ısticas mais comuns das
competic¸o˜es analisadas;
3. Uma ferramenta para gerac¸a˜o automa´tica de desafios
em harmonia com os resultados precedentes.
O restante do texto esta´ organizado da seguinte maneira:
a Sec¸a˜o 2 descreve os desafios de Seguranc¸a Computacional.
A Sec¸a˜o 3 apresenta os trabalhos relacionados. A Sec¸a˜o 4
expo˜e uma pesquisa que mapeia informac¸o˜es sobre desafios
recentes. A Sec¸a˜o 5 detalha a ferramenta desenvolvida. A
Sec¸a˜o 6 descreve o uso da ferramenta em competic¸o˜es, e a
Sec¸a˜o 7 apresenta as concluso˜es.
2. DESAFIOS DE SEGURANÇA
O uso de jogos e competic¸o˜es de Seguranc¸a Computacional
colabora para o incremento de habilidades pra´ticas, como
evidenciam diversos trabalhos [29, 23, 5]. Ale´m de aspectos
te´cnicos, os competidores fortalecem tambe´m outras habili-
dades, tais como lideranc¸a e tomada de decisa˜o [6]. Dentre
os diversos tipos de jogos e competic¸o˜es, e a despeito de na˜o
haver uma taxonomia uniforme para estes, destacam-se os
jogos de desafio, tambe´m chamados de cac¸a ao tesouro ou
CTF Jeopardy!.
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Competic¸o˜es do tipo desafio consistem em conjuntos de
problemas para os quais o objetivo e´ encontrar textos secre-
tos (flags). Para encontrar as flags, os jogadores precisam
de processos e ferramentas de Seguranc¸a, e tipicamente rea-
lizam estas tarefas sem interac¸a˜o com outros jogadores [18].
Ha´ problemas, por exemplo, em que se busca descobrir um
texto codificado em um arquivo de pacotes capturados na
rede [22]; em outros, ferramentas de codificac¸a˜o, criptogra-
fia e esteganografia sa˜o necessa´rias para encontrar uma frase
secreta [17].
Desafios sa˜o flex´ıveis quanto a` complexidade de problemas
e de infraestrutura. Eles podem conter tanto problemas ba´-
sicos, que podem ser resolvidos com ferramentas simples e
sa˜o adequados para iniciantes, quanto problemas mais com-
plexos, que exijam infraestruturas computacionais sofistica-
das, instalac¸a˜o e configurac¸a˜o de softwares e ma´quinas virtu-
ais, por exemplo. Assim, desafios podem ser adaptados para
um pu´blico-alvo espec´ıfico, ou serem compostos por proble-
mas de variados graus de dificuldade, que atinjam pu´blicos
mais amplos.
Desafios na˜o preveem a interac¸a˜o direta entre jogadores/e-
quipes, e, ale´m disso, tambe´m permitem a pra´tica indi-
vidual, sem adversa´rios. Nestes jogos, quando ha´ adver-
sa´rios, a competic¸a˜o e´ baseada em sistemas de pontuac¸a˜o,
ficando a` frente aquele que obte´m mais pontos. Estabelecer
alvos fixos para todas as equipes promove a competic¸a˜o de
uma maneira mais sauda´vel do que ocorre em jogos nos quais
equipes atacam umas a`s outras [27]. Quando na˜o ha´ adver-
sa´rios, o jogador pode testar o seu progresso verificando se
consegue resolver os problemas.
Ale´m do sistema de pontos, os desafios podem ser lineares,
na˜o lineares ou mistos. Um desafio linear e´ aquele em que
os problemas precisam ser resolvidos em sequeˆncia (ou pas-
sando por fases), geralmente apresentando problemas com
dificuldade crescente [3]. Em um desafio na˜o linear, os pro-
blemas sa˜o independentes, podendo ser resolvidos em ordem
arbitra´ria. Ha´ ainda a possibilidade de um formato misto,
combinando a natureza independente dos desafios na˜o li-
neares em fases sequencialmente dispon´ıveis ou liberadas
conforme um nu´mero determinado de problemas – que even-
tualmente pode ser igual ao total de problemas – e´ resolvido
dentro da fase [4].
No Brasil, entre os desafios mais conhecidos esta˜o o Cryp-
torace e o Hackaflag1, ambos da Roadsec, o Workshop de
Forense Computacional do SBSeg, em 2015 e 2016, e, mais
recentemente, o Hacker Security CTF2, da Hacker Security.
Nestes desafios o pu´blico-alvo na˜o e´ controlado, de forma
que qualquer pessoa possa participar. O n´ıvel dos exerc´ıcios
tambe´m pode variar.
Em competic¸o˜es de desafio, um fator complicador para a
replicac¸a˜o da atividade por parte dos criadores ou organiza-
dores e´ a perda do fator surpresa dos problemas, pois, apo´s
a aplicac¸a˜o da competic¸a˜o, as respostas podem estar dis-
pon´ıveis, por exemplo, na web. Este problema e´ conhecido
como compartilhamento de problemas [26]. Ademais, outro
fator negativo e´ a possibilidade de co´pia de respostas, um
problema chamado de compartilhamento de flags [1]. Na
Sec¸a˜o 5 deste trabalho, descreve-se o desenvolvimento da
ferramenta TreasureHunt, um gerador de desafios que visa a
mitigar essas ocorreˆncias. Os problemas implementados na
1https://roadsec.com.br/hackaflag/
2https://capturetheflag.com.br/
ferramenta foram escolhidos a partir de um levantamento de
desafios ja´ realizados, o qual sera´ apresentado na Sec¸a˜o 4.
3. TRABALHOS RELACIONADOS
No aˆmbito da Ciberseguranc¸a, uma das ramificac¸o˜es de
pesquisa para inserir jogos no contexto educacional envolve a
gerac¸a˜o automa´tica de exerc´ıcios (ou problemas), pois assim
evitam-se problemas como o compartilhamento de flags e a
necessidade de descarte de exerc´ıcios. Esta Sec¸a˜o discute
os principais trabalhos que envolvem Gerac¸a˜o Automa´tica
de Problemas (Automatic Problem Generation — APG) em
jogos de Seguranc¸a Computacional.
O PicoCTF [4, 1] e´ um jogo de desafio voltado para es-
tudantes. Desenvolvido em 2014 e aplicado anualmente, o
jogo e´ pioneiro em APG. A proposta do PicoCTF foi de
gerar automaticamente problemas iguais, mas com flags di-
ferentes, para todos os jogadores, com o objetivo de evitar
o compartilhamento de respostas. Os problemas gerados
automaticamente devem ser combinados manualmente pelo
organizador para montar uma competic¸a˜o.
O MetaCTF [10] e´ uma competic¸a˜o do tipo desafio que
passou a incorporar APG na versa˜o de 2015, minimizando as
possibilidades de trapac¸a. O jogo gera problemas distintos
para cada jogador, com o objetivo de ensinar Engenharia
Reversa e Ana´lise de Malware, exigindo conhecimento em
ferramentas como gdb, readelf e objdump [10]. O jogo
segue utilizando APG e agora e´ chamado de PSU CTF3.
O AutoCTF [12] foi uma competic¸a˜o do tipo desafio apli-
cada com estudantes, em maio de 2017. Esta competic¸a˜o
utilizava uma ferramenta que gerava problemas aqui classi-
ficados como de Engenharia Reversa (e, pelos autores, clas-
sificada como pwn – explorac¸a˜o de vulnerabilidades) atrave´s
da automatizac¸a˜o da te´cnica de injec¸a˜o de bugs em co´digos
C. Neste jogo, problemas eram liberados diariamente aos
jogadores.
O SecGen [24] e´ uma ferramenta que gera competic¸o˜es
automaticamente criando desafios aleato´rios em ma´quinas
virtuais distintas para cada jogador, chamadas de cena´rios
ricos. Estes cena´rios variam em Sistema Operacional, ser-
vic¸os instalados, vulnerabilidades e exerc´ıcios. Os exerc´ıcios
elaborados por essa ferramenta cobrem uma gama diversa de
suba´reas, tais como esteganografia, servic¸os de rede e vul-
nerabilidades em sistemas. Os resultados obtidos a partir
do uso do SecGen indicam que a ferramenta foi bem rece-
bida pelos jogadores, e que os problemas por ela gerados
estiveram adequados em relac¸a˜o a` complexidade.
Todos os trabalhos citados utilizam sistema de ranquea-
mento e adotam a jogabilidade na˜o linear, com excec¸a˜o do
AutoCTF, para o qual a questa˜o na˜o se aplica. O uso de
APG no PicoCTF se restringe a` gerac¸a˜o da flag e, ale´m
disso, cada exerc´ıcio envolve somente uma te´cnica. O Me-
taCTF e o AutoCTF utilizam APG de forma restrita, pos-
suindo problemas de Engenharia Reversa e, no caso do Me-
taCTF, eventualmente com algumas flags codificadas, ou
seja, o conceito de composic¸a˜o de te´cnicas e´ utilizado de
forma espec´ıfica e restrita. O SecGen tambe´m trabalha a
composic¸a˜o de te´cnicas de forma restrita, permitindo ape-
nas a codificac¸a˜o da flag apo´s a criac¸a˜o dos problemas. Ha´
que se ponderar que tanto o MetaCTF quanto o SecGen, por
proporcionarem a criac¸a˜o de problemas na˜o uniformes, po-
dem gerar uma competic¸a˜o desbalanceada, fornecendo pro-
3https://cs201.oregonctf.org/
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Tabela 1: Comparativo entre os trabalhos relacionados e a ferramenta proposta.
Trabalho
Gerac¸a˜o
Automa´tica
Composic¸a˜o
de Problemas
Uniformidade
de Problemas
Classes de Problemas
PicoCTF [1] problemas 7 X
• Engenharia Reversa
• Web
• Miscelaˆnea
• Codificac¸a˜o/Criptografia
MetaCTF [10] competic¸a˜o ± 7 • Engenharia Reversa
AutoCTF [12] problemas 7 X • Engenharia Reversa
SecGen [24] competic¸a˜o ± 7
• Web
• Forense
• Miscelaˆnea
• Codificac¸a˜o/Criptografia
TreasureHunt competic¸a˜o X X
• Engenharia Reversa
• Forense
• Miscelaˆnea
• Codificac¸a˜o/Criptografia
blemas com diferentes complexidades e que podem favorecer
ou desfavorecer jogadores.
O TreasureHunt foi projetado para gerar competic¸o˜es in-
teiras de forma automa´tica, permitindo a composic¸a˜o de
problemas em quatro diferentes classes (a classificac¸a˜o de
problemas e´ apresentada na Sec¸a˜o 4), com problemas uni-
formes e abordando te´cnicas de quatro diferentes classes.
A Tabela 1 resume as informac¸o˜es da sec¸a˜o apresentando
uma comparac¸a˜o entre os trabalhos relacionados e o Treasu-
reHunt. O s´ımbolo “7” foi utilizado para indicar na˜o confor-
midade ao atributo. O s´ımbolo “X” indica conformidade ao
atributo, e o s´ımbolo “±” indica que o atributo e´ cumprido
parcialmente.
4. ANÁLISE DE DESAFIOS EXISTENTES
Conhecer o funcionamento dos desafios e os tipos mais co-
muns de problemas e´ vital para garantir a representatividade
do modelo de competic¸a˜o e dos problemas implementados.
A partir de um reposito´rio de desafios [8], mantido por uma
comunidade de entusiastas e participantes, analisou-se na
ı´ntegra o conjunto de competic¸o˜es ocorridas entre janeiro de
2016 e marc¸o de 2017. Embora a maioria dos problemas es-
tejam categorizados no reposito´rio, cada desafio adota uma
classificac¸a˜o pro´pria, e problemas similares podem aparecer
em categorias distintas. Com base no enunciado dos exer-
c´ıcios e nas soluc¸o˜es divulgadas, procurou-se identificar as
classes gene´ricas dos problemas, unificando categorias com
problemas semelhantes. Apo´s a ana´lise de todos os 1250
problemas de 84 competic¸o˜es, emergiram cinco classes de
problemas: Criptografia/Codificac¸a˜o, Engenharia Reversa,
Forense, Web e Miscelaˆnea.
A Tabela 2 resume a pesquisa realizada. Os problemas
da a´rea de Criptografia/Codificac¸a˜o somaram 306, enquanto
235 problemas envolviam Engenharia Reversa. 385 proble-
mas aplicavam te´cnicas da a´rea Forense, a classe que apre-
sentou mais problemas na ana´lise realizada. 264 problemas
foram classificados como sendo de Web e 153, que na˜o se en-
quadravam nas classes anteriores, foram classificados como
miscelaˆneos.
Tabela 2: Levantamento de quantidade de proble-
mas por classe nos desafios analisados.
Classe Quantidade de Problemas
Criptografia/Codificac¸a˜o 306
Engenharia Reversa 235
Forense 385
Web 264
Miscelaˆnea 153
No fim de 2017 (apo´s a realizac¸a˜o deste levantamento,
portanto), foi publicado um trabalho com pesquisa seme-
lhante, mapeando os desafios publicados entre 2015 e 2017,
categorizando os problemas em seis a´reas: criptografia, web,
engenharia reversa, forense, pwn (explorac¸a˜o de vulnera-
bilidades) e miscelaˆnea [2]. A proporc¸a˜o, no entanto, ficou
pro´xima a` deste trabalho se as classes pwn e engenharia re-
versa forem unidas.
Ao todo, 1250 problemas foram analisados. As te´cni-
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cas envolvidas nos problemas foram contabilizadas e do-
cumentadas, de forma a tornar poss´ıvel sua rastreabilidade e
identificac¸a˜o de quais competic¸o˜es elas foram usadas. Cabe
ressaltar que, dentre os 1250 problemas, 86 (6,9%) eram
compostos, isto e´, formados pela junc¸a˜o de duas ou mais
te´cnicas. Por isso, ao somar a quantidade de problemas por
classe na Tabela 2, o valor resultante e´ superior a 1250. Por-
tanto, problemas compostos que envolvem mais do que uma
classe de problemas sa˜o contabilizados mais de uma vez.
Para que o formato de competic¸a˜o modelado fosse re-
presentativo, analisou-se a caracter´ıstica de linearidade (Se-
c¸a˜o 2) para cada competic¸a˜o. Essa caracter´ıstica pode ser
identificada em 48 competic¸o˜es, sendo a forma na˜o linear
vista em 46 destas (95,8% do total). A forma linear e o
formato misto foram encontrados em uma competic¸a˜o cada
um.
A ana´lise dos desafios revelou os tipos de problemas mais
frequentes em competic¸o˜es, bem como as caracter´ısticas mais
comuns das pro´prias competic¸o˜es. Essas informac¸o˜es foram
particularmente u´teis para comparar os trabalhos existentes
(como apresentado na Sec¸a˜o 3) e guiar o desenvolvimento
de um modelo de competic¸a˜o e de geradores automa´ticos de
problemas, como sera´ discutido na Sec¸a˜o 5.
5. DESENVOLVIMENTO DO TREASURE-
HUNT
Nesta sec¸a˜o, discute-se o desenvolvimento da ferramenta
TreasureHunt. O texto esta´ organizado da seguinte maneira:
a Sec¸a˜o 5.1 descreve a modelagem das competic¸o˜es geradas
pela ferramenta. A Sec¸a˜o 5.2 explica como foi realizada a
selec¸a˜o e como se da´ a composic¸a˜o das te´cnicas na ferra-
menta desenvolvida. A Sec¸a˜o 5.3 descreve a implementac¸a˜o
e o funcionamento dos componentes do TreasureHunt, e a
Sec¸a˜o 5.4 cita as ferramentas necessa´rias para jogadores e
organizadores utilizarem o TreasureHunt e participarem de
desafios por ele gerados.
5.1 Modelagem da Competição
Conforme discutido na Sec¸a˜o 2, jogos e competic¸o˜es sa˜o
um meio eficaz de desenvolver habilidades em Cibersegu-
ranc¸a. Nesse contexto, jogos do tipo desafio sa˜o particular-
mente interessantes por serem flex´ıveis na complexidade de
problemas e conhecimentos espec´ıficos exercitados. No en-
tanto, organizar estas competic¸o˜es exige conhecimento te´c-
nico. Ha´ tambe´m as dificuldades com elaborac¸a˜o e reaprovei-
tamento de problemas, pois estes perdem o fator surpresa
apo´s a primeira aplicac¸a˜o e suas respostas podem ser com-
partilhadas. Para contornar essas dificuldades, a ferramenta
TreasureHunt propo˜e automatizar a gerac¸a˜o dos problemas
que compo˜em um desafio, usando de aleatorizac¸a˜o para ge-
rar instaˆncias u´nicas para os problemas.
Esta Sec¸a˜o apresenta a proposta adotada para competi-
c¸o˜es com gerac¸a˜o automatizada de desafios de Seguranc¸a.
A Tabela 3 resume os paraˆmetros gerais das competic¸o˜es
modeladas pelo TreasureHunt.
A proposta do TreasureHunt e´ gerar competic¸o˜es do tipo
desafio, voltadas para o aˆmbito educacional, como forma de
incentivar alunos de cursos de Computac¸a˜o a se interessarem
pela a´rea de Seguranc¸a. Assim, a aplicac¸a˜o de uma compe-
tic¸a˜o gerada pelo TreasureHunt e´ u´til tanto para os que de-
sejam de fato competir e vencer a competic¸a˜o, quanto para
os que desejam progredir aprimorando seus conhecimentos
Tabela 3: Paraˆmetros gerais.
Paraˆmetro Valor
Tipo de competic¸a˜o Desafio
Linearidade Na˜o linear
Classificac¸a˜o Ranqueamento
Pontuac¸a˜o 1 ponto por problema
Desempate Hora´rio do u´ltimo acerto
Formato da flag TreasureHunt{texto-aleatorio}
pra´ticos na a´rea.
Em desafios, cada problema costuma ser associado a uma
pontuac¸a˜o de acordo com a sua complexidade ou com a fase
em que ele se encontra, em caso de jogos lineares ou mistos.
Seguindo a tendeˆncia da maioria dos jogos para os quais
esta informac¸a˜o estava dispon´ıvel, conforme exposto na Se-
c¸a˜o 4, o jogo foi projetado para ser na˜o linear, isto e´, ele
conte´m um conjunto independente de problemas que podem
ser resolvidos em qualquer ordem escolhida pelo jogador. A
ferramenta proposta considera ainda que todos os problemas
teˆm o mesmo peso, eliminando a necessidade de contagem
de pontos e efetuando apenas a soma de acertos de cada
jogador. A varia´vel tempo e´ considerada somente em casos
de desempate, ou seja, quando ha´ empate no nu´mero de a-
certos, fica na frente aquele que submeteu a u´ltima resposta
correta primeiro. As respostas incorretas sa˜o desprezadas
para fins de ranqueamento e ficam armazenadas em tabelas
do SGBD (Sistema de Gerenciamento de Banco de Dados)
apenas para identificar poss´ıveis falhas, tanto nos proble-
mas gerados quanto na comunicac¸a˜o das regras do jogo, e
tentativas de compartilhamento de flag.
Em competic¸o˜es do tipo desafio, a palavra secreta pode ser
um texto aleato´rio ou pode seguir um padra˜o, sendo formada
por uma sequeˆncia de s´ımbolos que na˜o deixe du´vidas de que
e´ a resposta. Optou-se por adotar a segunda pra´tica, fazendo
com que as flags estejam no formato TreasureHunt{tex-
to-aleatorio}. Assim, minimiza-se a chance de que um
competidor acredite erroneamente que um texto qualquer
encontrado na tentativa de resoluc¸a˜o do problema seja a
resposta. Esta informac¸a˜o esta´ dispon´ıvel nas instruc¸o˜es do
jogo, como consta na Sec¸a˜o 5.3.2.
5.2 Seleção e Composição de Técnicas
A partir da ana´lise citada na Sec¸a˜o 4, obteve-se um rol
de cerca de 200 te´cnicas distintas encontradas nas competi-
c¸o˜es constantes no reposito´rio. Destas, as 40 te´cnicas mais
frequentes foram identificadas e nove delas foram escolhidas
para a construc¸a˜o de um dos mo´dulos do TreasureHunt, a
ferramenta geradora de desafios automa´ticos e compostos.
Os principais crite´rios utilizados na selec¸a˜o de te´cnicas
foram o perfil dos jogadores para os quais as competic¸o˜es
seriam aplicadas e o objetivo do trabalho. Embora o perfil
dos jogadores na˜o fosse conhecido, partiu-se da premissa de
que estes seriam estudantes sem conhecimentos avanc¸ados
em Linux e Seguranc¸a Computacional [16].
As te´cnicas implementadas na ferramenta compositora de
problemas sa˜o:
• Comenta´rio em co´digo-fonte de pa´gina HTML
(HyperText Markup Language): problema em que
a flag e´ inserida arbitrariamente em alguma posic¸a˜o de
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um arquivo HTML. A pa´gina carrega estilos e imagens
diferentes em cada instaˆncia. Este exerc´ıcio faz parte
da classe Miscelaˆnea e realiza ana´lise de co´digo-fonte.
Pode ser resolvido, entre outras formas, visualmente
ou por meio de comandos (inclusive programados).
• Comenta´rio no arquivo robots.txt: problema que
conte´m um conjunto de arquivos de um website va´lido
e, entre eles, um arquivo robots.txt4 que conte´m
uma quantidade parametriza´vel de comenta´rios. To-
dos os comenta´rios sa˜o sequeˆncias aleato´rias de carac-
teres, exceto um, que corresponde a` flag. Este exer-
c´ıcio faz parte da classe Miscelaˆnea e realiza ana´lise
de co´digo-fonte. Pode ser resolvido, entre outras for-
mas, visualmente ou por meio de comandos (inclusive
programados).
• (De)codificac¸a˜o de arquivo em base64: problema
em que a flag e´ inserida em um arquivo de texto sor-
teado arbitrariamente em um direto´rio parametriza´vel.
Apo´s isso o arquivo e´ codificado em formato base645.
Este exerc´ıcio faz parte da classe Criptografia/Codifi-
cac¸a˜o e pode ser resolvido, entre outras formas, com o
uso de um decodificador base64.
• (De)codificac¸a˜o de arquivo em base32: problema
ana´logo ao anterior, mas utilizando (de)codificac¸a˜o em
base326.
• (Des)criptografia de Cifra de Ce´sar: problema
em que a flag e´ inserida um arquivo de texto sorte-
ado arbitrariamente em um direto´rio parametriza´vel.
Apo´s isso o arquivo e´ criptografado com a Cifra de
Ce´sar7, com chave aleatoriamente escolhida entre 1 e
25, garantindo que o texto cifrado na˜o sera´ igual ao
original. Este exerc´ıcio faz parte da classe Criptogra-
fia/Codificac¸a˜o e pode ser resolvido, entre outras for-
mas, manualmente ou com uma ferramenta decodifi-
cadora.
• (De)codificac¸a˜o de caractere ASCII (American
Standard Code for Information Interchange) pa-
ra inteiro: problema em que a flag e´ inserida em um
arquivo de texto sorteado arbitrariamente em um dire-
to´rio parametriza´vel. Apo´s isso o arquivo e´ codificado
em valores inteiros, que representam os caracteres ori-
ginais com base na tabela ASCII, separados por espac¸o
em branco. Este exerc´ıcio faz parte da classe Codifica-
c¸a˜o e pode ser resolvido, entre outras formas, manual-
mente ou com uma ferramenta decodificadora.
• Descompilar bina´rio e obter fonte Java: pro-
blema em que um co´digo Java, que produz um texto
4robots.txt e´ um arquivo de configurac¸a˜o de indexac¸a˜o
de conteu´do na web. E´ ele quem determina os direto´rios e
arquivos cujo acesso e´ permitido ou proibido aos roboˆs de
busca [20].
5base64 e´ um esquema de codificac¸a˜o que representa dados
bina´rios em um formato de string ASCII [14], utilizando um
conjunto de 64 caracteres.
6base32 e´ um esquema de codificac¸a˜o semelhante ao esquema
base64, mas que utiliza um conjunto de 32 caracteres para
ser representado (Josefsson, 2006).
7Cifra de Ce´sar e´ uma cifra de substituic¸a˜o baseada na troca
de cada caractere do texto original por outro n posic¸o˜es a`
frente no alfabeto, de forma circular, sendo n a chave [11].
arbitra´rio, e´ criado. Neste co´digo e´ inserida uma flag
em uma varia´vel e o co´digo e´ compilado para bytecode,
gerando um arquivo .class. Este exerc´ıcio faz parte
da classe Engenharia Reversa, e pode ser resolvido, en-
tre outras formas, por meio de comandos de impressa˜o
de caracteres ou ferramentas de descompilac¸a˜o.
• Descompilar bina´rio e obter fonte Python: seme-
lhante ao problema anterior, conte´m um co´digo em
Python que imprime um texto arbitra´rio. Neste co´-
digo e´ inserida uma flag em uma varia´vel e o co´digo e´
compilado para bytecode, gerando um arquivo .pyc.
Tambe´m faz parte da classe Engenharia Reversa, e
pode ser resolvido, entre outras formas, utilizando co-
mandos de impressa˜o de caracteres ou ferramentas de
descompilac¸a˜o.
• Esteganografia em imagens: problema em que a
flag e´ esteganografada8 em uma imagem escolhida ar-
bitrariamente em um direto´rio parametriza´vel. Este
exerc´ıcio faz parte da classe Forense e pode ser resol-
vido por meio da ferramenta padra˜o de esteganografia
utilizada no gerador de desafios (outguess). A versa˜o
atual permite utilizar esteganografia com ou sem senha
(paraˆmetro -k no outguess). Por padra˜o, a senha e´
uma informac¸a˜o simples: o ID de cada jogador.
A Figura 1 apresenta duas instaˆncias distintas do pro-
blema Comenta´rio em co´digo-fonte de pa´gina HTML pro-
duzidas pelo gerador de desafios, e seus respectivos co´digos-
fonte. Nota-se que a flag aparece em linhas distintas (linha
40 na instaˆncia da esquerda e linha 36 na instaˆncia da di-
reita), bem como na˜o e´ composta pela mesma sequeˆncia de
s´ımbolos. Optou-se por flags de tamanho igual para proble-
mas de mesma te´cnica. As imagens exibidas e o estilo das
pa´ginas sa˜o aleato´rios, de forma que cada usua´rio receba
um arquivo com configurac¸o˜es diferentes, ou seja, instaˆncias
distintas do mesmo problema.
Em alguns casos, tal como ocorre com o problema Des-
compilar bina´rio e obter fonte Java, o usua´rio pode chegar
a` soluc¸a˜o de formas distintas. Algumas dessas formas en-
volvem o uso de ferramentas de descompilac¸a˜o e ana´lise do
co´digo, bem como integrac¸a˜o de uma ferramenta destas com
comandos de filtragem de linhas. Outra forma e´ atrave´s do
comando strings. A Figura 2 exibe a soluc¸a˜o de quatro
instaˆncias deste problema utilizando a ferramenta strings.
Esta soluc¸a˜o deixa claro que, por mais que as flags se-
jam distintas, os mesmos comandos podem ser usados para
se chegar a` resposta. Portanto, compartilhar a resposta (a
flag) na˜o surte efeito para os jogadores, mas compartilhar os
comandos sim. No contexto educacional para o qual a ferra-
menta foi proposta, esse compartilhamento de comandos, se
ocorrer, pode ser visto de forma positiva, pois permite que
os jogadores obtenham as respostas e assimilem o funciona-
mento das ferramentas ora em uso.
O gerador de desafios tambe´m e´ capaz de compor te´cnicas.
A composic¸a˜o de te´cnicas consiste em aplicar te´cnicas de
forma encadeada. Por exemplo, um problema que componha
(De)codificac¸a˜o de arquivo em base64 e (Des)criptografia de
Cifra de Ce´sar codificara´ um arquivo em base64, gerando
8Te´cnica que consiste em esconder mensagens utilizando um
meio de cobertura, como uma imagem ou um arquivo de
a´udio [13].
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Figura 1: Duas instaˆncias do problema Comenta´rio em co´digo-fonte de pa´gina HTML e seus respectivos
co´digos-fonte.
Figura 2: Soluc¸a˜o alternativa de quatro instaˆncias do problema Descompilar bina´rio e obter fonte Java.
um arquivo de sa´ıda intermedia´rio e tempora´rio. Neste ar-
quivo sera´ aplicada a Cifra de Ce´sar, gerando um novo ar-
quivo de sa´ıda que compo˜e as duas te´cnicas. Este arquivo —
e somente este, nesse caso — e´ disponibilizado ao jogador.
Assim, para solucionar o exerc´ıcio, o jogador precisa encon-
trar a chave utilizada na Cifra de Ce´sar, obter o arquivo
codificado em base64, decodifica´-lo e procurar pela flag.
Ha´, pore´m, te´cnicas que na˜o podem ser compostas com
outras. A Tabela 4 mostra as te´cnicas que podem ser com-
postas com a marcac¸a˜o de um “X” que, quando presente
na linha i e coluna j, significa possibilidade de composic¸a˜o
entre a te´cnica da linha i e a te´cnica da coluna j. Nela e´ pos-
s´ıvel ver, por exemplo, que as composic¸o˜es (Esteganografia
em Imagens ◦ Esteganografia em Imagens) e (Codificac¸a˜o
em base64 ◦ Cifra de Ce´sar) sa˜o poss´ıveis, ao passo que
a composic¸a˜o (Cifra de Ce´sar ◦ Cifra de Ce´sar) na˜o e´, ja´
que a aplicac¸a˜o da cifra va´rias vezes tera´ sempre uma chave
equivalente a sua aplicac¸a˜o uma u´nica vez.
E´ importante citar que a composic¸a˜o na˜o e´ uma operac¸a˜o
comutativa, ou seja, a ordem de aplicac¸a˜o das te´cnicas in-
fluencia na instaˆncia gerada e produz exerc´ıcios diferentes.
Por exemplo, aplicar a codificac¸a˜o base64 antes de um pro-
blema de descompilac¸a˜o de co´digo Java implica gerar uma
flag, codifica´-la em base64 e depois inseri-la no co´digo a ser
compilado. Caso a ordem inversa seja aplicada, uma flag e´
inserida no co´digo-fonte e, apo´s a compilac¸a˜o, o arquivo de
bytecode e´ codificado em base64. Portanto, ((De)codificac¸a˜o
de arquivo em base64 ◦ Descompilar bina´rio e obter fonte
Java) 6= (Descompilar bina´rio e obter fonte Java ◦ (De)co-
dificac¸a˜o de arquivo em base64 ).
As Figuras 3 e 4 apresentam instaˆncias do problema que
compo˜e Esteganografia em imagens e (De)codificac¸a˜o de ar-
quivo em base64. Neste problema, o jogador recebe um ar-
quivo com nome parametriza´vel, mas definido como sai-
da.out por padra˜o. O arquivo esta´ codificado em base64
e, portanto, deve ser decodificado. Ao proceder a` deco-
dificac¸a˜o, o arquivo resultante, exibido como imagem.jpg,
representa uma imagem JPEG (Joint Photographic Experts
Group) que conte´m um texto esteganografado, sem senha,
com a ferramenta outguess. Utilizando o outguess e´ pos-
s´ıvel extrair o conteu´do da imagem e assim obter a flag.
As imagens selecionadas para cada instaˆncia sa˜o diferentes,
bem como as flags geradas, produzindo arquivos diferentes
quando codificados em base64.
5.3 Implementação
O co´digo-fonte do TreasureHunt esta´ dispon´ıvel publica-
mente em um reposito´rio9 online, sob Licenc¸a Creative Com-
mons – Atribuic¸a˜o-Na˜o Comercial 4.0 Internacional. O co´-
digo conte´m dois componentes principais, o gerador de desa-
9https://github.com/TreasureHuntGame/
TreasureHunt
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Tabela 4: Matriz de composic¸o˜es.
Te´cnicas HTML Robots Base64 Base32 Cesar A2I Java Python Esteg
HTML X X X X X
Robots X X X X X
Base64 X X X X X X X X X
Base32 X X X X X X X X X
Ce´sar X X X X X X X
A2I X X X X X X X X
Java X X X X X
Python X X X X X
Esteg X X X X X
Figura 3: Primeira instaˆncia do problema composto (Esteganografia em imagens ◦ (De)codificac¸a˜o de arquivo
em base64).
Figura 4: Segunda instaˆncia do problema composto (Esteganografia em imagens ◦ (De)codificac¸a˜o de arquivo
em base64).
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fios, usado pelo organizador de uma competic¸a˜o, e o sistema
web, usado pelos competidores. Esses componentes sa˜o dis-
cutidos nas Sec¸o˜es 5.3.1 e 5.3.2, respectivamente.
5.3.1 Gerador de Desafios
A Figura 5 mostra o Diagrama de Atividades para a ge-
rac¸a˜o de uma competic¸a˜o. Pelo diagrama, percebe-se que as
ac¸o˜es do organizador dizem respeito apenas a` escolha dos
paraˆmetros; toda complexidade te´cnica associada e´ reali-
zada automaticamente pelo gerador, que faz as chamadas ao
SGBD e ao servidor web. Ale´m disso, cabe ao gerador a ta-
refa de criar as instaˆncias diferentes para cada problema, na˜o
sendo necessa´ria qualquer ac¸a˜o do organizador neste sentido.
O organizador na˜o consegue fazer com que a ferramenta gere
instaˆncias iguais para todos os jogadores.
Figura 5: Diagrama de atividades para gerar uma
competic¸a˜o.
O gerador de desafios executa em Linux, e e´ composto por
um conjunto de scripts e direto´rios com imagens e textos.
Nestes scripts esta˜o os paraˆmetros, tais como direto´rios, no-
mes de arquivos, quantidade de flags, func¸o˜es de validac¸a˜o
de entrada, de exibic¸a˜o de menu, de composic¸a˜o de te´cni-
cas e de gerac¸a˜o de problemas individuais. Os direto´rios de
imagens e textos sa˜o utilizados por problemas espec´ıficos em
que o gerador sorteia os arquivos que fara˜o parte da instaˆn-
cia de cada jogador. Ha´ um conjunto de arquivos padra˜o
enviado junto com o gerador, mas o organizador pode ma-
nipular estes direto´rios, inserindo ou removendo arquivos a
seu crite´rio.
O script principal (jogo.sh) solicita as informac¸o˜es neces-
sa´rias ao organizador, que sa˜o quantidade de problemas e
jogadores. A partir disso, solicita os co´digos dos problemas
de acordo com numerac¸a˜o exibida pelo script (Figura 6) e
gera os problemas. A validac¸a˜o impede que problemas ine-
xistentes sejam solicitados.
Para gerar as instaˆncias aleato´rias, utilizou-se a ferra-
menta shuf e o arquivo /dev/urandom. A ferramenta shuf
gera permutac¸o˜es aleato´rias e foi utilizada para o sorteio de
arquivos que fariam parte das instaˆncias de cada problema.
O arquivo /dev/urandom cria combinac¸o˜es pseudoaleato´-
rias e foi utilizado para gerar o texto contido nas palavras
secretas (flags).
O gerador de desafios proposto neste trabalho considera o
nu´mero de pontos e o hora´rio da u´ltima submissa˜o correta
ao ranquear os jogadores. Conforme ja´ exposto, a versa˜o
atual da ferramenta considera que cada problema vale um
ponto. Futuramente, a proposta do trabalho e´ permitir a
parametrizac¸a˜o destes valores, de forma que o organizador
— provavelmente um professor ou um treinador responsa´vel
pela elaborac¸a˜o e aplicac¸a˜o da atividade — os arbitre, assim
sendo poss´ıvel, portanto, manter todos os problemas com
pesos progressivos ou ate´ mesmo nulos, caso este fator na˜o
seja considerado importante. A varia´vel tempo e´ conside-
rada somente em casos de desempate, o que significa dizer
que quando ha´ empate no nu´mero de acertos, o hora´rio da
u´ltima submissa˜o correta desempata em ordem decrescente,
ficando a` frente aquele que submeteu primeiro. Mesmo que
o tempo na˜o esteja sendo utilizado para fins de desempate, a
u´ltima submissa˜o correta sempre aparecera´ no placar, como
apresentado na Figura 9.
A Figura 6 mostra o funcionamento do script principal.
Ao escolher uma te´cnica, o usua´rio deve apenas informar o
identificador nume´rico dela (exemplo: 2 para (Des)criptogra-
fia de Cifra de Ce´sar). Caso a opc¸a˜o seja por um problema
composto, o usua´rio deve informar os dois co´digos das te´c-
nicas na ordem em que quer realizar a composic¸a˜o. Por
exemplo, para a composic¸a˜o ((De)codificac¸a˜o de arquivo em
base64 ◦ (Des)criptografia de Cifra de Ce´sar), o co´digo in-
formado deve ser 1 2, com espac¸o separando o identificador
das te´cnicas.
Figura 6: Execuc¸a˜o do script jogo.sh.
O programa ainda gera um arquivo com as respostas e
permite a gerac¸a˜o de co´pias das instaˆncias dos usua´rios. Por
padra˜o, ao concluir a gerac¸a˜o de desafios, o conjunto de
problemas de cada usua´rio e´ compactado em um arquivo ZIP
e enviado para o servidor web. Para esta etapa, pressupo˜e-se
que o servidor web esteja no mesmo host em que o script e´
executado, e que ha´ permissa˜o para enviar os arquivos ZIP
gerados para o direto´rio dos desafios no servidor (por padra˜o,
/var/www/html/TreasureHunt/Desafios). Apo´s esta e-
tapa o jogo executa o script ConfiguraBD.sh para proceder
a` criac¸a˜o da base de dados TreasureHunt (nome padra˜o),
das tabelas e inserc¸a˜o de registros de usua´rio e respostas dos
problemas no SGBD.
O conteu´do sens´ıvel do Banco de Dados inclui senhas e
respostas, e foi armazenado utilizando hash e salt aleato´rio
para as senhas e hash para as respostas. O algoritmo de
hash escolhido foi o SHA-256 (Secure Hash Algorithm 256
bits) [21].
Apo´s a configurac¸a˜o do SGBD, os exerc´ıcios esta˜o prontos
e a competic¸a˜o ja´ pode ser iniciada, assumindo que o servi-
dor web ja´ esta´ em funcionamento. Se o servidor web na˜o
estiver em execuc¸a˜o, o organizador devera´ fazeˆ-lo manual-
mente ou descomentar a instruc¸a˜o que realiza este servic¸o no
script principal da ferramenta (jogo.sh). Se os jogadores
estiverem na rede local, podem acessar o jogo pelo nave-
gador web, informando nome ou enderec¸o do servidor. O
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acesso externo na˜o e´ coberto pela ferramenta, mas tambe´m
e´ poss´ıvel se o organizador configurar o servidor e os demais
componentes (firewalls, roteadores, etc.) ou utilizar alguma
ferramenta tal como o ngrok10, que disponibiliza aplicac¸o˜es
locais na web por meio de tu´neis seguros. Por ser uma etapa
opcional e na˜o contemplada pela ferramenta, o diagrama da
Figura 5 ignora a etapa de disponibilizac¸a˜o externa do jogo.
5.3.2 Sistema Web
O sistema web e´ o componente atrave´s do qual os joga-
dores fazem interac¸a˜o com o jogo. As funcionalidades da
aplicac¸a˜o web do ponto de vista do usua´rio podem ser vistas
no Diagrama de Casos de Uso da Figura 7. Embora todos os
problemas atuais possam ser resolvidos de maneira oﬄine,
o sistema web e´ responsa´vel por
• apresentar instruc¸o˜es sobre o jogo e o contato dos de-
senvolvedores;
• manter os arquivos de problemas para cada jogador;
• receber e validar submisso˜es de respostas;
• exibir o placar individual detalhado;
• exibir o placar geral.
Figura 7: Diagrama de casos de uso da aplicac¸a˜o
web.
Somente as instruc¸o˜es e as informac¸o˜es de contato podem
ser visualizadas sem autenticac¸a˜o, assim mantendo os arqui-
vos de cada jogador e as informac¸o˜es sobre seus exerc´ıcios
resolvidos e na˜o resolvidos de forma privada. Na Figura 7 e´
poss´ıvel perceber isso, pois o cena´rio de uso Visualizar ins-
truc¸o˜es do jogo na˜o conte´m o estereo´tipo <<include>>
para o cena´rio de uso Autenticar Usua´rio.
Cada jogador recebe um identificador (ID) individual nu-
me´rico e uma senha, que sa˜o usados para se autenticar no sis-
tema web. Ao realizar a autenticac¸a˜o, o usua´rio tem acesso
a um arquivo compactado contendo todas as suas instaˆncias
de problemas. Esse arquivo conte´m direto´rios cujo nome
e´ o identificador nume´rico de um problema, e que conteˆm
o(s) arquivo(s) que constituem o problema. Por exemplo,
o direto´rio 4 conte´m os arquivos para o problema com ID
4. Todos os jogadores recebem instaˆncias dos mesmos pro-
blemas, seguindo a mesma ordem, com flags geradas aleato-
riamente, que sa˜o u´nicas para cada jogador. As ferramentas
10https://ngrok.com/
necessa´rias para a resoluc¸a˜o dos problemas na˜o sa˜o envia-
das no arquivo compactado, sendo deseja´vel que ja´ estejam
instaladas nas ma´quinas dos jogadores, embora esta decisa˜o
fique a crite´rio do organizador da competic¸a˜o.
Para submeter uma flag, basta ao jogador informar o ID
do problema e a palavra secreta descoberta (Figura 8). Ao
realizar a submissa˜o, o usua´rio e´ imediatamente informado
sobre o resultado. A resposta retornada pelo sistema sera´
uma das seguintes:
1. Problema com ID inva´lido!
2. Errou!
3. Errou! Considere submeter a flag no seguinte formato:
TreasureHunt{texto-aleatorio}
4. Voceˆ ja´ acertou a questa˜o ID_problema!
5. Acertou! n/m
O caso 1 ocorre quando o usua´rio informa um identifica-
dor de problema inva´lido, tal como um nu´mero negativo ou
superior ao nu´mero do u´ltimo direto´rio contido no seu ar-
quivo compactado. O caso 2 ocorre quando o usua´rio insere
uma resposta no formato correto, mas contendo o texto ale-
ato´rio incorreto. O caso 3 ocorre quando o usua´rio informa
uma resposta em formato diferente do padra˜o. O caso 4
ocorre quando o usua´rio tenta ressubmeter uma resposta
ja´ acertada, o que evita submisso˜es e inserc¸o˜es de registros
desnecessa´rias. O caso 5 ocorre quando o usua´rio acerta a
questa˜o, e informa quantos acertos ele ja´ obteve em relac¸a˜o
ao total de exerc´ıcios.
Na parte inferior da pa´gina de submissa˜o (Figura 8) e´ exi-
bido o placar individual detalhado do jogador, que mostra
todos os identificadores de problemas seguidos por seu sta-
tus (Resolvido ou Na˜o Resolvido) e o nu´mero de tentativas.
O jogador tambe´m pode passar o cursor sobre a aba Placar
para ver sua colocac¸a˜o durante a competic¸a˜o. A Figura 9
mostra que o Placar Geral exibe a colocac¸a˜o, o ID do joga-
dor, o nu´mero de acertos e o hora´rio da u´ltima submissa˜o
correta, usado em casos de desempate.
A cada autenticac¸a˜o o sistema registra a hora e o enderec¸o
IP do jogador. Esta funcionalidade fornece mais elementos
ao organizador quanto ao compartilhamento de respostas
e a` troca de IDs ou acesso de mais de um jogador com o
mesmo ID. Ale´m disso, permite calcular com maior precisa˜o
o tempo despendido pelo jogador na atividade.
O sistema foi desenvolvido considerando boas pra´ticas de
seguranc¸a, com soluc¸o˜es de configurac¸a˜o do servidor web que
definem o ma´ximo de clientes e redirecionamentos para pa´-
ginas de erro e para a pa´gina principal. Esta configurac¸a˜o
deve ser realizada manualmente pelo organizador, raza˜o pela
qual um modelo de arquivo de configurac¸a˜o do servidor web
Apache esta´ dispon´ıvel no reposito´rio do jogo.
5.4 Ferramentas para Jogadores e Organiza-
dores
Para solucionar os desafios inclu´ıdos no TreasureHunt,
sugere-se, no mı´nimo, o uso das seguintes ferramentas:
• base32
• base64
• caesar
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Figura 8: Tela de submissa˜o de flag do sistema web.
Figura 9: Placar geral de uma competic¸a˜o no sistema web.
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• outguess
• sed
• sh
• strings
• Editor de texto
• Navegador web
Cabe ressaltar que e´ poss´ıvel solucionar problemas pro-
postos com outras ferramentas ale´m das supracitadas. Um
exemplo disso seria um problema hipote´tico de encontrar
uma flag em um arquivo em texto claro. Neste caso, o uso
de um editor de texto seria suficiente, mas soluc¸o˜es alterna-
tivas combinando os comandos cat e grep, e possivelmente
automatizando esta rotina com algum compilador ou inter-
pretador de comandos, poderiam atingir a mesma resposta.
As listas de ferramentas mı´nimas necessa´rias para configu-
rar e utilizar o TreasureHunt esta˜o dispon´ıveis no reposito´rio
do trabalho. Com o objetivo de minimizar a complexidade
de instalac¸a˜o e facilitar o uso da ferramenta, tambe´m esta´
dispon´ıvel no reposito´rio um script (instalador.sh) res-
ponsa´vel por instalar as ferramentas necessa´rias para que o
organizador interessado possa utilizar o TreasureHunt. Este
script instala todos os pacotes listados no arquivo requisi-
tos.txt, exigindo a ac¸a˜o do usua´rio somente para concor-
dar com a licenc¸a de uso do Oracle JDK, ja´ que o jogo utiliza
a ferramenta javac para problemas que envolvem a te´cnica
Descompilar bina´rio e obter fonte Java. O script tambe´m
fornece um arquivo de registro (log) que permite rastrear o
(in)sucesso na instalac¸a˜o de cada pacote.
6. APLICAÇÃO
Desde a conclusa˜o da primeira versa˜o, em 2017, compe-
tic¸o˜es geradas pelo TreasureHunt veˆm sendo aplicadas anu-
almente no Instituto Federal Catarinense (IFC) – Campus
Blumenau e na Universidade do Estado de Santa Catarina
(UDESC) – Campus Joinville. No IFC, houve aplicac¸a˜o de
competic¸o˜es em quatro turmas:
• Curso de Qualificac¸a˜o Profissional (CQP) em Configu-
rac¸a˜o de Servidores Linux, no contexto de um mo´dulo
de ensino de Seguranc¸a, em 2017;
• Curso de Tecnologia em Ana´lise e Desenvolvimento de
Sistemas, na disciplina de Seguranc¸a Computacional,
em 2017 e em 2018;
• Curso de Tecnologia em Ana´lise e Desenvolvimento de
Sistemas, na Semana Acadeˆmica do curso, em 2018.
Na UDESC, competic¸o˜es foram realizadas em 2017 e 2018
para estudantes de bacharelado em Cieˆncia da Computac¸a˜o,
nas aulas de Seguranc¸a de Redes. O pu´blico participante na˜o
era restrito aos discentes matriculados na disciplina.
Em todas as competic¸o˜es houve um momento pre´vio de
explanac¸a˜o sobre competic¸o˜es de Ciberseguranc¸a. Neste mo-
mento, o foco foram os jogos de cac¸a ao tesouro. Apo´s,
um conjunto de ferramentas de Seguranc¸a para Linux era
apresentado, conjunto este suficiente para solucionar os pro-
blemas das competic¸o˜es. A explicac¸a˜o de cada ferramenta
antecedia exemplos pra´ticos e exerc´ıcios, corrigidos posteri-
ormente.
Embora as ferramentas de Seguranc¸a apresentadas para
resolver os exerc´ıcios e o pro´prio TreasureHunt tenham sido
desenvolvidos para Linux, os jogadores podem utilizar qual-
quer outro sistema operacional e obter eˆxito nos exerc´ıcios.
O foco da aula preparato´ria para ferramentas Linux se deve
ao fato de que as instituic¸o˜es nas quais o experimento foi re-
alizado utilizam o sistema operacional Ubuntu. Ale´m disso,
ao elaborar o TreasureHunt, partiu-se da premissa de que
os participantes da atividade seriam estudantes com conhe-
cimento razoa´vel em Linux e pouco conhecimento em Segu-
ranc¸a, embora exerc´ıcios mais complexos e voltados a ferra-
mentas de outros sistemas operacionais tambe´m possam ser
desenvolvidos e estar presentes em futuras atualizac¸o˜es do
TreasureHunt.
6.1 Questionários
Antes e depois das competic¸o˜es, questiona´rios11 foram dis-
ponibilizados para os jogadores que se sentissem interessa-
dos em contribuir com informac¸o˜es sobre seu perfil e sobre
os sentimentos para com a atividade. Percebe-se que, das
54 respostas computadas sobre a familiaridade com o sis-
tema Linux, 23 (42,59%) responderam Um pouco familiar.
Uso principalmente a interface gra´fica, mas sei usar alguns
comandos de terminal para manipular arquivos e/ou com-
pilar e executar programas, sendo esta a alternativa mais
assinalada. Esta resposta corrobora com o que se previu ao
projetar a ferramenta. No que diz respeito a` experieˆncia em
Seguranc¸a Computacional, 37 (68,52%) responderam na˜o ter
experieˆncia na a´rea, de um total de 56 respostas computa-
das. Nesta questa˜o era poss´ıvel marcar mais de uma alter-
nativa, tais como Estudei por conta pro´pria ou Fiz um curso
em outra instituic¸a˜o.
Em questo˜es aplicadas antes e depois das competic¸o˜es,
utilizou-se escala de Likert [19] de 5 pontos, com respostas
variando de Discordo fortemente (1) a Concordo fortemente
(5), e calculou-se a me´dia obtida nas respostas. De um total
de 46 respondentes, Jogos e competic¸o˜es me deixam mais
motivado a aprender do que aulas expositivas obteve me´-
dia 4,41. Na questa˜o Tenho interesse em atividades pra´ticas
en-volvendo Seguranc¸a Computacional, a me´dia foi de 4,46.
A questa˜o Exerc´ıcios pra´ticos de Seguranc¸a Computacional
aumentam o entendimento sobre esta a´rea resultou em me´-
dia de 4,74 pontos, e a questa˜o Entendo que competic¸o˜es
de Seguranc¸a Computacional aumentam o apelo desta a´rea
para o pu´blico geral obteve me´dia de 4,24 pontos. As respos-
tas obtidas sa˜o ind´ıcios de que a atividade foi positiva para
os participantes, com resultados entre Concordo e Concordo
fortemente.
Cabe ressaltar que, para a etapa de avaliac¸a˜o do traba-
lho, foram analisados o Modelo de Aceitac¸a˜o de Tecnologia
(Technology Acceptance Model — TAM) [9] e o Modelo de
Kirkpatrick [15]. Considerando que as etapas do Modelo de
Kirkpatrick tinham maior relac¸a˜o com o trabalho, este mo-
delo foi escolhido como inspirac¸a˜o. Os questiona´rios foram
inspirados em trabalhos em que a impressa˜o de jogadores
foi avaliada antes e depois da participac¸a˜o em jogos de Se-
guranc¸a (Cheung et al., 2012; Petullo et al., 2016). Muitos
resultados de questiona´rios foram suprimidos deste trabalho
devido ao foco ser no relato da construc¸a˜o da ferramenta.
Uma ana´lise mais completa do me´todo de avaliac¸a˜o, dos
resultados de desempenho dos discentes das treˆs primeiras
11Dispon´ıveis em http://bit.ly/2AdEWMW, http://bit.
ly/2AoVkew e http://bit.ly/2lYORDL.
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turmas em que as competic¸o˜es foram aplicadas, no ano de
2017, e das perguntas e respostas dos questiona´rios esta´ dis-
pon´ıvel em [16].
7. CONCLUSÃO
Jogos e competic¸o˜es sa˜o considerados uma forma atra-
ente de despertar o interesse por Seguranc¸a Computacional.
As competic¸o˜es do tipo desafio esta˜o entre as mais usuais,
tendo como principais vantagens a flexibilidade em relac¸a˜o
a` infraestrutura computacional e em adaptar-se a pu´blicos
com va´rios n´ıveis de conhecimento. Por outro lado, fato-
res como o compartilhamento de respostas e a dificuldade
de reaproveitamento de problemas representam obsta´culos
a` popularizac¸a˜o dessas competic¸o˜es.
Este trabalho apresenta um levantamento sobre desafios
de Seguranc¸a que identifica os tipos de problemas mais fre-
quentes e as caracter´ısticas mais usuais dessas competic¸o˜es.
O conhecimento extra´ıdo desse levantamento foi aplicado na
criac¸a˜o do TreasureHunt, uma ferramenta geradora de de-
safios para o ensino de Ciberseguranc¸a. Te´cnicas aplicadas
em desafios foram selecionadas e implementadas, trazendo
como contribuic¸a˜o a formac¸a˜o de problemas exclusivos para
cada jogador.
A ferramenta proposta e descrita neste trabalho cria ins-
taˆncias equivalentes em dificuldade e distintas na˜o somente
na flag escondida. Ale´m disso, este trabalho abstrai parte
da complexidade de instalac¸a˜o fornecendo um script que au-
tomatiza esta tarefa.
O trabalho sera´ continuado com a criac¸a˜o de novos pro-
blemas no gerador de desafios. Em especial, deseja-se criar
problemas da classe web, cobrindo assim todas as classes
identificadas, e permitir que mais de duas te´cnicas compo-
nham um problema. Ha´ ainda a intenc¸a˜o de parametrizar a
pontuac¸a˜o dos exerc´ıcios, usar mais ferramentas por te´cnica
(por exemplo, esteganografia com outguess e f5.jar) e
implementar um recurso para inserc¸a˜o de dicas. Pretende-se
ainda incluir identificadores a`s competic¸o˜es, o que permitira´
observar a evoluc¸a˜o de jogadores com o passar do tempo e
isolar jogadores de turmas diferentes mais facilmente para
fins de ana´lise de dados.
Uma outra ideia e´ fornecer uma interface de treinamento
inteligente o suficiente para aprender o n´ıvel de experieˆncia
do usua´rio com base nas suas respostas. A ideia geral se-
ria fornecer exerc´ıcios dinamicamente e, com base no tempo
despendido pelo usua´rio na soluc¸a˜o da tarefa, inferir a com-
plexidade dos exerc´ıcios para fornecer o pro´ximo problema
com dificuldade compat´ıvel ao conhecimento do jogador.
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