Abstract-This paper investigates the feasibility and potential of using a mobile smartphone as a user administration control for storage system network. It includes the design and implementation of a mobile smartphone software system that can be used to perform system administration activities on the storage system without the need of using a laptop or desktop system. In the paper the design of some effective metaphors to present the storage system on the limited display area of a mobile smartphone device and the set of system features chosen for implementation are presented. Current storage system administration is limited to using storage controller console or Microsoft Windows Clients. The solution described in this paper provides an alternative smart interface to the storage system. This research effort is focused on investigating the potential of using mobile smartphone software application as a smart user interface protocol to communicate with the storage system network.
INTRODUCTION
This paper is focused on investigating the potential and feasibility of using mobile smartphone software as a smart user interface to communicate with a storage system network. The effort does not attempt to expose every possible feature of a storage system network, but endeavors to demonstrate the process of transforming the functions of a system management platform called DataONTAP. DataONTAP is an on-demand, efficient, flexible and scalable storage operating system platform to assist system administrators to manage data and applications, and to scale-out storage infrastructure growth on the NetApp storage system network to a more available and accessible smartphone environment, with the advantages of enhanced mobility and smart interface for system administrators.
A. Proposed Areas of Study and Academic Contribution
The primary interest in the research work is to develop a model to map a complex system, such as the NetApp storage system administration, to an interface that is as limited as the iPhone OS [7] . The scope of the work is to allow the manipulation of the standard filer configuration and management through the small screen and limited capabilities of the iPhone [7] .
B. Current State of the Art
The storage system network is currently admintered through either a command line interface (CLI) or a thick client management application. The two client side applications provided by NetApp, Operations Manager and System Manager run on Microsoft Windows or Unix systems [2] , [3] . NetApp also provides a Software Development Kit (SDK) for custom tools and automation of the storage systems. The supported version of the SDK includes tools for Windows and UNIX operating systems and a variety of languages [4] . NetApp has published an unsupported Objective-C SDK called CocoaONTAP that provides access for applications built for Apple Mac OS X systems and the iPhone [1] , [5] . The CocoaONTAP SDK is used as the foundation of the research work.
Section II of this paper discusses the requirements and constraints of the application and the environment. Section III describes the way the application mapping was divided based on the requirements. Section IV describes the technologies used in the development of the research work. Section V describes the design of the application. Section VI describes the implementation of the application and how elements from a Windows based User Interface (UI) are mapped to elements of an iOS application. Section VII includes the conclusion and some suggestions for further research.
II. MOBILE APPLICATION REQUIREMENTS & CONSTRAINTS

A. Mobile Application UI Requirements
The screen of the mobile system is limited to the point where each table presented in System Manager in different areas of the view need to be a separate view in the mobile application. The data also need to be reorganized into views that will provide useful information to the user at each level but may not be able to show all elements of each table in the  equivalent table on the mobile UI. An example of this  reduction is in the aggregate summary table. The System  Manager aggregate summary table presents multiple fields of  different information. The mobile application summary table  presents the name and state of the aggregate, and leave the other elements to be displayed by the detailed view.
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The UI of a mobile application will need to select which areas to examine and administer. Each area can initially present a list similar to the summary list of data that is common for each area of the System Manager that is being modeled. The summary list can be used to select a detailed view. The detailed view can provide access to information that is similar to the information the System Manager presents in the lower half of the views for each area.
B. Mobile Application Functional Requirements
The functional requirements for the mobile application are based on the functionality described above in the System Manager analysis. The functions to be implemented for the mobile application are focused on disk, aggregate, volume and cluster management.
C. ManageONTAP API Analysis
The ManageONTAP API is a collection of Web Service interfaces provided by the DataONTAP operating system in the NetApp storage systems. The API provides interfaces to perform every function provided by the DataONTAP CLI. Using the functional requirements as a guide it is possible to identify which API calls are needed by the various components of the application.
There are a variety of APIs provided by ManageONTAP to accomplish the disk, aggregate, volume and cluster management functions identified in the requirements above.
As implied by the complete feature set of System Manager, there are many more APIs available from ManageONTAP. These APIs provide a rich environment to implement additional features in the iPhone application.
III. SOFTWARE SYSTEM ARCHITECTURE
This research work is divided into several components. Each component addresses one of the areas that were selected for requirements. The interface of the application to the NetApp system being managed is through the CocoaONTAP library provided by NetApp. The application consists of several packages that encapsulate a specific feature set shown in Figure  1 . In addition to the CocoaONTAP library which provides access to the storage system and handles the communication between the storage system and the application, there is a set of infrastructure components. The System Selection component presents systems that have been used previously and allows them to be selected for management. The New System package verifies that filer, username and password are matched, and stores that data for future use by the System Selection component. The Main Menu is the last piece of infrastructure to be provided. It allows for the selection areas of management. Once a node has been selected, the application presents a list of the features as the main menu. Each item on the main menu loads the associated package which contains the entire ModelView-Controller pattern for that feature. Each package is passed with the node information needed to communicate with the node, and instantiates the data model objects that are required for the feature that it supports. Each package is responsible for handling errors that are returned from the node through the CocoaONTAP library.
A. Architecture Subsystems
This section describes the roles of the system components designed for this application. These components show the organization of the iPhone application based on the functional requirements determined from the analysis of System Manager.
CocoaONTAP represents the supporting library provided by NetApp to develop automation for system administration. This element is not strictly part of the research work, but it provides the necessary interface between the iPhone application and the storage system.
The NewSystem component gathers the credentials and system information that is needed to communicate with the storage system from the user. This component also verifies the credentials and saves the system credentials for future use. The SystemSelection component is the starting point of the application after launch. The List is populated from a file of saved system credentials. Selection of a system from the list will load the MainMenu component.
The Aggregate, Volume, and Disk components perform the management tasks associated with the storage system. Each component contains a data model which represents the state of the respective part of the storage system.
The Cluster component allows for the verification of the current state of a clustered system and the control of node takeover and giveback.
IV. TECHNOLOGY USED IN COMMUNICATION INTERAFCE
The technologies used in this communication interface are primarily client side technologies, Cocoa and iOS [6] . The interface to the storage system leverages a library developed by NetApp and is called CocoaONTAP which provides a set of classes for communicating commands to the storage system and returning the results from the storage system to the other areas of code. The mechanism used by CocoaONTAP to communicate with the storage system is XML over HTTP or HTTPS depending on the settings selected by the user of the CocoaONTAP library.
The Cocoa Touch environment from Apple provides a wide array of libraries that simplifies design and development of applic Figure 1 . System Architecture of Views ations for the iPhone environment. The iPhone Human Interface Guidelines describes the differences between the iPhone user interfaces and some design options that should be considered when building applications for the iPhone platform. iPhone OS offers the TableViews and NavigationController. They together present an environment that allows for the translation of applications like System Manager to the iPhone. NavigationController helps manage a set of views. For example, in this case, TableViews present a hierarchy of data. This application model is well defined in the TableViews Programming Guide.
The Manage ONTAP API which CocoaONTAP uses to communicate with the filer is well documented and used both internally by System Manger as well as by custom tools developed by NetApp customers. The ManageONTAP API provides programmatic interfaces to almost every feature of the Storage System. This API will be used within the application to collect data from the storage system and to send commands. CocoaONTAP provides the infrastructure for building ManageONTAP commands, sending them over the network, and parsing the response into Objective-C objects.
V. COMMUNICATION INTERFACE DESIGN
The goal of the design tasks of this communication interface is to have an application that can run on the constrained screen and computing platform of the iPhone or iPod Touch which provides similar functionality to the administrative tools provided by NetApp. The application will be designed using Model-View-Controller paradigm in the Cocoa development environment. The applications design is influenced by the limitations of the user interface provided by the iOS environment [6] , specifically a very limited screen; the features set desired for the final product; and the user interface provided by System Manager which is the inspiration for this work. The initial window presented by System Manager provides several pieces of information.
Along the left side of the window is a list of systems for which administrative credentials are known. The upper right window shows a list of nodes that belong to the systems listed on the left including information about the current state of the system, the IP address and the version of DataONTAP which is currently running on the node. The lower right portion of the window shows information about the node selected in the upper right portion of the window.
A. View Design
The primary challenge of translating presentation information between a computer screen and an iPhone is how to select a set of data that is appropriate for the smaller display. The iPhone interface lends itself to presenting only a limited set of information at any given time. In the case of translating the rich desktop interface to the iPhone, partitioning the application into specific views is the simplest approach. Because the items displayed on the right side of the System Manager screen are primarily informational and aside from selecting different nodes to see detailed information, which are not interactive, the left hand view is of primary interest.
Each item on the list presents a new view that exposes more information and functionality to the user based on the features selected.
As the user navigates through the tree of views in the iPhone, the views are analagous to the various levels of the hierarchy presented in System Manager for each node. When a leaf elemet is reached, the source of the mapping moves from the left side of the screen to the right side. Aggregates in System Manager open a list on the right side that shows a list of aggregates on the node with a summary of information about the aggregates.
While the Microsoft Windows UI has certain accepted paradigms for UI layout and certain accepted button designs and behaviors, these standards are not the same on iOS. iOS has its own models and standards [6] . When examining the System Manager UI for features to be implemented in the iPhone application, certain conversions became obvious. In each table allowed for the addition or creation of a new entry or element, there was a Create button in the toolbar. This Create button becomes a "+" button in the navigation bar for each analogous view. The Edit button in the System Manager toolbar does not have an analogue in the iOS application.
B. Controller Design
The controller objects contain the code which handles presenting the views and providing them with the data from the model objects. Each view has a controller class that handles the creation of the model classes and the collection of data from the storage system to populate the model objects. The controller design is partially influenced by the decision to use UITableView classes to develop this application. UITableViewControllers have certain required interfaces that provide the data required for the view, and handles events which occur when the user makes a selection.
C. Model Design
The model components of the application depend on the information provided by the ONTAPI API for the commands which control the features, and by the design decisions made around what features to support in each area. For example, aggregates are represented by an array of objects that contain a subset of the information available about the aggregate. The subset of data is determined by the selection of data that will be presented to the user. It is possible to add more fields to this object to provide additional information to the user. This information could be presented in additional views that could be added to the application as enhancements.
The aggregate model is representative of the various data models. The aggregate information is fetched from the storage system when the aggregate selection is made at the Main Menu. The data is stored in a custom object which contains a list of objects that represent each aggregate on the storage system. The custom Aggregate object contains the data that the application will use to present the detailed aggregate view.
To minimize the network activities required for the iPhone application, the data models use the smallest set of data that will complete the view. For example, the Aggregates view in System Manager presents both summary information about the aggregates as well as disk information for the selected aggregate. This information is provided by two ManageONTAP API calls. The iPhone application does not collect this additional information in the Aggregate model to improve performance.
The iPhone application models make use of multiple calls when they improve the user experience by providing critical information to aid the user in making decisions. This is demonstrated in the use of Aggregate models in the Volume component to provide information about the available space in an Aggregate when creating a volume or increasing the size of the volume.
VI. USER INTERFACE IMPLEMENTATION
The procedures for converting functionality of System Manager to a mobile application are primarily based on the differences in the user interfaces between Microsoft Windows and a touch based mobile device. The UI design of System Manager consists primarily of a series of tables showing different pieces of information from the storage system and several sets of dialog boxes that allow for the modification of the storage system components. The implementation of tables in iOS is a widely used on the UI paradigm. The TableView is used in many of the built-in iOS applications as well as many third party applications. Mapping between the tables of System Manger and the TableView in iOS is straight forward. The mapping of dialog boxes to the iOS application requires more thought about what the dialog is doing and where it would fit into the iOS UI model.
A. Table Translation
The tables displayed by System Manger present multiple pieces of information in each view, and are divided between a summary table of all elements and a detailed table of a single selected element. In iOS the limitations of screen size require that each of the tables be presented by separate views. The Disk View in System Manager lists all of the disks in the system and some of the data about the disks. The detailed view in the lower part of the window displays additional information about the selected disk. Converting this information to iOS, the summary table becomes a list of disks grouped by current usage type, which is the most important data point from the summary table for the use cases defined for the mobile application. A disk is selected from this table then presented with an additional view that shows the detailed data for the selected disk. The translation of table views throughout the application is focused on providing the most important single piece of data from the summary table in System Manager on the first level view of the iOS. For disks, the disk use information is most important. For volumes and aggregates, the state whether online or offline is the most important information to provide in the initial view.
B. Functional Elements Translation
For functional elements there are two types identified within the System Manager application: create and modify. The availability of these functional elements depends on the part of System Manager that is being used. For example there is no create function for disks.
The create functionality in System Manager relates to the element types being managed. In the initial System Manager view there is an add systems function, in aggregates and it is a create function. In iOS there is a fairly common model of adding a "+" button to the navigation bar when it is possible to add an entry to the displayed list. This same model is used in the iOS application to allow the user to access the functionality to create volumes and aggregates and to add system credentials to the list of systems.
The editing functionality provided by System Manager does not translate directly to the iOS application. The first thing to consider is that the item to be edited is the item selected in the summary table. In the iOS application, selection from the summary table opens the detail view. The detail view must be the start point for edit functionality. For volumes the use case dictates that the user must be able to increase the size of a volume. The detailed view for volumes provides size information for the volume. In many iOS applications based on TableViews, selection of a cell opens additional information about the content of the cell. In this application the selection of the volume size cell opens a view which provides the implemented edit functionality. In addition to the ability to modify the size, the volume detail page provides buttons to change the state of the volume and if the volume is offline, destroy it. The aggregate views provide the same features.
C. Cluster Management Translation
The characteristics of System Manager's view for Active/Active Configuration are very different from the other Figure 2 . System Manager and iOS Tool Views views that are implemented by the application. This view consists of some informational text and buttons to initiate a takeover of each node by the partner. Because of the simplicity of this view, the translation to iOS is almost direct.
VII. SUMMARY, CONCLUSIONS, AND RECOMMENDATIONS
A. Summary
During this project, System Manager was used as a functional model for the development. The System Manager application has a tree like view of functions in the left frame of the window as shown on the left part of Figure 2 . While the most direct process of mapping this type of data to an iPhone application would be to present a single view for each level of the hierarchy, this would produce a very fragmented application. It is useful to consider the likely use case of the iPhone application. It is not likely that the user is going to use the iPhone to configure every part of the storage system. A more likely use case is that a storage administrator gets a notification that a volume is reaching capacity or an aggregate is out of space. The administrator will want to quickly resolve the immediate issue until he or she can get to a computer at a more convenient time to resolve the issue in a more complete fashion. Given this use case, a subset of the features provided by System Manager can be selected to provide the most urgent features.
In addition to corrective actions, the application can be expanded incrementally based on user feedback. The application implemented in this work could be easily expanded to offer any of the other features that are offered by System Manager without compromising the existing functionality. As each function is added, it would be necessary to evaluate the layout of the main menu to determine if further partitioning is needed.
B. Conclusions
The translation of applications from the desktop to a mobile device requires an understanding of both the functionality to be provided and the usage patterns of the mobile device. In this case, the goal of the desktop application is to manage the configuration and monitoring of a NetApp storage. It is also highly improbable that a storage administrator is able to configure every aspect of the storage system from a mobile device. The long list of capabilities can be trimmed to a few and those can be flattened into a single list of capabilities in the main menu. Early in the development, the iPhone application presented information from both nodes at each level of the hierarchy when lists were presented. Making the system division at the top level, as it is in System Manager, greatly simplifies the application because each component interacts with only a single system. This division also improves the response time reducing the number of interactions between the application and the storage system. When considering the right frame of the application, most of the areas of interest tended to be tables with buttons that provided access to functionality. For the conversion from large tables presented in System Manager to the single column table views used in iPhone applications, it is necessary to convert the tables into a series of views. The top level view is a list of the rows of the table with a possible secondary element added to the cell. There is space in the detail view to provide additional information mapped from the System Manager table. Figure 2 shows the result of applying the designs and the general guidelines used in the conversion of System Manager functionality to the iPhone interfaces. The guidelines are generally useful for mapping similar applications to iPhone, but would not be appropriate for all types of applications.
C. Recommendations for Further Research
One of the limitations of the approach that was taken in this conversion process was the focus on the iPhone form factor iOS supports the iPhone, iPod Touch and iPad. The iPad has a much larger screen and offers more space to work with when designing applications. It would be possible to map more of the features to the iPad interface and the use case for the iPad could include more general administrative activities as it could be conceivably be installed in a lab or a data center environment as a general monitoring and administration interface for the data center.
A design which makes use of the larger screen of the iPad would be a very interesting application. Some of the same guidelines would apply but there would be opportunity for other guidelines to be added to these for use in conversion of desktop applications to the iPad.
After the initial development it became clear that a careful model design would improve maintainability of the interface. The current model designs and integration with the view controllers requires that any changes to the model require changes to the View controllers for the data to be reflected in the views.
