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Abstract: In this paper, we focus on Assume/Guarantee contracts consisting in (i) a
non deterministic model of components behaviour, and (ii) a stochastic and non deter-
ministic model of systems faults. Two types of contracts capable of capturing reliability
and availability properties are considered. We show that Satisfaction and Refinement
can be checked by effective methods thanks to a reduction to classical verification
problems on Markov Decision Processes and transition systems. Theorems support-
ing compositional reasoning and enabling the scalable analysis of complex systems are
also detailed in the paper.
Key-words: Assume/Guarantee Reasoning, Contracts, Probabilistic reasoning, Reli-
ability analysis, Availability.
Raisonnement Compositionel pour les Contrats
(Probabilistes)
Re´sume´ : Ce document pre´sente un mode`le de contrats Assume/Guarantee qui consistent
en (i) un mode`le non-de´terministe pour le comportement de composants et (ii) un
mode`le stochastique et non-de´terministe de fautes. Deux types de contrats capables
de capturer des proprie´te´s de fiabilite´ et disponibilite´ sont pre´sente´s. Il est de´montre´
que la satisfaction et le raffinement peuvent eˆtre ve´rifie´s par des me´thodes effectives en
les re´duisant a` des proble`mes de ve´rification classiques sur les processus de de´cision
Markoviens et les syste`mes de transitions. Des the´ore`mes assurant un raisonnement
compositionel et permettant l’analyse modulaire de syste`mes complexes sont pre´sente´s.
Mots-cle´s : Raisonnement Assume/Guarantee, Contrats, Raisonnement probabiliste,
Analyse de fiabilite´, Disponibilite´.
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1 Introduction
Several industrial sectors involving complex embedded systems have recently expe-
rienced deep changes in their organization, aerospace and automotive being the most
prominent examples. In the past, they were organized around vertically integrated
companies, supporting in-house design activities. These sectors have now evolved into
more specialized, horizontally structured companies: equipment suppliers and Original
Equipment Manufacturers (OEMs). OEMs perform system design and integration by
importing/reusing entire subsystems provided by equipment suppliers. As a conse-
quence, part of the design load has been moved from OEMs to suppliers. An incon-
venient of this change is the increased occurrence of late error discovery, system level
design errors uncovered at integration time. This is particularly true for system relia-
bility, for state of the art reliability analysis techniques are not modular[17, 22].
A corrective action, taken in the last decade is that the OEMs now focus on the
part of the system design at the core of their business, and as far as possible, rely on
industry-wide standard platforms. This has an impact on design methods and modeling
formalisms: Virtual prototyping and design space exploration are required early in the
design cycle. Component based design has emerged as the most promising technique
to address the challenges resulting from this new organization of the industry.
However, little has been done regarding the capture of reliability requirements, their
formalization in behavioural models and the verification techniques capable of analyz-
ing in a modular way the reliability aspects of a system, at an early stage of design.
The paper contributes to solve these issues: The semantics foundations presented in
the paper consists in a mathematical formalism designed to support a component based
design methodology and to offer modular and scalable reliability analysis techniques.
At its basis, the mathematical formalism is a language theoretic abstraction of systems
behaviour. The central concept of the formalism is the notion of contract, built on top
of a basic behavioural formalism. Contracts allow to distinguish hypotheses on a com-
ponent (assumption) from hypotheses made on its environment (guarantee). Contracts
are central to component based design methodologies. The contract-based formalism
can be instantiated to cover several aspects, including functional [5], timeliness, hybrid
and reliability.
In this paper, we focus on two models of contracts : (i) a non-deterministic model
of components behaviour, and (ii) a stochastic and nondeterministic model of systems
faults. These contracts are capable of capturing reliability aspects of components and
systems. We consider two types of systems properties : Reliability and availability.
Availability is a measure of the time during which a system satisfies a given property,
for all possible runs of the system. In contrast, reliability is a measure of the set of
runs of a system that satisfy a given property. While reliability is the notion that is
generally considered in formal verification, we observe that availability is crucial when
designing, for instance, fault-tolerant systems.
Our second contribution is to propose definitions of (probabilistic) composition,
conjunction, refinement, and quotient relations for (probabilistic) contracts. Conjonc-
tion and compositon are the classical notions considered in [5]. We say that a con-
tract refines another contract if it guarantees more and assumes less. The definition
is boolean for nondeterministic systems and stochastic otherwise. The quotient oper-
ation corresponds to the so called “component reuse”, which consists in syntethizing
a contract from a global specification and one of its components which is assumed to
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be reusable in several designs. We also establish a compositional reasoning theory for
those operations and the two notions of satisfiability we consider. The theory differs
with the type of contracts under consideration. As an example, we will show that if a
non stochastic system S1 reliably satisfies1 a contract C1 and a non stochastic system
S2 reliably satisfies a contract C2, then the composition of the two systems reliably
satisfies the composition of the two contracts. When moving to stochastic systems, we
will show that if S1 satisfies C1 with probability α and S2 satisfies C2 with probability
β, then their composition satisfies the composition of C1 and C2 with probability at
least α + β − 1. The advantage being that the composition, which may be large, does
not need to be computed. Our theory is fully general as it assumes that both systems
and contracts are possibly infinite sets of runs.
Our last contribution is to propose effective and symbolic representations for con-
tracts and systems. Those representations, which are nothing more than an instance
of what we can be handled by automated methods, rely on an automata-based repre-
sentation of possibly infinite sets of runs. Assuming that assumptions and guarantees
are represented with Bu¨chi automata, we observe that checking if a (stochastic) sys-
tem satisfies a reliability property can be done with classical technics implemented in
tools such as SPIN [24] or LIQUOR [8]. In the paper, we show that satisfaction of
availability properties can be checked with an extension of the work presented in [12].
Another contribution is to show that operations between and on contracts can easily be
performed on the automata-based representations.
From the theoretical point of view, our work is the first contribution on probabilistic
contracts that consider both reliability and availability with compositional reasoning
theorems. From the practical point of view, our work is an inspiration for extending
tools such as SPIN and LIQUOR from non modular to modular verification.
Related work This work is based on previous work on non-probabilistic contracts
presented in [5] and also in [16], where the same mathematical theory is recast in a
reactive synchronous language setting. Remark that none of the two papers consider
system availability, a key contribution of the present paper.
Works on behavioral types in process algebras bear commonalities with contract
theories. In a similar way, the probabilistic contract theory must be compared with
stochastic process algebras [18, 3]. In both cases, the main difference is that compo-
sitional reasoning is possible only in contract theories thanks to the fact that contracts
are implications where an assumption implies a guarantee. A second major difference
with process agebras, is that contract theories are general and can be instantiated in
many different effective automata-based settings. This covers many logical frameworks
(CTL, LTL, PCTL, PSL, . . . ) for specifying properties of components. In [7], Chat-
terjee et al. proposes compositionality results in a quantitative setting. Their approach
differs from our approach as they do not consider stochastic aspects and satisfiability.
Organization of the paper Section 2 recalls basic language-theoretic concepts of
runs and systems. Section 3 recalls non-probabilistic contracts, their compositions,
introduces their quotients and two types of satisfaction/refinement relations: One for
reliability and one for availability (contribution of the paper). Both types of relations
will play an important role in Section 4, where the main contribution of the paper
will be presented: A probabilistic contract theory with both reliability and availability
satisfaction/refinement/ quotient relations. Compositional theorems of Section 3 are
1
“Reliably satisfy” means that all the runs that satisfy the assumtion must satisfy the guarantee
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generalized to probabilistic systems/contracts, where systems faults are captured in a
probability distribution over a set of global stochastic variables. Section 5 deals with
effective, automata and logic based instantiations of the probabilistic contract theory,
allowing scalable compositional reasoning on possibly large systems.
Some proofs had to be omitted due to space constraints. A self-contained long version
of this paper is available at [13].
2 Preliminaries
Denote N∞ = N∪{ω} the closure of the set of natural integers and Nn = [0 . . . n− 1]
the interval ranging from 0 to n− 1. For the sake of generality, denote Nω = N.
Let V be a finite set of variables that takes values in a domainD. A step σ : V → D
is a valuation of variables of V . A run on V is a sequence of valuations of variables
of V . More precisely, a finite or infinite run is a mapping w : Nn → V → D, where
n ∈ N∞ is the length of w, also denoted |w|. Denote ε the run of length 0. Given a
variable v ∈ V and a time i ≥ 0, the value of v at time i is given by w(i)(v). Given w a
finite run on V and σ a step on the same variables, w.σ is the run of length |w|+1 such
that ∀i < |w|, (w.σ)(i) = w(i) and (w.σ)(|w|) = σ. The set of all finite (respectively
infinite) runs on V is denoted by [V ]∗ (respectively [V ]ω). The set of finite and infinite
runs on V is denoted [V ]∞ = [V ]∗ ∪ [V ]ω. Denote [V ]n (respectively [V ]≤n) the set
of all runs on V of length exactly n (respectively not greater than n). The complement
of Ω ⊆ [V ]∞ is given by ¬Ω = [V ]∞ \ Ω. The projection of w on V ′ ⊆ V is the
run w ↓V ′ such that |w ↓V ′ | = |w| and ∀v ∈ V ′, ∀n ≥ 0, w ↓V ′ (n)(v) = w(n)(v).
Given a run w′ on V ′, the inverse-projection of w′ on V is the set of runs defined by
w′ ↑V= {w ∈ [V ]∞ | w ↓V ′= w′}.
We now define systems: Let V be a set of variables. A system over V is a pair
(V,Ω), where Ω is a set of (finite and/or infinite) runs on V . Let S = (V,Ω) and
S′ = (V ′,Ω′) be two systems. The composition of S and S′, denoted (V,Ω)∩(V ′,Ω′),
is given by (V ∪ V ′,Ω′′) with Ω′′ = Ω ↑V ∪V ′ ∩Ω′ ↑V ∪V ′ . The complement of S,
denoted ¬S, is given by ¬S = (V,¬Ω). The restriction of system S = (V,Ω) to
runs of length not greater than n ∈ N∞ (respectively exactly n) is the system S|≤n =
(V,Ω ∩ [V ]≤n) (respectively S|n = (V,Ω ∩ [V ]n)).
In Section 4, it will be assumed that systems can respond to every possible input on
a set of probabilistic variables. Such systems are said to be receptive to those variables.
Given U ⊆ V , a set of distinguished variables, system S = (V,Ω) is U -receptive if
and only if for all finite run w ∈ Ω ∩ [V ]∗ and for all input ρ : U → D, there exists
a step σ : V → D such that σ ↓U= ρ and w.σ ∈ Ω. Given U ⊆ V ∩ V ′, two
U -receptive systems S = (V,Ω) and S′ = (V ′,Ω′) are U -compatible if and only if
S ∩ S′ is U -receptive.
3 Non-Probabilistic Contracts
We introduce the concept of contract and its composition / conjunction / quotient opera-
tors and implementation/refinement relations. Finally we conclude with results related
to compositional reasoning on contracts.
RR n° 6970
6 B. Delahaye, B. Caillaud & A. Legay
3.1 Contracts and Satisfiability
We recap the concept of contract [5], supporting assume-guarantee style of reasoning
on systems of components.
Definition 1 (Contract) A contract over V is a tuple C = (V,A,G), where V is the
set of variables of C, system A = (V,ΩA) is the asumption and system G = (V,ΩG)
is the guarantee.
Contract C is in canonical form if and only if ¬A ⊆ G. The canonical form is needed
to have uniform notions of composition and conjunction between contracts (see Section
3.2).
We turn to the problem of deciding whether a system satisfies a contract. A system
that satisfies a contract is an implementation of the contract. There are two types of
implementation relations, depending on the property captured by a contract. A first
possible interpretation is when the contract represents properties that are defined on
runs of the system. This includes safety properties. In this context, a system satisfies
a contract if and only if all system runs that satisfy the assumption are included in the
guarantee. This applies to reliability properties, and a system implementing a contract
in this way is said to R-satisfy the contract. Another possible interpretation is when
the contract represents properties that are defined on finite prefixes of the runs of the
system and when one wants to evaluate how often the system satisfies the contract. We
will say that a system A-satisfies a contract with level m if and only if for each of its
runs, the proportion of prefixes of system runs that are either in the guarantee or in the
complement of the assumption is greater or equal to m. This concept can be used to
check average safetiness or reliability, i.e., to decide for each run whether the average
number of positions of the run that do satisfy a local condition is greater or equal to a
given threshold.
Definition 2 (R-Satisfaction) System S = (U,Ω) R-satisfies contract C = (V,A,G)
up to time t ∈ N∞, denoted S |=R(t) C, if and only if S|≤t ∩A ⊆ G.
Definition of A-satisfiability is more involved and requires additional notations. As
already explained above, the idea is to compute an invariant measure of the amount of
time during which the system satisfies a contract. Let w ∈ [V ]∞ be a (finite or infinite)
run and C = (V,A,G) be a contract. Define function ϕCw : N|w| → {0, 1} such that
ϕCw(n) = 1 ⇐⇒ w[0,n] ∈ G ∪ ¬A. If we fix an horizon in time t ∈ N∞ and a
discount factor d≤1, define:
Dt,dC (ω) =
1
t
t∑
i=O
ϕCω (i) if d = 1
Dt,dC (ω) =
1− d
1− dt+1
t∑
i=0
diϕCω (i) if d < 1.
Dt,dC (ω) is the mean-availability until position t along the execution corresponding
to w with discount factor d. The concept is illustrated in Appendix 1. A-Satisfaction
can now be defined:
Definition 3 (A-Satisfaction) A system S = (U,Ω) A-satisfies at level m contract
C = (V,A,G) until position τ with discount factor d, denoted S |=A(τ)d,m C, iff:
INRIA
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x : 0
y : 0
x : 1
y : 0
x : 0
y : 0
x : 1
y : 0
x : 0
y : 0
x : 1
y : 0
x : 0
y : 1
G = {w ∈ {x, y}∗ |w(|w|)(x) 6= 1 ∨ w(|w|)(y) 6= 1}
D
6,1
C
= 2
3
D
6,1
C
= 1
D
6,1
C
= 1
2
x : 1
y : 0
x : 0
y : 1
x : 1
y : 1
x : 1
y : 1
x : 1
y : 1
y : 1
x : 1
Mean-availability until po-
sition 6 is computed for
the runs of the system w.r.t
a contract with assump-
tion {x, y}∗ and guarantee
the set of finite runs over
{x, y} such that in the final
state x 6= 1 or y 6= 1. Posi-
tions where the contract is
satisfied are white.
Figure 1: Illustration of mean-availability.
C2
C1|=
|=
S1
S2 C2
C1
|=
S1
S2
S1 ∩ S2 C1 ‖ C2
⇒
(a) Composition
S S
|=
|=
C1
C2
|=
C1
C2
C1 ∧ C2
⇒
(b) Conjunction
S |= C1
⇒ S |=
C2
C1
(c) Refinement
S
S
|= ∧ |= ⇒
C|C1
|=S1
S1
C1
C1
C
C
(d) Quotient
Figure 2: Illustration of operations between / on contracts.
min
ω∈(S↑U∪V )|τ
Dτ,d
C↑U∪V
(ω) ≥ m if τ < ω
min
ω∈(S↑U∪V )|τ
lim inf
t→τ
Dt,d
C↑U∪V
(ω) ≥ m if τ = ω.
It is easy to see that the limit in Definition 3 converges, sinceDt,dC ≥ 0. In Section 5
we will propose techniques to check satisfiability for contracts that are represented with
symbolic structures.
Example 1 The concept of A-Satisfaction is illustrated in Figure 1.
3.2 Compositional reasoning
We first define operations between and on contracts (see Figure 3.2 for a summary)
and then propose a compositional reasoning framework for contracts. We start with the
definition for composition and conjunction.
Definition 4 Let Ci = (Vi, Ai, Gi) with i = 1, 2 be two contracts in canonical form.
We define
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• The parallel composition between C1 and C2, denoted C1 ‖ C2, to be the con-
tract (V1 ∪ V2, A1 ∩A2 ∪ ¬(G1 ∩G2), G1 ∩G2).
• The conjunction between C1 and C2, denoted C1 ∧ C2, to be the contract (V1 ∪
V2, A1 ∪A2, G1 ∩G2).
It is easy to see that both conjuction and parallel composition preserve canonicity.
Remark 1 The following observation (which is missing in [5]) clarifies the choice
of working with contracts that are in canonical form. Assume two contracts C1 =
(V, ∅, [V ]∞) andC2 = (V, ∅, ∅). Suppose thatC1 is in canonical form, while C2 is not.
Assume also that every system satisfies both C1 and C2. The composition between C1
and C2 as defined in the paper is the following contract (V, [V ]∞, ∅). This contract is
only satisfied by the empty system. Assume now the contract C′2 = (V, ∅, [V ]∞), which
is the canonical form for C2. It is easy to see that the composition between C1 and C′2
as defined in the paper is satisfied by any system. We did not state that non-canonical
contract cannot be composed. Indeed, two non-canonical contractsC1 = (V1, A1, G1)
and C2 = (V2, A2, G2) can be composed as follows C1 ‖nc C2 = (V1 ∪ V2, (A1 ∪
¬G1)∩ (A2 ∪¬G2), G1 ∩G2). Observe that this new combination requires one more
complementation operation, which may be computationnaly intensive depending of the
data-structure used to represented A and G (see Section 5).
We now turn to the definition of refinement, which leads to an order relation be-
tween contracts.
Definition 5 We say that C1 refines C2 up to time t ∈ N∞, denoted C1 (≤t) C2,
if it guarantees more and assumes less, for all runs of length not greater than t:
A1 ↑V1∪V2⊇ (A2 ↑V1∪V2)|≤t and (G1 ↑V1∪V2)|≤t ⊆ G2 ↑V1∪V2 .
We propose the following results for compositional reasoning in a contract-based
setting.
Theorem 1 ([5]) Consider S1, S2 two systems and C1, C2 two contracts in canonical
form. The following propositions hold for all t ∈ N∞:
• S1 |=R(t) C1 ∧ S2 |=R(t) C2 ⇒ (S1 ∩ S2) |=R(t) (C1 ‖ C2);
• S1 |=
R(t) C1 ∧ S1 |=
R(t) C2 ⇐⇒ S1 |=
R(t) (C1 ∧C2);
• S1 |=
R(t) C1 ∧ C1 
(≤t) C2 ⇒ S1 |=
R(t) C2.
Theorem 2 Consider S1 and S2 two systems and C1, C2 two contracts in canonical
form. Let d ≤ 1 be a discount factor. The following propositions hold for all t ∈ N∞:
• S1 |=
A(t)
d,m1
C1 ∧ S2 |=
A(t)
d,m2
C2 ⇒ (S1 ∩ S2) |=
A(t)
d,m1+m2−1
(C1 ‖ C2);
• S1 |=
A(t)
d,m1
C1 ∧ S1 |=
A(t)
d,m2
C2 ⇒ S1 |=
A(t)
d,m1+m2−1
(C1 ∧ C2);
• S1 |=
A(t)
d,m C1 ∧ C1 
(≤t) C2 ⇒ S1 |=
A(t)
d,m C2.
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The last item of each of the theorems also stands if C1 and C2 are not in canonical
form. Theorem 1 was already proposed in [5]. Theorem 2 is our contribution.
Reusing a system S1 that satisfies a contract C1 to realize a global system S that sat-
isfies a contract C amounts to exhibit a residual contract C|C1 such that any system
S2 that satisfies C|C1 is such that the composition of S1 and S2 satisfies the contract
C. This correspond to the notion of quotient which is considered hereafter. We again
make the distinction between A-Satisfaction and R-Satisfaction.
Definition 6 (R-Quotient) Consider C = (V,A,G) and C1 = (V1, A1, G1) two con-
tracts in canonical form and let τ ∈ N∞. Assume V1 ⊆ V and G ⊆ G1 ↑V . The set
of residuations of C by C1, denoted C|R(τ)C1 , is the set of contracts C′ that satisfy thefollowing relation
C′ ∈ C|
R(τ)
C1
⇐⇒
S |=R(τ) C′ ⇒ ∀S1 |=R(τ) C1, S ∩ S1 |=R(τ) C.
The following theorem states thatC|R(τ)C1 has a largest element w.r.t refinement, and
allows to compute it.
Theorem 3 Consider C = (V,A,G) and C1 = (V1, A1, G1) two contracts in canon-
ical form and let τ ∈ N∞. Assume V1 ⊆ V and G ⊆ G1 ↑V . Define C2 to be the
contract (V,¬G ∩G1, G ∪ ¬G1), we have
• C2 ∈ C|
R(τ)
C1
,
• ∀C′ ∈ C|
R(τ)
C1
, C′ (≤τ) C2.
We now switch to the case of A-Satisfaction. Given two contracts C and C1 and
two levels of A-Satisfaction α and x, we aim at finding a contract C′ and a level of
satisfaction β such that if S′ A-Satisfies C′ with level at least β, then for all the systems
S1 that A-Satisfy C1 with level alpha, we will have S′ ∩ S1 |=Aα C. This is formalized
with the following definition.
Definition 7 (A-Quotient) ConsiderC = (V,A,G) andC1 = (V1, A1, G1), two con-
tracts in canonical form. Let τ ∈ N∞ and d ∈ [0, 1] and assume V1 ⊆ V and
G ⊆ G1 ↑V . Given α and x ∈ [0, 1], the set of A-residuations of C by C1 with param-
eters α and x, denoted C|A(τ,d),α,xC1 is the set of pairs (C′, β) that satisfy the following
relation.
(C′, β) ∈ C|
A(τ,d),α,x
C1
⇐⇒
∀S, S1, (S |=
A(τ)
d,β C
′) ∧ (S1 |=
A(τ)
d,x C1) ⇒ S ∩ S1 |=
A(τ)
d,α C.
Observe that, as A-Satisfaction is a mean-value, a system will A-Satisfy with the
same level several contracts that only differ for a small amount of time / states / runs.
There is thus no notion of largest quotient linked to A-Satisfaisability. Nevertheless,
the following theorem suggests a methodology to compute an element in C|A(τ,d),α,xC1 .
Theorem 4 Consider C = (V,A,G), C1 = (V1, A1, G1) two contracts in canonical
form. Let τ ∈ N∞, d, α and x ∈ [0, 1]. Let C2 = (V,¬G ∩G1, G ∪ ¬G1). We have
(C2, α+ 1− x) ∈ C|
A(τ,d),α,x
C1
.
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4 Probabilistic Contracts
In the spirit of [18], we now consider that the valuation of some variables depend on
a probability distribution. This allows to model systems failures. The easiest way
to describe probabilistic variables that will be shared between contracts and imple-
mentations is to fix a set of global probabilistic variables P . We consider a probabil-
ity distribution P over [P ]ω and extend it to [P ]∗ as follows: ∀w ∈ [P ]∗, P(w) =∫
{w′∈Pω | w<w′} P(w
′)dw′.
4.1 Probabilistic contracts and satisfiability
We will say that a contract C = (V,A,G) is a probabilistic contract iff P ⊆ V ,
i.e. iff its set of variables contains all the probabilistic variables. We now turn to the
problem of deciding whether a system S = (U,Ω) satisfies a probabilistic contract
C = (V,A,G). As it was already the case for non-probabilistic contracts, we will dis-
tinguish R-Satisfaction and A-Satisfaction.
Our first step is to introduce the definition of scheduler that will be used to resolve non-
determinism in assumption and guarantee of contracts. Given a system S = (U,Ω),
a scheduler f maps every finite run w on probabilistic variables P to a run f(w)
of S which coincides with w for every probabilistic variable. In addition, it is as-
sumed that schedulers are causal, meaning that they resolve non-determinism on a
step by step basis. This is ensured by a monotonicity assumption of the schedulers:
∀w,w′ ∈ [P ]∗, w ≤ w′ ⇒ f(w) ≤ f(w′).
Definition 8 (Scheduler) A scheduler f of system S = (U,Ω) is a monotonous map-
ping [P ]∗ → Ω such that that for all w ∈ [P ]∗, f(w) ↓P= w.
The set of schedulers corresponding to a system S is denoted by Sched(S). Our notion
of schedulers is a generalization of the one proposed for Markov Decision Processes
(see also Section 5.3).
In Section 3, R-Satisfaction was defined with respect to a Boolean interpretation : ei-
ther the system R-satisfies a contract or it does not. When moving to the probabilistic
setting, we can give a qualitative definition for R-Satisfaction : for any scheduler, is the
probability to satisfy the contract greater or equal to a certain threshold? We propose
the following definition.
Definition 9 (P-R-Satisfaction) A system S = (U,Ω) R-satisfies a probabilistic con-
tract C = (V,A,G) for runs of length k (k ∈ N∞) with level α, denoted S ||=R(k)α C,
iff
inf
f∈Sched(S↑U∪V )
P([f([P ]k) ∩ (G ∪ ¬A) ↑U∪V ] ↓P ) ≥ α.
Though A-Satisfaction was already qualitative, we now have to take into account
the probabilistic point of view: instead of considering the minimal value of the mean-
disponibility for all runs of the system, we now consider the minimal expected value of
the mean-disponibility for all schedulers.
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Definition 10 (P-A-Satisfaction) A system S = (U,Ω) A-satisfies a probabilistic con-
tract C = (V,A,G) for runs of length k (k ∈ N∞) with level α and discount factor d,
denoted S ||=A(k)d,α C, iff
If k < ω :
inf
f∈Sched(S↑U∪V )
∫
w∈[P ]k
P(w) · [Dk,d
C↑U∪V
(f(w))]dw ≥ α
If k = ω :
inf
f∈Sched(S↑U∪V )
∫
w∈[P ]k
P(w) · [lim inf
t→k
Dt,d
C↑U∪V
(f(w))]dw ≥ α.
4.2 Operations on probabilistic contracts and Compositional rea-
soning
We now leverage the compositional reasoning results of Section 3.2 to probabilistic
contracts. We consider composition/conjunction and refinement/quotient separately.
The theory is then illustrated with a toy example.
4.3 Composition and Conjunction
Composition and conjunction of probabilistic contracts is defined as for nonprobabilis-
tic contracts (see Definition 4). We thus propose an extension of Theorems 1 and 2
which takes the probabilistic aspects into account.
Theorem 5 (P-R-Satisfaction) Consider three systems S = (U,Ω), S1 = (U1,Ω1)
and S2 = (U2,Ω2) and two probabilistic contracts C1 = (V1, A1, G1) and C2 =
(V2, A2, G2) that are in canonical form. We have the following results :
1. Composition. Assume that S1 and S2 are P -compatible. If S1 ||=R(k)α C1 and
S2 ||=
R(k)
β C2, then S1 ∩ S2 ||=
R(k)
γ C1 ‖ C2 with γ ≥ α+ β − 1.
2. Conjunction. Assume that S is P -receptive. If S ||=R(k)α C1 and S ||=R(k)β C2, then
S ||=R(k)γ C1 ∧ C2 with γ ≥ α+ β − 1.
Theorem 6 (P-A-Satisfaction) Consider three systems S = (U,Ω), S1 = (U1,Ω1)
and S2 = (U2,Ω2) and two probabilistic contracts C1 = (V1, A1, G1) and C2 =
(V2, A2, G2) that are in canonical form. We have the following results :
1. Composition. Assume that S1 and S2 are P -compatible. If S1 ||=A(k)d,α C1 and
S2 ||=
A(k)
d,β C2, then S1 ∩ S2 ||=
A(k)
d,γ C1 ‖ C2 with γ ≥ α+ β − 1.
2. Conjunction. Assume that S is P -receptive. If S ||=A(k)d,α C1 and S ||=A(k)d,β C2, then
S ||=
A(k)
d,γ C1 ∧ C2 with γ ≥ α+ β − 1.
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4.4 Refinement and Quotient
We consider refinement for probabilistic contracts. Contrarily to the case of nonproba-
bilistic contracts, we will distinguish between R-Satisfaction and A-Satisfaction.
Following our move from R-Satisfaction to P-R-Satifaction, we propose the notion of
P-Refinement that is the quantitative version of the refinement we proposed in Section
3. We have the following definition.
Definition 11 (P-Refinement) A probabilistic contract C1 = (V1, A1, G1) P-Refines
a second probabilistic contract C2 = (V2, A2, G2) for runs of length k (k ∈ N∞) with
level α, denoted C1 R(k)α C2, iff
∀f ∈ Sched((G1 ∪ ¬A1) ↑
V1∪V2),
P([f([P ]k) ∩ (G2 ∪ ¬A2) ↑V1∪V2 ] ↓P ) ≥ α.
Qualitative refinement is compatible with the definition of P-R-Satisfaction, which
brings the following result.
Theorem 7 Consider a P -receptive system S = (U,Ω) and two probabilistic con-
tracts Ci = (Vi, Ai, Gi) for i = 1, 2. If (G1 ∪ ¬A1) is P -receptive and prefix-closed,
then
S ||=R(k)α C1 ∧ C1 
R(k)
β C2 ⇒ S ||=
R(k)
α+β−1 C2.
P-A-satisfaction and qualitative refinement are orthogonal qualitative measures. In-
deed, P-A-satisfaction measures the infimal expected availability of a system for all
schedulers, while qualitative refinement measures the infimal set of traces of a prob-
abilistic contract that corresponds to another probabilistic contract. In such context,
the minimal schedulers for the two notions may differ. Consequently, we are only
able to propose the following result, which links P-A-Satisfaction with the definition
of refinement proposed for non-probabilistic contracts.
Theorem 8 Consider a P -receptive system S = (U,Ω) and two probabilistic con-
tracts Ci = (Vi, Ai, Gi) for i = 1, 2. If S ||=A(k)d,α C1 and C1 (≤k) C2, then S |=A(k)d,α
C2.
We now leverage the notion of quotient to the probabilistic setting. We again make
the distinction between R-satisfaction and A-satisfaction.
Definition 12 (P-R-Quotient) Consider C = (V,A,G) and C1 = (V1, A1, G1), two
probabilistic contracts in canonical form. Let α and x ∈ [0, 1], and τ ∈ N∞. Assume
V1 ⊆ V and G ⊆ G1 ↑V . The set of P-R-Residuations of C by C1 with parameters
α and x, denoted C|R(τ),α,xC1 , is the set of pairs (C′, β) that satisfy the following relation
(C′, β) ∈ C|
R(τ),α,x
C1
⇐⇒
∀S, S1, (S ||=
R(τ)
β C
′) ∧ (S1 ||=
R(τ)
x C1)⇒ S ∩ S1 ||=
R(τ)
α C.
Observe that, as P-R-Satisfaction is a probability measure, a system will P-R-
Satisfy with the same level several contracts that only differ for a small amount of
time / states / runs. Thus, as for A-Satisfactiability, there is no notion of largest quo-
tient linked to P-R-Satisfaisability. Nevertheless, the following theorem suggests a
methodology to compute an element in C|R(τ),α,xC1 .
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Theorem 9 Consider C = (V,A,G) and C1 = (V1, A1, G1) two probabilistic con-
tracts in canonical form. Assume α and x ∈ [0, 1] and τ ∈ N∞. The contract
C2 = (V,¬G ∩G1, G ∪ ¬G1) is such that
(C2, α+ 1− x) ∈ C|
R(τ),α,x
C1
.
Definition 13 (P-A-Quotient) Consider C = (V,A,G) and C1 = (V1, A1, G1), two
probabilistic contracts in canonical form. Let α and x ∈ [0, 1], τ ∈ N∞ and a discount
factor d ∈ [0, 1]. Assume V1 ⊆ V and G ⊆ G1 ↑V . The set of P-A-Residuations of C
by C1 with parameters α,x and d, denoted C|A(τ,d),α,xC1 , is the set of pairs (C′, β) that
satisfy the following relation
(C′, β) ∈ C|
A(τ,d),α,x
C1
⇐⇒
∀S, S1, (S ||=
A(τ)
d,β C
′) ∧ (S1 ||=
A(τ)
d,x C1)⇒ S ∩ S1 ||=
A(τ)
d,α C.
Once again, there will be no notion of largest quotient linked to P-1-Satisfaction.
However, the following theorem suggests a methodology to compute an element in
C|
A(τ,d),α,x
C1
.
Theorem 10 Consider C = (V,A,G) and C1 = (V1, A1, G1) two probabilistic con-
tracts in canonical form. Assume α and x ∈ [0, 1], τ ∈ N∞ and d ∈ [0, 1]. The
contract C2 = (V,¬G ∩G1, G ∪ ¬G1) is such that
(C2, α+ 1− x) ∈ C|
A(τ),α,x,d
C1
.
4.5 An example
Consider the systems and contracts given in Figure 3. If we consider that the proba-
bilistic variables are pairwise independant and such that ∀i ∈ N,P(f1(i) = 1) = 10−3
and P(f2(i) = 1) = 2.10−3, then it is clear that S1 ||=R(50)(1−10−3)50 C1 and
S2 ||=
R(50)
(1−2.10−3)50 C2. It would be more difficult to deduce the probability for which
S1 ∩ S2 satisfies the contract C1 ‖ C2 but, thanks to Theorem 5, we know for sure that
this probability is at least (0.999)50 + (0.998)50 − 1 = 0.86. Considering C3 =
({f1, f2, a, c, d}, ”true”, ”(d = ((a ∧ ¬f1) ∨ c) ∧ ¬f2)”), it is clear that C1 ‖
C2 
R(50)
1 C3, which implies that S1 ∩ S2 |=
R(50)
0.86 C3.
5 Towards implementation : on effective Representa-
tions
We suggest symbolic and effective automata-based representations for contracts and
systems. The latter is needed to handle possibly infinite sets of runs with a finite mem-
ory. Our representations allow to build on existing work when checking for (P-)R-
Satisfaction. We will see that the case of (P-)A-Satisfaction can be checked with an
extension of the work presented in [12]. Finally, we will also show how to perform
operations between and on contracts using those representations.
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f2
b
a
f1
System S1
b = a ∧ ¬f1
f2f1
d
b
c
System S2
d = (b ∨ c) ∧ ¬f2
A1 : ”true” A2 : ”true”
G1 : ”(b = a ∧ ¬f1)” G2 : ”(d = (b ∨ c) ∧ ¬f2))”
(a) Implementations S1 and S2 and probabilistic contracts C1 and C2.
d = ((a ∧ ¬f1) ∨ c)
∧¬f2
a b
f1
f2
c
S2
S1 b = a ∧ ¬f1
V = {f1, f2, a, b, c, d}
A : true
G : ((b = a ∧ ¬f1)
∧(d = (b ∨ c) ∧ ¬f2))
(b) Implementation S1 ∩ S2 and probabilistic contract C1 ‖ C2.
Figure 3: Reliability : Example
The section is divided in three parts. In the first part, we recall basic concepts on
automata-theory. In the two last parts, parts, we present the symbolic representations.
5.1 Background on automata theory and transition systems
We will be working with variables defined over a finite domain D. We assume the
reader to be familiar with automata theory (see Appendix 7 for some definitions and no-
tations). We recap the definition of automata. An automaton is a tuple A = (Σ, Q,Q0,
δ, F ), where Σ is a finite alphabet, Q is a set of states, Q0 ∈ Q is the set of initial
states, δ : Q × Σ → 2Q is a transition function (δ : Q × Σ → Q if the automaton is
deterministic), and F is an acceptance condition.
We propose examples of effective symbolic representations for possibly infinite sets
of runs. According to our theory, a symbolic representation is effective for an assump-
tion (resp. a guarantee) if inclusion is decidable and the representation is closed under
complementation (needed for refinement), union, and intersection. A representation is
effective for a system (that is not an assumption or a guarantee) if it is closed under
intersection and (inverse) projection, and we can check its reliability/availability.
We assume that systems that are not assumptions or guarantees are represented with
symbolic transition systems.
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Definition 14 A symbolic transition system over V is a tupleSymb = (V,Qs, T,Qs0),
where V is a set of variables defined over a finite domain D, Qs is a set of states (a
state is a mapping from V to D), T : Qs×Qs is the transition relation, andQs0 ⊆ Qs
is the set of initial states.
A run of Symb is a possibly infinite sequence of states qs0qs1 . . . such that for each
i≥0 (qsi, qs(i+1)) ∈ T and qs0 ∈ Qs0. A symbolic transition system for a system
(V,Ω) is a symbolic transition system over V whose set of runs is Ω. Operations of
(inverse) projection and intersection easily extend to symbolic transition systems. To
simplify the presentation, we will assume that all runs of a symbolic transition system
are infinite.
We now propose a symbolic representation for contracts.
Definition 15 Let C = (V,A,G) be a contract. A symbolic contract for C is a tuple
(V,BA,BG), where BA and BG are automata with L(BA) = A and L(BG) = G.
5.2 Non-probabilistic contracts
We first introduce the definition of synchronous product between automata and sys-
tems.
Definition 16 Let V be a set of variables defined over a finite domain D and Symb =
(V,Qs, T,Qs0) be a symbolic transition system over V . Let A = (Σ, Q,Q0, δ, F ⊆
Q) be an automaton such that Σ is a mapping V → D. The synchronous product
between A and Symb is the automaton A′ = (∅, Q′, Q′0, δ′, F ′), where Q′ = Qs ×Q,
Q′0 = Qs0×Q0, (a
′, b′) ∈ δ′((a, b), ∅) iff (a, a′) ∈ T and b′ ∈ δ(b, a), F ′ = {(a, b) ∈
Q′|b ∈ F}.
Each state in the product is a pair of states : one for Symb and one for A. If we do not
take the information from the A into account, a run of the product corresponds to a run
of Symb.
We distinguish between R-Satisfiability and A-Satisfiability. We consider a symbolic
contract C = (V,BA,BG) and a symbolic transition system Symb = (V,Qs, T,Qs0).
• Reliability. When considering R-satisfaction, we will assume that BA and BG
are Bu¨chi automata, which allows to consider logics such as LTL [19]. It is
conceptually easy to decide whether Symb R-satisfies C. Indeed, following re-
sults obtained for temporal logics [26, 27], implemented in the SPIN toolset [24],
this amounts to check whether the Bu¨chi automaton obtained by taking the syn-
chronous product between Symb and¬(G∪¬A) is empty. Observe that assump-
tions and guarantees can also be represented by logical formalisms that have a
direct translation to Bu¨chi automata, which includes LTL [19] and ETL [28]. The
theory generalizes to other classes of infinite word automata closed under nega-
tion and union and other logical formalisms such as CTL [10] or PSL [14].
• Availability with level m and discount factor d. In [12], de Alfaro et al. pro-
posed DCTL, a quantitative version of the CTL logic [10]. DCTL has the same
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syntax as CTL, but its semantics differs : in DCTL, formulas and atomic propo-
sitions take values between 0 and 1 rather than in {0, 1}. Let ϕ1 and ϕ2 be two
DCTL formulas, the value of ϕ1 ∧ ϕ2 (resp. ϕ1 ∨ ϕ2) is the minimum (resp.
maximum) between the values of ϕ1 and ϕ2. The value of ∀ϕ1 (resp. ∃ϕ1) is
the minimum (resp. maximum) valuation of ϕ1 over all the runs. In addition to
its quantitative aspect, DCTL also allows to discount on the value of the formula
as well as to compute its average (△d operator, where d is the discount : see
the semantics with d = 1 and d < 1 page 6 of [12]) on a possibly infinite run.
We assume that BA and BG are complete finite-word automata and show how
to reduce A-satisfaction to the evaluation of a DCTL property. Our first step is
to compute Symb′, the synchronous product between Symb and G ∪ ¬A. The
resulting automaton can also be viewed as a symbolic transition system whose
states are labelled with a proposition p which is true if the state is accepting and
false otherwise. In fact, finite sequences of states of Symb′ whose last state is
accepting are prefixes of runs of Sym that satisfy G ∪ ¬A. Hence, checking
whether Symb A-satisfies C boils down to compute the minimal average to see
p = 1 in Symb′. Our problem thus reduces to the one of checking for each
initial state of Symb′ whether the value of the DCTL property ∀△d p is greater
or equal to m.
Since both finite-word and Bu¨chi automata are closed under complementation,
union and intersection, it is easy to see that the composition and the conjunction of
two symbolic contracts is a symbolic contract. Moreover, since inclusion is decidable
for those automata, we can always check whether refinement holds.
Systems that are not assumptions or guarantees could be represented by visibly
pushdown automata2 [2] whose language would be the set of runs of the system. In this
context, R-Satisfaction can be checked with the technique introduced in [15]. There
will be some efforts for A-satisfaction as there exists no algorithm for model checking
DCTL on (visibly) pushdown automata. We could also model systems with timed au-
tomata [1]. The theory for R-Satisfaction and timed words has already been proposed
in [5], but there exists no theory for A-Satisfaction.
5.3 Probabilistic contracts
We assume the reader to be familiar with the concepts of (discrete) Markov Chain and
turn-based Markov Decision Processes. Roughly speaking, a Markov Chain is a sym-
bolic transition system whose states are labeled with valuations for variables in P and
transitions by probabilities. The labelling by probabilities follows a probability distri-
bution : for a given state, the sum of the probability values for all outgoing transitions
must be less or equal to one. A Markov Decision Process is a transition system with
two types of states : the nonprobabilistic states that assign a value to variables in D \P
and the probabilistic states that assign a value to variables in P . Transitions from non-
probabilistic states go to probabilistic states and are nondeterministic, transitions from
probabilistic states go to nonprobabilistic states are labeled with probability values.
Let C = (V,BA,BG) be a symbolic contract and Symb = (V,Qs, T,Qs0) be a sym-
bolic transition system. We consider a set P ⊆ V of probabilistic variables. We
2Recap that visibly pushdown automata are closed under intersection.
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assume that the distribution over P is symbolically represented with a Markov Chain3.
At each state, we have a probability distribution over the possible set of valuations for
the variables. The Markov chain is finitely-branching as D is finite.
Example 2 The concept of representingP with a Markov Chain is illustrated in Figure
5(a), where P = {b} and D = {0, 1}. As an example, the probability that a run starts
with b = 0 is 1/2. The probability that a run starts with b = 0, b = 1, b = 0 is given
by (1/2)× (1/4)× (1/3).
Observe now that each state of Symb can be splited into two states, one for the
valuations of the non-probabilistic variables followed by one for the valuations of the
probabilistic variables. The result is a new symbolic system Symb′′ where one first
evaluate V \ P and then P .
Example 3 The split is illustrated in Figure 4. Consider the state X = {a = 1, b =
0, c = 1} in the system given in Figure (a). This state can be splited into two states,
A = {a = 1, c = 1} and E = {b = 0}. The state Y = {a = 1, b = 1, c = 1} can
be splited into B = {a = 1, c = 1} and F = {b = 1}. In the split, there will be
transitions from A to E and from B to F . Any transition from X (resp. Y ) to Y (resp.
X) will now be from E (resp. F ) to B (resp.A). Since A and B have the same label
and successors, they can be merged, which gives the split in Figure (b).
It is easy to see that we can use the Markov Chain for the probability distribution
to “transform” the transitions from a non probabilistic variable state of Symb′ into
a probability distribution over the probabilistic variable states simply by synchroniz-
ing the two systems. Hence Symb′′ becomes a turn-based Markov Decision Process
(MDP). Recall that a turn-based MDPs mixes both nondeterminism and probability.
In our setting, nondeterminism will come from the choice of the values for the non-
probabilistic variables, while probability will come when evaluating variables in P .
The transitions from states that are labeled with probability variables are thus nonde-
terministic (since one has to pick up the next values for the nonprobabilistic variables).
Transitions from states that are labeled with nonprobabilistic variables form a proba-
bility distribution on the possible values of the probabilistic variables. In this context,
a run for the MDP is simply an alternance of valuations of the nonprobabilistic and the
probabilistic variables. A scheduler for a Markov Decision Process [9] is a mechanism
that, in a non deterministic state, selects the successor state without taking predecessors
into account. This definition particularizes the one we proposed in Definition 8.
Example 4 The concept of turn-based Markov Decision Process resulting from the
product of a split and a Markov chain for P is illustrated in Figure 5. Observe that the
state {a = 1, c = 1} has been duplicated. Indeed, according to the Markov Chain in
Figure 5.(a), the probability to select {b = 0} in the first step is not the same as the
one to select it after the first step.
Assuming that the combination of the system with the distribution can be repre-
sented with a MDP, we now briefly discuss P-R-Satisfaction and P-A-Satisfaction.
• P-R-Satisfaction. Assuming thatBA andBG are Bu¨chi automata, P-R-Satisfaction
can be checked with the technique introduced in [25, 11] (which requires a de-
terminization step from Bu¨chi to deterministic Rabin [21]) and implemented in
3Roughly speaking, a Markov Chain is a transition system where transitions are labeled with probability
values. For a given state, the sum of the values for all outgoing transitions must be less or equal to one.
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a : 1
b : 1
c : 1
a : 1
b : 0
c : 1
(a) A symbolic transition system Symb for V = {a, b, c},
where the domain of a, c is 1 and the domain of b is {0, 1}, b
is the probabilistic input and the set of runs is given by ((a =
1, b = 1, c = 1) ∪ (a = 1, b = 0, c = 1))ω .
a : 1
c : 1
b : 0
b : 1
(b) The split Symb′′ for Symb.
Figure 4: A symbolic transition system and its split.
b : 1
b : 0
1/2
1/2
3/4
2/3
1/4
1/3
init
(a) A Markov Chain for the distribution
over variables in P.
a : 1
c : 1
a : 1
c : 1
a : 1
c : 1
1/4
1/3
2/3
b : 1
b : 0
3/4
1/2
1/2
(b) A MDP for the product between the Markov chain in
Figure 5(a) and the transition system in Figure 4(b).
Figure 5: The product of a splitted symbolic transition system with a Markov Chain.
the LIQUOR toolset [8]. Indeed, this technique allows to compute the mini-
mal4 probability for a Markov decision process to satisfy a property which is
represented with a Bu¨chi automaton. We can thus consider assumptions and
guarantees represented with logical formalism that have a translation to Bu¨chi
automata, e.g., ETL [28].
• A-Satisfaction with level m and discount factor d. The DCTL logic can also
be interpreted over MDPs. The synchronous product of Definition 16 easily
extends to MDPs. The product between a MDP and an automaton can be inter-
preted as a MDP. We can thus use the labelling technique with propositions that
was proposed for the nonprobabilistic case (assuming that the states of the au-
tomaton have also been splitted (see the split for transition system)). For a given
scheduler (which transforms the MDP into a Markov chain), we can compute the
expected value for the formula △d p. We then compute the minimum between
the expected values for all schedulers and check whether it is greater than m.
More details about model checking DCTL over MDPs can be found in Section
2.2 of [12]. The overall formula we model check is ∀E[△d p], where E states
for “expected value”.
We observe that probabilistic refinement and quotient can be checked with a tech-
nique similar to the one we propose for P-R-Satisfaction.
4With respect to a given scheduler.
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6 Conclusion
We have proposed a new theory for (probabilistic) contracts, which extends the one we
developed for the European project SPEEDS [23]. The new contributions are : (1) a
theory for quotients and availability, (2) a treatment of the probabilistic aspects and (3)
a discussion on effective symbolic representations.
We are currently implementing the non probabilistic approach in the SPIN toolset [24]
and we plan to implement the probabilistic approach in the LIQUOR toolset [8]. To this
purpose, we will have to implement algorithms from [12] and enrich PROMELA [20]
and PROBMELA [4] languages with compositional reasoning operators.
In addition to implementation, there are various other directions for future research.
A first direction is to develop a notion of qualitative refinement that is compatible with
A-satisfaction. We also plan to consider other symbolic representations such as visi-
bly pushdown systems [15]. Considering such representations will require new DCTL
model checking algorithms. Finally, we will extend our results to the timed setting.
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7 Preliminaries on finite automata
Let Σ be an alphabet. A finite word over Σ is a mapping w : {0, . . . , n − 1} → Σ.
An infinite word (or ω-word) w over Σ is a mapping w : N → Σ. An automaton is a
tuple A = (Σ, Q,Q0, δ, F ), where Σ is a finite alphabet, Q is a set of states, Q0 ∈ Q
is the set of initial states, δ : Q × Σ → 2Q is a transition function (δ : Q × Σ → Q
if the automaton is deterministic), and F ⊆ Q is a set of accepting states. A finite run
of A on a finite word w : {0, . . ., n− 1}→Σ is a labeling ρ : {0, . . ., n}→Q such that
ρ(0) ∈ Q0, and (∀0≤ i≤n− 1)(ρ(i+1) ∈ δ(ρ(i), w(i))). A finite run ρ is accepting
for w if ρ(n) ∈ F . An infinite run of A on an infinite word w : N→Σ is a labeling
ρ : N→Q such that ρ(0) ∈ Q0, and (∀0≤ i)(ρ(i + 1) ∈ δ(w(i), ρ(i)). An infinite run
ρ is accepting for w with the Bu¨chi condition if inf (ρ)∩F 6= ∅, where inf (ρ) is the set
of states that are visited infinitely often by ρ.
We distinguish between finite-word automata that are finite automata accepting finite
words, and Bu¨chi automata [6] that are finite automata accepting infinite words. A
finite-word automaton accepts a finite word w if there exists an accepting finite run for
w in this automaton. A Bu¨chi automaton accepts an infinite word w if there exists an
accepting infinite run for w in this automaton. The set of words accepted by A is called
the language accepted by A, and is denoted by L(A). Finite-word and Bu¨chi automata
are closed under intersection, union, and complementation. Inclusion and emptiness
are also decidable.
8 Properties common to all proofs
In this section, we recap properties and Lemmas that will be used in all proofs.
Property 1 Let E1 and E2 be two sets of runs over P . We have:
P(¬(E1 ∩ E2)) ≤ P(¬E1) + P(¬E2)
⇒ 1− P(E1 ∩ E2) ≤ (1− P(E1)) + (1− P(E2))
⇒ P(E1 ∩ E2) ≥ P(E1) + P(E2)− 1. (1)
Property 2 Consider V ⊆ V ′ ⊆ V ′′ three sets of variables and E and E′′ two sets of
runs over V and V ′′ respectively. We have:
(E ↑V
′
) ↑V
′′
= E ↑V
′′
; (2)
(E ↑V
′′
) ↓V ′ = E ↑
V ′ ; (3)
(E′′ ↓V ′) ↓V = E ↓V ; (4)
w ∈ E′′ ⇒ w ↓V ∈ E
′′ ↓V ; (5)
w ∈ E ⇒ w ↑V
′
⊆ E ↑V
′
. (6)
Lemma 1 Consider S = (U,Ω) a P-receptive system, f ∈ Sched(S) a scheduler of S
and U ′ a set of variables. We have:
P ⊆ U ′ ⊆ U ⇒ f ↓U ′ :
{
[P ]∞ → S ↓U ′
w 7→ f(w) ↓U ′
}
∈ Sched(S ↓U ′).
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Proof :
Let f ′ = f ↓U ′ . By definition, f ′ : [P ]∗ → S ↓U ′ . Nonsider now w ∈ [P ]∗ and
w′ < w. Since w′ < w, we have f(w′) < f(w). As a consequence, f ′(w′) < f ′(w).
Moreover, f(w) ↓P= w and P ⊆ U ′, thus by (4), (f(w) ↓U ′) ↓P= w.
Lemma 2 Consider S = (U,Ω) a P-receptive system, f ∈ Sched(S) a scheduler of S
andU ′ andU ′′ two sets of variables. If P ⊆ U ′ ⊆ U , P ⊆ U ′′ ⊆ U andU ′∪U ′′ = U ,
then
∀w ∈ (P )∞, f ↓U ′ (w) ∩ f ↓U ′′ (w) = {f(w)}.
Proof :
Let w′ = f ↓V ′ (w) and w′′ = f ↓V ′′ (w). w, w′ and w′′ are such that ∀i ∈
N, ∀v ∈ V ′, f(w)(i)(v) = w′(i)(v) and ∀i ∈ N, ∀v ∈ V ′′, f(w)(i)(v) = w′′(i)(v).
Moreover, because w′ and w′′ are both projections of f(w), ∀i ∈ N, ∀v ∈ V ′ ∩
V ′′, f(w)(i)(v) = w′(i)(v) = w′′(i)(v).
Now, consider w0 ∈ f ↓V ′ (w) ∩ f ↓V ′′ (w). Since w0 ∈ (f ↓V ′ (w)) ↑V , we have
w0 ↓V ′= w′. Thus ∀i ∈ N, ∀v ∈ V ′, w0(i)(v) = w′(i)(v) = f(w)(i)(v).
Similarly, since w0 ∈ (f ↓V ′′ (w)) ↑V , we have ∀i ∈ N, ∀v ∈ V ′, w0(i)(v) =
w′′(i)(v) = f(w)(i)(v).
Finally, ∀i ∈ N, ∀v ∈ V = V ′ ∪ V ′′, w′′(i)(v) = f(w)(i)(v), thus w′′ = f(w).
Lemma 3 Consider S = (U,Ω) and S′ = (U,Ω′) two systems over the same set of
variables U . If S and S′ are P-receptive and if S′ is prefix-closed, then
∀f ∈ Sched(S), ∃f ′ ∈ Sched(S′) s.t. ∀w ∈ [P ]∗, f(w) ∈ S′ ⇒ f ′(w) = f(w).
Proof :
Consider f ∈ Sched(S) and let f ′ : [P ]∗ → S′ such that :

f ′(ε) = ε
f ′(w.σ) = f(w.σ) if f(w.σ) ∈ S′
f ′(w.σ) = f ′(w).σ′ s.t. f ′(w).σ′ ∈ S′ and σ′ ↓P= σ.
First of all, since S′ is prefix-closed, if f(w) ∈ S′, then for all w′ < w, f(w′) ∈ S′,
and as a consequence f ′(w′) = f(w′). Moreover, since S′ is P-receptive, if f ′(w) ∈
S′, then for all σ ∈ P → D, there exists σ′ ∈ U → D such that σ′ ↓P= σ and
f ′(w).σ′ ∈ S′. This ensures that the definition of f ′ is coherent.
We will now prove by induction that f ′ ∈ Sched(S′).
• f ′(ε) = ε satisfies the prefix property.
• Let w ∈ [P ]k and w′ < w. Suppose that f ′(w′) < f ′(w). Let σ ∈ P → D.
– If f(w.σ) ∈ S′, then f ′(w.σ) = f(w.σ) and ∀w′′ < w, f ′(w′′) = f(w′′).
Since f is a scheduler, we have f(w′) < f(w.σ).
– Else, f ′(w.σ) = f ′(w).σ′ and as a consequence, f ′(w′) < f ′(w) <
f ′(w).σ′.
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9 Proof of Theorem 2
For the sake of simplicity, we will consider that k = ω. The proofs for k < ω are
simpler versions of the ones presented here.
1. Proof :
Let S = (U,Ω) = S1 ∩ S2 and C = (V,A,G) = C1 ‖ C2. Since C1 and C2
are contracts in canonical form, we have G1 = G1 ∪¬A1 and G2 = G2 ∪¬A2.
Similarly, since composition preserves canonicity, we have G = G ∪ ¬A.
Consider w ∈ ((S1 ↑U1∪U2 ∩S2 ↑U1∪U2) ↑U∪V )|k. Let w1 = w ↓U1∪V1 and
w2 = w ↓U2∪V2 . By (5), we have
w1 ∈ (((S1 ↑
U1∪U2) ↑U∪V ))|k ↓U1∪V1 . By (2) and (3), this implies that w1 ∈
(S1 ↑U1∪V1)|k. Similarly, we also have w2 ∈ (S2 ↑U2∪V2)|k.
Consider t ≤ k and i ≤ t. By definition, if ϕC↑U∪Vw (i) = 0, then w[0,i] /∈
G ↑U∪V . By (6), we deduce [(w1[0,i] /∈ G1 ↑U1∪V1) ∨ (w2[0,i] /∈ G2 ↑U2∪V2)].
As a consequence,
ϕC↑
U∪V
w (i) ≥ ϕ
C1↑
U1∪V1
w1
(i) + ϕC2↑
U2∪V2
w2
(i)− 1
⇒ ∀t ≤ k, D
(t,d)
C↑U∪V
(w) ≥ D
(t,d)
C1↑U1∪V1
(w1) +D
(t,d)
C2↑U2∪V2
(w2)− 1
⇒ lim inf
t→k
D
(t,d)
C↑U∪V
(w) ≥ lim inf
t→k
D
(t,d)
C1↑U1∪V1
(w1)+lim inf
t→k
D
(t,d)
C2↑U2∪V2
(w2)−1.
By hypothesis, we have


lim inf
t→k
D
(t,d)
C1↑U1∪V1
(w1) ≥ m1
lim inf
t→k
D
(t,d)
C2↑U2∪V2
(w2) ≥ m2.
As a consequence,
lim inf
t→k
D
(t,d)
C↑U∪V
(w) ≥ m1 +m2 − 1.
Finally,
∀w ∈ (S ↑U∪V )|k, lim inf
t→k
D
(t,d)
C↑U∪V
(w) ≥ m1 +m2 − 1
⇒ min
w∈(S↑U∪V )|k
lim inf
t→k
D
(t,d)
C↑U∪V
(w) ≥ m1 +m2 − 1.
2. Proof :
LetC = (V,A,G) = C1∧C2. SinceC1 andC2 are contracts in canonical form,
we have G1 = G1 ∪ ¬A1 and G2 = G2 ∪ ¬A2. Similarly, since conjunction
preserves canonicity, we have G = G ∪ ¬A.
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Consider w ∈ (S1 ↑U1∪V )|k. Let w1 = w ↓U1∪V1 and w2 = w ↓U1∪V2 . By
(5), we have w1 ∈ ((S1 ↑U1∪V ))|k ↓U1∪V1 . By (3), this implies that w1 ∈
(S1 ↑U1∪V1)|k. Similarly, we also have w2 ∈ (S1 ↑U1∪V2)|k.
Consider t ≤ k and i ≤ t. By definition, if ϕC↑U1∪Vw (i) = 0, then w[0,i] /∈
G ↑U1∪V . By (6), we deduce [(w1[0,i] /∈ G1 ↑U1∪V1) ∨ (w2[0,i] /∈ G2 ↑U1∪V2)].
As a consequence,
ϕC↑
U1∪V
w (i) ≥ ϕ
C1↑
U1∪V1
w1
(i) + ϕC2↑
U1∪V2
w2
(i)− 1
⇒ ∀t ≤ k, D
(t,d)
C↑U1∪V
(w) ≥ D
(t,d)
C1↑U1∪V1
(w1) +D
(t,d)
C2↑U1∪V2
(w2)− 1
⇒ lim inf
t→k
D
(t,d)
C↑U1∪V
(w) ≥ lim inf
t→k
D
(t,d)
C1↑U1∪V1
(w1)+lim inf
t→k
D
(t,d)
C2↑U1∪V2
(w2)−1.
By hypothesis, we have


lim inf
t→k
D
(t,d)
C1↑U1∪V1
(w1) ≥ m1
lim inf
t→k
D
(t,d)
C2↑U1∪V2
(w2) ≥ m2.
As a consequence,
lim inf
t→k
D
(t,d)
C↑U1∪V
(w) ≥ m1 +m2 − 1.
Finally,
∀w ∈ (S1 ↑
U1∪V )|k, lim inf
t→k
D
(t,d)
C↑U1∪V
(w) ≥ m1 +m2 − 1
⇒ min
w∈(S1↑U1∪V )|k
lim inf
t→k
D
(t,d)
C↑U1∪V
(w) ≥ m1 +m2 − 1.
3. Proof :
Consider w ∈ (S1 ↑U1∪V2)|k. Let w′ ∈ w ↑U1∪V1∪V2 and w1 = w′ ↓U1∪V1 . By
(2) and (3), we have w1 ∈ (S1 ↑U1∪V1)|k.
Consider now t ≤ k and i ≤ t. By definition, ϕC1↑U1∪V1w1 (i) = 1 ⇐⇒
w1[0,i] ∈ (G1 ∪ ¬A1) ↑
U1∪V1
. By hypothesis, ((G1 ∪ ¬A1) ↑V1∪V2)|≤k ⊆
((G2 ∪ ¬A2) ↑V1∪V2)|≤k. Thus, by (6), ((G1 ∪ ¬A1) ↑U1∪V1∪V2)|≤k ⊆
((G2 ∪ ¬A2) ↑
U1∪V1∪V2)|≤k. If ϕC1↑U1∪V1w1 (i) = 1, then
w1[0,i] ∈ ((G1 ∪ ¬A1) ↑
U1∪V1)|≤k
⇒ w1[0, i] ↑
U1∪V1∪V2⊆ ((G1 ∪ ¬A1) ↑
U1∪V1∪V2)|≤k ⊆ ((G2 ∪ ¬A2) ↑
U1∪V1∪V2)|≤k
⇒ w′[0,i] ∈ (G2 ∪ ¬A2) ↑
U1∪V1∪V2
⇒ w′[0,i] ↓U1∪V2∈ (G2 ∪ ¬A2) ↑
U1∪V1∪V2↓U1∪V2 by (5)
⇒ w[0,i] ∈ (G2 ∪ ¬A2) ↑
U1∪V2 by (3)
⇒ ϕC2↑
U1∪V2
w (i) = 1. INRIA
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Thus,
∀t ≤ k, ∀i ≤ t, ϕC2↑
U1∪V2
w (i) ≥ ϕ
C1↑
U1∪V1
w1
(i)
⇒ ∀t ≤ k, Dt,d
C2↑U1∪V2
(w) ≥ Dt,d
C1↑U1∪V1
(w1)
⇒ lim inf
t→k
Dt,d
C2↑U1∪V2
(w) ≥ lim inf
t→k
Dt,d
C1↑U1∪V1
(w1).
By hypothesis,
lim inf
t→k
Dt,d
C1↑U1∪V1
(w1) ≥ m.
As a consequence,
∀w ∈ (S1 ↑
U1∪V2)|k, lim inf
t→k
Dt,d
C2↑U1∪V2
(w) ≥ m
⇒ min
w∈(S1↑U1∪V2 )|k
lim inf
t→k
Dt,d
C2↑U1∪V2
(w) ≥ m.
10 Proof of Theorem 3
Proof :
1. C2 ∈ C|R(τ)C1 :
Consider S1 and S2 two systems such that S1 |=R(τ) C1 and S2 |=R(τ) C2.
By theorem 1, we have S1 ∩ S2 |=R(τ) C1 ‖ C2 = C′. After simplifications,
C′ = (V,¬G∪¬G1, G∩G1). By definition, (S1∩S2)|(≤τ) ⊆ G∩G1∪¬(¬G∪
¬G1) = G ∩G1 ⊆ G ∪ ¬A. Thus S1 ∩ S2 |=R(τ) C.
2. ∀C′ ∈ C|R(τ)C1 , C
′ (≤τ) C2:
Let C′ = (V ′, A′, G′) ∈ C|R(τ)C1 . Consider S
′ = (V ′, G′), S1 = (V1, G1) and
S2 = (V
′,¬A′). We have S′ |=R(τ) C′ and S1 |=R(τ) C1. By definition, we
thus have S′ ∩ S1 |=R(τ) C, and as a consequence, (G′ ↑V1 ∩G1)|≤τ ⊆ G.
Thus (G′ ↑V1)|≤τ ⊆ G ∪ ¬G1.
Moreover, since S2 |=R(τ) C′, we have [(¬A′) ↑V1 ∩G1]|≤τ ⊆ G. This implies
[(¬A′) ↑V1 ]|≤τ ⊆ G ∪ ¬G1, and hence [¬G ∩G1]|≤τ ⊆ A′ ↑V1 .
11 Proof of Theorem 4
Proof :
Consider two systems S1 and S2 such that S1 |=A(τ)d,x C1 and S2 |=
A(τ)
d,α+1−x C2. By
theorem 2, we have S1 ∩ S2 |=A(τ)d,α C1 ‖ C2 = C′. After simplifications, C′ =
(V,¬G1 ∪ ¬G,G1 ∩G).
By definition, ∀w ∈ ((S1 ∩ S2) ↑V )|τ , ∀i ≤ t ≤ τ , ϕC′w (i) = 1 ⇒ w[0,i] ∈
(G1 ∩G) ⇒ w[0,i] ∈ (G ∪ ¬A)⇒ ϕ
C
w(i) = 1. As a consequence,
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∀w ∈ ((S1 ∩ S2) ↑
V )|τ , ∀i ≤ τ, ϕCw ≥ ϕ
C′
w
⇒∀t ≤ τ, ∀w ∈ ((S1 ∩ S2) ↑
V )|τ , Dt,dC (w) ≥ D
t,d
C′ (w)
⇒S1 ∩ S2 |=
A(τ)
d,α C.
12 Proof of Theorem 5
1. Proof :
Let S = (U,Ω) = S1 ∩ S2 and C = (V,A,G) = C1 ‖ C2. Since C1 and C2 are
in canonical form and since composition preserves canonicity, we will consider
that G1 = G1 ∪ ¬A1, G2 = G2 ∪ ¬A2 and G = G ∪ ¬A.
Consider f ∈ Sched(S ↑U∪V ). Since S1 and S2 are P-compatible, f is defined
over all runs in [P ]k. Moreover, since S = (S1 ↑U1∪U2)∩ (S2 ↑U1∪U2), we have
(f ∈ Sched((S1 ↑U1∪U2) ↑U∪V )) ∧ (f ∈ Sched((S2 ↑U1∪U2) ↑U∪V )).
⇒ (f ∈ Sched(S1 ↑
U∪V )) ∧ (f ∈ Sched(S2 ↑
U∪V )) by (2).
Let f1 = f ↓U1∪V1 and f2 = f ↓U2∪V2 . By Lemma 1, we have{
∧
(f1 ∈ Sched((S1 ↑
U∪V ) ↓U1∪V1))
(f2 ∈ Sched((S2 ↑
U∪V ) ↓U2∪V2))
⇒ (f1 ∈ Sched(S1 ↑
U1∪V1) ∧ (f2 ∈ Sched(S2 ↑
U2∪V2)) by (3).
Consider noww ∈ [P ]k. If f1(w) ∈ G1 ↑U1∪V1 , then by (6) and (2), f1(w) ↑U∪V⊆
G1 ↑
U∪V
. Similarly, if f2(w) ∈ G2 ↑U2∪V2 , then f2(w) ↑U∪V⊆ G2 ↑U∪V . As
a consequence, f1(w) ↑U∪V ∩f2(w) ↑U∪V⊆ (G1 ∩G2) ↑U∪V , and, by Lemma
2, f(w) ∈ (G1 ∩G2) ↑U∪V . As a consequence,
E1︷ ︸︸ ︷
[f1([P ]
k) ∩G1 ↑
U1∪V1 ] ↓P ∩
E2︷ ︸︸ ︷
[f2([P ]
k) ∩G2 ↑
U2∪V2 ] ↓P
⊆ [f([P ]k) ∩G ↑U∪V ] ↓P︸ ︷︷ ︸
E
.
This implies, by (1), that P(E) ≥ P(E1) + P(E2)− 1. Moreover, by hypothesis,{
P(E1) ≥ α
P(E2) ≥ β.
Thus, P(E) ≥ α+ β − 1 and
∀f ∈ Sched(S ↑U∪V ), P([f([P ]k) ∩G ↑U∪V ] ↓P ) ≥ α+ β − 1.
⇒ inf
f∈Sched(S↑U∪V )
P([f([P ]k) ∩G ↑U∪V ] ↓P ) ≥ α+ β − 1.
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2. Proof :
We will use C = (V,A,G) = C1∧C2. Since C1 and C2 are in canonical form and
since conjunction preserves canonicity, we will consider that G1 = G1 ∪ ¬A1,
G2 = G2 ∪ ¬A2 and G = G ∪ ¬A.
Consider f ∈ Sched(S ↑U∪V ). Since S is P-receptive, f is defined over all runs
in [P ]k.
Let f1 = f ↓U∪V1 and f2 = f ↓U∪V2 . By Lemma 1, we have{
∧
(f1 ∈ Sched((S ↑
U∪V ) ↓U∪V1))
(f2 ∈ Sched((S ↑
U∪V ) ↓U∪V2))
⇒ (f1 ∈ Sched(S ↑
U∪V1) ∧ (f2 ∈ Sched(S ↑
U2∪V2)) by (3).
Consider noww ∈ [P ]k. If f1(w) ∈ G1 ↑U∪V1 , then by (6) and (2), f1(w) ↑U∪V⊆
G1 ↑U∪V . Similarly, if f2(w) ∈ G2 ↑U∪V2 , then f2(w) ↑U∪V⊆ G2 ↑U∪V . As
a consequence, f1(w) ↑U∪V ∩f2(w) ↑U∪V⊆ (G1 ∩G2) ↑U∪V , and, by Lemma
2, f(w) ∈ (G1 ∩G2) ↑U∪V . As a consequence,
E1︷ ︸︸ ︷
[f1([P ]
k) ∩G1 ↑
U∪V1 ] ↓P ∩
E2︷ ︸︸ ︷
[f2([P ]
k) ∩G2 ↑
U∪V2 ] ↓P
⊆ [f([P ]k) ∩G ↑U∪V ] ↓P︸ ︷︷ ︸
E
.
This implies, by (1), that P(E) ≥ P(E1) + P(E2)− 1. Moreover, by hypothesis,{
P(E1) ≥ α
P(E2) ≥ β.
Thus, P(E) ≥ α+ β − 1 and
∀f ∈ Sched(S ↑U∪V ), P([f([P ]k) ∩G ↑U∪V ] ↓P ) ≥ α+ β − 1
⇒ inf
f∈Sched(S↑U∪V )
P([f([P ]k) ∩G ↑U∪V ] ↓P ) ≥ α+ β − 1.
13 Proof of Theorem 6
For the sake of simplicity, we will consider that k = ω. The proofs for k < ω are
simpler versions of the ones presented here.
1. Proof :
Let S = (U,Ω) = S1 ∩ S2 and C = (V,A,G) = C1 ‖ C2.Since C1 and C2 are
in canonical form and since composition preserves canonicity, we will consider
that G1 = G1 ∪ ¬A1, G2 = G2 ∪ ¬A2 and G = G ∪ ¬A.
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Consider f ∈ Sched(S ↑U∪V ). Since S1 and S2 are P-compatible, f is defined
over all runs in [P ]k. Moreover, since S = (S1 ↑U1∪U2)∩(S2 ↑U1∪U2), it is clear
that (f ∈ Sched((S1 ↑U1∪U2) ↑U∪V )) ∧ (f ∈ Sched((S2 ↑U1∪U2) ↑U∪V )).
⇒ (f ∈ Sched(S1 ↑
U∪V )) ∧ (f ∈ Sched(S2 ↑
U∪V )) by (2).
Let f1 = f ↓U1∪V1 and f2 = f ↓U2∪V2 . By Lemma 1, we have
⇒
{
∧
(f1 ∈ Sched((S1 ↑
U∪V ) ↓U1∪V1))
(f2 ∈ Sched((S2 ↑
U∪V ) ↓U2∪V2))
⇒ (f1 ∈ Sched(S1 ↑
U1∪V1) ∧ (f2 ∈ Sched(S2 ↑
U2∪V2)) by (3).
Consider w ∈ [P ]k, t ≤ k and i ≤ t. If ϕC↑U∪V
f(w) (i) = 0, then f(w)[0,i] /∈
G ↑U∪V . By (6) and (3), we deduce that [(f1(w)[0,i] /∈ G1 ↑U1∪V1)∨(f2(w)[0,i] /∈
G2 ↑U2∪V2)]. As a consequence,
ϕC↑
U∪V
f(w) (i) ≥ ϕ
C1↑
U1∪V1
f1(w)
(i) + ϕC2↑
U2∪V2
f2(w)
(i)− 1
⇒ ∀t ≤ k, D
(t,d)
C↑U∪V
(f(w)) ≥ D
(t,d)
C1↑U1∪V1
(f1(w)) +D
(t,d)
C2↑U2∪V2
(f2(w)) − 1
⇒ lim inf
t→k
D
(t,d)
C↑U∪V
(f(w)) ≥ lim inf
t→k
D
(t,d)
C1↑U1∪V1
(f1(w))
+ lim inf
t→k
D
(t,d)
C2↑U2∪V2
(f2(w))
− 1.
As a consequence,
∀w ∈ [P ]k, lim inf
t→k
D
(t,d)
C↑U∪V
(f(w)) ≥ lim inf
t→k
D
(t,d)
C1↑U1∪V1
(f1(w))
+ lim inf
t→k
D
(t,d)
C2↑U2∪V2
(f2(w))
− 1
⇒
∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C↑U∪V (f(w))dw ≥∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C1↑U1∪V1
(f1(w))dw
+
∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C2↑U2∪V2
(f2(w))dw
− 1.
By hypothesis, we have
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

∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C1↑U1∪V1
(f1(w))dw ≥ α∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C2↑U2∪V2
(f2(w))dw ≥ β.
Thus,
∀f ∈ Sched(S ↑U∪V ),
∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C↑U∪V
(f(w))dw ≥ α+ β − 1
⇒ inf
f∈Sched(S↑U∪V )
∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C↑U∪V
(f(w))dw ≥ α+ β − 1.
2. Proof :
Let C = (V,A,G) = C1 ∧ C2.Since C1 and C2 are in canonical form and since
conjunction preserves canonicity, we will consider that G1 = G1 ∪ ¬A1, G2 =
G2 ∪ ¬A2 and G = G ∪ ¬A.
Consider f ∈ Sched(S ↑U∪V ). Since S is P-receptive, f is defined over all runs
in [P ]k. Let f1 = f ↓U∪V1 and f2 = f ↓U∪V2 . By Lemma 1, we have
⇒
{
∧
(f1 ∈ Sched((S ↑
U∪V ) ↓U∪V1))
(f2 ∈ Sched((S ↑
U∪V ) ↓U∪V2))
⇒ (f1 ∈ Sched(S ↑
U∪V1) ∧ (f2 ∈ Sched(S ↑
U∪V2)) by (3).
Consider w ∈ [P ]k, t ≤ k and i ≤ t. If ϕC↑U∪V
f(w) (i) = 0, then f(w)[0,i] /∈
G ↑U∪V . By (6) and (3), we deduce that [(f1(w)[0,i] /∈ G1 ↑U∪V1)∨(f2(w)[0,i] /∈
G2 ↑
U∪V2)]. As a consequence,
ϕC↑
U∪V
f(w) (i) ≥ ϕ
C1↑
U∪V1
f1(w)
(i) + ϕC2↑
U∪V2
f2(w)
(i)− 1
⇒ ∀t ≤ k, D
(t,d)
C↑U∪V
(f(w)) ≥ D
(t,d)
C1↑U∪V1
(f1(w)) +D
(t,d)
C2↑U∪V2
(f2(w)) − 1
⇒ lim inf
t→k
D
(t,d)
C↑U∪V (f(w)) ≥ lim inft→k
D
(t,d)
C1↑U∪V1
(f1(w))
+ lim inf
t→k
D
(t,d)
C2↑U∪V2
(f2(w))
− 1.
As a consequence,
∀w ∈ [P ]k, lim inf
t→k
D
(t,d)
C↑U∪V
(f(w)) ≥ lim inf
t→k
D
(t,d)
C1↑U∪V1
(f1(w))
+ lim inf
t→k
D
(t,d)
C2↑U∪V2
(f2(w))
− 1
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⇒
∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C↑U∪V
(f(w))dw ≥∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C1↑U∪V1
(f1(w))dw
+
∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C2↑U∪V2
(f2(w))dw
− 1.
By hypothesis, we have


∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C1↑U∪V1
(f1(w))dw ≥ α∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C2↑U∪V2
(f2(w))dw ≥ β.
Thus,
∀f ∈ Sched(S ↑U∪V ),
∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C↑U∪V
(f(w))dw ≥ α+ β − 1
⇒ inf
f∈Sched(S↑U∪V )
∫
w∈[P ]k
P(w) · lim inf
t→k
D
(t,d)
C↑U∪V
(f(w))dw ≥ α+ β − 1.
14 Proof of Theorem 7
Proof :
Consider f ∈ Sched(S ↑U∪V2). By Lemma 1, there exists f ′ ∈ Sched(S ↑U∪V1∪V2)
such that f ′ ↓U∪V2= f . Let f1 = f ′ ↓U∪V1 . By Lemma 1, we have f1 ∈ Sched(S ↑U∪V1
). Lemma 3 states that there exists f ′2 ∈ Sched((G1 ∪ ¬A1) ↑U∪V1∪V2) such that
∀w ∈ [P ]∗, f ′(w) ∈ (G1 ∪ ¬A1) ↑U∪V1∪V2⇒ f ′2(w) = f
′(w). Let f2 = f ′2 ↓V1∪V2 .
By Lemma 1, we have f2 ∈ Sched((G1 ∪ ¬A1) ↑V1∪V2 .
Consider w ∈ [P ]k. If f1(w) ∈ (G1 ∪ ¬A1) ↑U∪V1 , then by (6), f ′(w) ∈ (G1 ∪
¬A1) ↑U∪V1∪V2⇒ f ′2(w) = f
′(w). Moreover, if f2(w) ∈ (G2∪¬A2) ↑ V1 ∪ V2, then
by (6), f ′2(w) ∈ (G2 ∪ ¬A2) ↑U∪V1∪V2 . Thus,
f ′(w) ∈ (G2 ∪ ¬A2) ↑
U∪V1∪V2
⇒ f(w) ∈ (G2 ∪ ¬A2) ↑
U∪V2 by (5).
As a consequence,
E1︷ ︸︸ ︷
[f1([P ]
k) ∩ (G1 ∪ ¬A1) ↑
U∪V1 ] ↓P ∩
E2︷ ︸︸ ︷
[f2([P ]
k) ∩ (G2 ∪ ¬A2) ↑
V1∪V2 ] ↓P
⊆
︷ ︸︸ ︷
[f([P ]k) ∩ (G2 ∪ ¬A2) ↑
U∪V2 ] ↓P
E
.
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This implies, by (1), that P(E) ≥ P(E1) + P(E2)− 1. Moreover, by hypothesis,{
P(E1) ≥ α
P(E2) ≥ β.
Thus, P(E) ≥ α+ β − 1 and
∀f ∈ Sched(S ↑U∪V2), P([f([P ]k) ∩ (G2 ∪ ¬A2) ↑
U∪V2 ] ↓P ) ≥ α+ β − 1
⇒ inf
f∈Sched(S↑U∪V2 )
P([f([P ]k) ∩ (G2 ∪ ¬A2) ↑
U∪V2 ] ↓P ) ≥ α+ β − 1.
15 Proof of Theorem 8
For the sake of simplicity, we will consider that k = ω. The proof for k < ω is a
simpler version of the one presented here.
Proof :
Consider f ∈ Sched(S ↑U∪V2). By Lemma 1, there exists f ′ ∈ Sched(S ↑U∪V1∪V2)
such that f ′ ↓U∪V2= f . Let f1 = f ′ ↓U∪V1 . By Lemma 1 again, we have f1 ∈
Sched(S ↑U∪V1). Consider noww ∈ [P ]k, t ≤ k and i ≤ t. By definition,ϕC1↑U∪V1
f1(w)
(i) =
1 ⇐⇒ f1(w)[0,i] ∈ (G1 ∪ ¬A1) ↑
U∪V1
. By hypothesis,
((G1 ∪ ¬A1) ↑
V1∪V2)|≤k ⊆ ((G2 ∪ ¬A2) ↑
V1∪V2)|≤k.
Thus, by (6),
((G1 ∪ ¬A1) ↑
U∪V1∪V2)|≤k ⊆ ((G2 ∪ ¬A2) ↑
U∪V1∪V2)|≤k.
If ϕC1↑U∪V1
f1(w)
(i) = 1, then
f1(w)[0,i] ∈ ((G1 ∪ ¬A1) ↑
U∪V1)|≤k
⇒ f1(w)w[0, i] ↑
U∪V1∪V2⊆ ((G1 ∪ ¬A1) ↑
U∪V1∪V2)|≤k ⊆ ((G2 ∪ ¬A2) ↑
U∪V1∪V2)|≤k
⇒ f ′(w)[0,i] ∈ (G2 ∪ ¬A2) ↑
U∪V1∪V2
⇒ f ′(w)[0,i] ↓U∪V2∈ (G2 ∪ ¬A2) ↑
U∪V1∪V2↓U∪V2 by (5)
⇒ f(w)[0,i] ∈ (G2 ∪ ¬A2) ↑
U∪V2 by (3)
⇒ ϕC2↑
U∪V2
f(w) (i) = 1.
Thus,
∀t ≤ k, ∀i ≤ t, ϕC2↑
U∪V2
f(w) (i) ≥ ϕ
C1↑
U∪V1
f1(w)
(i)
⇒ ∀t ≤ k, Dt,d
C2↑U∪V2
(f(w)) ≥ Dt,d
C1↑U∪V1
(f1(w))
⇒ lim inf
t→k
Dt,d
C2↑U∪V2
(f(w)) ≥ lim inf
t→k
Dt,d
C1↑U∪V1
(f1(w)).
By hypothesis,
lim inf
t→k
Dt,d
C1↑U∪V1
(f1(w)) ≥ α.
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As a consequence,
∀w ∈ [P ]k, lim inf
t→k
Dt,d
C2↑U∪V2
(f(w)) ≥ m
⇒
∫
w∈[P ]k
P(w) · lim inf
t→k
Dt,d
C2↑U∪V2
(f(w))dw ≥ m.
Finally,
∀f ∈ Sched(S ↑U∪V2),
∫
w∈[P ]k
P(w) · lim inf
t→k
Dt,d
C2↑U∪V2
(f(w))dw ≥ m
⇒ inf
f∈Sched(S↑U∪V2
∫
w∈[P ]k
P(w) · lim inf
t→k
Dt,d
C2↑U∪V2
(f(w))dw ≥ m.
16 Proof of Theorem 9
Proof :
Consider two systems S1 and S2 such that S1 ||=R(τ)x C1 and S2 ||=
R(τ)
α+1−x C2. By theo-
rem 5, we have S1 ∩ S2 ||=R(τ)α C1 ‖ C2 = C′. After simplifications, C′ = (V,¬G1 ∪
¬G,G1 ∩G).
Let f ∈ Sched(S1 ∩ S2 ↑V ), we have by definition
P([f([P ]k) ∩ (G1 ∩G) ↑
V ] ↓P ) ≥ α.
Moreover, G1 ∩G ⊆ G ∪ ¬A. As a consequence,
P([f([P ]k) ∩ (G ∪ ¬G1) ↑
V ] ↓P ) ≥ P([f([P ]
k) ∩ (G1 ∩G) ↑
V ] ↓P )
⇒P([f([P ]k) ∩ (G ∪ ¬G1) ↑
V ] ↓P ) ≥ α.
17 Proof of Theorem 10
Proof :
Consider two systems S1 and S2 such that S1 ||=A(τ)d,x C1 and S2 ||=
A(τ)
d,α+1−x C2. By
theorem 6, we have S1∩S2 ||=A(τ)d,α C1 ‖ C2 = C′. After simplifications, C′ = (V,¬G1∪
¬G,G1 ∩G).
By definition, ∀w ∈ [P ]τ , ∀f ∈ Sched((S1 ∩ S2) ↑V ), ∀i ≤ t ≤ τ , ϕC′f(w)(i) =
1 ⇒ f(w)[0,i] ∈ (G1 ∩ G) ⇒ f(w)[0,i] ∈ (G ∪ ¬A) ⇒ ϕ
C
f(w)(i) = 1. As a
consequence,
∀w ∈ [P ]k, ∀f ∈ Sched((S1 ∩ S2) ↑
V ), ∀i ≤ τ, ϕCf(w) ≥ ϕ
C′
f(w)
⇒∀t ≤ τ, ∀w ∈ [P ]k, ∀f ∈ Sched((S1 ∩ S2) ↑
V ), Dt,dC (f(w)) ≥ D
t,d
C′ (f(w))
⇒S1 ∩ S2 ||=
A(τ)
d,α C.
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