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Účelem této práce je vytvořit uživatelsky přívětivého klienta pro službu Twitter, využíva-
jícího metod strojového učení k doporučování zajímavých příspěvků uživateli na základě
jeho dosavadního chování. Klient nabízí klasické funkce poskytované obecně všemi klienty
a k tomu přidává funkčnost v podobě doporučování příspěvků a grafického znázornění ak-
tuálních příspěvků.
Abstract
The goal of this term project is create user friendly client of Twitter. They may use me-
thods of machine learning as naive bayes classifier to mentions new interests tweets. For
visualissation this tweets will be use hyperbolic trees and some others methods.
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V dnešní době kdy je nepřeberné množství informací na dosah pomocí pár kliknutí myší, in-
formace se na člověka valí z různých zdrojů a život se stává uspěchanějším, stoupá poptávka
po řešeních, která jsou zaměřena na konkrétního uživatele a dokáží mu tak drahocenný čas
ušetřit. Dobrým příkladem jsou internetové noviny, které obsahují mnoho informací z růz-
ných oborů. Bez použití jakékoliv z technik přizpůsobení jsou titulní strany pro každého
návštěvníka stejné. To má nevýhodu pro častého návštěvníka v tom případě, že jej neza-
jímají novinky ze všech oborů, ale jen vybrané zprávy týkající se jeho oblastí zájmu. Tím
přichází o čas a chuť dál články prohlížet. Pro výběr těch
”
správných“ článků či produktů
jsou využívány algoritmy strojového učení. Tyto algoritmy jsou popsány níže v kapitole
klasifikace (3).
Pokud jsme získali relevantní data, je potřeba je uživateli nějakým způsobem prezento-
vat. Způsob provedení je často rozhodující v tom, zda uživatel naši aplikaci bude či nebude
používat. Neexistuje jeden vzor jak uživateli data prezentovat, proto je potřeba znát možné
způsoby a z nich poté vybírat ty možnosti, které jsou pro náš účel nejvhodnější.
V této práci jsem se pokusil skloubit výše popsané záležitosti a cílem této práce je tedy
vytvořit nového klienta pro práci se službou Twitter1, který by se uživateli přizpůsoboval,
nabídl mu intuitivní ovládání a poskytl veškerý komfort k využívání této služby. Pro zvýšení
použitelnosti by měl klient nabídnout uživateli funkce nad rámec základních možností slu-
žby Twitter. Mezi tyto funkce patří automatické filtrování v časové línii uživatele (timeline)
a automatické vyhledávání příspěvků podle dosavadního chování uživatele ve formě dopo-
ručování. Dále by měl klient uživateli nabídnout přehlednou a jasnou prezentaci získaných
dat pro snazší orientaci v návaznosti jednotlivých příspěvků. K tomuto by měla být využita
některá z prostudovaných technik vizualizace dat (4).
V následující kapitole bude popsána samotná služba Twitter (2). Dále budou probrány
možnosti klasifikace dat (3). Na tuto kapitolu navazuje kapitola zabývající se možnostmi
vizualizace získaných dat (4). Po těchto teoretických kapitolách následují kapitoly zabývající
se vývojem samotného klienta. První z nich je kapitola zabývající se návrhem a pochopením
základních potřeb uživatele (6), za touto kapitolou následuje kapitola popisující samotnou
implementaci klienta (7) s funkčností vycházející z kapitoly předchozí. Poslední kapitolou





Twitter1 je mikroblogovací služba, umožňující svým (zaregistrovaným) uživatelům zveřejňo-
vat příspěvky o délce 140 znaků. Těmto příspěvkům se říká tweety. Příspěvky je možno
odesílat přes webový formulář přímo na stránkách služby, pomocí klientských programů
třetích stran, nebo pomocí mobilního telefonu a SMS. Příspěvky se zobrazují na profilové
stránce autora. Pokud autor neoznačil příspěvky jako privátní, mohou si je přečíst všichni
návštěvníci profilu a také všichni uživatelé, kteří mají autora zařazeného mezi sledované
osoby takzvané following. Autor může příspěvky označit za privátní a pokud jej chce jiný
uživatel sledovat, musí nejdříve zažádat o povolení sledování. Potom je již na autorovi,
zda žadateli umožní příspěvky číst či nikoliv. Jak bylo zmíněno, služba umožňuje uživateli
sledovat ostatní autory a přijímat jejich příspěvky. Příspěvky od ostatních autorů se zob-
razují uživateli v takzvané timeline, kterou tvoří sled chronologicky seřazených příspěvků
sledovaných autorů. Příspěvky nejsou nijak omezovány tématy a mohou mít jak osobní,
tak informativní charakter. Například když 15. ledna v roce 2009 nouzově přistálo leta-
dlo společnosti US Airways na řece Hudson, tak než stihla zareagovat jakákoliv média,
o této události informoval Janis Krums na svém profilu formou krátkého textu s přiloženou
fotografií z mobilního telefonu, viz [4].
2.1 Základní poskytované funkce
Kromě již zmíněné primární mikroblogovací funkce a možnosti sledovat ostatní autory,
Twitter poskytuje další doplňkové funkce. Mezi tyto funkce patří přeposílání příspěvků
(většinou) sledovaných autorů na svůj profil. Takto přeposlanému příspěvku se říká re-
tweet. Dále má uživatel možnost adresovat příspěvek konkrétnímu uživateli pomocí znaku
zavináč @ následovaného uživatelským jménem osloveného, mezerou a textem příspěvku,
takzvané mentions. Tyto příspěvky jsou normálně viditelné na autorově profilu na rozdíl
od zpráv, které si mohou uživatelé navzájem posílat. V originálním znění jsou to direct
messages a označují se jako DM. Pokud se uživateli líbí příspěvek některého autora, může
využít funkci favorites, kdy příspěvek označí hvězdičkou a ten se uloží mezi ostatní oblí-
bené. Twitter také nabízí možnost vyhledávání mezi příspěvky všech uživatelů, i těch, které
daný uživatel nesleduje. K vyhledávání se často využívají takzvané hashtags. Jde o klíčová
slova, která se používají ke spojování jednotlivých příspěvků do témat. Hashtag má jako
první znak #. Tyto zmiňované funkce jsou popsány níže. Jelikož služba není lokalizována




Příspěvek jiného autora, který je přeposlán uživatelem na vlastní profil. Twitter má pro









@autor“. Tyto případy platí, pokud příspěvek uživatel přebírá
a případně ještě připojuje vlastní komentář. Toto již původní funkce retweet neumí. Ni-
kde není napsáno, jak se má přebíraný příspěvek označovat, ale výše zmíněné způsoby se
všeobecně uznávají jako slušnost.
2.1.2 Mentions
Tento typ zprávy se využívá v případě, kdy uživatel (autor) chce vyznačit v příspěvku jiného
autora jako například tvůrce dané myšlenky, nebo pokud chce oslovit jiného uživatele tak,
aby konverzaci mohli sledovat i ostatní uživatelé. V posledním případě se tohoto způsobu
dá využít, pokud chce uživatel oslovit jiného uživatele, ale nemohl tak učinit pomocí zprávy
(direct message), protože jej daný uživatel nesleduje.
2.1.3 Direct messages
V tomto případě nejde o klasický příspěvek viditelný všem, ale o přímou, nebo také sou-
kromou zprávu, kterou vidí pouze odesílatel a adresát. Zpráva má omezení délky jako
standardní příspěvek tedy 140 znaků. Uživatel může poslat zprávu pouze uživatelům, kteří
jej sledují. To napomáhá k odstranění spamu touto formou.
2.1.4 Favorites
Favorites, nebo také oblíbené, jsou příspěvky, které uživatel označí za oblíbené a jsou archi-
vovány pro rychlé vrácení se k nim přes funkci Favorites. Dalším možným využitím je, když
uživatel využívá pro prohlížení Twitteru mobilní zařízení s mobilním internetem a konkrétní
příspěvek obsahuje externí odkaz, který by se takto otevíral dlouho. Uživatel si příspěvek
označí jako oblíbený, až se dostane k počítači a lepšímu připojení, může rychle příspěvek
najít v oblíbených a na obsah z externího odkazu se řádně podívat.
2.1.5 Vyhledávání
Jako jiné služby, také Twitter umožňuje vyhledávání. Je možno vyhledávat buď pomocí
funkce vyhledávání (search), nebo pomocí rozkliknutí hashtagu viz (2.1.6) obsaženého
v příspěvku. V prvním případě se uživateli zobrazí všechny příspěvky obsahující hledaný
řetězec. Řetězec je hledán jak v uživatelských jménech autorů, tak textech jednotlivých
příspěvků, i v hashtags příspěvků. Pokud vyhledávání dopadne úspěšně, vypíše se dvacet
nejnovějších příspěvků vyhovujících hledání. V druhém případě budou zobrazeny pouze
příspěvky obsahující daný hashtag.
2.1.6 Hashtags
Pokud autor příspěvku chce příspěvek zařadit do nějakého konkrétního kontextu, využije
hashtag pro dané téma. Mezi populární hashtagy patří pravidelně #followfriday, kdy jed-
notliví uživatelé doporučují svým sledovatelům (followers), kdo je podle nich zajímavým
autorem a koho také sledovat. Tento hashtag je celosvětově populární, a jak již z názvu vy-
plývá, používá se vždy v pátek. Dalším celosvětově oblíbeným hashtagem je #musicmonday.
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Ten se používá v pondělky a slouží k doporučování zajímavé hudby ostatním uživatelům.
Hashtagy se také hojně využívají při konání různých (technických) konferencí, kdy uživa-
telé, kteří se účastní konference a píší o tom příspěvky, připojují předem smluvený hashtag
do svých příspěvků. Ostatní účastníci si takto mohou přečíst názory ostatních. Například
při konání konference WebExpo, která se soustředí na technologie okolo webu, byl používán
hashtag #webexpo.
Tvar respektive text pro konkrétní hashtag není nikým nařízen, ale většinou je vytvořen




Pokud chceme nějakým způsobem přizpůsobovat obsah uživateli, musíme ho umět vyhod-
nocovat. Například vědět, jaká témata a zprávy jej zajímají. Pro klasifikaci získaných dat
jsou využívány níže popsané metody.
3.1 Rozhodovací stromy
Jedná se o graf stromové struktury, kdy vnitřní uzly testují hodnoty vybraného atributu
objektu a koncové uzly (listy) reprezentují třídu, do které daný objekt bude spadat. Atributy
musí nabývat diskrétních hodnot [6]. Rozhodovací stromy se používají tehdy, je-li počet
klasifikačních tříd předem znám a není příliš velký. Podmínky vnitřních uzlů jsou nastaveny
podle objektů, u kterých je známo do které třídy patří. Toto nastavení provádí buď ten,
kdo rozhodovací strom vytváří, nebo může být provedeno jiným algoritmem. Rozhodovací
stromy patří mezi algoritmy učení s učitelem.
Informace o rozhodovaném objektu jsou obvykle uloženy v tabulce, kde sloupce odpo-
vídají vnitřním uzlům.
Pro vytvoření rozhodovacího stromu se používá obecný algoritmus TDIDT (Top down
induction of decision trees - metoda ”rozděl a panuj”).
Algoritmus TDIDT:
1. vezmi jeden atribut jako kořen dílčího stromu
2. rozděl data na podmnožiny podle hodnot tohoto atributu
3. nepatří-li všechna data v podmnožině do téže třídy, pro tuto podmnožinu opakuj
postup od bodu 1.
Předpokladem pro tento obecný algoritmus je, že data jsou kategorizovatelná [17]. Aby
nedocházelo k takzvanému přeučení, využívá se techniky zvané prořezávání. Prořezávání
vede k redukci stromu (již nebude tak košatý a jeho hloubka bude menší) a to vede k větší
srozumitelnosti jako vedlejšímu efektu. Prořezávání může být vykonáváno již během gene-
rování stromu, takzvaný preprunning, kdy nejsou vytvářeny větve s malým významem pro
rozhodování, nebo může jít o prořezávání až po vygenerování stromu, takzvaný postprun-
ning. Do druhé kategorie patří metoda subtree replacement. Redukce spočívá v přeměně
nelistových uzlů na listy. Výsledný list je poté klasifikován do třídy, do které byly většinově
klasifikovány jeho původní listy. Tedy z podstromů se stávají pouhé listy. Tuto transformaci
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stromu je možno provádět díky tomu, že sice předpokládáme zvyšující se chybu u tréno-
vacích dat, ale u dat reálných doufáme v chybu menší. Druhý typ prořezávání, spadající
do postprunning, využívaný například u algoritmu C4.5, je takzvaný subtree raising, kdy se
uzel nahradí svým podstromem. V praxi je preferován postprunning.
Jako příklad rozhodovacího stromu si ukážeme případ, kdy se pomocí rozhodovacího
stromu pokoušíme odhadnout, zda si zákazník koupí nový počítač.
Obrázek 3.1: rozhodovací strom koupě PC převzato z [6]
Obecně nejsou algoritmy implementující různé formy rozhodovacího stromu vhodné pro
nestrukturovaná data.
3.1.1 ID3 algoritmus
Rekurzivně prochází a rozděluje obsah vzorku dat, dokud jednotlivé podskupiny nejsou
tvořeny pouze instancemi jedné třídy (podtřídy). Instancí mohou být například jednotlivá
slova či slovní spojení. Algoritmus se nedívá zpět a nezpochybňuje svá rozhodnutí.
Kořenový uzel se vybírá podle maximální hodnoty informačního zisku (Gain), pro


















−pi · log2pi (3.2)
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3.1.2 C4.5 algoritmus
Tento algoritmus vychází z algoritmu ID3 a vylepšuje jeho nedostatky. Mezi vylepšení patří
zpětné procházení stromu a jeho následné prořezání, kdy se z rozhodovacího uzlu stane
list s hodnotou největšího informačního zisku z listů náležících danému rodičovskému uzlu.
Dále mohou atributy obsahovat prázdné položky. Tyto hodnoty jsou označeny otazníkem
a do výpočtu informačního zisku se nezapočítávají.
3.2 k - nearest neighbor
Jedná se o metodu spadající do kategorie učení s učitelem. Klasifikace neznámého vzorku je
určena podle podobnosti s trénovacími vzorky, kdy je na počátku stanoven konečný počet
tříd, do kterých mohou objekty spadat a trénovací objekty jsou do těchto tříd rozděleny. Při
klasifikaci neznámého vzorku je potřeba najít k nejbližších instancí již zařazených vzorků
a vzorek je přiřazen do třídy, která převládá u k nejbližších známých vzorků. Pokud je
počet klasifikačních tříd roven dvěma (binární klasifikátor), je dobré zvolit k liché, aby
mohlo být jednoznačně rozhodnuto, do které třídy testovaný vzorek přiřadit. Každý vzorek
se skládá z n atributů a každý atribut tak představuje souřadnici v jedné dimenzi. Vzorek je
tak představován bodem v n–dimenzionálním prostoru. K určení vzdálenosti jednotlivých
vzorků se nejčastěji využívá Eukleidovská a Hammingova vzdálenost.
Eukleidovská vzdálenost DE pro dva body, X = (x1, x2) a Y = (y1, y2)
DE((x1, x2), (y1, y2)) =
√
(x1 − y1)2 + (x2 − y2)2 (3.3)
Obrázek 3.2: Ilustrace k–nn
Pokud budeme uvažovat příklad z obrázku (3.2) kde otazník ? představuje neznámý
vzorek a X s Y jsou klasifikační třídy. Potom pro k = 1 bude spadat ? do třídy Y . Budeme-
li uvažovat k = 3 bude neznámý vzorek spadat do třídy X.
3.3 Support vector machines
Podpůrné vektory nebo taky metoda známá pod anglickým názvem Support vector machi-
nes (SVM), patří mezi takzvané jádrové algoritmy. Tyto algoritmy se snaží pomocí výhod
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poskytovaných efektivními algoritmy nalézt lineární hranice a zároveň jsou schopny repre-
zentovat složité nelineární funkce [18].
Základním principem je převod původního vstupního prostoru na vícedimenzionální
(přidáváním dimenzí) tak, aby bylo možno prostor rozdělit pomocí lineárního oddělovače
(nadroviny). Respektive určit lineární hranici mezi klasifikačními třídami. Obecně platí že
prostor s Y datovými body lze vždy, až na speciální výjimky, lineárně oddělit v prostoru
s Y − 1 nebo více dimenzemi [18].
Další otázkou je jak tuto hranici umístit, aby klasifikace probíhala s co největší přesností
a třídy netrpěly přesahy do tříd jiných. Podpůrné vektory tvoří prvky nacházející se nejblíže
takto rozděleného prostoru.
Pokud klasifikujeme do N tříd, kdy N > 2 jsou dvě řešení této situace. Buď natrénujeme
pro každou z N tříd vlastní klasifikátor. To znamená že klasifikátor se musí umět vypořádat
se všemi vstupními vzorky, takzvané řešení jeden proti všem. Nebo klasifikátory natrénujeme
pro každou možnou dvojici tříd, takzvané řešení každý s každým [2].
Obrázek 3.3: Ukázka rozdělení prostoru pro více tříd. Vlevo metoda jeden proti všem.
Vpravo každý s každým [2].
3.4 Naive bayes classifier
Bayesův naivní klasifikátor vychází z Bayesova teorému o podmíněné pravděpodobnosti
a řadí se mezi metody strojového učení. Naivním se nazývá proto, že předpokládá nezá-
vislost atributů vstupních vzorků (viz obrázek (3.4) ukazující porovnání s komplexnějším
klasifikátorem). Toto nemůže být ve skutečnosti vždy zaručeno a proto naivní. I přes to se
pohybuje jeho úspěšnost vysoko. Což je dáno také tím, že klasifikátor může zpracovávat
velké množství atributů vzorku a počty mohou jít do stovek až tisíců.
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Obrázek 3.4: (a) Naivní bayesův klasifikátor (b) komplexnější byesův klasifikátor [10].
Tento klasifikátor je poměrně oblíbený, což je dáno tím, že mu postačuje menší množství
trénovacích dat k úspěšnému klasifikování. Často je používán pro klasifikaci textů, například
ve spamových filtrech, pro určení zda příchozí email patří mezi spam, či nikoliv. V těchto
případech se neprochází pouze samotný text emailu, ale také jeho hlavička. Další vítanou
vlastností této metody je schopnost inkrementálního doučování s novými daty.
Na rozdíl od jiných metod, například rozhodovacích stromů, nepotřebuje testovací data
ve strukturované podobě.
Následující vysvětlení základních vztahů bylo volně převzato z [8]
Bayesův vztah pro výpočet podmíněné pravděpodobnosti
P (H|E) = P (E|H)× P (H)
P (E)
(3.4)
H značí hypotézu a E evidenci. Vzorec tedy představuje výpočet podmíněné pravděpodob-
nosti, že platí hypotéza H při Evidenci E
Podmíněná pravděpodobnost P (H|E) vyjadřuje jak se změní pravděpodobnost výskytu
hypotézy, pokud nastane daná evidence.
Hypotéz bývá většinou více a tak potřebujeme rozhodnout, která je ta nejpravděpo-
dobnější. Je to ta, která má největší podmíněnou pravděpodobnost výskytu. Nazveme ji
HMAP (maximum aposteriori probability). Pro každou možnou hypotézu Ht t ∈ {1, ..., T}
tedy spočítáme podmíněnou pravděpodobnost P (Ht|E):
HMAP = HJ
právě když
P (HJ |E) = maxtP (E|Ht)× P (Ht)
P (E)
(3.5)
Jelikož jmenovatel je konstanta a nás navíc zajímá jenom kdy je Ht maximální, můžeme
jmenovatel zanedbat a vztah tak zjednodušit.
HMAP = HJ
právě když
P (HJ |E)× P (HJ) = maxtP (E|Ht)× P (Ht) (3.6)
Pokud budeme v zjednodušováni pokračovat a budeme předpokládat, že všechny hypotézy
jsou stejně pravděpodobné, tedy na P (H) nezáleží, vztah pro nalezení hypotézy s největší




P (E|HJ) = maxtP (E|Ht) (3.7)
Naivní bayesovský klasifikátor vychází z předpokladu, že jednotlivé evidence E1, . . . , EK
jsou podmíněně nezávislé při platnosti hypotézy H. Takovýto předpoklad umožňuje spočí-
tat podmíněnou pravděpodobnost hypotézy při platnosti všech evidencí:
P (H|E1, ..., EK) = P (E1, ..., EK |H)× P (H)
P (E1, ..., EK)
(3.8)
jako
P (H|E1, ..., EK) = P (H)





Pokud budeme v případě naivního bayesovského klasifikátoru hledat pouze hypotézu










Chceme-li tento způsob klasifikace použít, musíme znát hodnoty P (Ht) a P (Ek|Ht).
Tyto hodnoty získáme při učení z trénovací množiny, kdy evidence Ek (Ek = Aj(vk)) jsou
hodnoty vstupních atributů a hypotézy Ht jsou cílové třídy, do kterých se vstupní vzorek
snažíme zařadit (Ht = C(vt)).
Jednotlivé pravděpodobnosti spočítáme na základě četnosti výskytů hodnot jednotli-
vých atributů. Pravděpodobnost P (Ht) a P (Et|Ht) spočítáme takto:












Sestavení vizuálního obrazu v mysli.[1]
Vizualizace dat pomáhá k rychlému analyzování či pochopení prezentovaných dat. Jako
vizualizaci můžeme chápat již nástěnné malby v jeskyních a obrázkové písmo. Tyto způsoby
prezentace určitých jevů byly v podstatě univerzální a kdokoliv je chvíli zkoumal, mohl dojít
k závěru, co asi zobrazují bez toho, aniž by mu muselo být jakkoliv pomáháno.
Počátky vizualizace dat, tak jak tento pojem chápeme nyní, se vážou k době, kdy za-
čalo využívat počítače k řešení vědeckých problémů. Tedy problémů složitých a rozsáhlých.
Řešení těchto problémů bylo potřeba srozumitelně prezentovat, aby mohla být snadno po-
chopena bez složitějšího zasvěcování do problematiky a tak začaly vznikat první vizualizace
dat.
A proč se snažíme data prezentovat pomocí infografik a jiných technik, než prostým
textem?
Možná je to tím, že máme více zkušeností s obrázky zobrazenými na jeskynních
malbách a
”
trošku“ méně s matematickým zápisem. [1]
V současné době, kdy člověka od nepřeberného množství informací z jakéhokoli oboru
dělí pár kliknutí, jsou čím dál populárnější infografiky zobrazující poutavým způsobem
to nejdůležitější z vybraného oboru. Ty nejzajímavější lze nalézt na stránkách 1.
4.1 Tabulky
Jedná se o jeden ze základních způsobů prezentace získaných dat. Místo rozsáhlých textů
a vysvětlení jsou data, rozdělena do atomických sloupců a řádků tabulky, prezentující
například výsledek laboratorního měření. Sloupce a řádky jsou pojmenovány podle dat,
která představují. Například viz tabulka (4.1) prezentující fiktivní naměřené hodnoty tep-
lot v průběhu jednoho červencového týdne, kdy první řádek obsahuje názvy jednotlivých
sloupců a zbylé řádky již obsahují data.
1visual complexity http://www.visualcomplexity.com http://www.visualcomplexity.com
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Tabulka 4.1: Tabulka fiktivních teplot červencového týdne
4.2 Grafy
Jedná se o další ze základních možností prezentace dat. Grafy obvykle vycházejí z vytvoře-
ných tabulek. Odtud čerpají údaje pro samotné vykreslení zvoleného typu grafu. Nejčastěji
používanými grafy jsou výsečové, spojnicové, bodové a sloupcové grafy.
Obrázek 4.1: Bodový graf podle tabulky (4.1)
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4.3 Stromy
Pomocí stromů mohou být zobrazena hierarchicky řazena data, například adresářová struk-
tura, kdy vnitřní uzly znázorňují adresáře (podadresáře) a listy mohou být jednotlivé sou-
bory, případně prázdné adresáře. Další z reálných využití bývá mapa stránek, například
internetového obchodu, pro snažší orientaci a nákup.
Obrázek 4.2: Adresářová struktura, převzato z [15]
4.3.1 Obecné grafy
Obecné grafy jsou zobecněním stromů. Skládají se z vrcholů také nazývaných uzly, a hran.
Každá hrana tak spojuje dva vrcholy. Více o grafech viz [13]
4.4 Treemaps
Treemaps do češtiny také překládány jako stromové mapy. V roce 1990 řešil Ben Shnei-
derman problém, jak snadno a přesto přehledně zobrazit stromovou strukturu adresářů na
harddisku. K dispozici měl harddisk sdílený čtrnácti uživateli o velikosti 80MB. Potřebo-
val zjistit, jak a kde je kapacita harddisku využívána, které velké soubory by bylo možno
vymazat a kdo z uživatelů disk využívá nejvíce a tak podobně. [11]
Princip spočívá v zobrazování hierarchicky uspořádaných dat do proporcionálních pra-
voúhlých čtyřúhelníků (čtverců nebo obdélníků) v omezeném prostoru. Proporce zobrazo-
vaných čtyřúhelníků závisí na velikosti měřené veličiny daného objektu. Výpočet velikostí
tak, aby byla zcela zaplněna vyhrazená plocha, není jednoduchý problém. Řeší ho řada
algoritmů a často postačuje, když je řešení rychlé i přesto, že není optimální. Pro odlišení
je dále možno využít barev, které reprezentují určité typy objektů. Například u souborů to
mohou být kategorie souborů (zdrojové kódy, multimediální soubory, text a další) a každý
čtyřúhelník spadající do dané kategorie je obarven její barvou. Na rozdíl od zobrazení po-
mocí stromu, které je díky spojovaní jednotlivých uzlů prostorově náročnější, je zobrazení
pomocí stromové mapy prostorově méně náročné. Toto zobrazení spojovací čáry nevyužívá,
místo toho mohou být listy daného uzlu obarveny stejnou barvou (kategorie), nebo jsou
potomci jednoho rodičovského uzlu na stejné úrovni (řádku, sloupci). Viz obrázek (4.3).
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Obrázek 4.3: Obsah harddisku pomocí stromové mapy, převzato z [11]
4.5 Hyperbolické stromy
Hyperbolické stromy, stejně jako jiná zobrazení pomocí stromové struktury, zobrazují hie-
rarchická data.
Toto zobrazení dat vychází z hyperbolické geometrie, která patří mezi takzvané neeuk-
leidovské geometrie. Tyto geometrie se od eukleidovské liší tím, že nesplňují pátý Euklidův
postulát:
K dané přímce a bodu, který na ní neleží, lze sestrojit právě jednu rovno-
běžku, která prochází daným bodem. (tzv. postulát rovnoběžnosti)[12]
Hyperbolické stromy se využívají tehdy, je-li potřeba na ohraničeném prostoru, například
obrazovce počítače, zobrazit velké množství dat. Pro tyto účely nejsou vhodné klasické
stromy, protože vyžadují mnoho místa jen pro samotné větve. Tento problém odstraňují
hyperbolické stromy tím, že čím je vetší vzdálenost uzlu od kořene stromu, tím kratší je
větev mezi daným uzlem a jeho rodičovským uzlem. Tento způsob vizualizace se používá
také tam, kde je předpoklad exponencionálního růstu struktury [5].
Při počátečním zobrazení bývá uprostřed vykreslen kořenový uzel a ostatní uzly okolo
něj v rozsahu 360◦. Obvykle také bývají zobrazeny úplné informace o uzlu jen do určité
hloubky, poté jsou již informace redukovány, za účelem zachování přehlednosti. Pokud
chceme znát informace vázané na uzel, který není vykreslen uprostřed, bývá přepočítána
geometrie stromu tak, aby se požadovaný uzel dostal do středu zobrazení. Díky tomu je
lépe čitelný kontext takové informace a soustředěnost na informaci je větší.
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Appcelerator Titanium (dále jen Titanium) je platforma založena na webových technologi-
ích (HTML, Javascript, CSS) pro rychlý vývoj nativních mobilních a desktopových aplikací
napříč operačními systémy (Mac OS X, Windows, Linux). Tato platforma je vyvíjena spo-
lečností Appcelerator, Inc. Pro vývoj desktopových aplikací jsou dále podporovány jazyky
PHP, Ruby a Python.
Titanium poskytuje API (Application Programming Interface), které umožňuje využívat
nativních funkcí konkrétních operačních systémů.
Součástí Titania je i run-time shell, do kterého jsou vypisovány spolu s ladícími výpisy
i informace o běhu testovaného programu. Tento shell není vázán na konkrétní operační
systém.
Pokud je vyvíjená aplikace hotová, otestovaná a schopna distribuce, stačí v SDK Titania
zvolit, pro který operační systém je aplikace určena a nechat vytvořit instalační balíček.
Napsaný kód je přeložen na straně serveru jako nativní a vývojář dostane zpět odkaz, odkud
je možné instalační balíček stáhnout.
Mezi úspěšné aplikace vytvořené pomocí této platformy patří aplikace pro správu úkolů
Wunderlist 1, jež je dostupná jak pro mobilní zařízení (platformy iOS a Android), tak pro
desktop (Mac OS X, Windows). Při vývoji této aplikace bylo možné díky použití Titania
znovu použít 90% již napsaného kódu z desktopové aplikace pro vývoj verze mobilní.
5.2 HTML
HTML nebo-li Hypertext Markup Language je značkovací jazyk pro tvorbu strukturovaného
dokumentu – WWW stránek v prostředí internetu s možností uplatňovat hypertextové
odkazy napříč ostatními stránkami.
HTML je aplikací univerzálního značkovacího jazyka SGML. Dokument je tvořen jak
vlastním textem, který je sdělován, tak značkami, které dodávají sémantiku dokumentu.
Jednotlivé značky zvané tagy a obsah jimi uzavřen je ovlivňován parametry, které mohou
být dané značce přiřazeny. Obvykle jsou značky párové a text se vkládá mezi tyto značky.
Avšak některé značky jsou nepárové (například značka pro obrázek <img>)
Otevírací značky jsou zahajovány levou úhlovou závorkou < za ní následuje název značky,
případně parametry značky. Značka je ukončena pravou úhlovou závorkou >. Pokud se jedná
1Wunderlist http://www.wunderlist.com/
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o uzavírací značku, tak po počáteční úhlové závorce následuje znak lomítka / označující
značku jako uzavírací, následuje název značky a uzavírací úhlová závorka. Uzavírací značky
neobsahují parametry.
Jednotlivé značky lze zanořovat a tvořit tak stromovou strukturu dokumentu. HTML
dokument se skládá ze dvou hlavních částí a to z hlavičky (<head>...</head>) a těla
dokumentu (<body>...</body>). Hlavička obsahuje metainformace dokumentu a také se
zde definují externí soubory, které jsou v dokumentu použity (například kaskádové styly a
javascript). V těle dokumentu se nachází samotný označkovaný obsah. Další informace o
HTML lze získat například v
”
Introduction to HTML 4“2






Ukázka zápisu v HTML dokumentu
5.3 CSS
CSS nebo-li Cascading Style Sheets (česky také
”
kaskádové styly“). Pokud HTML udává
sémantiku dokumentu, tak CSS udává vzhled takového dokumentu. Kaskádové styly ve spo-
jení s HTML jsou primárně zapisovány do vlastního souboru s příponou css. Tento způsob
však není jediný. Kaskádové styly mohou být definovány v hlavičce HTML dokumentu nebo
také jako atribut samotné HTML značky.
V kaskádových stylech jsou definovány barvy, velikosti, styly a řezy písma, orámování
prvků a další vlastnosti. Kaskádové styly také dovolují různá zobrazení jednoho dokumentu
podle typu zařízení, na kterém je obsah dokumentu prohlížen. Více viz specifikace W3C
CSS2 3
CSS se převážně používá ve spojení s HTML, ale jeho využití je i například ve spojení
s XML.
Pomocí CSS je v implementaci definován celkový vzhled klienta.
5.4 Javascript
Javascript je interpretovaný jazyk s objektově orientovanou koncepcí. Standardizovaná im-
plementace se nazývá ECMAScript a její popis se nachází v RFC 4329 4
Zápis javascriptového kódu je možné provést přímo v HTML kódu nebo v externím
souboru a do HTML dokumentu jej přilinkovat pomocí značky <script>.
Javascript se obecně používá v případech, kdy je potřeba dynamicky měnit obsah zobra-
zené WWW stránky. Javascript reaguje na události vyvolané prohlížečem (například změna




velikosti okna prohlížeče), pracuje s DOM modelem5, reaguje na události vyvolané například
myší, klávesnicí a tak dále.
Je-li javascriptový kód překládán na straně klienta (snad všechny moderní prohlížeče
mají implementován javascriptový interpret), jde o takzvaný klientský javascript. Jeho ome-
zením je, že nemůže pracovat se soubory na straně klienta z důvodu zachování bezpečnosti
uživatele. Tento druh javascriptu v dnešní době převládá.
Existuje také serverový javascript, který v poslední době prožívá zvýšený zájem viz [7]
Javascript je v implementaci použit pro obsluhu uživatelských akcí a také pro imple-
mentaci bayesova filtru v kombinaci s SQLite.
Nevýhodami současného javascriptu je, že každý prohlížeč jej může interpretovat trochu
jinak a tak je někdy potřeba funkce psát na míru konkrétnímu prohlížeči. Další problém
může nastat, pokud má uživatel v prohlížeči javascript vypnut. V tom případě se mohou
stát některé stránky zcela nefunkčními.
5.5 Python
Python je dynamický objektově orientovaný skriptovací jazyk.
Tento jazyk je dobře čitelný a rychlý pro vývoj díky velkému množství knihoven pro
různé oblasti. Umožňuje vývoj klasických skriptů běžících pouze v konzolovém prostředí,
ale také vývoj aplikací s plnohodnotným grafickým prostředím.
V poslední době se prosazuje na poli webových služeb a to díky webovým frameworkům
jako je například Django6. V této oblasti je jeho hlavním soupeřem webový framework
Ruby on Rails7, pro jazyk Ruby.
V samotné implementaci je python využit pro komunikaci se službou Twitter a zpra-
cování textu příspěvků pro další práci v podobě ohodnocování. Zde je využito jeho silné
stránky pro práci s textem v podobě regulárních výrazů.
5.6 JSON
JSON je zkratkou z JavaScript Object Notation, specifikaci tohoto formátu obsahuje RFC
46278. Jde o formát, který je lehce čitelný pro programátory a snadno použitelný pro apli-
kace.
JSON je textový formát nezávislý na konkrétním programovacím jazyce, pro výměnu
dat [16], vycházející z ECMAScript Programming Language Standard. Při zápisu (přenosu)
jsou strukturovaná data serializována [3]. JSON umožňuje pracovat s datovými typy jako
jsou: objekty, pole, řetězce (v originále String), datový typ znak (char) je reprezentován
jednoznakovým řetězcem, celá čísla a hodnoty true, false a null.
JSON se prosazuje jako alternativa pro XML, bez možnosti přenášení binárních dat.
5Document Object Model (DOM) http://www.w3.org/DOM/
6Django http://www.djangoproject.com/
7Ruby on Rails http://rubyonrails.org/
8RFC 4627 http://tools.ietf.org/html/rfc4627
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var json = {
"id ": "jedinečnýIdentifikátor ",
"name ": "názevUzlu ",
"data ": [




Ukázka zápisu uzlu grafu v JSON
Při implementaci byl JSON využit ke komunikaci se službou. Konkrétně služba Twitter
vrací odpovědi v tomto formátu, kdy je navráceno pole v JSON formátu a příspěvky jsou
jednotlivé položky pole. Příspěvky jsou objektem, který obsahuje další pole a řetězce. Dále
je v implementaci JSON využit při předávání dat pro vizualizaci uživatelovy timeline. Více
v kapitole implementace, konkrétně podkapitole vizualizace (7.5).
5.7 SQLite
SQLite je relační databáze implementující většinu standardu SQL-92, dostupná pod Public
domain licencí. Je implementována jako knihovna napsaná v jazyce C (ANSI-C).
Tato databáze pro svůj provoz nepotřebuje nainstalován zvláštní server a jiná dodatečná
nastavení [14].
Práce s databází není vázána na konkrétní operační systém (Linux, Mac OS X, Win-
dows) a programovací jazyk (Python, Ruby, C/C++ a další). Pro většinu rozšířených pro-
gramovacích jazyků existuje knihovna umožňující práci s touto databází. Obsah takové
databáze je uložen v jednom souboru, který lze volně přenášet bez ztráty integrity dat v
databázi uložených.
Pro svou jednoduchost, nenáročnost a rychlost je SQLite využívána v rozmanitých mo-
bilních zařízeních jako například společností Apple v telefonech iPhone (s vlastním operač-
ním systémem iOS) nebo zařízeních různých výrobců využívajících mobilní operační systém
Android od společnosti Google. V poslední době se prosazuje i na poli webových aplikací,
například webový python framework Django podporuje krom jiných i tento typ databáze.
Že jde o slibnou technologii naznačuje i to, že SQLite je podporována společnostmi jako
jsou Nokia, Oracle, Mozzila a další9.
5.8 OAuth
OAuth (Open Authentication) je otevřený standard umožňující autentizaci uživatele a au-
torizaci klientského programu. Uživatelé tak mohou povolit přístup ke svým datům u služeb
poskytující API službám třetí strany. Uživatelé neprozrazují své heslo třetí straně, ale po-
volují přístup třetí straně k datům u původního poskytovatele služby. Díky tomu dochází
k menší pravděpodobnosti zcizení hesla, soukromých informací, případně jiného zneužití
poskytnutých prostředků. Poskytovaná data případně možnosti manipulace s účtem mohou
být různě omezená, ale to už je na konkrétní implementaci poskytovatele služeb.
9Well-Known Users of SQLite http://www.sqlite.org/famous.html
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Služba Twitter klasicky povoluje čtení uživatelovy timeline, posílání příspěvků a sle-
dování koho uživatel sleduje a kdo jeho. Naopak nedovoluje třetí straně čtení uživatelova
hesla a přístup k soukromým zprávám.
Obrázek 5.1: Stránka pro autorizaci nové aplikace.
5.8.1 Obecný princip
Chce-li nějaká aplikace či služba využívat přístup k datům původní služby, musí u ní být
registrována. Pro každou registrovanou službu je tak vygenerován takzvaný consumer token.
První část je nazývána unique consumer key a druhá consumer secret.
Nyní musí aplikace být autorizována uživatelem, aby mohla být dále používána. Kli-
entská služba tak odešle požadavek poskytovateli služby na autorizaci. Požadavek obsahuje
consumer token vygenerovaný při registraci. Pomocí tohoto tokenu dojde na straně pů-
vodní služby k autentizaci klienta či služby. Původní služba pošle jako odpověď request
token. Tento token je poté přidán k autorizační adrese, na kterou má být uživatel pře-
směrován. Na této adrese se přihlásí do původní služby a udělí autorizaci klientské službě.
Je-li klientská služba autorizována, obdrží access token. Ten je vázán na konkrétní službu a
především na konkrétního uživatele. Při každém dalším přihlášení již klient či služba ode-
sílá jak consumer, tak access token, na základě kterých je povolen přístup k uživatelským
datům.
Toto byl obecný postup pro získání přístupu k původní službě. Níže si uvedeme jak
konkrétně tento proces probíhá u služby Twitter a klienta.
5.8.2 Postup autorizace klienta u služby Twitter
Jde-li o první pokus přístupu k službě Twitter, musí dojít k následujícím krokům.
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Klientská aplikace otevře okno prohlížeče na autorizační adrese služby10. Tato adresa
je předem známa, k této adrese je však potřeba přidat request token, který je získán při
prvním dotazu na službu pomocí consumer tokenu. Uživatel se přihlásí do služby, kde je
vygenerován PIN, který musí předat klientské aplikaci a ta pomocí něj získá přístup. Po
ověření pomocí PINu dostane aplikace od služby access token. Tento token je potřeba
uchovat pro všechny další pokusy o připojení k službě. Popsaný proces je znázorněn na
obrázku (5.2). Od této chvíle bude probíhat přihlašování standardně pomocí consumer a
access tokenů.
Obrázek 5.2: Ilustrace průběhu povolení přístupu k Twitter účtu pomoci OAuth, převzato
z [9].
5.8.3 Klady OAuth
Oproti klasickému zadávání uživatelského jména a hesla má OAuth tyto výhody:
• uživatel nepředává své přihlašovací údaje klientské aplikaci
• pokud uživatel změní své přihlašovací heslo k službě, chod klientské aplikace nebude
ovlivněn




• autentizací u jedné služby může uživatel přistupovat k službám jiným (například po-
mocí přihlášení k službě Twitter je možné komentovat příspěvky u služby Posterous11)
V současnosti je aktuální verze OAuth 2.0, která není zcela zpětně kompatibilní s verzí 1.0
5.9 Twitter API
Rozšířenost a oblíbenost služby Twitter má na svědomí také to, že služba poskytuje dobře
dokumentované a použitelné API (Application Programming Interface). Twitter poskytuje
tři oddělená API.
Pro běžnou práci se službou Twitter je využíváno REST API. Toto API je využíváno v
implementaci a proto je níže (5.9.1) popsáno detailněji. Pro rozšířené možnosti vyhledávání
je používáno Search API, které bylo původně vyvíjeno nezávislou společností Summize,
Inc. a až později bylo přebráno společností Twitter. Toto API slouží pro práci s trendy a
Twitter Search12. Pro získávání real time dat je využíváno Stream API, které umožňuje
zpracovávat aktuální data a ta lze filtrovat podle identifikátorů uživatelů, lokality, jazyka
a dalších parametrů. Pro Stream API také platí, že zde nejsou uplatňovány limity počtu
dotazů na službu Twitter.
Díky dobrému systému API, lze využívat službu i mimo oficiální stránky a vydané
klienty. API lze uplatnit pomocí webových technologií například pro zobrazení aktuálních
příspěvků autora stránek, pro desktopové a mobilní klienty třetích stran nebo dolování dat
pomocí zmíněného Stream API.
Služba poskytuje odpovědi v několika formátech, konkrétně v XML, JSON, RSS a
ATOM. Přičemž XML a JSON jsou podporovány vždy a RSS, ATOM pouze u vybraných
metod (podporované formáty odpovědi jsou vždy v dokumentaci zmíněny). V implementaci
je využíván formát JSON.
Pokud má vyvíjená aplikace měnit nebo vytvářet data u služby, je potřeba aby byla na
počátku u služby zaregistrována.
5.9.1 REST API
Obecně REST (Representational State Transfer) API využívá HTTP protokol a jeho metod
pro komunikaci s poskytovatelem služby, API. Umožňuje tedy využít metody POST, GET,
UPDATE a DELETE pro takzvané CRUD (Create, Read, Update and Delete) operace. Ve
skutečnosti je nejčastěji využívána metoda GET pro získávání informací od poskytovatele
služby a metoda POST pro aktualizaci, odstranění nebo vytvoření nových dat u služby.
Jednotlivé operace mají vyhrazeny patřičné adresy pro zasílání požadavků. Adresu do-
tazu tvoří základ (v originále resource), který bývá pro všechny dotazy stejný
https://api.twitter.com/version/ (kdy v implementaci je za version dosazeno 1) a
dále už jsou adresy vázány na jednotlivé operace. Takže například pro zobrazení timeline
daného uživatele bude adresa dotazu vypadat následovně
http://api.twitter.com/version/statuses/user timeline.format.
Využívá se metoda GET, protože jde o dotaz, který pouze získává informace od služby,
statuses značí, že jde o požadavek nad příspěvky, user timeline říká že nám jde o získání





Při využívání poskytnutého API platí omezení ve formě počtu dotazů na službu. Zá-
kladní jednotkou tohoto omezení je počet dotazů za hodinu. Pro anonymní dotazy je to 150
dotazů za hodinu. Pro spojení navázána pomocí OAuth je limit stanoven na 350 dotazů za
hodinu. Omezení se vztahují na IP adresu a dotazy pomocí metody GET. Obecně nejsou
omezení uplatňována na požadavky pomocí metody POST, pokud je na některé volání
uplatňováno omezení, je to v dokumentaci13 explicitně uvedeno.




V této kapitole bude popsán běžný příklad využití klienta pro službu Twitter. Z tohoto
popisu bude odvozena základní potřebná funkčnost takového klienta. Na tuto kapitolu
bude dále navazovat kapitola
”
Implementace aplikace“ (7), kde bude popsána implementace
těchto funkcí a klienta jako celku, tedy včetně klasifikace příspěvků a vizualizace timeline.
6.1 Obecný případ použití
Předpokládejme, že uživatel má nainstalovaného některého z již existujících klientů nebo
využívá přímo rozhraní služby Twitter.
Klasicky nastávají situace jako čtení příspěvků na domovské stránce (timeline). Tedy
čtení příspěvků uživatelů, které má náš uživatel přidány mezi sledované. Další typickou
činností je psaní a publikování vlastního příspěvku. Pokud uživatel čeká odpověď na pub-
likovaný příspěvek, obvykle potřebuje kontrolovat takzvané mentions (2.1.2). Chce-li sám
na některý příspěvek reagovat, využije možnosti odpovědi (v originále
”
reply“). Zajíma-li
uživatele v danou chvíli nějaké téma, o kterém například nepíši jím sledované osoby, může
využít vyhledávání. V neposlední řadě pro uchovávání příspěvků, které jej zaujaly využije
funkce oblíbených (2.1.4).
Tyto úkony vykonávají uživatelé nezávisle na klientu. Ostatní možné funkce byly již
popsány viz (2.1).
Pokud uživatel sleduje hodně uživatelů, kteří tvoří velké množství obsahu, může nastat
situace, kdy uživatel přehlídne příspěvky, které by pro něj byly více zajímavé, díky velkému
počtu ostatních. K tomu, aby mu neunikaly zajímavé příspěvky, je potřeba implementovat
funkci pro filtrování příspěvků a vhodnou formou na potencionálně zajímavé příspěvky
uživatele upozornit. Občas také není úplně jasné, v jakém kontextu konkrétní příspěvek je.
Proto by bylo příjemné, je-li příspěvek například reakcí na jiný příspěvek, na něj nějakým
způsobem odkázat. Pro tuto situaci lze využít grafické znázornění.
6.2 Seznam funkcí
Z výše uvedeného textu a obrázku (6.1) vyplývají funkce, které by měl mnou implemento-
vaný klient podporovat.
6.2.1 Základní funkce
Tyto funkce jsou stejné pro všechny klienty a zaručují standardní ovladatelnost služby.
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• zobrazení příspěvků osob sledovaných uživatelem
• možnost publikování vlastního příspěvku
• zobrazení mentions
• možnost odpovědi na cizí příspěvky
• vyhledávání příspěvků
• zobrazení dříve uložených oblíbených příspěvků
• uložení nových oblíbených příspěvků
• odstranění dříve oblíbených příspěvků
6.2.2 Rozšiřující funkce
Nad standard běžně poskytované funkčnosti stávajících klientů, bude potřeba implemento-
vat z výše uvedeného textu funkce:
• doporučování zobrazovaných příspěvků
• vizualizace příspěvků s jejich návaznostmi
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V předchozí kapitole bylo ujasněno, které funkce bude potřeba implementovat. Implemen-
tace těchto funkcí je popsána níže (7.4) a také klient jako programový celek.
7.1 Navázání spojení se službou
Pokud se jedná o první spuštění klienta a první pokus o spojení se se službou, je potřeba
autorizovat klienta u služby. To probíhá stejně jak je popsáno výše (5.8.2). K rozpoznání zda
jde o první spuštění slouží soubor andulka.config, do kterého jsou po autorizaci uloženy
tokeny potřebné pro další komunikaci. Tento soubor je vytvořen právě po zdárné autorizaci.
Při každém dalším spuštění jsou tokeny načteny ze souboru a uloženy do proměnných pro
navázání spojení. Toto spojení je udržováno po celou dobu využívání klienta.
7.2 Uživatelské rozhraní
Uživatelské rozhraní je implementováno pomocí HTML, CSS a Javascriptu. Vzhled rozhraní
byl inspirován osvědčeným rozvržením webového rozhraní samotné služby Twitter. Pro
hlavní navigaci jsou místo textových ovládacích prvků využity grafické symboly, které by
měly uživatele intuitivně vést. Pokud si uživatel není jist, je po přidržení kurzoru nad daným
symbolem zobrazen text, říkající o jakou funkci klienta se jedná viz obrázek (7.1)
Obrázek 7.1: Základní ovládací prvky.
7.3 Zpracování dat
Základ zpracování dat spočívá v získání dat z příchozí odpovědi ze serveru ve formátu
JSON. Z odpovědi jsou vybrány informace, které chceme uživateli prezentovat. V našem
případě to je hlavně text a autor příspěvku, identifikátor příspěvku, čas, kdy byl vytvořen
a příznaky zda byl příspěvek námi dříve označen za oblíbený (favorites) případně zda je
příspěvek retweetem jiného a je zkrácen (truncated = true). Pokud byl příspěvek zkrácen,
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použijeme text z původního nezkráceného příspěvku. Poté, co máme všechny potřebné
informace je přistoupeno k ohodnocování jednotlivých příspěvků (7.3.1). Jsou-li příspěvky
ohodnoceny, dojde již k zobrazení uživateli.
7.3.1 Ohodnocování příspěvků
Pro doporučování příspěvků uživateli je potřeba příchozí data zpracovat. Toto se děje v
okamžiku, kdy klient přijme od služby všechny nové příspěvky a před tím než jsou tyto
příspěvky uživateli zobrazeny.
Zpracování začíná zbavením textu příspěvku nealfabetických znaků. Poté je text roz-
dělen na jednotlivá slova, která jsou porovnávána se stoplisty 1. Každé takové slovo se
nejprve porovná s obsahem českého stoplistu2, pokud je zde nalezeno, přeruší se další zpra-
cování slova a přejde se k slovu dalšímu. Nebylo-li slovo nalezeno v tomto stoplistu, je
zkontrolován jeho výskyt v anglickém stoplistu3. Pokud nebylo nalezeno ani zde, program
pokračuje v dalších činnostech. Postup tedy pokračuje tak, že jsou položeny dotazy data-
bázi a to kolikrát se slovo vyskytovalo v nezajímavých příspěvcích a kolikrát v příspěvcích
zajímavých. Dalšími dotazy jsou celkový počet slov vyskytujících se v nezajímavých příspěv-
cích a celkový počet slov vyskytujících se v zajímavých příspěvcích. Když už jsou všechny
údaje známy, je přistoupeno k výpočtu pravděpodobnosti, na kolik bude slovo patřit mezi
nezajímavé příspěvky. Tento postup se opakuje pro každé slovo. Jsou-li všechna slova ohod-
nocena, je spočítána pravděpodobnost pro příspěvek jako celek. Podle výsledné hodnoty je
rozhodnuto, zda je příspěvek potencionálně zajímavý či nezajímavý.
Jak bylo výše zmíněno, k uchovávání jednotlivých slov a počtů je využívána databáze.
Konkrétně je využit databázový systém SQLite. Pro každé slovo je uchováván počet, ko-
likrát se vyskytlo v zajímavých a kolikrát v nezajímavých příspěvcích. Struktura tabulky
viz (7.1)
Při každém načtení uživatelovy timeline jsou všechny příspěvky brány jako nezajímavé a
tak jsou aktualizovány hodnoty pro jednotlivá slova. Pokud uživatel po zobrazení příspěvků
označí některý z příspěvků jako zajímavý, aktualizují se opět záznamy v databázi. Pro
každé slovo z příspěvku je odečten jeden výskyt v nezajímavých příspěvcích a přidán jeden
v zajímavých. Opakuje-li se dané slovo, proběhne odečtení/přičtení právě tolikrát, kolikrát
je opakováno.
Pokud uživatel klienta ukončí, znovu spustí a časový interval je dost krátký na to, aby
v timeline byly příspěvky, jejichž obsah aktualizoval už jednou, počty jednotlivých slov
jako nezajímavé nejsou znovu započítávány.Toto je zajištěno porovnáváním identifikátorů





Tabulka 7.1: Tabulka pro uchovávání jednotlivých slov.
1Vysvětlení pojmu stoplist http://nlp.fi.muni.cz/cs/Cesky stoplist
2Český stoplist http://nlp.fi.muni.cz/cs/Stoplist zakladnich tvaru
3Anglický stoplist http://www.ranks.nl/resources/stopwords.html
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Sloupec slovo obsahuje jednotlivá slova příspěvků, další sloupec pocetN udržuje infor-
maci o tom, kolikrát bylo konkrétní slovo v příspěvcích, které jsou pro uživatele nezajímavé.
Poslední sloupec pocetZ obsahuje informaci o počtu v zajímavých příspěvcích. Z tabulky
(7.1) se dá odvodit, že uživatele potencionálně zajímají příspěvky, ve kterých se vyskytuje
slovo doprava například z důvodu kontroly dopravní situace ve městě.
7.4 Implementovaná funkčnost
Níže se pokusím popsat jednotlivé funkce klienta jak jsou implementovány.
7.4.1 Prohlížení příspěvků
Prohlížení příspěvků je klasická činnost, kterou uživatel provádí.
Nejprve je potřeba poslat požadavek na stranu serveru, kdy žádáme o nové příspěvky,
ten nám jako odpověď vrací dvacet nejnovějších příspěvků sledovaných osob. Odpověď od
serveru přichází ve formátu JSON. Po přijetí je potřeba vybrat data, která hodláme uživateli
zobrazit. Tradičně je to jméno autora, text příspěvku a kdy byl vytvořen. Jak budeme tato
data uživateli prezentovat, je již na nás. My tedy nejdříve text příspěvku ohodnotíme na
kolik by mohl být pro uživatele zajímavý viz výše zpracování dat . Pokud je příspěvek
ohodnocen jako zajímavý, potom je přiřazen do třídy zajímavých příspěvků, která je při
celkovém výpisu nových příspěvků zobrazena nad celkovým výpisem. Dále jsou zajímavé
příspěvky barevně odlišeny od těch potencionálně nezajímavých. Aby nedocházelo k ztrátě
časové návaznosti, jsou (potencionálně) zajímavé příspěvky obsaženy i ve výpisu všech
příspěvků. Zajímavé příspěvky zobrazeny nad celkovým výpisem lze jednoduše skrýt po
kliknutí na patřičný odkaz. Tak uživateli zůstane pouze celkový výpis.
Pokud jsou v jednotlivých příspěvcích obsaženy hashtagy, jsou zaktivněny. Klikne-li
uživatel na tento hashtag, klient přejde na funkci vyhledávání a zobrazí uživateli nalezené
příspěvky s daným hashtagem.
7.4.2 Publikování příspěvků
Publikování příspěvků je další ze základních funkcí. Pokud uživatel zvolí volbu nového
příspěvku, zobrazí se mu formulář pro napsání a odeslání nového příspěvku. Zároveň při
psaní je uživateli zobrazen odpočet, ukazující zbývající možný počet znaků. Text příspěvku
je omezen na 140 znaků Uživatel může zvolit volbu nového příspěvku v každé části pro-
gramu.
7.4.3 Vyhledávání
Zajímá-li uživatele nějaké téma a má pocit, že lidé, které sleduje o něm nepíší nebo ne dosta-
tečně, může se pokusit vyhledat příspěvky k danému tématu. Vyhledávat může jak pomocí
klasických slov, tak pomocí hashtagů ( popsáno v (2.1)). Výsledky vyhledávání jsou filtro-
vány, stejně jako příspěvky sledovaných. K vyhledávání se uživatel dostane přes položku v
navigaci nebo když klikne na aktivní hashtag v některém ze zobrazených příspěvků.
7.4.4 Oblíbené
Jak fungují oblíbené příspěvky bylo popsáno v kapitole (2.1). Oblíbené příspěvky nepodlé-
hají filtrování.
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Nyní si řekneme, jak jsou implementovány v klientovi. Pokud se chce uživatel vrátit k
některému z příspěvků dříve označeného jako oblíbený, zvolí v navigaci
”
oblíbené“ a je mu
zobrazen výpis dvaceti nejnovějších oblíbených. Pokud mu jde o příspěvek starší, využije
odkazu pro zobrazení starších. Tak může procházet do historie až k prvnímu oblíbenému
příspěvku.
Uložení
Uložení příspěvku mezi oblíbené se vykoná v okamžiku, kdy uživatel pomocí odkazu pod
textem příspěvku vyvolá kliknutím na patřičný odkaz funkci pro vytvoření/uložení no-
vého oblíbeného příspěvku. Funkci je jako parametr předán jednoznačný identifikátor kon-
krétního příspěvku (ten je uložen mezi daty posílanými serverem). Serveru je tedy poslán
požadavek pro uložení příspěvku mezi oblíbené na základě tohoto identifikátoru. Pokud je
požadavek přijat a zpracován, je při dalších zobrazeních tohoto příspěvku signalizováno to,
že patří k oblíbeným. V JSON odpovědi od serveru konkrétně jako favorited: true.
Odstranění
Odstranění příspěvku z oblíbených funguje jako přidání, ale s opačnou funkčností. Příslušné
funkci je tedy předán identifikátor příspěvku a ta odešle požadavek na zrušení oblíbenosti
serveru.
7.4.5 Odpověď
Pokud chce uživatel reagovat na některý příspěvek, zvolí patřičný odkaz pod příspěvkem a
zobrazí se mu formulář pro odpověď. Pro psaní odpovědi platí stejná pravidla jako pro kla-
sický příspěvek. Na server je ale odesílán i identifikátor příspěvku, na který je odpovídáno.
Díky tomu mohou být příspěvky zobrazovány jako reakce na jiné, například v grafickém
zobrazení. Celkově je tak jednodušší sledování vzájemných konverzací mezi uživateli.
7.4.6 Mentions
Další položkou v navigaci jsou mentions, které se zobrazí po kliknutí na patřičný sym-
bol (@). Klient se tak spojí se službou a vyžádá si mentions daného uživatele. Po přijetí
těchto příspěvků jsou zobrazeny obdobně, jak je tomu při zobrazení klasické timeline s tím
rozdílem, že zde neprobíhá filtrování.
7.5 Vizualizace
Vizualizace aktuální timeline je funkce, která není v běžných klientech obsažena (alespoň
jsem na ni zatím nenarazil). Po zvolení této položky navigace je uživateli zobrazena aktu-
ální timeline pomocí zobrazení hyperbolického stromu, jehož uzly jsou tvořeny jednotlivými
příspěvky. V prvotním zobrazení jsou zobrazeny pouze avatary a jména uživatelů. Po klik-
nutí na daný uzel, je uzel vycentrován a text daného příspěvku je zobrazen.
Je-li některý příspěvek odpovědí na jiný, je původní příspěvek zobrazen jako uzel. Uzel
je potomkem uzlu s reakcí a má stejné vlastnosti jako zbývající uzly.
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Pro vykreslování grafu byl použit JavaScript InfoVis Toolkit4, který umožňuje vykres-
lovat grafy na základě vstupních dat ve formátu JSON.
7.6 Architektura aplikace
Uživatelské rozhraní je implementováno v souboru index.html. Vzhled rozhraní je ovlivňo-
ván CSS styly zapsanými v souboru gui.css.
Jako reakce na uživatelské vstupy jsou volány funkce ze souboru func.js, ve kterém je
implementována logika aplikace. Pro většinu akcí klienta je potřeba komunikovat se serve-
rem služby Twitter, toto společně se zpracováním přijatých dat vykonávají funkce umístěné
v souboru twcm.py, které využívají knihovní funkce ze souboru oauthtwitter.py. Vizuali-
zaci přijatých dat obstarává obsah souboru ex1.js, který pro vykreslování využívá jit.js
(javascriptový framework The Jit).
Obrázek 7.2: Vnitřní architektura aplikace
oauthtwitter.py je původně malá knihovna implementující základní funkce umožňu-
jící práci se službou Twitter. Tuto knihovnu jsem postupně obohacoval o potřebné funkce,
které byly nad její původní rámec. Tyto funkce jsou v souboru odděleny. Knihovna je pod
licencí Apache License 2.0 dostupná na Google Code5.









Účelem této diplomové práce bylo vytvořit použitelného klienta pro mikroblogovací službu
Twitter. Specifikem tohoto klienta je filtrování obsahu a vybírání potenciálně zajímavých
příspěvků pro konkrétního uživatele. Filtrování probíhá na základě naivního bayesova filtru,
kdy uživatel při využívání klienta označuje příspěvky, které se mu zdají zajímavé (podobně
jako se u emailů označuje spam), klient tuto informaci zpracuje a následně podle tohoto
posuzuje další příspěvky. Na takovouto funkci jsem doposud u žádného jiného klienta nena-
razil. Další odchylkou od běžných klientů je grafické zobrazení timeline a další provázanosti
příspěvků. Na podobou funkci jsem narazil pouze jako na jednorázovou webovou službu
(pomocí technologie Flash).
Klient se osvědčil v období, kdy jsem psal tuto diplomovou práci a odehrávalo se mis-
trovství světa v ledním hokeji. Mohl jsem tak letmým pohledem na vyfiltrované příspěvky
zjistit, jak se našemu národnímu týmu daří. Dále se stejným způsobem osvědčil v době, kdy
v Brně probíhala takzvaná
”
Brněnská muzejní noc“1 a lidé na Twitteru informovali o dění
v centru města.
Mezi možnosti dalšího vývoje by mohla patřit změna prahu, kdy jde o zajímavý či ne-
zajímavý příspěvek přímo uživatelem. Další možností je implementovat klienta pro mobilní
zařízení, to by díky zvolené platformě Titanium, nemuselo být tolik náročné. Z desktopové
aplikace by se mohla stát služba využívající server, který by umožňoval synchronizovat
jednotlivé klienty na různých zařízeních (PC, mobilní přístroje). Zapojování uživatelů do
skupin podle preferovaných témat, kdy by označovat zajímavé příspěvky mohl každý člen
a celá skupina by potom mohla sledovat dané téma bez balastu.
1Brněnská muzejní noc http://brnenskamuzejninoc.cz/
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• andulka – adresář obsahuje vše potřebné pro instalaci klienta
– andulka.tgz – archiv s instalačními soubory pro případ kdy je na počítači na-
instalován Titanium Runtime
– andulkaBundled.tgz – archiv s instalačními soubory a runtime prostředím Ti-
tania
• zprava – v tomto adresáři se nachází adresáře a soubory potřebné k přeložení tech-
nické zprávy a také již přeložený soubor projekt.pdf, který obsahuje text technické
zprávy




Obrázek B.1: Příspěvek Janise Krumse o pádu letadla do řeky Hudson
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B.1 Screenshoty z používání klienta
Obrázek B.2: Ukázka zajímavých příspěvků v průběžné timeline
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Obrázek B.3: Ukázka předřazení zajímavých příspěvků nad průběžnou timline
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Obrázek B.4: Vizualizace aktuální timeline
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Obrázek B.5: Vizualizace aktuální timeline zaměřená na konkrétní příspěvek
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