Turtle Geometry on the Sphere: The Turtle Finally Escapes the Plane by MacFerrin, Michael John
University of Colorado, Boulder
CU Scholar
Computer Science Graduate Theses & Dissertations Computer Science
Spring 1-1-2012
Turtle Geometry on the Sphere: The Turtle Finally
Escapes the Plane
Michael John MacFerrin
University of Colorado at Boulder, michael.macferrin@colorado.edu
Follow this and additional works at: http://scholar.colorado.edu/csci_gradetds
Part of the Computer Sciences Commons
This Thesis is brought to you for free and open access by Computer Science at CU Scholar. It has been accepted for inclusion in Computer Science
Graduate Theses & Dissertations by an authorized administrator of CU Scholar. For more information, please contact cuscholaradmin@colorado.edu.
Recommended Citation
MacFerrin, Michael John, "Turtle Geometry on the Sphere: The Turtle Finally Escapes the Plane" (2012). Computer Science Graduate
Theses & Dissertations. Paper 55.
Turtle Geometry on the Sphere: 
The Turtle Finally Escapes the Plane 
 
 
by 
 
Michael MacFerrin, University of Colorado Boulder 
 
B.S.E., University of Michigan, 2001 
 
 
 
 
 
 
 
 
 
 
 
A thesis submitted to  
the Faculty of the Graduate School 
of the University of Colorado in partial fulfillment 
of the requirements for the degree 
Master of Science 
Department of Computer Science 
2012 
 
 
This thesis entitled: 
Turtle Geometry on the Sphere: The Turtle Finally Escapes the Plane 
written by Michael J. MacFerrin 
has been approved for the Department of Computer Science 
 
 
 
 
 
 
________________________________________ 
Prof. Michael Eisenberg 
 
 
 
 
 
 
 
 
________________________________________ 
Prof. Sriram Sankaranarayanan 
 
 
 
 
 
 
 
 
Date _______________________ 
 
 
 
The final copy of this thesis has been examined by the signatories, and we find that both the 
content and the form meet acceptable presentation standards of scholarly work in the above 
mentioned discipline. 
  
 
iii 
MacFerrin, Michael J. (M.S., Computer Science) 
Turtle Geometry on the Sphere: The Turtle Finally Escapes the Plane 
Thesis directed by Prof. Michael Eisenberg, University of Colorado 
 
 Turtle geometry has for decades played an engaging role as a constructivist tool for 
teaching Euclidean mathematical concepts and introductory computer programming to school-
aged children at nearly all educational levels.  Recent advances in computing power and display 
technologies have enabled the full implementation of a turtle geometry world on a spherical 
surface, whose geometric properties are inherently different than in the Euclidian world.  Until 
now, spherical geometry has remained only shallowly explored using turtle geometry, largely 
because no easily accessible surface existed upon which to implement such a system. 
 This paper describes the concept, implementation and working examples of a spherical 
turtle geometry system named Geometry on a Sphere (GOS) that makes use of any personal 
computer and the National Oceanic and Atmospheric Administration (NOAA)’s Science on a 
Sphere (SOS) display technology, or any similar spherical rendering device.  The GOS system is 
a functioning prototype interactive system, designed to finally “bring the turtle off the plane.” 
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1.  Introduction 
 This paper begins with an envisioned user story, to illustrate the goal of the Geometry on 
the Sphere (GOS) project, and give a clear idea of what's been built.  I then explain the rationale 
and greater motivation behind the GOS system, followed by background on the SOS display as 
presented by the National Oceanic and Atmospheric Administration (NOAA).  Finally I give a 
brief description of the history and potential of this technology before starting a much more 
detailed primer on the workings of turtle geometry in the next chapter. 
 
1.1 Case Story 
 A sixth grade student is presented with a task by his teacher in a geometry class held in 
his school's computer lab.  "Draw a triangle on a sphere," the teacher requests.  The students are 
shown how to use a piece of software that enables drawing a figure using a "turtle" that traces a 
line behind it.  The turtle can move forward or backward on a picture of a sphere rendered on the 
screen, change color, and change direction using a set of simple commands.  After several 
attempts experimenting with the turtle's behavior, the student draws an acceptable closed triangle 
and presents it to his teacher.  "Now draw it twice as big," the teacher replies.  The student 
confidently doubles the side lengths, but the triangle no longer closes.  The student, initially 
puzzled, experiments anew with the angles, finally closing the figure again on the sphere.  
Without previous knowledge of the subject, the student has just discovered the nature of angle 
excess in spherical geometry, and uses this new information to experiment with more engaging, 
colorful, and complicated figures connecting together on this unique surface.  The student is 
engaged, seeing the results of his commands animated on the screen's simulated ball in 
increasingly beautiful and complicated designs. 
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 Two weeks later, the students' class visits a local planetarium, where a Science on the 
Sphere display allows them, should they choose, to share their programs from class on a large 
real-time spherical display.  The class gathers around as the student transfers his program to the 
museum's computer, and within seconds the class sees an incredibly engaging and colorful 
animation unfold on the sphere.  Multiple lines cross each other, overlapping, filling spaces, 
adding detail, and eventually creating a colorful patchwork image filling the entire sphere.  Then, 
practically on cue, the class laughs as a large smiley face is drawn across the screen and sticks its 
tongue out at the spectators.  The student beams as his mathematical masterpiece entertains the 
class in a display of mathematical art. 
 Of course, this story above is hypothetical, but it envisions the goals of the project and 
what has been built thus far.  Other cases can be made for high school or even college students 
involved in more in-depth programming and analyses; such features are outlined later in the text.  
For now, I have outlined the goal, and can give a bit more background on the rationale behind it. 
 
1.2 Rationale 
 Museums and science centers have long strived to engage visitors more deeply in the 
presentation of information and ideas, and have increasingly looked to new technologies such as 
websites, RFID chips and interactive media to enhance the user experience.  Nina Simon has 
strongly encouraged museums to embrace visitors on a deeper level with the use of participatory 
displays, outlined in her book The Participatory Museum (Simon, 2010, Chapter 1): 
“The chief difference between traditional and participatory design techniques is 
the way that information flows between institutions and users.  In traditional 
exhibits and programs, the institution provides content for visitors to consume.  
Designers focus on making the content consistent and high quality, so that every 
visitor, regardless of her background or interests, receives a reliably good 
experience. 
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 In contrast, in participatory projects, the institution supports multi-
directional content experiences.  The institution serves as a “platform” that 
connects different users who act as content creators, distributors, consumers, 
critics and collaborators.” 
 
 Simon continues further to outline the implications of such displays to the museum 
experience as a whole, as well as the demands such systems impose upon museum curators and 
managers: 
“Supporting participation means trusting visitors’ abilities as creators, remixers, 
and redistributors of content.  It means being open to the possibility that a project 
can grow and change post-launch beyond the institution’s original intent.  
Participatory projects make relationships among staff members, visitors, 
community participants, and stakeholders more fluid and equitable.  They open 
up new ways for diverse people to express themselves and engage with 
institutional practice.” 
 
 The Geometry on a Sphere system (GOS, hereafter) is a working software prototype that 
provides the base functional technology for such an interactive and participatory museum 
display.  By exposing students and museum visitors to a variety of exploratory content and 
exercises, GOS aims to engage participants in the realms of programming and geometric 
thinking in a non-Euclidean environment through a non-planar application of turtle geometry. 
 
1.3  Science on a Sphere 
 The problem of physically obtaining non-Cartesian projection plane was solved by 
NOAA with their Science on a Sphere (SOS) display technology (Figure 1).  As explained by 
(NOAA, 2011): 
Science On a Sphere® is a large visualization system that uses computers and 
video projectors to display animated data onto the outside of a sphere. Said 
another way, SOS is an animated globe that can show dynamic, animated images 
of the atmosphere, oceans, and land of a planet. NOAA primarily uses SOS as an 
education and outreach tool to describe the environmental processes of Earth. 
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Figure 1 - Science on a Sphere (courtesy of Fiske Planetarium, CU Boulder) 
 Until now, the SOS display was never used as an interactive tool for teaching 
mathematics. 
 
1.4  Turtle Geometry 
 With the MIT Press’ publication of Turtle Geometry: The Computer as a Medium for 
Exploring Mathematics, Abelson and diSessa (1986) introduced an innovative approach to 
studying basic and advanced concepts of spatial geometry.  Rather than memorizing and proving 
basic Euclidean theorems as are taught in traditional geometry lessons, students can use a 
surprisingly limited set of basic commands on a personal computer to take an inherently 
experimental and inquisitive approach to explore the properties of a geometric world in which a 
simple turtle walks and turns while drawing straight lines behind it. 
 In addition to proving itself a compelling tool for mathematics education at all levels of 
learning (Lawler & Yazdani, 1987; Shade & Watson, 1990; Clements, 2000; Clements, et al., 
2004), implementations of Turtle Geometry have also been effectively used in external 
applications such as autonomous robots (Russell, et al., 1995), medical imaging (Stokely & Wu, 
1992), and the classification of fractal geometries (Mishra, 2008).  However, nearly all 
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implementations of turtle geometry, especially with regards to educational settings, have 
traditionally been limited to planar Cartesian worlds, where classically taught Euclidean 
theorems are confirmed.  In chapters 5 and 7 of Turtle Geometry, Abelson and diSessa (1986) 
outline a rich introduction to the possibilities of turtle geometries on non-Euclidean surfaces such 
as spheres, but understandably their implementations of such geometries were limited to 
rendering the image of a sphere on a flat computer screen, eliminating much of the richness and 
exploratory flexibility available to a student using such geometries.  As such, these geometric 
ideas were not pursued in physical implementations, and were left in the original text as a set of 
conceptual drawings. 
 
1.5  Geometry on a Sphere 
 The Geometry on a Sphere project re-opens those chapters of Turtle Geometry for further 
investigation and finally introduces the non-Euclidean turtle geometry to the masses.  By 
allowing students to interact with a truly non-Euclidean surface while exploring the seemingly 
odd mathematical properties of such a space, a far deeper understanding of non-Euclidean spaces 
is opened for discovery. 
 
2. Turtle Geometry Primer 
 The focus of this paper is primarily the implementation and educational potential of a 
spherical turtle geometry system, but a quick primer in Euclidean turtle geometry will help 
inform the work.  These examples use a simple version of the Turtle Logo language developed at 
the MIT Media Lab in Cambridge, MA (Abelson & diSessa, 1986). 
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 The commands a user issues control a “turtle,” a character in a mathematical plane (or a 
computer screen) that has a particular Cartesian (x,y) position and orientation (degrees right of 
due “North”).  A series of simple commands move the turtle, change its orientation and trace 
shapes based on the turtle’s path, as illustrated in Figure 2. 
 
Figure 2(a-f) - A series of turtle commands, as rendered in (Abelson and diSessa, 1981) 
 Similar to nearly all programming languages, defining loops and subroutines allows a 
user to build more complicated programs, so their turtle can generate more complicated shapes 
and figures, such as Programs 1 and 2, which uses two simple subroutines and a definite loop to 
build a square and a star, respectively (Figure 3). 
 
TO SQUAREPIECE (SIZE) 
 FORWARD SIZE 
 RIGHT 90 
END 
 
TO SQUARE (SIZE) 
 REPEAT 4 [ SQUAREPIECE SIZE ] 
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END 
 
SQUARE 10 
 
Program 1 – Turtle code for drawing a square with edges 10 units long, using subroutines for “square” and 
“squarepiece” segments.  The implementation here is simple, but illustrates the functionality needed to produce 
increasingly complex drawings in a turtle programming environment. 
 
 
Figure 3 - Turtle Drawing (a) a square and (b) a star 
 
 
TO STAR (SIZE) 
    REPEAT 5 [ RIGHT 144 
   FORWARD SIZE ] 
END 
 
STAR 10 
 
Program 2 – Turtle code for drawing a star, with 10-unit sides 
 The simple examples coded in Programs 1 and 2 and illustrated in Figure 3 demonstrate 
the concept of a “closed path” that defines a closed polygon.  However, the two shapes have 
different “total turning” curvature in their paths: 360° for the square (a triangle would meet this 
as well) and 720° turning for the star1.  Through a constructionist learning approach, such lightly 
guided experiments with closed figures would teach a student that any polygon must be a closed 
figure with a total turning of 360° (the sum of a polygon’s exterior angles), while other closed 
shapes that may not be classic polygons still must retain total turning radii in multiples of 360°.  
Such concepts as well as countless others can be explored from an entirely different viewpoint 
that augments the rote "theorem and proof" approach employed in a typical geometry classroom.  
                                                 
1 For the purpose of this paper, all angles in this text are represented using degrees.  The GOS system also supports 
radians to describe angles and arc distances, and as such all operations in this text could be implemented either way.  
For the sake of consistency, degrees are used exclusively throughout this text. 
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With the natural extensions of color, line width, animation, speed, area filling, et al., the turtle 
environment can become a rich visual playground for students wanting to generate compelling 
images or animations while diving deeply into an engaging realm of spatial thinking and 
programming concepts. 
 
3. Geometry on a Sphere 
 In this chapter I provide a detailed overview of the GOS project in its current 
implementation.  I start with a description of the polar coordinate system used in spherical 
geometry, and then build upon that to describe the requirements of the underlying SOS display 
technology that helped drive the software design decisions.  I outline the design requirements of 
the GOS system, and give a detailed explanation of its core functionality and the API made 
available to the user.  I outline two approaches used to handle the coordinate conversions (planar 
to spherical and back) and the benefits and drawbacks to each.  I outline some of the more 
extended capabilities and nuances of the GOS system, such as clock timing and parallel 
execution of multiple turtles, and end with a brief description of other utilities built for the 
benefit of the project, both in development and deployment. 
 
3.1  Spherical Coordinates 
 In a Cartesian world, a turtle can walk in a straight line on a plane that stretches to 
infinity in all directions (or in the case of 3D renderings, an infinite volume with an associated z-
dimension). In such a world, the x- and y-domains of the turtle as viewed by an outside observer 
are (-∞,∞).  A turtle’s forward movement will always be along a straight line taking it further 
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away from its starting point while its heading (direction of movement) stays constant.  Turtles 
traveling along parallel lines will never intersect. 
 In a spherical world, a turtle’s coordinates are defined on a sphere of unit radius whose 
positions are defined using polar coordinates (φ, λ), defining the “latitude” and “longitude” of the 
turtle on a geographical coordinate system.  These coordinates are bounded by the intervals [-
90°, 90°] and [-180°, 180°), respectively, with a meridian in the lambda direction (longitude) that 
allows arbitrary values from (-∞, ∞) to be mapped within that interval using modulus operators.  
Latitudes with a magnitude greater than ±90° are invalid.  The heading/azimuth of the turtle is 
defined as the number of degrees right of “true north,” with bounds from 0 to 360°.  Values 
outside this interval are wrapped within it using modulus operators.  The basic coordinate system 
is outlined in Figure 4. 
 
 
Figure 4 – Spherical Geographic Coordinate System 
 A turtle traveling in a “straight line” along the sphere will always follow a great circle 
path, eventually “splitting” the sphere into two equal hemispheres and retracing its steps onto its 
original azimuth and location (Figure 5).  It should be noted that lines of longitude (straight north 
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or south azimuths) define a valid “straight” turtle path along a great circle, but lines of latitude 
outside the equator do not.  As a result, any two turtles following non-identical straight paths, no 
matter their initial orientations, will eventually intersect. 
 
Figure 5 – An oblique great circle path around a sphere. 
It should be noted that as a turtle travels along a great circle path, its orientation may not 
stay constant like a turtle’s path in the Cartesian plane.  For instance, a turtle traveling due north 
(azimuth 0°) in the Western hemisphere will soon “wrap” over the “north” pole and be on a 
southward path (azimuth 180°) in the Eastern Hemisphere of the globe. When a turtle resides at 
the north or south poles, the meaning of its instantaneous heading is somewhat ill-defined.  In the 
implementation of the GOS project, the pole cases are defined as the longitude that a turtle 
would have just traveled “from” along that path.  A turtle traveling due north at 0° along the 0° 
longitude line will still be “pointing” 0° when it reaches the North Pole, and its azimuth will 
change to 180° (due South) with its longitude becoming -180° (the backside of the sphere) the 
moment it crosses over the north pole.  South-pole azimuths and longitude boundaries are 
handled the same way.  This creates a single corner case such that both the azimuth and 
longitude of a turtle will add 180° and wrap within their inherent intervals {[-180,180) for 
longitude and [0,360) for azimuth} the moment a pole is passed, either North or South.  In reality 
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this only affects the definitions given if a user queries the azimuth while the turtle sits on a pole; 
the internal representation of the turtle is handled in a vector implementation in the GOS system 
where no such corner cases exist. 
 
3.2  SOS Interface 
 The Geometry on a Sphere system was designed with the specific intention of being 
rendered on a Science on a Sphere display.  As such, a basic introduction to the SOS system is in 
order. 
 
Figure 6 - Students watching an SOS Earth animation at the NOAA Earth System Research Laboratory in Boulder, 
CO (image from NOAA) 
 The Science on a Sphere display is a six-foot diameter sphere suspended from an elevated 
ceiling from the top of the room (Figure 6).  A rectangular digital video sequence or a series of 
digital images are fed to the SOS software which renders the series images to four mounted 
projectors surrounding the sphere, which project the distorted animation onto the spherical 
surface. 
 To wrap a flat image onto the sphere for display, SOS requires that the images have a 2x1 
aspect ratio with pixel dimensions in powers of two (2048 x 1024px, et al.), as in Figure 7. 
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Figure 7 - Turtle Coordinate System 
(Turtle coordinates in black, image/pixel coordinates in red) 
 
 Anyone generating content for the SOS display can generate a series of images in alpha-
numeric order by filename as well as a text “playlist” file that designates the frame rate 
(frames/sec), start and beginning dwell time, animation z-tilt and rotation speed (useful for 
planetary animations), et al..  A telnet socket connection is provided to connect with the SOS 
module in order to send commands such as starting and stopping an animation, querying its 
progress, changing tilt angles, et al. (NOAA, 2011). 
 
3.3  GOS Design Requirements 
 In order to provide an effective and engaging user experience, the GOS software was 
built with the following core specifications in mind: 
 
3.3.1 Interface/Language Requirements 
• GOS must provide a well-defined language interface (akin to Turtle Logo, using text or 
visual GUI representation) that at minimum provides the following primitive turtle 
commands: 
o Forward / back (movement) 
o Left / right (turning) 
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o Pen up/down (drawing) 
 
 The following secondary commands should also be provided to create a more dynamic 
user toolset: 
o Set/Get Line Color 
o Set/Get Turtle Speed (animated rendering) 
o Set/Get Line Width 
o Area Fill 
o Set/Get turtle position (jump) 
o Set/Get turtle orientation 
o Set/Get relative orientation from a turtle’s current position to arbitrary sphere locations 
(such as other turtles on the sphere).  In the special case of querying the orientation from 
a turtle position to its spherical opposite (the direction from a turtle at the north pole to 
the south pole, e.g.), or from a turtle to itself, will return the current azimuth of the turtle, 
unchanged. 
 
• The GOS language must allow definite and indefinite looping (for/while loops) 
• The GOS language must allow subroutines with local variable scoping. 
• The GOS language must provide creation, storage and manipulation of variables and function 
parameters. 
 
• GOS should provide a wide and easy-to-use color pallet. 
• GOS must support the independent manipulation and movement of multiple turtles, 
simultaneously or in succession. 
 
3.3.2 “GOS Core” Rendering Requirements 
 The “GOS Core” refers to the software written to handle internal manipulation of turtle 
logic and rendering of image sequences and playlists for the SOS interface.  It is by design a 
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separate and portable entity from the GOS User Interface (UI), which has many potential options 
for development, outlined later in the paper. 
• GOS must render animations fast enough to appear seamless and smooth to users (30 fps 
when possible, minimum 15 fps excepting individual cases where less would suffice without 
affecting the user experience). 
 
• GOS must allow saving and retrieval of session information (files, etc.) for the user to edit 
and/or reuse code. 
 
• GOS must connect and communicate with the SOS interface in order to start and stop 
animations on SOS displays. 
 
3.4  High-Level Module Design 
 At its base functionality, the GOS system has four components: the SOS Hardware, 
Software and Display (which may also include a local feedback to the UI); the GOS User 
Interface (which may constitute a broad array of location options, both local or remote); the 
Language Interpreter that converts Turtle syntax to native GOS function calls; and the GOS Core 
between them, manipulating and rendering images to the GOS Display while providing feedback 
(thumbnails, et al.) to the user.  The layout of this system is outlined in Figure 8. 
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Figure 8 - Default GOS hardware setup 
3.5  GOS Core 
 This paper focuses primarily upon the GOS Core, while giving overviews of the UI 
development thus far as well as future work on the project. 
 
 The GOS Core is responsible for receiving turtle commands and translating them into a 
sequence of 2x1 images.  Turtle lines must be correctly translated onto the cylindrical or 
Mercator projection of a sphere, similar to Mercator-projected world maps with equidistant lines 
of latitude.  In this case the "lines" of a turtle’s path aren't really drawn as lines, but rather as 
polygons outlining a turtle path with a certain thickness and color (i.e. "a red line 10 pixels 
wide").  The final version of the GOS Core library uses a 3D vector implementation to achieve 
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this objective.  The GOS Core must also maintain and update the status of each Turtle, whose 
movements may happen independently or concurrently with each other. 
 
3.5.1 A GOS Core Process 
 The functional processes of the GOS Core can be illustrated with a use case, outlined in 
Figure 9 and explained below. 
 
Figure 9 - GOS Core Process Schematic 
 
Step 1.  The user creates a new SphereTurtle object, which stores the status of a new turtle object 
(position, azimuth, color, thickness, speed, timing, pen-up/down).  The SphereTurtle object is 
placed on a master queue of turtle objects working concurrently within the environment. 
 
Step 2.  The user issues a command to a turtle.  The command is handled as one of two types, as 
explained below: 
 2a. A non-moving command:  The SphereTurtle object is either queried (i.e. "get 
position") and returns a result, or a command is issued that updates the status of a turtle without 
drawing anything (i.e. "right 90", "pendown", "wait 2" [seconds]).  The turtle's appropriate 
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member variables are updated (along with the master system's timing clock, if necessary) and the 
program returns to the user.  Nothing is drawn within the system and no images are created. 
 2b. A moving command:  The turtle is told to move "forward" or "backward" and draw a 
line across its path.  The SphereTurtle class invokes the (singular) SphereImage object to 
translate the move into a series of polygon coordinates in the turtle (φ,λ) coordinate system, 
outlining the polygon2 that defines a given turtle line.  The procedures behind this are outlined 
later in the "Vector Implementation" section.  The polygon is returned and stored (along with 
timing, speed and color information) to the SphereTurtle, which creates a TurtleMove object, 
storing the data on a time-ordered queue of TurtleMoves.  The queue of turtle moves is stored in 
memory, but not drawn yet. 
Step 3) The user/UI issues a "draw" command to render all objects in the TurtleMove queue.  
The SphereTurtle class iterates over a series of timesteps, passing new TurtleMove objects for 
each timestep to the SphereImage library, which then renders portions of each move onto a new 
JPEG image, saving it to disk.  After rendering all images, the draw command completes by 
writing a text playlist to send to the SOS system, ordering it to play the newly animated sequence 
of images. 
 
3.5.2 GOS Programming Interface 
 The SphereTurtle class is the primary interface class for developers and users of the GOS 
Core.  The SphereImage class (described later) supports the underlying mathematics of the turtle 
drawings, but that implementation is largely hidden and used only by the SphereTurtle class.  
                                                 
2 It is worth noting that a "line" on the SOS display is not really a line at all, but rather a pseudo-rectangular polygon 
with an assigned thickness and color drawn onto the sphere.  The outline of this "line" polygon must be rendered in 
spherical coordinates, often making a curved polygon figure on the flat 2D image of the sphere, as seen in Figures 
10 and 11 further in the paper. 
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The SphereTurtle class currently supports all the following functions available to the user for 
creating and manipulating turtles on the sphere. 
 
 
 Once a turtle object is instantiated, the following public class methods are available to the 
user/developer using the SphereTurtle object: 
SphereTurtle() – Creates and returns a new SphereTurtle object to the user.  This object is 
referenced for all future operations with that turtle.  Multiple turtles may be instantiated with 
repeated calls to this function, with all turtles utilizing the same underlying SphereImage object.  
Currently the GOS Core doesn’t support concurrent turtle worlds in a single Python instance.  
Multiple turtle worlds (such as two concurrent SOS displays) can be implemented with multiple 
instantiations of Python, but would not communicate with each other without using inter-process 
communications.  The following optional parameters may be supplied to this constructor function 
when the object is instantiated: 
 
• color [default ‘white’]:  Values may be instantiated in a variety of formats as documented in 
the Python Image Library Handbook (PythonWare 2009), including RGB, HSL, and most 
common X11 and HTML color names (“red,” “purple,” “dark blue,” et al.). 
 
• width [default 5]:  In pixels.  Sets the one-sided radius of the turtle line… i.e. a width of “5” 
will generate a line 5 pixels on either side of the current turtle position (with a total diameter 
of 10 pixels).  This feature is dependent upon the underlying image resolution… i.e. a 5-pixel 
line on a 2048 pixel image would appear the same as a 10-pixel line on an image double-sized.  
(In future implementations it may make more sense to define turtle width using a more 
consistent method such as degrees that does not depend upon the underlying image 
resolution.) 
 
• mode[“radians” or “degrees”, default “degrees”]:  The turtle can operate in radians and/or 
degrees.  It is worth noting that this designation defines the units not just for a turtle’s position, 
but also for the azimuth of the turtle, its speed and distances traveled (i.e. 360 degrees forward 
defines a full great-circle path around the sphere).  Although this value can be changed 
periodically through a program, such a case has not been thoroughly tested.  It makes sense to 
set the mode initially and leave it consistently throughout a program’s duration. 
 
• start_time [default  None]:  In seconds, integer or floating point.  Determines how far 
into the animation this turtle’s moves will begin.  Details on the GOS timing clock are 
outlined further below. 
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forward(distance): Moves the turtle forward along an arc path defined by “distance” 
degrees or radians.  This is considered a “drawing” command outlined in Section 4.5.1.  This 
command also has a “fd” alias, doing the same. 
 
backward(distance): Moves the turtle backward, maintaining its “forward-pointing” 
azimuth.  This command also has a “bk” alias, doing the same. 
 
left(azimuth): Turns the turtle left by “azimuth” degrees/radians.  This is considered a 
“non-drawing” operation, changing the turtle’s state for future moves but drawing nothing itself 
onto the sphere. 
 
right(azimuth):  Turns the turtle right by “azimuth” degrees/radians. 
 
color(color): Changes the turtle’s color to the string specified “rgb(#,#,#)”, “hsl(#,#,#)”, or 
a common HTML/X11 name like “red”, “blue”, etc.  All previous lines drawn by the turtle remain 
unaffected. 
 
get_color(): Returns the current turtle color to the user. 
 
copy(): Returns a new SphereTurtle object with all the same characteristics of the current turtle 
object.  This command is potentially useful for multiplying turtles or creating paths that branch 
out from a single turtle. 
 
width(width): Changes the turtle’s radius width, in pixels.  All previous lines drawn by the 
turtle remain unaffected. 
 
get_width(): Returns the current turtle width, in pixels. 
 
wait(time [default None]): Causes the turtle to “pause” for the specified time (in seconds) 
before drawing its next command.  The “time” command is optional.  If omitted or set to None, 
the turtle updates its time (in animation terms, causes the current turtle to “wait”) until the latest 
system time of any turtle on the animation.  This timing is explained in greater detail further 
below. 
 
set_lat(lat): Changes the turtle’s latitude (φ) while maintaining its current longitude (λ) 
and azimuth (α), in degrees/radians. 
 
set_lon(lon): Changes the turtle’s longitude (λ) while maintaining its current latitude (φ) 
and azimuth (α), in degrees/radians. 
 
jump(lat, lon): Changes both the turtle’s latitude and longitude, keeping its azimuth 
constant. 
 
set_heading(azimuth): Changes the turtle’s azimuth/heading to the specified 
radians/degrees, defined as “clockwise from North” (i.e. 0° for due North, 180° for due South).  
Values outside 0-360° are wrapped within that interval (i.e. -90° is the equivalent of 270°, due 
“East”).  This function has an alias “turn_to(azimuth)” which does the same. 
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get_heading(): Returns the turtle’s current azimuth, in degrees/radians. 
 
set_speed(speed): Changes the turtle’s drawing speed, defined as degrees or radians per 
second as defined by the turtle’s mode of operation.  The turtle’s default speed is set at 90° per 
second, meaning the turtle takes exactly 4 seconds to complete a full great circle around the 
sphere. 
 
get_speed(): Returns the turtle’s current speed, in degrees/radians per second. 
 
get_position(): Returns a tuple of the turtle’s lat/lon (φ,λ) position, in degrees/radians. 
 
get_lat(): Returns the turtle’s current latitude (φ), in degrees/radians. 
 
get_lon(): Returns the turtle’s current longitude (λ), in degrees/radians. 
 
up():  Lifts the turtle’s pen up to stop drawing.  Any subsequent turtle moves will not be 
drawn onto the sphere until after the “down” command is issued.  If the turtle’s position is 
currently already “up”, this command does nothing. 
 
down():  Puts the turtle’s pen position down, allowing subsequent moves to be drawn again.  
If the turtle’s position is already “down”, this command does nothing. 
 
degrees():  Sets the turtle’s operating mode to degrees.  Typically a user should maintain 
the same mode (degrees/radians) throughout a full session, but this supports switching back and 
forth should the user deem it necessary.  Different turtles can concurrently operate in different 
modes if the user wishes. 
 
radians(): Sets the turtle’s operation mode to radians. 
 
set_mode(mode): Sets the turtle’s drawing mode to “degrees” or “radians.”  The command 
set_mode(“degrees”) performs the same operation as the degrees() function. 
 
get_mode(): Returns the turtle’s drawing mode, “degrees” or “radians”. 
 
toward(lat, lon): Returns the azimuth angle that a turtle must travel from its current 
position in an intercept path to the given “lat, lon” position, in degrees/radians.  If “lat, lon” is  
identical to the turtle’s current position, the turtle’s current azimuth is returned.  If “lat, lon” is 
on the opposite side of the sphere (exactly 180° in any direction), the turtle’s current azimuth is 
returned.  To point the turtle towards another object, this command can be issued in conjunction 
with the “set_heading” function described above. 
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3.5.3 GOS Mercator Implementation 
 The GOS Core (specifically, the SphereImage library) must correctly handle the 
transformation of polygons around a spherical coordinate system such that lines, when morphed 
by the SOS software onto a spherical projection, maintain constant apparent "thickness" and 
“straightness” throughout their path around the sphere (including when they overlap the poles).  
Without these corrections, turtle paths approaching the poles would become distorted on the 
sphere and appear to disappear when crossing the north and south poles.  For instance, consider 
the case of a turtle starting at 30° longitude along the equator (0,30), and executing the following 
LOGO commands (Program 3). 
 
Program 3 – An example turtle program for drawing two lines on the sphere. 
 
 The turtle travels due north for 90°, wrapping over the north pole and continues another 
45° down the relative "back" of the sphere, now along the -150° longitude line instead of its 
original +30° longitude, ending up at position (45,-150) before turning right.  After changing its 
color to red and continuing "straight" for another 200° walk along the globe, the turtle now sits at 
COLOR 'GREEN' 
FORWARD 135 
RIGHT 90 
COLOR 'RED' 
FORWARD 200 
 
fill(position, color): Fills the region surrounding the given “position” with the 
given “color.”  Both arguments are optional.  If “position” is omitted, the turtle’s current 
position is used.  If “color” is omitted, the turtle’s current color is used.  A turtle can use this 
command to fill in any region of the sphere.  The current implementation of the “fill” 
command is somewhat slow, and users will notice a distinct lag if using this command often 
(especially on large areas). Performance improvements can be made in future development 
using more advanced fill algorithms. 
 
 
22 
position (-41.64,-2.76) with an azimuth of 288.8° clockwise from true north (approximately 
west-northwest).  Note that—at an oblique angle—the turtle's azimuth constantly changes while 
it walks a great circle path on the sphere.  The final turtle path looks like Figure 10 on the sphere. 
 
Figure 10 - Front and back of turtle path, undistorted when projected onto a sphere 
 
 But when the path is distorted onto a rectangular Mercator projection in a 2x1 image, 
such as is required by the SOS system, the necessary inverse distortions make the rendered 
picture seem convoluted (Figure 11). 
 
Figure 11 - Turtle path on a Mercator-projected 2x1 image 
 The GOS software must perform these distortions in order to correctly write lines of 
apparent constant thickness onto a Mercator-projected 2x1 image for the SOS software to render 
onto the sphere.  In a first attempt at performing these non-linear transformations, I looked to 
Mercator projections used in map projections, both forward and inverse operations.  A line's 
coordinates could be translated using an oblique Mercator projection so that the line's "new" path 
(from translated coordinates φ’,λ’) follows straight along the equator in the new projection.  The 
outline of this "new" straight line could be made by tracing lines directly above and below the 
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equator using linear additions and subtractions to the transformed (φ’,λ’) coordinates.  This 
series of points could be translated back to the original (φ,λ) coordinate system using an Inverse 
Oblique Mercator Projection, giving the correct outline of this new line, with appropriate 
distortions.  This pattern would be repeated for each individual turtle line.  The algorithm follows 
a commonly-used pattern in such coordinate transformations: 
Ρ̇ = M−1[t(M(P), d)] (4.1) Ṗ = final outline points in original (φ,λ) projection P = original turtle coordinates in (φ,λ) and azimuth M = oblique Mercator Projection into transformed (φ’,λ’) projection t = tracing function, drawing a line and producing a polygon to display 
that line’s path M−1 = inverse oblique Mercator Projection into original (φ,λ) projection d = distance along the line 
 
 The Oblique Mercator Projection functions (M) can be given as follows (Wolfram 
Research 2004).  Starting at a spherical position (φ, λ) and defining a new projection whereas the 
new equator passes between two points (φ1, λ1) and (φ2, λ2) with respect to a final reference 
longitude λ0, the projected (x, y) positions of the point in this new coordinate system are defined 
as such: 
 
𝑥 = tan−1 �tan𝜙 cos𝜙𝑝 + sin𝜙𝑝 sin(𝜆 − 𝜆0)cos(𝜆 − 𝜆0) �  (4.2) 
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𝑦 = 12 ln �1 + 𝐴1 − 𝐴� = tanh−1 𝐴 
 
 
(4.3) 
 
where 
𝜆𝑝 = tan−1 �cos𝜙1 sin𝜙2 cos 𝜆1 − sinϕ1 cosϕ2 cos λ2sin𝜙1 cos𝜙2 sin 𝜆2 − cos𝜙1 sin𝜙2 sin λ1 � 
 
(4.4) 
𝜙𝑝 = tan−1 �− cos�λp − λ1�tan𝜙1 � 
 
(4.5) 
𝐴 = sin𝜙𝑝 sin𝜙 − cos𝜙𝑝 cos𝜙 sin (𝜆 − 𝜆0) 
 
 
(4.6) 
 
 Formulas for the Inverse Oblique Mercator Projection (M-1), starting at x,y converted 
back to (φ,λ), with other variables defined as above, are as follows: 
 
𝜙 = sin−1 �sin𝜙𝑝 tanh𝑦 + cos𝜙𝑝 sin 𝑥cosh 𝑦 � (4.7) 
𝜆 = 𝜆0 + tan−1 �sin𝜙𝑝 sin 𝑥 − cos𝜙𝑝 sinh 𝑦cos 𝑥 � 
 
(4.8) 
 This method worked tolerably well when implemented, but contained many corner cases 
(pole coordinates, longitudinal wrapping, and various 90-multiple azimuths) that needed special 
handling for each step of the process.  In addition, the use of inverse trigonometric functions in 
these operations—with their limited domains—required much special-case handling with pre- 
and post-operation corrections routinely made in each step of the process.  These corner cases 
quickly multiplied in each step and grew unwieldy to handle in both directions of calculation 
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(forward and inverse projections).  Due to these problems, Mercator transformations were 
replaced with a more computationally efficient vector implementation. 
 
3.5.4 GOS Vector Implementation 
 Let's assume the surface of turtle's world is a unit sphere, of radius 1, in the 3D Cartesian 
(x,y,z) system, with each turtle position denoted as a vector P from the sphere's center to its 
surface, always with magnitude 1 (see Figure 12).  The turtle's azimuth (or heading) H is another 
unit vector indicating the direction the turtle is facing with respect to the surface of the sphere.  
Note that H is tangent to the sphere and is therefore perpendicular to P (Abelson & diSessa, 
1986).  A third vector useful for rotations is L, the unit vector perpendicular to the plane defined 
by H and P.  L denotes the direction due "left" of the turtle's current heading, computed by the 
vector cross-product P x H. 
 
Figure 12 – Perpendicular turtle unit vectors P, H, and L on the sphere (P is projected outward from the sphere’s 
center) 
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 The P, H and L vectors are computed from a turtle’s spherical coordinates (φ, λ) and 
azimuth α.  P, H, L are each defined in (x,y,z) coordinates, all vectors being unit length 1, 
defined as such: 
𝐏 = (cosϕ sin λ,            sinϕ,           cosϕ cos λ) 
𝐇 = (− sinϕ cosα sin λ + sinα cos λ,           cosϕ cosα,           − sinϕ cosα cos λ + sinα sin λ) 
𝐋 = P × H 
(4.9) 
(4.10) 
(4.11) 
 To turn a turtle left or right, the H and L vectors need simply be rotated within the plane 
defined by the normal P (i.e. rotated around the vector P).  Alternatively, instead of maintaining 
the status of all three vectors simultaneously, one can just keep track of the position vector P and 
the azimuth α, while recomputing H and L as needed (this was the implementation chosen in the 
GOS code for easy bookkeeping). 
 Drawing a turtle line forward and tracing its path need simply be a matter of repeated 
vector rotations.  A forward turtle command (or “line”) is broken into a series of points following 
the turtle’s great circle path.  These points are computed by rotating P and H around the vector L 
by incremental amounts (1°, for instance) until reaching the final resting point in the path, P’, 
with the new azimuth H’.  L remains unchanged. 
 However, to draw a line of non-zero thickness, the turtle must not actually draw a single 
line, but rather a pseudo-rectangular polygon of a given width.  The width of a turtle line is first 
translated from a pixel radius (say, 5 pixels wide) into an angular width (in degrees) from the 
line’s center.  Each point along the straight line (as defined by the rotations in the previous 
paragraph) gets rotated by this small angular radius in both directions around H at each point, 
creating the “left” and “right” borders of the turtle path’s polygon.  This creates two lines 
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outlining the rectangular turtle path.  These points are converted back into spherical (φ, λ) 
coordinates and passed back to the SphereTurtle object, which encapsulates them (along with 
timing, color, and turtle speed) into a TurtleMove object to be stored onto the queue and 
rendered later.  The distortion seen at high latitudes is inherently and rather effortlessly handled 
by this approach, even when wrapping around the poles, dramatically reducing the number of 
“corner cases” that needed special attention in the Mercator approach. It is worth noting that 
some extra checks are needed to handle when lines wrap around the longitude “edge” of the 
coordinate map (between -180 and +180 degrees longitude) when an image is finally rendered. 
 
3.5.5 Multiple Turtles 
 A key design requirement for the GOS core is the ability to render multiple turtles 
drawing simultaneously and independently of each other.  GOS has the ability to query other 
turtles for their location and other properties, and one turtle may use this information to interact 
with other turtles accordingly.  This communicative behavior is separate from the core 
implementation details; by their nature the turtles act independently.  The GOS Core handles this 
seamlessly by decoupling turtles with the moves they make.  Once a command is sent to the 
GOS Core and a TurtleMove object is created, the relevant attributes of the turtle’s current state 
(system time, color, speed, coordinates) are encapsulated within the TurtleMove object’s 
geometry and timing, which is then saved onto the queue of turtle moves, no longer maintaining 
specific affiliation with the turtle that created it.  Changes to each turtle’s characteristics during a 
drawing (such as changing color, speed, etc.) do not affect previously-drawn moves.  Multiple 
turtles in multiple calls to the GOS system can perform multiple moves without affecting each 
other or interfering with their timing (although a “wait” function exists to sync the turtles to the 
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same system time when concurrent timing behavior is wanted, useful for choreographing turtles 
moves in an animation).  Their moves are saved separately onto the turtle move queue, 
regardless of whether their drawing times overlap. 
 When the draw() command is issued for all turtle moves to be drawn onto the image, 
the SphereTurtle class loops through the TurtleMove objects and draws the portions of polygons 
up to that timestep (in the order they were added to the queue) that haven’t yet been drawn, 
regardless of how many simultaneous moves this may include.  When rendered onto the image, 
the user sees a seamless motion from as many turtles as exist on the sphere, limited only by the 
memory in the computer and any external limits imposed by a given user interface.  A simple 
example of this behavior is outlined in Figure 13. 
 
Figure 13 - Three turtles concurrently drawing a triangle, at (a) 0.5 seconds and (b) 1 second 
 
3.5.6 GOS Core Clock Timing 
 Each turtle maintains a clock time S, denoting the number of seconds since the 
animation’s start.  Every turtle created at the beginning of the animation is given an initial clock 
time S=0.  Each turtle’s time is updated based upon the drawing commands given (“forward” or 
“backward”), which also depend upon the turtle’s distance and speed at the time of the 
command.  For example, a turtle traveling 90° per second (the arbitrary default turtle speed… 
taking 4 seconds to draw a great circle around the sphere) will advance its clock exactly two 
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seconds after being issued a “FORWARD 180” command, with its internal clock time S now 
equaling 2.0.  All other turtles created at the animation’s beginning still have a clock time S=0. 
 To illustrate the nature of concurrent clock timing in the GOS environment using 
multiple turtles, consider the following sample program using the Python GOS interface: 
r1 = SphereTurtle(color="red") 
b2 = SphereTurtle(color="blue") 
 
r1.forward(90) 
b2.forward(90) 
r1.forward(180) 
 
g3 = SphereTurtle(color="green") 
g3.forward(90) 
b2.forward(90) 
 
wait() 
## ^^ Identical to calling .wait() 
## on each turtle object.  Causes  
## all current turtles to "line 
## up" to whatever time step the  
## latest turtle sits. 
 
r1.forward(10) 
b2.forward(10) 
g3.forward(10) 
Program 4 – Three turtles moving concurrently and independently in the GOS Python environment. 
 
 The following diagram (Table 1) illustrates how this program is rendered to the final 
animation in the GOS Core library, using a default drawing speed of 90 degrees per second for 
each turtle: 
Table 1 - The program timeline for three turtles moving concurrently on the sphere, as written in Program 4 
Turtle  0 sec 1 sec 2 sec 3 sec 4 sec 5 sec 
       
        
   r1  t1.forward(90)  t1.forward(180)    ← t1.forward(10) 
        
   b2  t2.forward(90)  t2.forward(90)     ← t2.forward(10) 
        
   g3     t3.forward(90)   ← t3.forward(10) 
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 This behavior may seem odd at first, and is worthy of explanation.  The first two turtles 
were created at the program's beginning, with the initial system clock at S=0.  Their moves are 
timed independently of each other, so that one turtle's timing does not depend upon the other 
turtle's movements, regardless of the order in which the commands are made.  This allows a 
turtle programmer to build several turtle subroutines using different turtles in different blocks of 
code, without having to explicitly choreograph their movements together or interweave the 
commands together.  When the third turtle is created mid-animation, the system time is now S=3, 
and this turtle's moves begin at that point.  If the programmer wished the third turtle to begin 
moving at the same time as the first two, it would need to be created at the animation's 
beginning.  This allows a programmer to create new turtles on the fly, partway into the 
animation, without needing to consider the exact system time that their movements should begin.  
After moving the t2 and t3 turtles, the programmer wished to sync all turtles together to ensure 
they moved at the same time again.  The programmer could either call the .wait() method 
selectively on each turtle object they wanted to sync in time, or make a global wait() call (as 
in Program 4) to sync all current turtle objects to the same system time.  Future calls to each 
turtle begin after the last turtle finished its previous moves, in this case at 4 seconds into the 
animation. 
 Concurrent timing is an inherently difficult concept for most introductory programmers 
to grasp, and should be considered carefully in any GUI implementation in a museum setting 
using multiple turtles.  Regardless of the intended default behavior for end users in a particular 
GUI implementation, the current GOS implementation allows a GOS developer the flexibility to 
handle the timing of multiple turtle movements using full concurrency with predictable behavior. 
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3.5.7  GOS Core Language and Libraries 
 The GOS Core was written entirely in the Python 2.5 language, a freely available open-
source language with a very strong support community.  Python’s implementation is slower than 
native compiled languages like C/C++, but the benefits from a wide user base become evident in 
the language’s huge selection of freely available libraries, as well as being cross-platform 
compliant in nearly all its functionality.  The performance of GOS could be improved somewhat 
using freely available scientific libraries such as numpy (Numpy Developers, 2012) to perform 
mathematical vector operations.  However, in the case of GOS, most of the current performance 
bottleneck lies in disk latency when writing images to disk at 30 frames per second (~60-100kb 
per image at 2048x1024 resolution).  The greatest performance increases can be had by (a) using 
a smaller resolution animations (1024x512 instead of 2048x1024), (b) reducing the fps (30 to 15, 
etc.) or (c) implementing the system on faster hardware, saving images onto a solid-state drive or 
similar technology. 
 GOS utilizes the Python Imaging Library [PIL] (PythonWare, 2009) version 0.93, a 
simple freeware utility for saving, drawing and rendering images in various formats that served 
the purposes of this project nicely.  PIL’s current supported version is 1.17 at the time of this 
paper, supporting Python versions up to v2.7.  Support for Python 3.0 is coming soon, according 
to PIL’s distribution page. 
 
3.6  The spheremap Utility 
 An auxiliary tool (dubbed “spheremap”) was built in C++ using OpenGL commands to 
render 2x1 images onto a virtual sphere and to rotate the sphere and view it from various angles.  
Most of the figures in this text showing a turtle’s rendering on the sphere were displayed using 
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screenshots of the spheremap tool.  This tool was particularly useful for debugging during initial 
development of the GOS library, when constant use of the Science on the Sphere displays was 
neither available nor particularly necessary.  The spheremap executable relies on the freeware 
GLUT (Khronos Group, 1997) and Simple OpenGL Imaging Library (LoneSock, 2008) toolkits, 
and includes a makefile for building the tools in both MacOS and Linux environments, as well as 
a Visual C++ project for compilation in Windows.  The spheremap tool would hardly be worth 
mentioning here, except that future developers may wish to use it as a template for a GOS GUI, 
so that end users have a chance to “preview” their animations on their monitors before exporting 
them to a true spherical environment such as Science on the Sphere. 
 
4. A First GOS Application – “Laser Mission” 
 In September 2009 a team of senior undergraduates in the University of Colorado’s 
department of Computer Science (James Bailey, Brian Hallesy, Neal Robbins, Brandon Shelton 
and Garett Shulman) accepted the task of developing a front-end GUI for the GOS system, 
completing its first evolution into a tool for students and educators.  The project was internally 
dubbed “Laser Mission,” developed largely in Python 2.6, and used PyQt4 libraries (Riverbank 
Computing Ltd, 2009) for the graphical user interface.  The Laser Mission GUI was developed 
for use on a semi-durable portable tablet PC (sans keyboard).  The Craft Technology Lab 
acquired such a tablet PC specifically for the GOS project through a grant from the College of 
Engineering’s Education Excellence Fund at the University of Colorado.  The Laser Mission user 
interface relies primarily on a pair of dials to facilitate turtle movements (forward and turn) with 
a series of buttons for manipulating the state of turtle objects (color, penup, et al.), illustrated in 
Figure 14.  The GUI includes basic syntax for looping (repeat), as well as creating and calling 
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subroutines.  The interface provided support for controlling up to five concurrent turtles.  All 
commands are fed to a text screen that displays the code as the user enters commands, 
simultaneously familiarizing the user with the turtle command syntax while using the graphical 
buttons. 
 The code from the LaserMission project (including the entire GOS code described within 
this text) is freely available for download within a Google Code Project at  
http://code.google.com/p/lasermission/feeds 
 
Figure 14 - Lasermission GUI 
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 The user interface includes support for saving and loading user-created programs, 
allowing users to iteratively design their code in separate sessions, or import code written at 
another location before visiting the Science on the Sphere display. 
 The Laser Mission project includes a “command line” mode for executing turtle 
commands directly and interactively.  A “turtle syntax” language was developed based directly 
on the Turtle Logo syntax used by Abelson and diSessa (1986), using regular expression string 
matching to convert from turtle syntax into native GOS Python code.  The GUI produced 
identical commands (through the “Go” button) from turtle code produced in the Laser Mission 
GUI.  Both systems opened a telnet connection and fed a completed Python GOS program to the 
GOS software on the SOS servers for batch processing and rendering on the SOS displays. 
 
5. User Testing 
 In April 2010, eighteen students grades 6-8 visited Fiske Planetarium as part of a Science 
Club at Centennial Middle School in Boulder, to undergo the first user tests of the GOS and 
LaserMission GUI on the SOS display there.  Upon arriving at Fiske Planetarium on the 
University of Colorado campus, the entire group of students was given a brief introduction to the 
software on a wireless tablet PC, along with a live demonstration of several pre-built turtle 
programs on the SOS sphere.  Students separated into smaller groups of 2-5 students apiece and 
took turns using the software while other groups explored other displays at the planetarium.  
Each group of students was shown how to use the basic commands on the GUI to build and play 
a turtle program.  They were given no guidance about what specific tasks they should perform.  
GOS team members only stepped in when asked for assistance or further explanation when asked 
about specific tasks to use the software. 
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 Each group of students took different approaches to using the tool, working toward 
entirely different aims.  One group worked to re-create one of the example animations (featuring 
multiple turtles of different colors branching out from a moving turtle line).  Another group tried 
to get as many turtles drawing on the sphere at once in as many different directions as they 
could.  A third group was dominated by two boys trying to perform a task, with a girl waiting 
somewhat sheepishly aside, who began by aiding the boys in their task.  But the boys soon began 
to lose interest and the girl took hold of the tablet, turning the project into her own creation and 
spending the next 15-20 minutes working with the color selection and turtle moves to iteratively 
create a large rainbow sculpture with the turtles available to her. 
 The initial user tests informed future development of the GOS system, especially with 
regard to the LaserMission GUI.  Students’ questions and difficulties were  recorded by the Laser 
Mission team to inform further development. 
 The students' apparent interest in the LaserMission tool varied.  Some students spent 2-5 
minutes working on the tablet PC, rendering a few shapes or line patterns before handing the 
tablet to other students and exploring other attractions at the planetarium.  Other students spent 
considerably more time with each other, developing plans to render larger animations and 
iteratively trying to work within the software to implement them.  A couple of the students 
(notably one boy and one girl of the original group of 18) spent considerably more time with the 
Laser Mission tool, incrementally building one animation and then adding to it substantially, 
stopping only when it was time to head back to the bus. 
 
6. Mathematical GOS Applications 
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 Having explained the background and implementation of the GOS system, I will spend 
some time walking through various geometric applications of turtle geometry in a spherical 
coordinate system, using GOS as the means of executing these examples.  In doing so, several 
aspects of the nature of spherical geometry are explored in the context of these exercises.  It 
should be noted throughout the examples, the process of discovery is just as important, if not 
moreso, than any inherent discoveries themselves. 
 
6.1 Platonic Solids on a Sphere 
 One common theme in three-dimensional geometry are the platonic solids... convex 
polyhedra with identical regular polygon faces.  All faces and vertices are identical.  Only five 
such solids are known to exist, presented in Figure 15. 
 
Figure 15 - The five platonic solids.  Top row: a tetrahedron (for equilateral triangles), octahedron (eight equilateral 
triangles), cube (six squares).  Bottom row: icosahedron (twenty equilateral triangles) and dodecahedron (twelve 
regular pentagons). 
 The edges of these five solids can be transcribed onto a sphere using this GOS system, as 
Dr. Eisenberg illustrated for the Constructionism 2010 conference at the American University of 
Paris (MacFerrin et al., 2010): 
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Figure 16 - Octahedron on a sphere, featuring eight equilateral triangles transposed by three great circles (MacFerrin 
et al., 2010) 
 
Figure 17 - The remaining platonic solids on spheres.  From upper-left, a tetrahedron (three equilateral triangles), a 
cube (six squares), an icosahedron (twenty triangles) and dodecahedron (twelve pentagons).  Photos taken by Dr. 
Eisenberg and pulled from (MacFerrin et al., 2010). 
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 The spherical versions of each platonic solid hold the same defining properties as their 
straight-edged three-dimensional counterparts: they are comprised of an equal number of 
identical regular polygons entirely surrounding a closed space.  However, it becomes evident that 
the nature of the polygons—especially with regard to their angles—is inherently different on a 
sphere than in Euclidean space.  These differences illustrate what a “regular” polygon actually 
means on a spherical surface.  For instance, the octahedron (Figure 16), tetrahedron and 
icosahedron (Figure 17) are comprised entirely of equilateral triangles.  However, the interior 
angles in each regular triangle measure 90° in the octahedron (therefore the sum of each 
triangle’s interior angles totals 270°), 120° in the tetrahedron and 72° in the icosahedron.  This 
runs counter to the definition of a regular triangle on a flat Euclidean surface, where each angle 
measures exactly 60° with the sum of interior angles remaining a constant 180°. 
 
6.2 Polygons:  Sides, Angles and Spherical Excess 
 It is evident from Figures 16 and 17 that the interior angles of a spherical triangle hold a 
relationship with the lengths of the edges.  Namely, regular spherical triangles with longer edges 
will have larger interior angles, respectively.  These two polygon properties are independent in 
Euclidean space (a polygon's size bears no influence on the measure of its angles), but in 
spherical space the two properties are inextricably linked.  When a triangle is "small" (covering 
only a minor portion of a sphere's surface), its interior angles approach 60°, the same as a 
Euclidean triangle on a flat surface.  Indeed, much like on the surface of the earth, polygons 
covering small portions of the sphere appear quite Euclidean in their properties.  However, in 
order for its interior angles to measure 60° exactly, a spherical triangle's sides must have 
theoretically zero length.  If we define a "polygon" in the way that a traditional, non-intersecting 
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"simple" polygon typically used in Euclidean geometry is defined, this limit is non-inclusive.  
However, for the purpose of this discussion, polygons with zero-length sides, as well as polygons 
with straight angles and coincident sides will be included in the set of simple, closed polygons.  
At the other extreme, a spherical triangle's interior angles approach 180° as the side lengths 
approach a span of 120° (a third of the length around the full sphere), and the triangle becomes a 
single great circle.  This progression is illustrated in Figures 18-19: 
 
 
Figure 18 - Spherical triangles of various lengths and angle sizes, shown in a flat 2x1 image. 
 
Figure 19 - The same spherical triangles projected onto a spherical surface, seen from the "front" and "back" of the 
sphere.  The green triangle represents a "regular right triangle" (only existing in spherical space) whose sides and 
interior angles all measure 90°. 
 I took the liberty of using the GOS system to explore the relationship between regular 
polygon sides and angles in spherical geometry.  Beginning with the simple case of a triangle, I 
chose a range of plausible turning angle between 0 and 120° (in essence, the spherical triangle's 
exterior angle size) and wrote a minimization function to iterate repeatedly over the following 
simple "triangle" routine: 
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Program 5 – Portion of a turtle LOGO script for drawing a triangle 
 
 To determine what values of "LENGTH" complete and close each triangle with a given 
turning angle, I iterated over various angles until reaching a point where the turtle ends exactly 
where it started, i.e. "closing" the polygon.  (It should be noted that I am now referring to the 
exterior angles of the triangle, as opposed to the interior angle.)  Expanding the range to include 
negative side lengths (drawing backward) and negative turning angles (left instead of right), the 
relationship between the two variables is surprisingly symmetric, illustrated in Figure 20. 
 
Figure 20 - The symmetric relationship between exterior angle size (the "turn angle" of a drawing turtle) and side 
length in a spherical triangle.  The dotted lines indicate the four combinations of equal side length and turning 
angles, in this case the sphere’s classical “right” triangles. 
 As expected, the graph is symmetric across the X- and Y-axes; positive and negative 
angles and lengths change the orientation of a triangle, but not the triangle's inherent properties.  
However, the graph is also symmetric along the diagonal 1:1 line (again in both the positive and 
TO TRIANGLE (LENGTH, ANGLE) 
REPEAT 3 [ FORWARD LENGTH 
            RIGHT ANGLE ] 
END 
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negative directions), indicating that the X- and Y-axes are interchangeable.  The length of a 
regular spherical triangle's side necessarily affects the turning angle in the exact same manner 
that the turning angle affects the side.  As one property approaches 120°, the other approaches 
zero, with an identical converse relationship between the two variables.  I extended the 
investigation to see if the same discovery held for higher-order polygons as well.  It does, as seen 
in Figure 21, tracing the relationship up to spherical octagons (N=8). 
 
Figure 21 - Exterior angle size and side length for spherical polygons, from N=2 (if one chooses to allow a "2-sided" 
polygon with straight angles and/or coincident edges) to N=8 (a spherical octagon).  The relationship between 
turning angle and side length remains equally symmetric with all such polygons, becoming more "circular" as the 
number of sides increases. 
 What I stumbled upon was the relationship of triangle excess as it relates to side length of 
a spherical triangle.  "Triangle Excess" refers to the degree by which the sum of a spherical 
triangle's interior angles is necessarily greater than 180°,  topping out at up to (but not including) 
540° for a hypothetically straight-angled triangle forming a great circle.  As proven by Thomas 
Hariot in 1603 (Hopf, 1940), a spherical triangle's excess is equal to its angular area in 
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steradians, providing a simple method for turtle programmers to measure the area of triangles 
drawn on the sphere.  Spherical triangle excess E is also expressed in l'Huilier's Theorem 
(Zwillinger, 2002). 
tan �14𝐸� = �tan �12 𝑠� tan �12 (𝑠 − 𝑎)� tan �12 (𝑠 − 𝑏)� tan �12 (𝑠 − 𝑐)�  (7.1) 
a, b and c are the length of each side measured in degrees/radians (arc lengths of a great circle), 
and s is the semiperimeter (perimeter ÷ 2) of the triangle.  Triangle excess is measured easily 
using turtle geometry, as the sum of the exterior angles of a regular spherical polygon equals 
360° minus the total polygon excess. In the case of regular spherical triangles (where a, b and c 
are equal), the above formula simplifies to: 
tan �90° − 34 𝑡� = �tan �34 𝑎� tan3 �14 𝑎�  (7.2) 
 In this updated formula, a is the length of any one side (all sides being equal) and t is the 
exterior turning angle each at the turtle's three corners.  This formula is the algebraic 
embodiment of Figure 20.  It's an obviously useful formula for turtle geometry programmers who 
wish to create closed triangles with known lengths or angles, such as the platonic solid images in 
Figures 16 and 17.  It should be noted that the platonic solids drawn in Figures 16 and 17 were 
originally generated by "guessing and checking" to approximately close the figures, but the 
above derivation makes such guessing unnecessary.  Since the relationship between t and a is 
shown to be symmetric in Figures 20 and 21, the variables can be swapped in place to easily 
solve for one or the other. 
 For instance, in the example of the spherical icosahedron in Figure 17 (twenty triangles 
around a sphere, five triangles to a corner), the interior angle of each triangle is 72° (360°/5, as 
illustrated where five triangles meet at a single vertex), with an exterior turning angle of 108°.  
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Using the above equation, one can quickly solve for the side length, finding 63.435° per side.  
With those parameters, the icosahedron figure is easily drawn using turtle logic to connect the 
triangles and complete the icosahedron, no guessing required.  A user can of course refer to the 
more general version of l'Huilier's theorem when drawing non-regular polygons, at the price of 
algebraic simplicity.  With further mathematical investigation, such formulas could theoretically 
be derived to handle larger spherical polygons as well (N≥4). 
 The significant portion of this finding is not to rewrite a turtle-centric version l'Huilier's 
theorem, but rather that simply experimenting with turtle programming personally led to the 
independent discovery of a relationship, which in turn led to an autonomously-motivated 
mathematical derivation.  Such an equation would likely never be covered in a standard 
geometry class.  Turtle geometry using the GOS system provides a creative constructivist 
environment within which users can tangibly learn the fundamentals of spherical geometry 
through their own explorations, making their own discoveries along the way.  Such is the nature 
of a constructionist tool such as GOS. 
 
6.3 Recursive Fractal Curves on the Sphere 
 In the explorations outlined in (MacFerrin, et al., 2010), simple but beautiful recursive 
patterns that have proven popular in planar turtle geometry lend themselves to exploration on a 
spherical surface as well.  Two such curves include the "dragon curve" and "C curve" patterns 
(Wolfram Demonstrations Project, 2012), outlined in Figures 22 and 23. 
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Figure 22 - (a) A dragon curve and (b) a C-curve on a 2-D plane (Wolfram Demonstrations Project, 2012). 
 
 
Figure 23 - (a) A dragon curve, and (b) a C-curve drawn on a sphere in GOS (MacFerrin, et al., 2010). 
 As noted in (MacFerrin, et al., 2010) , the C-curve in Figure 23(b) differs visually from a 
planar C-curve.  Rather than forming an "open" figure with a generically C-like shape such as in 
Figure 22b, the excess curvature of the sphere causes the figure to wrap around itself and form an 
appealing "closed" shape.  The C-curve is created using the following simple recursive function: 
 
Program 6 – Turtle LOGO code to generate a traditional C-curve, with a side length of 2, turning radius of 90° to a 
level 10 recursion 
to ccurve (side, level, angle) 
 if level == 0: 
  forward side 
 else: 
  ccurve (side, level - 1) 
  right angle 
  ccurve (side, level-1) 
  left angle 
 
;; create a 10-level c-curve with a side of 2, turning 90* 
ccurve (2, 10, 90) 
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 After the explorations with polygons, it was immediately apparent that the appearance of 
such a figure on the sphere is inherently linked to both its side length and its turning angle, which 
work in parallel to draw such a figure on the sphere.  Larger side lengths will likely "spread out" 
the figure and cause the figure to more quickly wrap around the sphere, while larger or smaller 
turning angles than 90° can cause inherently different and at times unpredictable patterns to 
appear.  The C-curve code was run to produce a variety of images at various combinations of 
recursive depth, distance, and turning angle. 
 Drawing a C-curve using small distances (such as the 1-degree arcs used in figure 23b) 
creates a C-curve that looks very similar to its planar counterpart.  However, when the curve is 
allowed to “extend” around the sphere’s boundless but finite drawing canvas, the patterns begin 
to overlap, often in repeating patterns, drawing figures that—to an untrained eye—look very 
different than the original C-curve from which they were derived.  A few examples are illustrated 
in Figures 24-26, all using the identical C-curve algorithm with different parameters. 
 
Figure 24 - A C-curve with level 10, side length 3.5°, and turning angle 30°.  The curve quickly wraps around the 
sphere and converges to a nearly-repeating 4 sided drawing.  Note the difference between this C-curve and the ones 
drawn in figures 22(b) and 23(b), using an identical algorithm. 
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Figure 25 - A C-curve with level 10, side length 7°, and turning angle 45°.  Longer sides allow the curve to 
repeatedly wrap around the sphere and converge.  The figure begins to outline an open circle stretching in an 
approximate 110° diameter arc around the back side of the sphere (seen on the right edge here).  Even when 
extended to lower or higher levels, this C-curve never intersects this open circle.  Many spherical C-curves seem to 
outline empty circles of this type, inviting a worthy mathematical exploration in its own right. 
 
Figure 26 - A C-curve with level 10, side length 5°, turning angle 60°, playfully dubbed “the skull.”  The simple act 
of “drawing pictures” using a mathematical algorithm such as the C-curve invites students to independently explore 
both recursive programming and spherical geometry in a far more engaging manner than they otherwise might. 
 
6.4 Turtle Interactions 
 The examples illustrated so far have revolved around one or several turtle acting 
independently, each according to their respective commands.  A more feature-rich and insightful 
application of Turtle Geometry involves the interaction of multiple turtles on the sphere. 
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6.4.1 Predator-Prey 
 One of the classic examples of agent interaction is a “predator-prey” relationship.  One or 
more “predator” turtles is designed in the code to chase other turtles, while the “prey” turtles’ job 
is to run away from the predators in whatever fashion allowed by the programmer.  Students can 
be asked in a geometric exercise to design and implement such a system, and then feel free to 
build upon it and add complexities at will. 
 One simple example involves two predators and one prey turtle.  In this case all turtles 
will move at identical speed, so that no turtles traveling identical paths overtake each other.  
Turtles are placed in random or prescribed positions on the sphere, and the animation is allowed 
to run a certain distance while students observe the turtle’s behavior.  At each time step (in this 
case a movement of 1-arc-degree along the sphere for each turtle), each “predator” turtle queries 
its relative direction most directly toward the prey’s current position (implemented with the 
toward() method outlined previously).  The predator points itself directly toward the prey, and 
proceeds one time step further (in this case, 1-arc-degree, using “forward(1)”).  At the same 
time, the prey turtle queries the location and relative direction of each predator, finding a new 
azimuth that will most quickly allow it to run away from both predators simultaneously.  This 
mathematic operation seems almost trivial in theory, but in practice it provides the students with 
a small investigation into the nature of azimuth angles.  For instance, imagine a turtle situated on 
the sphere with two predators chasing from the South, one slightly “east” and other slightly 
“west” of 180°, illustrated in Figure 27. 
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Figure 27 - Two predators chasing one prey, causing students to think about the nature of "averaging" directions 
when the prey agent is making decisions. 
 Computing the escape direction from one predator (after finding the direction toward that 
predator) is relatively simple: add 180° and modulus with 360°.  In the example of Predator 1: 
(190° + 180°) mod 360° = 10° to escape.  An initial idea for escaping from two predators may 
simply be to average the escape directions from all predators in order to get a “best” direction for 
escape.  In this case the answer seems obvious: the prey turtle should head straight north 
(between the two escape arrows) to run most effectively from the two predators.  However, 
simply averaging the values 350° and 10° yields 180°, leading the prey due south instead of 
north.  (Redefining a 350° direction instead as -10° solves the problem temporarily, but leads to 
the same dilemma when arrows span the ±180° mark to the south).  Various methods can be 
implemented to handle this dilemma, which may be either figured directly by the students, or 
given (perhaps as a subroutine) by the instructor, depending upon the mathematical abilities of 
the students and the goals of the exercise.  Such a consideration surely isn’t limited to spherical 
turtle geometry, but presents itself in this context nonetheless.  One implementation (the one 
used in this example, for instance) involves using basic trigonometry to separate each “escape 
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arrow” into its x- and y-components, averaging those and converting back to a final azimuth with 
the inverse tangent operator. 
 Once that problem is solved, students can explore such predator-prey exercises at will.  
Here, for instance, is the case of two predators (red, maroon) chasing one prey (green) on the 
sphere in Figure 28, the direction of each travelling “to the left” on the figure.  (It is worth noting 
that such exercises are far more engaging to see in an animation than they appear in still images 
available in a document such as this.) 
 
Figure 28 - Two predators (red, maroon) chasing one prey (green) around the sphere. 
 It is obvious upon initial inspection that most open-ended “predator-prey” scenarios set 
up in this manner quickly degenerate into one or more predators simply chasing the prey around 
a great circle indefinitely.  The predators will asymptotically approach the prey’s path while 
never reaching their target.  However, at this point the groundwork arises for more interesting 
questions and investigations.  Is there an initial starting position that would allow the predators to 
“catch” the prey?  In that same line of thought, what does it mean for a predator to “catch” its 
prey exactly?  Can “roadblocks” be put in place to limit movements?  How would that be 
implemented?  Can limitations or special abilities be put upon the prey or the predators, to make 
the animation more involved?  For instance, the predators could gain the ability to “jump” 
around at random intervals, requiring the prey to quickly change course in its escape.  Figure 29 
extends upon Figure 28 to illustrate such a simple change.   
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Figure 29 - The red turtle changes position, forcing a more northwesterly tack by the green prey, and making the 
maroon predator adjust its pursuit accordingly. 
 During the chase the red predator turtle instantly transports from its previous location to a 
spot immediately south of the green prey, forcing the prey to quickly change its azimuth to a 
more “north-west” tack, which in turn causes the maroon predator to adjust its pursuit 
accordingly.  An extension of such a task, with more predator turtles involved, quickly becomes 
a visually appealing game of “cat and mouse,” all implemented with a series of known 
subroutines that engage students in the behavior of such a group system. 
 Of course, as many new turtles could be added to such an animation as an investigator 
wishes, with behaviors limited only by the students’ imaginations and ability to code these 
desired behaviors.  Rich explorations of dynamic individual and group behaviors are quickly 
realized in such an implementation. 
 This spherical implementation of predator-prey relationships bears many similarities to 
predator-prey investigations on a plane.  In fact, some of the lessons are nearly identical.  
However, key distinctions exist between the two environments.  The sphere, unlike a plane, is 
both boundless and finite.  A planar Cartesian world must choose between those two qualities.  
Thus, interactions between turtles on a sphere happen in a finite space and don't suffer the fate of 
turtles "running off the edge of the paper," nor do they necessitate turtles bumping against 
artificial boundaries, unless such boundaries are explicitly programmed by a user.  A turtle set in 
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a truly "random" position will never be more than 180° away from any other turtle, necessitating 
the interactions of agents within that confined but boundless space.  This limiting domain of the 
sphere creates an environment where interaction is more explicitly forced between turtles, where 
one turtle running away will eventually come back upon its original position and the other turtles 
within its world.  In addition, the nature of the sphere lends itself to investigations that have no 
parallel on a plane.  The next section outlines one such example. 
 
6.4.2 Another Look at Platonic Solids 
 Section 6.1 of this text illustrates the platonic solids drawn onto a spherical surface using 
turtle geometry, while Section 6.2 points out an algebraic method to derive the nature of a subset 
of those solids, eliminating the need to “guess and check” to get their length and angle 
properties.  However, using a variation on the “predator-prey” relationship outlined in Section 
6.4.1, one can derive distances and positions of the vertices of some platonic solids quickly, 
without the need for independent derivations of l'Huilier's Theorem or other cumbersome 
mathematics. 
 For instance, a tetrahedron requires four vertices, positioned at points on the sphere such 
that they are at a maximal distance from each other (i.e. no vertex is closer to any one neighbor 
than another, nor can they get further without jumping off the sphere’s surface).  If four turtles 
are placed at random unique positions on the sphere and are programmed to “run away” from all 
other turtles (taking into account not just direction but distance as well… i.e. directions from 
closer turtles are more heavily weighted than distant turtles), the turtles naturally diverge into a 
tetrahedron pattern.  When the turtles have settled into a stable position, they lie nearly perfectly 
on the vertices of a tetrahedron; one only need connect the turtles together with lines such as in 
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Figure 30 (white edges) to complete the tetrahedron.  The turtles were never “told” to create a 
tetrahedron.  The turtle agents simply did it themselves as part of the experiment by following 
their simple pre-programmed behavior. 
 
Figure 30 (a) The flat 2-D rendering of a tetrahedron (white edges) using prey relationships among 4 turtles.  The 
colored lines represent the path of each turtle from its random starting position near the origin to its final resting spot 
at the vertices of a spherically-projected tetrahedron.  (b) The same image projected onto a sphere. 
 This system works well for drawing other regular polyhedra as well.  For instance, the 
octahedron is created rather quickly with this method (Figure 31): 
 
Figure 31 - A self-developed octahedron (flat and projected), using six turtles.  The turtle are not told where to go; 
they are simply placed at random and walk as far away from each other as they can until settling on their final 
positions, creating a near-perfect regular polyhedron figure. 
 However, students may find when graduating to larger polyhedra, an assumption is 
challenged.  Eight vertices, when asked to retreat as far from each other as they can, do not by 
default form the vertices of a cube such as in Figure 17.  Although a cube represents a regular 
polyhedron with eight evenly-spaced vertices and six faces, it does is not represent a polyhedron 
with the greatest distance between those eight vertices.  Rather, an antiprism with quadrilateral 
bases and triangular sides fulfills that need, shown in Figures 32 and 33.  (Think of a 
quadrilateral antiprism as two squares atop each other, with the vertices of one rotated 45° with 
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respect to the other.)  This antiprism is what eight vertices “running away” from each other seem 
to generate by default: 
 
Figure 32 – (a) A cube and (b) a quadrilateral anti-prism.  Although the cube is a regular polyhedron, the 
quadrilateral antiprism provides eight vertices with the potential to extend as far from each other as possible while 
staying on a spherical surface. 
 
Figure 33 - A quadrilateral antiprism (a) projected onto a 2-D image and (b) projected onto a sphere. 
 The algorithm works tolerably well for building an icosahedron (12 vertices, 20 
triangular faces) in Figure 34: 
 
Figure 34 – A regular icosahedron (a) projected onto a 2-D image and (b) projected onto a sphere. 
 
 A regular dodecahedron seems more difficult to construct in this manner (Figure 35). 
 
Figure 35 - A 20-vertex polyhedron figure (a) projected onto a 2-D image and (b) projected onto a sphere.  With its 
pentagonal sides, a regular dodecahedron proves difficult to construct using this modified 20-prey algorithm, and 
this figure falls short of such a regular shape.  The rules necessary to force such behavior (i.e. drawing “pentagonal” 
sides) from a set of turtles illustrates a worthy branch of further investigation. 
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 It turns out, this method is ideal for producing regular polyhedra that have only triangular 
faces (i.e. the tetrahedron, octahedron and icosahedron), but higher-order facets (such as the 
squares of a cube or the regular pentagons of a dodecahedron) prove more difficult to create in 
such a simple “flee-from-your-neighbors” fashion, at least as implemented in this investigation.  
Such a challenge invites further exploration into this branch of turtle algorithms.  In the larger 
sense, it also scratches the surface for the potential of a rich subset of geometric experiments that 
rely upon the interaction of turtles in real time.  When the eventual behavior of a turtle system is 
unknown at the start of an animation, the lines of questioning can be far greater than drawing a 
predisposed figure. 
 
7. Current and Future Work 
 Many advancements on the GOS system can and should be made in order to utilize its 
full potential and best serve both instructors and students.  Since the original implementation of 
the GOS system and LaserMission GUI outlined in this thesis, many of these improvements have 
already been made, most notably by Dr. Eisenberg, Michele B. Redick and Antranig Basman in 
the University of Colordo's craft technology group (Redick, 2012) with their work on the "Math 
on a Sphere" (MOS) project, funded by the National Science Foundation's grant #DRL1114388.  
The underlying technology was based directly upon the GOS code implemented here, while 
building a web-based GUI and functional "WebLogo" code language atop it for general use. 
 
7.1 Easily Accessible Interface 
 With very little guidance, a student should be able to pick up the GOS system and begin 
drawing immediately, with as little guided oversight as possible.  The LaserMission GUI on a 
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durable tablet PC was a good start to this effort, but future iterations with more intuitive user 
interfaces were needed.  The MOS project implemented by Eisenberg, Redick and Basman 
(Redick, 2012) addressed this, and created the first web-based GUI using much of the 
functionality needed for students to easily create programs and animations using the GOS and 
SOS architectures.  Several key features are still missing from this interface—namely it lacks the 
ability to use multiple turtles for exploring interactive relationships such as predator-prey—but it 
is the first truly easily accessible interface available based upon the GOS system, and has 
received positive feedback on its user tests so far at UC Berkeley and other institutions.  The 
work on that project is still ongoing, and is likely to produce further advancements in power 
usability, and breadth of deployment. 
 
7.2 Fully Functional Programming Language 
 The Laser Mission turtle shell language (used at times for examples in this document) 
was loosely based upon the Turtle Logo language outlined in (Abelson & diSessa, 1986).  
However, the Laser Mission implementation lacked local variable scoping, which severely 
hampered the ability to build functions and programs of arbitrary complexity.  It also left out the 
ability to query the state of turtles, such as their speed, color, position and azimuth, and to 
externally store or manipulate such state variables freely.  This made it impossible to implement 
interactive systems such as the predator-prey and polyhedra-finding algorithms, which are a 
gateway to some of the most interesting explorations using turtle geometry.  The MOS project 
improved the language significantly, allowing local variable scoping, multiple data types and 
subroutines in order to build complex programs.  It still lacks data structures, which are key in 
the ability to store a turtle's "state" for later use, and also does not implement a mechanism for 
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multiple turtle control, as outlined previously, but it is a significant step forward for the GOS 
technologies, and there is little doubt that these limitations can be overcome in future iterations 
of the project. 
 
7.3 Code Samples and Investigations 
 Not all students (nor instructors) will immediately realize the creative potential of a turtle 
system such as GOS.  In this aspect, the GOS system would benefit greatly from a “sample 
programs” booklet, providing a number of ideas to get students started.  Such programs may 
include drawing a simple triangle; designing and executing a subroutine; controlling the display 
of an individual turtle’s speed, direction, line width and color; or creating multiple turtles to 
execute their respective programs either independently or in cooperation with each other.  
Providing such a “starter toolbox” will allow users to quickly realize the potential of the system 
and give them the tools to explore further in whatever direction they choose. 
 
7.4 Improved Hardware and Software Performance 
 The GOS system at its current state still suffers from some performance limitations 
(namely, processing speed and rendering of animations after a program is complete).  These 
limitations can be sidestepped somewhat using lower-resolution images or lower frame rates, but 
the Science on a Sphere system is—by its nature—a high resolution display, which is a part of 
what makes it such an impressive and immediately engaging outlet for this project.  Some of 
these limitations were overcome in the MOS implementation, but (Redick, 2012) still notes that 
the animations can be jumpy at times due to performance constraints.  Such limitations are not 
deal-breakers in implementation, but can hinder the engaging nature of the project if they 
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become burdensome on the display and computation hardware.  Performance improvements can 
be made by converting core subroutines (namely in the "vector" library) to lower-level 
implementations (C/C++ instead of Python) and making use of hardware-accelerated vector 
libraries for some of the mathematical details.  Hardware improvements such as solid-state-drive 
technology may be useful for quickly writing the circular buffer of images to disk upon which 
the MOS project heavily relies, as explained in (Redick, 2012). 
 
7.5 Off-site GOS GUI 
 One consequence of the large (and so far, rather expensive) SOS systems is that students 
rarely get to spend more than a short time in front of the GOS platform in its natural setting 
inside a museum or science center.  Even in our user-testing (which provided students with a 
longer-than-average exposure to the software), students were only able to explore for relatively 
short periods—an hour at most—before it was time to leave the planetarium.  In order to fully 
inspire the creativity of students into the world of turtle geometry, it is imperative that an 
interface be implemented on a two-dimensional screen.  Such a tool would provide the extra time 
needed for students to fully explore an investigation (either independently or in the context of a 
teacher-led session) and present their results the next time they in front of their closest SOS 
display.  In short, it gives students a chance to practice at home before performing their final 
experiments. 
 The MOS WebLogo GUI implemented in (Redick, 2012)  provides a natural stepping 
stone for such an implementation.  Although its GUI is currently designed for use within an SOS 
exhibit, it does not take much further development to use this browser-implemented approach at 
home or in a classroom as well. 
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 Should these considerations of future work be heeded in their entirety, the GOS system 
has the potential to graduate from a working “proof of concept system” to a widespread and 
engaging constructivist learning tool, able to be utilized at one of any SOS displays installed 
around the world, from anywhere in the world. 
 
8. Conclusion 
 I have given an outline of the Science on the Sphere technology and its potential as a 
vividly engaging display that had, until now, been only a passive rendering device.  I have 
outlined a brief background of turtle geometry and its deeply researched potential for engaging 
students through a constructivist approach to teaching and learning geometric concepts. 
 I have built and demonstrated a fully-functioning implementation of a spherical turtle 
geometry system, literally the first of its kind that readily combines turtle geometry with 
spherical geometry.  It provides a gateway for students and instructors alike to explore an 
entirely different branch of geometry than has been available to them through only the Euclidean 
investigations presented in traditional geometry curricula.  The system has proven fully 
functional in all the basic tenets of a turtle system, incorporating ideas such as multiple turtles, 
parallel execution, turtle interaction and turtle customization.  This system allows users to 
implement programs of arbitrary complexity and of great beauty, both in their animations and the 
final results produced en-route. 
 I have outlined several ideas of investigations that users may embark upon when 
exploring turtle geometry, and proven that these concepts are entirely feasible to implement 
using the current turtle system.  With each concept I have provided a number of questions as a 
primer for future investigations that others may embark upon at will.  I believe such 
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investigations to be only a start… the most interesting problems to solve are ones I have likely 
not yet imagined. 
 In summary, I have contributed a new and engaging tool to the constructivist learning 
world, utilizing the best technology currently available to invite students and instructors alike to 
explore the subject of spherical geometry in a context that would otherwise never have been 
available.  It is my hope that future development will see the implementation of this project on a 
larger scale, for a far greater audience to explore. 
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