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1. Introducción
El  objetivo de este proyecto ha sido la creación de una aplicación móvil  que dé soporte a toda la 
comunidad universitaria de la UPC, tanto alumnado como profesorado o visitantes. Una aplicación que 
permita al usuario tener toda la información más relevante de la Universidad en la palma de su mano, 
siempre actualizada y de manera rápida y sencilla. Unificando cierta información importante que se 
encuentra “dispersa” en varias páginas web en un único lugar, siendo así mucho más accesible y 
cómodo.
Dado que en los últimos tiempos han salido al  mercado gran cantidad de dispositivos móviles smartphone 
y éstos son más asequibles y por tanto el numero de usuarios de éstos se ha visto incrementado 
exponencialmente, han surgido al  mercado miles de aplicaciones para este tipo de dispositivos. Una 
razón del gran éxito de estas aplicaciones es debido a que dan la comodidad de poder acceder a ellas en 
cualquier momento y lugar, teniéndolas siempre en el bolsillo.
Un gran número de Universidades ya se han dado cuenta de la importancia de ofrecer este tipo de 
aplicaciones a sus usuarios, como Stanford, Illinois o University of Texas y también nacionales como la 
Universidad de Navarra, la Universidad Jaén, o la Universidad Internacional de Cataluña.
En estos momentos la Universitat Politècnica de Catalunya no posee ninguna aplicación de este tipo (y se 
tiene constancia que no está en desarrollo) y por esta razón se ha creído conveniente implementar una 
aplicación de estas características que pueda servir como prototipo a una versión final y publicada por la 
UPC, partiendo con el ejemplo de las aplicaciones de las Universidades nombradas.
Se ha escogido implementar la aplicación para el dispositivo iPhone de Apple. La razones por la que se 
ha escogido este dispositivo son varias, primeramente porque se opina que es uno de los mejores 
móviles que a día de hoy hay en el  mercado gracias a todas las funcionalidades que ofrece (como el 
acelerómetro o controles táctiles), la aplicación también será compatible con el dispositivo iPod Touch ya 
que usa el mismo Sistema Operativo, la facilidad que posteriormente se ofrece para difundir las 
aplicaciones a través de la AppleStore y sobretodo por la gran cantidad de usuarios de este dispositivo.
Motivación
Las razones que me han llevado a realizar este proyecto han sido varias, primeramente un interés 
personal en el dispositivo iPhone de Apple y en la realización de aplicaciones para éste, ya que opino que 
es un dispositivo interesante y novedoso que ofrece muchas posibilidades. También el hecho de aprender 
y empezar a adentrarme en una nueva tecnología de desarrollo totalmente desconocida para mi, tanto la 
plataforma, como el lenguaje de programación y el SDK. 
Objetivos
Los objetivos básicos de este proyecto son dos: primeramente aprender una lenguaje y tecnología de 
desarrollo totalmente nuevos y segundo desarrollar una aplicación para este nueva plataforma que 
ofrezca a los usuarios información actualizada y de manera cómoda sobre temas de interés de la 
Universidad: como son las últimas noticias de los diferentes departamentos, acceso a los últimos vídeos 
publicados por la Universidad, información de los seminarios que se han realizado y/o se van a realizar, 
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búsqueda de lugares dentro de la universidad, últimos eventos y acceso al  directorio completo de la 
Universidad. Es decir, una aplicación que aporte una mejora a la experiencia del usuario.
Alcance
En este proyecto se pretende implementar la aplicación iUPC para los dispositivos iPhone y iPod Touch. 
Una aplicación que de soporte a la comunidad universitaria ofreciendo, de manera siempre actualizada, 
un conjunto de información que le sea de gran utilidad y que pueda consultar en cualquier momento y 
lugar, una aplicación que haga mucho más agradable su estancia en la UPC.
iUPC es en sí un conjunto de seis aplicaciones: Noticas, Mapas, Directorio, Vídeos, Eventos y 
Seminarios.
Seminarios mostrará aquellos seminarios que desde la web de HiPEAC (European Network of Excellence 
on High Performance and Embedded Architecture and Compilation) han sido publicados. Diferenciando 
entre los seminarios que ya han sido realizados, los que se realizarán en el día de hoy y los futuros. 
Seleccionando uno de los seminarios se podrá acceder a su información (hora, lugar..) y a la 
documentación adjunta (vídeos o PDF) que podrá visualizarse directamente.
La aplicación Mapas mostrará el mapa de la universidad, que el usuario podrá decidir ver en formato 
estándar, híbrido o satélite. Podrán realizarse búsquedas de edificios concretos, que serán marcados en 
el  mapa junto con información relevante de éste y si  el  usuario lo autoriza, marcar su ubicación en el 
mismo mapa.
En la aplicación Eventos el  usuario podrá visualizar rápidamente qué eventos se han programado para el 
día de hoy simplemente con abrir la aplicación, además se ofrecerán dos vistas más para visualizar los 
eventos pasados y los futuros de manera separada. Seleccionando uno de los eventos en cualquiera de 
las pantallas, podrá acceder a la información de éste, como el lugar, la hora, una descripción y el 
organizador.
La aplicación Vídeos permitirá al usuario acceder rápidamente a todas las fuentes de vídeos que la UPC 
dispone, en este momento únicamente dos: Canal UPC Youtube y UPCommons. El  usuario podrá 
visualizar los vídeos, guardarlos en memoria para su posterior visualización (offline) y borrarlos cuando 
desee.
La aplicación Noticias ofrecerá al  usuario la posibilidad de leer en un solo lugar, las ultimas noticias 
publicadas por diferentes Departamentos o Unidades de la UPC. Sin necesidad de buscar las páginas 
web de cada una de ellos. Se podrá seleccionar de que Unidad leer las ultimas noticias, guardar ciertas 
noticias en memoria del dispositivo como favoritos, contar con un historial de noticias leídas e incluso 
añadir sus propias fuentes de noticias.
Directorio va a permitir al usuario acceder a el  directorio de la UPC, aprovechando las características que 
el  iPhone ofrece para ello. Así pues el  usuario primeramente podrá escoger de qué Unidad Universitaria 
visualizar su directorio (que se mostrará con las mismas características con las que se muestra el propio 
directorio de iPhone). Se podrán realizar búsquedas de personas, y desde la misma vista de información 
de una de ellas: se podrá agregar al directorio personal  del  usuario, realizar llamadas, enviar SMS o 
enviar emails.
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Organización del Documento
Este documento ha sido redactado con la intención de ser lo más didáctico posible y pretendiendo que la 
implementación interna de iUPC sea lo más comprensible posible.
Entendiendo que dependiendo del interés de cada lector, este puede requerir diferentes grados de 
“introducción” a la aplicación, es decir: una persona puede querer simplemente saber las funcionalidades 
que ofrece iUPC, otra persona querrá saber un poco mas allá y saber cómo funciona de manera interna 
para llevar a cabo estas funcionalidades pero sin llegar a ver código, y por último, una persona 
interesada en aprender a programar en Objective-C o interesado en la programación podría querer ver 
ciertas partes del código fuente llegando así a la parte mas interna de la aplicación.
Por esta razón el documento se ha organizado de tal manera que pueda satisfacer a cada uno de estos 
tres perfiles de lectores, separando de manera clara lo que son las funcionalidades, del  funcionamiento 
interno de la implementación. 
Veamos la estructura del documento:
1. Primeramente se encuentra el capítulo “Funcionalidades de iUPC”, que explica de manera detallada 
que ofrecen y cómo se usan las seis aplicaciones que forman iUPC (se puede considerar un manual 
de usuario). Lectura obligatoria para todos los lectores.
2. El  tercer capítulo “Iphone O.S”, donde se explica de manera resumida datos básicos sobre este 
sistema, el SDK de desarrollo y Frameworks Usados. Muy recomendable lectura para aquellas 
personas no iniciadas a la programación en este sistema, que posteriormente quieran leer los 
capítulos de código fuente de las aplicaciones. 
3. El  capítulo de “Introducción a la implementación de iUPC”, se recomienda leer a aquellas personas 
interesadas en leer posteriormente los capítulos de Implementación de las aplicaciones, ya que se 
explica que tipo de navegación se ha usado para la aplicación y como se ha implementado la 
localización (que iUPC esté disponible en varios idiomas).
4. Seguidamente se encuentran los capítulos de cada una de las aplicaciones que forman iUPC. Cada 
uno de estos capítulos esta divididos en tres apartados:
a) Diseño y Realización: en estos capítulos se explicará cómo la aplicación lleva a cabo las 
funcionalidades descritas por el capítulo dos en lenguaje natural. Las decisiones de diseño que se 
han tomado y las diferentes opciones que se han tenido en cuenta. De lectura obligatoria para quien 
quiera saber cómo funciona la aplicación internamente sin llegar al código fuente y las razones de 
porqué se 
b) Estructura y Organización Interna: capítulo de introducción para aquellas personas que deseen 
leer el capítulo de implementación. Se explicarán qué clases se han utilizado, cómo éstas se 
organizan mediante diagramas UML y cómo siguen el patrón de diseño Modelo-Vista-Controlador.
c) Implementación: se explicará con detalle el código fuente de aquellos métodos más relevantes de 
cada una de las aplicaciones. 
• Los capítulos siguientes son de interés general.
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2. Funcionalidades de iUPC
iUPC es la Universidad Politécnica de Cataluña en la palma de tu mano.
La aplicación ofrece seis funcionalidades que permitirán al usuario usuario acceder de manera fácil  a todo 
un abanico de información que le resultará de gran utilidad, como buscar una persona en el  directorio de 
la UPC, encontrar edificios en el  mapa, leer las últimas noticias de los departamentos, ver qué eventos 
importantes van a haber, ver a qué seminarios puedo asistir o visualizar los últimos vídeos publicados por 
la universidad entre otras cosas... Todo desde un iPhone o iPod Touch! 
iUPC es por lo tanto un conjunto de seis aplicaciones o funcionalidades: Noticias, Mapa, Vídeos, 
Seminarios, Directorio y Eventos, tal  y como se puede ver en la vista principal  de iUPC (Figura 2-1). 
Durante este capitulo, se explicará detalladamente el funcionamiento y la información que ofrecen cada 
una de ellas.
Fig. 2-1: Vista Principal de iUPC
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2.1. Mapas
La aplicación Mapas va a permitir al usuario hacer búsquedas de edificios y 
lugares concretos de cualquiera de los Campus y Escuelas pertenecientes a la 
Universitat Politècnica de Catalunya, de manera fácil  y rápida. Podrá visualizar el 
mapa de tres modos distintos según le convenga: híbrido, satélite y estándar (los 
dos últimos muestran el  nombre de las calles, cosa que le facilitará llegar donde 
desee). Incluso, si el usuario se encuentra en el área de mapa mostrada, éste 
señalará el punto exacto donde se encuentra y de esta manera ayudarle a 
encontrar su destino.
En el momento en que el usuario selecciona la aplicación “Mapas” del menú principal de iUPC, se abre 
una nueva vista que le muestra al usuario un mapa modo “satélite” centralizado en el Campus Norte de la 
Universidad (figura 2-2).
Fig. 2-2: Vista principal de la aplicación Mapas
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Conexión a la Red
Ya que la aplicación requiere de algún tipo de conexión a la Red para 
su correcto funcionamiento (necesario para mostrar el mapa y el 
listado de búsqueda), al iniciar la aplicación ésta comprobará si  existe 
o no conexión a la Red. En caso de no haber, se mostrará al  usuario 
una alerta advirtiéndole de tal suceso (figura 2-3).
2.1.1. Búsqueda de lugares
La aplicación permite al usuario buscar edificios o lugares de los 
diferentes Campus y Escuelas pertenecientes a la Universidad.
Para ello el  usuario ha de presionar sobre el  botón con el símbolo de 
lupa del  menú inferior. Se abrirá entonces, en la misma vista, una 
tabla que mostrará un listado de todos los Centros Docentes de la 
Universidad, a partir del cual el  usuario puede dirigirse a aquel que 
desee.
Si  Selecciona un Campus, mostrará en la misma tabla el listado de 
escuelas de este campus, y seleccionando una de las escuelas, se 
mostrará el listado final de edificios y lugares importantes de dicha 
escuela. Si  selecciona una escuela desde el  primer listado de 
Centros Docentes, se lleva al listado final de lugares directamente.
Fig. 2-3: Alerta que advierte al 
usuario de que no dispone de 
ningún tipo de conexión a la Red.
Fig. 2-4: Aplicación Mapas mostrando la tabla de búsqueda, que 
muestra el listado de escuelas del Campus Nord
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Cuando el  usuario selecciona uno de los lugares o edificios mostrados en el listado, la tabla de búsqueda 
deja de mostrarse y se coloca en el mapa un pin que mostrará al usuario el lugar exacto del  lugar que 
está buscando (figura 2-5).
Mostrando información de un lugar 
marcado
Una vez marcado en el  mapa uno o varios lugares mediante pins, 
se puede presionar sobre ellos para dar más información sobre el 
edificio marcado (si en él hay aulas docentes, departamentos, etc), 
mediante un pequeño “bocadillo” emergente (2-5).
2.1.2. Opciones
Limpiar
Presionando sobre este botón de la barra de herramientas inferior, 
se podrán eliminar del  mapa todos aquellos pins que hayan sido 
marcados mediante las búsquedas.
Modos de Visualización
Existen tres modos de visualizar el mapa, que el usuario 
puede ir alternando y seleccionando según sus 
preferencias. Para ello el  usuario ha de presionar sobre el 
botón “Visualización” del menú inferior y se desplegará 
encima de éste un nuevo menú inferior desde el cual podrá 
seleccionar el modo deseado (figura 2-6).
Satélite
Mostrará el  mapa en modo vista de satélite (con imágenes) únicamente. Es el  modo usado por defecto 
(figura 2-2).
Híbrido
Muestra un papa modo satélite al que se le han añadido el nombre de las calles.
Fig.2-5: Mapa mostrando el lugar 
exacto de la Biblioteca Rector 
Grabiel Ferraté mediante un pin de 
color morado.
Fig.2-6: Sub-menú Visualización
Desarrollo de la aplicación iUPC para iPhone • Elena Macia                                                              16
Estándar
Mapa en formato estándar, sin fotografías del satélite (útil para mostrar las calles con mayor claridad). 
También incluye el nombre de las calles. 
         
2.1.3. Posición del Usuario en el Mapa
Al  entrar en la aplicación Mapas, se le preguntará al usuario si permite a la aplicación “iUPC” utilizar su 
ubicación actual. Si  el usuario lo permite, cuando el usuario esté visualizando la porción del  mapa en el 
cual se encuentra en ese momento se mostrará marcada mediante un pin su ubicación actual, y un radio 
de margen de “error”, tal y como se muestra en la siguiente figura:
Fig. 2-9: Ubicación actual de usuario.
Fig. 2-7: Mapa Híbrido Fig. 2-8: Mapa estándar
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2.2. Noticias
En la aplicación Noticias, el usuario tendrá la posibilidad de ver las últimas noticias de 
los diferentes Departamentos y/o Organizaciones de la UPC, guardar en la memoria 
del dispositivo tanto aquellas noticias que le sean de interés como las últimas 
visitadas para su posterior lectura, tanto online como offline, además de la posibilidad 
de que cada usuario pueda añadir sus propios Feeds (o canales RSS) personales de 
Noticias.
Cuando el usuario entra en la funcionalidad Noticias se le muestra una vista con un listado de las Fuentes 
de Noticias disponibles en ese momento y un menú inferior para realizar otras tareas, tal  y como se 
observa en la Figura 2-10.
       Fig. 2-10: Pantalla principal de  Noticias                                              Fig. 2-11: Listado Noticias de una Fuente  
Una vez aquí, el usuario podrá realizar las siguientes opciones:
a) Escoger la fuente para la cual desea ver sus últimas noticias.
b) Visualizar el listado de noticias que el usuario ha guardado como sus favoritas.
c) Visualizar el listado de noticias que ha visitado recientemente.
d) Visualizar el listado de Feeds personales que el usuario ha añadido.
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2.2.1. Visualizar las noticias de una Fuente
Si el usuario desea visualizar el  listado de una de las fuentes 
mostradas en la pagina principal, simplemente tendrá que hacer 
clic sobre ella, a continuación se le mostrará el listado de 
noticias tal y como se observa en la Figura 2-11. 
El  listado de noticias muestra el  título de la noticia, y la fecha de 
publicación de la misma. Una vez en esta pantalla, el  usuario 
podrá volver a la pantalla principal de iUPC mediante el  botón 
superior izquierdo del Navigation Controller (o control  de 
navegación), o hacer clic  sobre alguna de ellas para ver su 
contenido.
Si  el  usuario desea visualizar una de las noticias, se mostrará al 
usuario una nueva vista con la pagina web de dicha noticia, 
como se muestra en la Figura 2-12.
Guardado de páginas visitadas
En el momento en el que un usuario entra en la vista de 
visualización de la noticia, automáticamente ésta se queda 
guardada en la memoria del  dispositivo. De esta manera el 
usuario, desde la opción “Recientes” del menú  principal  de 
noticias, el usuario podrá ver qué noticias son las últimas que ha 
visitado. Esta sección se explicará con más detalle en el  próximo 
apartado “d”. Si  por alguna razón externa (como por ejemplo 
falta de memoria en el dispositivo), no se pudiera guardar esta 
noticia como una de las últimas visitadas, se advertirá al 
usuario mediante la alerta de la figura 2-13.
Añadir noticia a Favoritas
Cuando el usuario se encuentra en la vista de visualización 
de la noticia, tendrá la opción de guardar dicha noticia como 
una de sus Favoritas, mediante el botón “Añadir a Favoritas” 
que se encuentra en el control de navegación, en la parte 
superior derecha.
Cuando el usuario selecciona esta opción, la noticia se guardará en la memoria del dispositivo, para su 
posterior visualización desde el apartado “Favoritas” del menú principal de Noticias, el cual explicaremos 
con más detalle en el siguiente apartado.
Para que el usuario se cerciore que la noticia se ha guardado con éxito, se le mostrará el siguiente mensaje:
Fig. 2-12: Vista de Visualización de una 
Noticia
Fig. 2-13: Alerta página no guardada en 
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Fig.2-14: Alerta Noticia guardada correctamente
Análogamente a últimas noticias, si por alguna razón externa, no se pudiera guardar esta noticia como una 
de las últimas visitadas, se advertirá al usuario mediante una alerta similar a la mostrada en la Figura 2-13 
(en este caso, sustituyendo “Últimas Noticias” por “Favoritas”).
2.2.2. Visualizar las noticias Favoritas del usuario
Desde la pantalla principal  de la funcionalidad noticias, el usuario 
tendrá la opción de visualizar un listado de las noticias que él 
mismo ha decidido guardar como sus favoritas a la hora de 
visualizarlas, tal y como se ha descrito en el punto anterior.
Para visualizar el listado, tendrá que presionar sobre el botón 
“Favoritos” del menú inferior de la vista principal de la aplicación 
Videos, al hacerlo se le mostrará al usuario una nueva vista con 
dicho listado, tal y como se muestra en la figura 2-15.
Visualización de una Noticia
El  usuario en este momento podrá escoger una de las noticias 
para su visualización y en función de su conexión a la red, 
podrán suceder dos cosas: 
Si hay conexión a la red
Si  se dispone de una conexión a internet, el programa se 
conectará, descargará y mostrará al usuario la pagina con la 
noticia solicitada, de manera análoga a como se muestran las 
noticias de las fuentes. 
No hay conexión a la red
Si  no se dispone de conexión, la aplicación abrirá el archivo guardado previamente y lo mostrará al 
usuario. Este archivo se ha guardado en memoria sin su estilo 1 , por lo que es muy probable que la 
Fig.2-15: Vista del listado de noticias favoritas
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1 Para saber la razón por la que la no se guarda el estilo de la página puede consultar el punto 6.1.
página se vea sin formato, es por esta razón que se avisará al usuario mediante una alerta, de que si 
desea ver la página correctamente tendrá que conectarse a la red. 
Ventajas
• Permitir al  usuario guardar en memoria (hasta que se desee) aquellas noticias que le sean interesantes, 
ya que con el tiempo éstas se eliminarán del  Feed de noticias del cual la ha extraído, ya que los Feeds 
solo suelen mostrar un numero determinado de noticias. 
• También es útil  para guardar aquellas noticias que se quieran leer posteriormente de manera offline (o 
online).
• Para ayudar a encontrar una noticia de manera rápida sin tener que pasar previamente por todos los 
sub-menús de fuentes.
         Fig.2-16: Vista de noticia sin formato                                                 Fig.2-17: Advertencia, conexión a la red 
                             para la correcta visualización     
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Editar el listado de Noticias Favoritas
El  usuario podrá en cualquier momento eliminar aquellas noticias 
que ha guardado como favoritas anteriormente. Para ello hay que 
situarnos en la vista del  listado de noticias favoritas, y presionar al 
botón “Eliminar”, situado en el menú de navegación superior.
Al  hacerlo el listado se pasará a modo edición. El usuario podrá 
pres ionar e l  s ímbolo “ - ” y poster iormente a l botón 
“Eliminar” (Figura 2-19) para eliminar una noticia de su listado, o 
volver a hacer clic  en el botón “-” para descartar eliminar dicha 
noticia. Para finalizar la edición y volver al modo normal, el usuario 
simplemente tendrá que presionar de nuevo el botón “Eliminar” del 
menú superior.
2.2.3. Visualizar el Historial de 
Noticias
Cada vez que el usuario visualiza una de las noticias, ésta 
se queda automáticamente guardada en la memoria del 
dispositivo como una de las últimas visitadas, tal  y como se 
ha comentado anteriormente.
El  usuario podrá ver un listado de estas noticias, mediante el 
botón “Recientes” de la vista principal, que le mostrará titulo 
y fecha de cada una de ellas (Figura 2-20).
Visualización de una Noticia
De manera análoga a las guardadas como favoritas, el  funcionamiento para mostrar una noticia en 
concreto será distinto en función de si el dispositivo dispone o no de conexión a la red:
Si hay conexión a la red
Si  se dispone de una conexión a internet, el programa se conectará, descargará y mostrará al usuario la 
pagina con la noticia solicitada, de igual manera a como se muestran las noticias de las fuentes.
Fig. 2-18: Listado favoritos en modo edición
Fig.2-19: Confirmar eliminación de celda
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No hay conexión a la red
Si  no se dispone de conexión, la aplicación abrirá el  archivo 
guardado previamente y lo mostrará al usuario. Este archivo se ha 
guardado en memoria sin su estilo 2, por lo que es muy probable 
que la página se vea sin formato, es por esta razón que se avisará 
al  usuario mediante una alerta, de que si desea ver la página 
correctamente tendrá que conectarse a la red.
Borrado del Historial
Se usan dos métodos para el  borrado de las noticias guardadas 
en el historial:
El  usuario puede borrar su Historial mediante el botón “Limpiar” 
situado a la derecha en el menú de navegación superior (ver 
Figura 2-20). Al presionar este botón, se preguntará al usuario si 
realmente desea borrar su historial; en caso afirmativo, se 
eliminarán de la memoria del  dispositivo todas aquellas noticias 
guardadas como las últimas visitadas y al usuario le aparecerá el 
listado vacío al instante.
Además de la opción “1”, la aplicación elimina de manera 
automática y transparente al  usuario, todas aquellas noticias que 
se hayan guardado en un plazo superior a 15 días al actual, de 
esta manera aunque el usuario nunca “limpie” el  historial, este va 
borrando las noticias antiguas automáticamente.
Ventajas
• Mantener un pequeño historial para poder acceder de manera rápida a una noticia que acaba de ser 
leída, sin tener que buscarla por todas las fuentes y volver a pasar por todos los sub-menús.
• Poder leer una información que sea importante, aunque no haya conexión a internet.
• Útil para guardar aquellas noticias que se quieran leer posteriormente de manera offline (o online).
Fig. 2-20: Vista del listado “Recientes”
Desarrollo de la aplicación iUPC para iPhone • Elena Macia                                                              23
2 Para saber la razón por la que la no se guarda el estilo de la página puede consultar el punto 6.1.
2.2.4. Visualización y gestión del listado de Feeds 
personales del usuario
Otra de las funcionalidades que proporciona la funcionalidad Noticias es la de permitir al usuario agregar 
sus propios Feeds, gestionarlos y acceder a ellos de la misma manera a la que se accede a los Feeds de 
la Universidad.
Visualización del listado
Para visualizar el listado de los Feeds agregados por el usuario se tendrá que presionar en el  botón 
“Mas...” desde la vista principal. El listado mostrará el título de los Feeds.
Una vez el usuario se encuentra en esta vista, tendrá la opción de realizar una de estas tareas:
1. Visualizar el listado de publicaciones de una de las fuentes.
2. Agregar un nuevo feed.
3. Editar su listado de feeds
i) Visualizar el listado de publicaciones y las publicaciones de una de las fuentes
El  funcionamiento tanto para el mostrado del listado de publicaciones (en este caso nos referimos a ello 
como publicaciones, ya que no tienen la necesidad de ser noticias) como para mostrar las publicaciones 
en si, será análogo al de las noticias de la incluidas por la UPC, que ya hemos explicado anteriormente: 
1. El  usuario selecciona uno de sus Feeds (en el  caso de que ya haya añadido alguno, sino el listado se 
mostrará vacío).
2. La aplicación se conecta a internet y descarga el listado de publicaciones. Por este motivo, para ver el 
listado de entradas se requiere de una conexión a internet, en caso contrario se advertirá al usuario 
que acceda a la red mediante un alerta.
3. El  usuario comprueba el listado de entradas y puede: volver hacia atrás, o seleccionar alguna de ellas 
para su lectura. En este momento la aplicación descargará la página solicitada y se le mostrará una 
nueva vista al usuario mediante una vista de Web. 
4. Las publicaciones visitadas se guardarán automáticamente en Recientes, y también se podrán 
guardar como Favoritas, como se ha explicado en el punto “a”.
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Agregar un nuevo feed personal
Desde la vista del listado de feeds personales (Figura 2-21), también 
se da la posibilidad de agregar un nuevo feed a la lista, para ello se 
presionará sobre el botón:  situado en el menú inferior.
Se mostrará al usuario una nueva vista (Figura 2-22)  donde se 
pedirán al usuario los siguientes datos:
• Un título del Feed (será el titulo mostrado en la lista).
• La dirección URL del Feed, el cual se muestra con un texto 
predefinido “http://” para facilitar al  usuario la introducción de la 
dirección, ademas de advertir que se necesita incluirlo.
                       
                                        
Fig. 2-21: Vista del listado Feeds 
personales
Fig. 2-23: Aviso de URL o título 
introducido incorrecto
Fig. 2-22: Vista de añadir nuevo feed personal  
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Control de errores:
En el momento de guardar estos datos, se advertirá al usuario mediante una alarma (Figura 2-23), si  el 
campo título o URL queda vacío, también si el campo URL queda con el texto predefinido “http://”.
Eliminar un Feed
El  usuario podrá en cualquier momento eliminar un Feed que haya agregado anteriormente. Para ello, 
desde la vista del listado de Feeds personales (Figura 2-21), se ha de presionar sobre el botón “Editar” 
situado a la derecha en el Menú de Navegación superior.
En este momento (e igualmente a la edición del listado de noticias Favoritas) el  listado queda en estado 
de edición. El funcionamiento es el  mismo que hemos explicado en el apartado de “Editar el  listado de 
noticias Favoritas”: el usuario podrá eliminar todas aquellas fuentes que no desee, y cuando termine de 
editar presionar de nuevo el botón “Editar”.
Todas las fuentes eliminadas se borrarán de la memoria del dispositivo.
Gestores de Contenido Soportados
Actualmente hay una gran cantidad de gestores de contenidos 
que generan RSS, de los cuales se ha comprobado su 
compatibilidad con la funcionalidad Noticias de iUPC algunos de 
los más importantes, son:
• WordPress
• Joomla
• Drupal
Feeds no compatibles
Algunos de los RSS generados por ciertos gestores de 
contenidos pueden ser no compatibles, como es el  caso de 
“Blogger”. 
Po ello, si  se diera el caso de introducir un Feed no compatible, 
se advertirá al  usuario de esto mediante una alerta, tal y como se 
muestra en la Figura 2-24.
Fig. 2-24: Alarma de aviso feed no compatible
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2.2.5. Mapa de Navegación
Dada la gran cantidad de vistas de esta aplicación, veamos el  mapa de navegación que podrá seguir el 
usuario dentro de la funcionalidad Noticias:
Fig. 2-25: Mapa de Navegación de la funcionalidad Noticias
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2.3. Seminarios
En la aplicación Seminarios el  usuario tendrá la posibilidad de acceder rápidamente a toda la 
información y al material  docente de los cursos y seminarios realizados por la Universidad. Con 
un solo clic  el usuario podrá ver qué Seminarios van a realizarse en el  actual  día, también 
podrá escoger ver la información y acceder al  material  de los cursos pasados, o qué cursos se 
han programado para el futuro. El material docente, compuesto por vídeos, presentaciones o 
PDFs, podrá ser visualizado directamente desde la aplicación.
Cuando el  usuario entra en la aplicación Seminarios se le muestra una vista con un listado de los 
seminarios programados para el  día de hoy, que muestra el  título y la fecha de cada uno de ellos, más un 
menú  inferior para acceder al listado de seminarios que ya se 
han realizado o los que se realizarán en un futuro (Figura 2-26).
En el caso de que no haya ningún seminario programado para el 
día de hoy, se mostrará un mensaje advirtiendo de ello. 
Una vez en esta vista, el usuario podrá realizar una de las 
siguientes tareas:
a) Visualizar la información de uno de los seminarios mostrados.
b) Visualizar el listado de seminarios realizados (pasados).
c) Visualizar el  listado de seminarios por realizar a partir del 
siguiente día (futuros).
	 	 	 	 	 	
 
Fig. 2-26: Vista principal de la 
aplicación Seminarios      
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2.3.1. Visualización de la información de un 
Seminario
Cuando el usuario selecciona uno de los seminarios para su 
visualización, se le muestra una nueva vista (Figura 2-27) que 
ofrece la siguiente información: 
• Título del Seminario o Curso
• Fecha y Hora de realización
• Descripción
• Nombre del ponente
• Lugar de realización
• Documento Adjunto (PDF o presentación)
• Vídeo
Material Docente
El usuario podrá ver el  contenido del material  docente 
especificado en la vista sin necesidad de salir de la aplicación 
simplemente haciendo clic  sobre la celda que muestra el  nombre 
del contenido.
Presentaciones y PDF
Si  el  usuario presiona sobre la celda cuyo título es “Documentos Adjuntos”, se le mostrará (en el  caso de 
que el seminario contenga documento adjunto) una nueva vista con el contenido del PDF o presentación.
Vídeos
En el  caso de que el seminario contenga video adjunto, si el usuario presiona sobre la celda cuyo título es 
“Video”, se ejecutará el reproductor de vídeo mostrando el  contenido de éste, sin necesidad de salir de la 
aplicación. Cuando el usuario presione sobre el  botón “Salir”, retornará a la vista de información del 
seminario.
Fig.2-27: Vista de información de un 
seminario.
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 Fig. 2-29: Reproducción de vídeo 
interno a la aplicación.
2.3.2. Listado de seminarios 
“futuros” y “pasados”
Desde la vista principal de la aplicación Seminarios, el usuario podrá 
seleccionar ver el listado de seminarios que ya han sido realizados a día 
de hoy, o el listado de los que están programados a partir del día 
siguiente. 
El  listado mostrado es del  mismo formato que el de la vista principal: 
para cada seminario se mostrará el título y la fecha en la que está 
programada su realización. 
Si  se selecciona algún seminario, se muestra la vista especificada en el 
punto anterior (2.3.1).
En el  caso de no haber ningún seminario programado, se mostrará un 
mensaje de advertencia (Figura 2-30).
 Fig. 2-28: Vista que muestra el 
contenido de un PDF adjunto.
Fig. 2-30: Ningún seminario programado 
para el futuro.
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2.4. Eventos
En la aplicación Eventos el usuario tendrá la posibilidad de acceder rápidamente a los eventos 
publicados por la agenda de la Universidad. De manera análoga a como se muestran los 
seminarios, con un solo clic el usuario podrá ver qué eventos van a realizarse en el actual día, 
ver la información de un evento concreto (organizador, lugar...), qué eventos se han 
programado para el futuro o ya se han realizado.
Cuando el usuario entra en la aplicación Eventos se le muestra una vista con un listado de los eventos 
programados para el  día de hoy, que muestra el  título y la fecha de cada uno de ellos, más un menú 
inferior para acceder al listado de eventos que ya se han realizado o los que se realizarán en un futuro.
En el  caso de que no haya ningún evento programado para el  día de hoy, se mostrará un mensaje 
advirtiendo de ello en la parte superior de la vista.
Una vez en esta vista, el usuario podrá realizar una de las siguientes tareas:
a) Visualizar la información de uno de los eventos mostrados.
b) Visualizar el listado de eventos realizados (pasados).
c) Visualizar el listado de eventos por realizar a partir del siguiente 
día (futuros).
2.4.1. Visualización de la 
información de un Evento
Cuando el usuario selecciona uno de los eventos para su 
visualización, se le muestra una nueva vista (Figura 2-31) que 
ofrece la siguiente información: 
• Título del Evento
• Fecha de realización
• Descripción
• Realizador
• Lugar de realización
Fig. 2-31: Vista de información de un 
evento.
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2.4.2. Listado de eventos “futuros” y “pasados”
Desde la vista principal  de la aplicación Eventos, el usuario podrá seleccionar ver el  listado de eventos 
que ya han sido realizados a día de hoy, o el listado de los que están programados a partir del  día 
siguiente. 
El  listado mostrado es del mismo formato que el  de la vista principal: para cada evento se mostrará el 
título y la fecha en la que está programada su realización. 
Si se selecciona algún seminario, se muestra la vista especificada en el punto anterior (2.6.1).
En el  caso de no haber ningún seminario programado, se mostrará un mensaje de advertencia (Figura 
2-33).
                    
Fig. 2-32: Listado de evento pasados. Fig. 2-33: Ningún evento programado 
para el día de hoy.
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2.5. Directorio
En el Directorio de la aplicación, el  usuario podrá visualizar el  listado completo de personas del 
directorio de la Universidad. El usuario podrá interactuar de manera fácil con el directorio ya 
que éste se encuentra organizado en las mismas unidades que el directorio de la la UCP (http://
directori.upc.edu), y una vez escogida una de ellas se muestran los contactos con la misma 
estructura e interfaz que la aplicación Contactos que provee el mismo iPhone O.S. Se podrán 
realizar rápidas búsquedas, visualizar una gran cantidad de información para cada contacto, 
realizar llamadas, enviar mensajes SMS, emails o si lo cree necesario: añadir a dicha persona 
a los Contactos del usuario.
Cuando el  usuario selecciona la aplicación Directorio desde el 
menú principal se le muestra el listado ordenado alfabéticamente 
de las Unidades de la Universidad (las mismas que se muestran 
en el  directorio UPC). El  usuario podrá seleccionar una de ellas 
para visualizar sus contactos. 
Una vez seleccionada una de las unidades, se le mostrará al 
usuario el listado de nombres de las personas pertenecientes a la 
misma, ordenados alfabéticamente y separados por secciones: 
cada sección corresponde a una letra del abecedario. Las 
secciones se mostrarán además en forma de indice, en una 
columna a derecha de la vista (en el caso de que una sección o 
letra del  abecedario no contenga contactos, ésta no se mostrará). 
También se mostrará en la parte superior de la vista una barra de 
búsqueda, como se puede comprobar en la figura 2-34.
Una vez aquí, el usuario podrá realizar las siguientes tareas:
a) Buscar un contacto concreto.
b) Visualizar la información de uno de los contactos mostrados.
                       	 	 	 	 	 	    
	  
	 	 	 	 	 	 	     
  Fig. 2-34: Vista principal del Directorio
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2.5.1. Búsqueda de contactos
Dependiendo de las necesidades del  usuario, éste podrá utilizar dos métodos para buscar un contacto en 
concreto dentro del directorio: a través de seleccionar una de las secciones (o letras) de la columna 
situada a la derecha, o a través de la barra de búsqueda superior.
Selección de una sección
En la parte derecha de la vista se mostrará una columna de 
pequeñas letras ordenadas alfabéticamente, son aquellas letras 
cuya sección contiene uno o más contactos (en caso de que una 
letra, por ejemplo en nuestro caso la “z”, no contenga ningún 
contacto, ésta no se mostrará).
El  usuario puede presionar sobre alguna de ellas para dirigirse 
automáticamente a la sección de los contactos cuyo nombre 
empiece por dicha letra. Una vez aquí el  usuario puede 
desplazarse para buscar manualmente el contacto deseado.
Utilizando la barra de búsqueda
Si  el  usuario sabe el  nombre (o parte de éste) del contacto a 
buscar, puede escribirlo en la barra de búsqueda superior. La 
búsqueda se hace de manera dinámica, por lo que en el momento 
de escribir la primera de las letras la aplicación ya elimina del 
listado todos aquellos nombres que no la posean, al escribir la 
segunda letra eliminará del listado aquellos nombres que no 
posean dicho conjunto y así sucesivamente para cada una de las 
letras que se escriban, hasta mostrar el contacto deseado (en el 
caso de que éste se encuentre en el directorio).
          	 	 	 	 	 	 	 	 	
Fig. 2-35: Búsqueda de un contacto 
que contenga letras “Alex”.
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2.5.2. Vista de información del un contacto
Una vez el usuario ha encontrado el contacto deseado, puede presionar sobre él  para ver la información 
referente a éste. La nueva vista de contacto, que sigue el mismo patrón de las vistas de contacto de la 
agenda proporcionada por iPhone O.S, le mostrará los siguientes datos:
- Nombre completo
- Cargo
- Departamento
- Número de teléfono
- Email
- Lugar de trabajo
Desde ésta pantalla el usuario puede realizar las siguientes 
tareas:
a) Hacer una llamada telefónica al contacto (en caso de que el 
dispositivo lo permita).
b) Enviar un email a la dirección especificada.
c) Añadir el contacto a la agenda personal del  dispositivo como 
nuevo contacto o como contacto existente.                                 
d) Enviar un mensaje SMS al  contacto (si  el dispositivo lo 
permite).
Llamada telefónica
Para realizar una llamada telefónica, el  usuario simplemente deberá presionar sobre el número de 
teléfono mostrado y automáticamente ésta se llevará a cabo 3.
Envío de email
Simplemente con presionar sobre la dirección de email mostrada en la pantalla, se abrirá la aplicación de 
Email  del dispositivo (configurada con la cuenta del usuario), mostrando la pantalla de redacción del 
nuevo email a enviar, cuya dirección de destinatario es la del contacto seleccionado.
Fig. 2-36: Vista de información de 
contacto
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3 Para ello es necesario disponer de iPhone (no iPod Touch) con su correspondiente tarifa de voz dada de alta.
Añadir contacto a la agenda personal
Si el  usuario lo desea, puede añadir a ésta persona a sus 
Contactos personales. Puede hacerlo como un contacto nuevo 
(presionando sobre el botón “Nuevo Contacto”) o, si ya tiene a la 
persona agregada en sus Contactos pero desea añadir la 
información mostrada a éste puede hacerlo mediante el botón 
“Contacto Existente”.
Nuevo Contacto
Si  el  usuario selecciona añadir como nuevo contacto, se le 
mostrará la siguiente vista de edición, donde el usuario podrá 
modificar todos y cada uno de los datos del  contacto antes de 
añadirlo a su Agenda, así como añadir nuevos datos (como por 
ejemplo, nuevo teléfono o nueva página web) o incluso escoger 
una fotografía o el tono de llamada.
Una vez los datos están a gusto del usuario, puede presionar 
sobre el botón “OK” situado en el menú superior, para añadir el 
contacto a la Agenda o presionar “Cancelar” para no añadirlo.
Contacto Existente
Si  se selecciona esta opción, se le mostrará al usuario sus 
propia Agenda, de la cual  deberá escoger qué contacto 
desea modificar con los nuevos datos.
Una vez seleccionado el contacto de la agenda personal (que llamaremos “c2”), los datos de éste se 
fusionarán con los datos del primer contacto, seleccionado en la aplicación directorio (contacto “c1”). El 
nombre del contacto “c2” no se verá modificado, pero si “c1” y “c2” disponían de un email cada uno (por 
ejemplo), ahora “c2” poseerá dos emails diferentes, y así para cada uno de los datos mostrados.
Envío de  SMS
Para enviar un mensaje corto o SMS, el  usuario deberá hacer clic  sobre el botón “Enviar Mensaje” situado 
en la parte inferior de la vista. Automáticamente se abrirá la aplicación de Mensajes, en la que podrá 
escribir y enviar el texto deseado.
Fig. 2-37: Vista de edición de nuevo 
contacto.
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2.6. Vídeos
En la aplicación Vídeos de iUPC, el usuario podrá encontrar un listado de diferentes canales o 
fuentes que publican vídeos de la Universidad de diferentes temáticas, como son el Canal UPC 
de Youtube o la videoteca de UPCommons. El usuario podrá visualizar estos vídeos de manera 
online sin necesidad de salir de la aplicación, descargarlos en la memoria del dispositivo para 
su visualización offline y administrarlos una vez descargados.
Cuando el  usuario selecciona la aplicación Vídeos desde el menú principal se le muestra un listado de las 
diferentes fuentes de vídeos que puede seleccionar (actualmente son: Canal  UPC de Youtube y videoteca 
de UPCommons) y una sección llamada “Descargados” donde el usuario podrá acceder a aquellos vídeos 
que se han guardado en la memoria del dispositivo.
Así pues, una vez aquí el usuario podrá realizar las siguientes 
tareas:
a) Ver el canal UPC de Youtube (punto 4.5.1).
b) Acceder a la videoteca de UPCommons (punto 4.5.2).
c) Acceder a los vídeos que se han almacenado en memoria 
(punto 4.5.3).
                       	 	 	 	 	 	    
               Fig. 2-38: Vista principal de la aplicación Vídeos
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2.6.1. Canal UPC Youtube
Si  el usuario selecciona esta opción la aplicación se conectará al 
canal  de UPC en Youtube y mostrará un listado de los últimos 
vídeos publicados, para cada uno de ellos se especificará el título, 
una descripción, puntuaciones, ratings, visualizaciones y una 
imagen descriptiva. 
Visualización de un video del canal UPC de 
Youtube
Cuando el usuario selecciona uno de los vídeos para su 
visualización, se abrirá una nueva vista que mostrará la página de 
dicho video en el formato especifico para el navegador de iPhone. 
Esta nueva vista mostrará la descripción del video entre otra 
información y un listado de vídeos relacionados, además permitirá 
al  usuario acceder a las utilidades especificas que ofrece Youtube, 
como hacer búsquedas, acceder a la cuenta personal o enviar el 
enlace por email.
2.6.2. Videoteca UPCommons
Si  el usuario selecciona “UPCommons”, la aplicación mostrará 
un listado de las comunidades de UPC disponibles. El usuario 
podrá seleccionar de qué comunidad desea visualizar los vídeos.
Una vez seleccionada una comunidad, la aplicación se conectará 
a la videoteca especificada de UPCommons y mostrará una nueva 
vista con el listado de los últimos de vídeos correspondientes a 
ésta. Para cada uno de los vídeos se especificará el título, fecha 
de publicación y el autor.
Para visualizar el video simplemente será necesario seleccionarlo 
desde el listado, el  video comenzará su descarga (puede tardar 
varios segundos) y almacenaje en memoria del  dispositivo, 
posteriormente se ejecutará el reproductor de iPhone y se 
visualizará el  video sin salir de la aplicación. El reproductor 
permitirá al usuario utilizar todas sus funcionalidades, como por 
ejemplo el ajuste de audio o avanzar/retroceder en la reproducción 
de éste. Una vez finalizada la reproducción o cuando el  usuario 
desee finalizarla, se mostrará de nuevo la vista anterior de listado 
de vídeos.
Fig. 2-39: Listado de vídeos del canal 
UPC en Youtube
Fig. 2-40: Vídeos pertenecientes a una 
comunidad de la videoteca de UPCommons.
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Almacenaje en memoria
Todos los vídeos procedentes de UPCommons se almacenarán en memoria del  dispositivo 
automáticamente antes de su visualización, ya que el  servidor no permite streaming. Éstos quedarán en 
memoria hasta que el usuario decida eliminarlos (punto 4.5.3).
2.6.3. Administración de Vídeos descargados
Cuando el  usuario selecciona “Descargados” desde la vista inicial de la aplicación Vídeos, se le mostrará 
una nueva vista con el  listado de nombres de los vídeos que se han almacenado en memoria 
(actualmente, procedentes únicamente de UPCommons).
Visualización
Los vídeos almacenados en memoria se podrán visualizar (offline) simplemente seleccionándolo desde el 
listado. Se ejecutará de igual  manera a como se ha explicado anteriormente el reproductor de iPhone sin 
necesidad de salir de la aplicación.
Eliminar vídeos
En este caso (ya que UPCommons obliga a descargar previamente el video antes de su visualización), 
todos los vídeos (que no son del canal de UPC en Youtube) quedan guardados en la memoria del 
dispositivo, y cada video quedará almacenado hasta que el  usuario indique que desea borrarlo. Para ello 
tendrá que presionar el botón “Borrar” desde el mismo listado de vídeos y éste entrará en modo edición, 
permitiendo al usuario borrar aquellos que desee y borrándolos de memoria a la misma vez.
 
Fig. 2-41: Reproducción de un video procedente de la videoteca de 
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2.7. Localización
La aplicación esta especialmente adaptada para ser usada en dos idiomas: Inglés y Español. El idioma de 
iUPC se adaptará de manera automática dependiendo del  idioma de configuración (en los Ajustes) del 
dispositivo: si el  idioma de configuración es Español, la aplicación se mostrará en este idioma. Si  el 
idioma es inglés o cualquier otro que no sea español, la aplicación se mostrará en idioma Inglés.
Por ejemplo, veamos la vista del menú principal en la versión en Inglés y en Español:
          
Fig. 2-42: Menú principal de iUPC (Español) Fig. 2-43: Menú principal de iUPC (Inglés)
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3. iPhone O.S
Descripción General
IPhone OS (ahora conocido como iOS), el  Sistema Operativo utilizado por iPod touch, iPhone y iPad 
desarrollado por Apple. Es una variante del Mac OS X, lo que significa que usa un kernel  XNU basado 
Mach, sistema de ficheros Unix y frameworks Cocoa entre otras cosas que se detallarán a continuación. 
Tanto Mac OS X como iOS, tienen cuatro capas de 
abstracción, la diferencia entre ambos recae en la última 
de estas: 
1. Capa del Núcleo del Sistema Operativo (Core OS): 
realiza la gestión de controladores, memoria virtual, 
sistema de ficheros, TCP/IP, sockets, seguridad, 
gestión de memoria y comunicación entre procesos 
entre otras funciones.
2. Capa de Servicios principales (Core Services): 
esta capa proporciona los servicios fundamentales del 
sistema, que todas las aplicaciones van a usar 
(directa o indirectamente). Permite realzar conexiones 
a la red, acceso a ficheros, acceso a la agenda, usar 
la base de datos SQLite, ubicación del  dispositivo y 
gestión de threads entre otras funciones.
3. Capa de Medios de Comunicación (Media): el conjunto de 
Frameworks y librerías que forman esta capa permiten construir 
aplicaciones con gráficos avanzados, reproducción de video, audio, 
animaciones o imágenes.
4. Capa de Cocoa (para Mac OS X) - Capa Cocoa Touch (para iOS): 
El  conjunto básico de herramientas que permiten crear y acceder a 
los objetos y estructuras de datos básicos, creación de interfaces de 
usuario, conectar la interfaz con controladores para manejar eventos, 
etc.
Otros datos de interés
• El iPhone OS es de código cerrado bajo licencia de APSL y Apple EULA.
• La última versión estable a día de hoy  es la iPhone OS 3.1.3, publicada el 
2 de Febrero del 2010 para iPhone y iPod Touch (3.2 para iPad).
• En su totalidad, el iPhone OS no supera los 500 Megabytes de capacidad 
y se encuentra en la partición “/root” del dispositivo.   
Fig. 3-1: Mac OS X
Fig. 3-2: iOS
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iPhone SDK
Dado que iOS está basado en una variante del mismo Kernel que se encuentra en Mac OS X, las 
herramientas para el desarrollo de aplicaciones para el iOS también están basadas en XCode. 
La primera versión del  iPhone SDK (Software Development Kit) o el  Conjunto de Software par el 
Desarrollo de aplicaciones para iPhone/iPod Touch, se puso a disposición de los usuarios el 6 de Marzo 
de 2008. Este kit de herramientas permite a los usuarios programar sus propias aplicaciones y está 
formado por: 
• XCodeTools: formado por XCode IDE el  entorno de desarrollo para el código fuente, Interface Builder 
para ayudar a realizar las interfaces de usuario e Instruments and Shark que permite analizar y 
optimizar el código.También es el entorno usado para desarrollar aplicaciones para Mac OS X.
• iPhone Simulator para el  testeo de las aplicaciones (para realizar el testeo en un dispositivo hay que 
pagar la tasa a del Programa Desarrolladores de iPhone a Apple, que actualmente son 99$).
• API Cocoa Touch: esta API (basada en el API Cocoa de Mac OS X) ofrece un conjunto de frameworks 
de desarrollo que permiten acceder a todas las funcionalidades que el dispositivo iPhone ofrece: como 
controles multi-touch, acelerómetros, localizador o la cámara.
Todo el SDK es únicamente es compatible con el Sistema Operativo Mac OSX.
El  lenguaje principal usado para programar aplicaciones para iPhone (igual que para Mac) es Objective-C, 
del cual hablaremos posteriormente, pudiéndose combinar con otros lenguajes como C o C++.
API Cocoa Touch
El  API Cocoa Touch es, como ya se ha comentado, un conjunto de Frameworks que ofrecen las 
herramientas para acceder a ciertas funcionalidades que iPhone puede ofrecer. Esta completamente 
programada en lenguaje Objective-C, cosa que aporta flexibilidad a la hora de, por ejemplo evitar re-
compilaciones a la hora de enlazar elementos de la vista con su propio controlador. Usa el patrón de 
diseño Modelo-Vista-Controlador (MVC) para estructurar sus clases y vistas (como se podrá comprobar 
en los próximos capítulos de “Implementación” de cada una de las aplicaciones de iUPC): los modelos 
encapsularán los datos de la aplicación, las vistas muestran los datos y los controladores realizan las 
tareas necesarias y hacen de mediador entre ambos.
Dos de los Frameworks más importantes del API, y que se van a importar en casi la totalidad de las 
clases de este proyecto son: “Foundation Framework” y “UIKit Framework”. El  primero proporciona 
las clases básicas para el desarrollo, como son objetos (NSObject) o estructuras de datos como arrays o 
diccionarios (NSArray o NSDictionary). Las clases pertenecientes a este Framework se diferencian por 
tener el  prefijo “NS” en el nombre. El segundo proporciona todas las clases necesarias para la 
implementación de la interfaz de usuario: botones (UIButton), vistas (UIView) etc. Se sabe que una clase 
pertenece a este Framework ya que el nombre contiene el prefijo “UI” (User Interface”).
Para información detallada de estos dos Frameworks, puede consultar el punto “Frameworks Usados” de 
el capítulo 6.3: “Implementación de la aplicación Mapas”.
Sin embargo, el  SDK ofrece una gran variedad de Frameworks tanto para realizar gráficos en 3D o 2D, 
manejar conexiones a internet y sockets, reproducción de vídeo y música y para manejar datos de una 
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aplicación mediante una base de datos SQLite (los cuales se dividen entre las cuatro capas de 
abstracción  del iOS comentadas anteriormente).
Frameworks usados en iUPC
Para este proyecto se han usado los siguientes Frameworks (aparte de los dos citados anteriormente): 
• AddressBook: Tanto “AddressBook” como “AddressBookUI” (pertenecientes a la capa Core Services 
del iOS), se usarán en la aplicación Directorio de iUPC. Permitirán acceder al  directorio del  usuario, 
crear elementos “Contacto” y añadir estos contactos al  propio directorio del usuario. Para más 
información lea el punto “Frameworks utilizados” del capitulo 8.3 “Implementación de la aplicación 
Directorio”.
• AddressBookUI
• MapKit: Este Framework (perteneciente a la capa Core Services) se usará en la aplicación Mapas de 
iUPC. Va a permitir mostrar mapas en una vista, añadir anotaciones a éstos y realizar búsquedas. Para 
más información lea el  punto “Frameworks utilizados” del  capitulo 6.3 “Implementación de la aplicación 
Mapas”.
• SystemConfiguration: Este Framework (perteneciente a la capa Core Services) es usado por la clase 
“Reachability”, usada en todos los controladores de cada una de las vistas principales de las 
aplicaciones de iUPC (excepto Directorio). Accede a información del sistema para, en nuestro caso, 
comprobar si existe o no algún tipo de conexión a la red. Para más información lea el punto 
“Frameworks utilizados” del capitulo 7.3 “Implementación de la aplicación Noticias”.
• MediaPlayer: Pertenece a la capa Media del  iOS. Permite, entre otras cosas, reproducir archivos de 
video. Es importado en la aplicación Vídeos y en la aplicación Seminarios de iUPC. Para más 
información lea el punto “Frameworks utilizados” del capitulo 9.3 “Implementación de la aplicación 
Seminarios”.
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4. Introducción a la implementación 
de iUPC
En este capítulo se explicarán dos aspectos de la implementación de iUPC que al corresponder a toda la 
aplicación en si, no se han explicado en los temas de Implementación de las aplicaciones (que se verán 
en los capítulos siguientes).
Primero se hablará sobre la metodología usada para la navegación entre las vistas y aplicaciones de 
iUPC: el “Navigation Controller”.  En el segundo punto se explicará la metodología usada para realizar la 
localización de la aplicación con alguna pincelada de código.
4.1. Navegación
En el  momento en que se indica al XCode que se quiere iniciar un nuevo proyecto, se pregunta al  usuario 
qué tipo de proyecto se va a realizar, dependiendo de las funcionalidades que se quieran ofrecer. Los 
templates que se ofrecen, que servirán de punto inicial para la nueva aplicación, son las siguientes:
• View-Based Application: Es el template  más simple. Proporciona el punto de partida para aquellas 
aplicaciones que tengan solamente una vista. Proporciona un controlador de la vista y el  fichero “nib” 
que la contiene.
• Window-Based Application: Este template es el  punto de inicio para cualquier aplicación. Proporciona 
solamente una Window y un “application delegate” con el método main de la aplicación.
• Utility Application: ofrece el punto inicial  para aplicaciones que muestren más de una vista. Se centra 
principalmente en una única vista pero ofrece una segunda que puede ser usada para configurar la 
aplicación o para mostrar mas detalle que en la primera. 
• Tab Bar Application: Punto de inicio para aquellas aplicaciones cuya navegación principal  se realice 
mediante un “Tab Bar”. Proporciona un controlador para el  “Tab Bar” y un controlador para la vista 
mostrada por el primer “Tab Bar Item”.
• OpenGL ES Application: Punto de inicio para las aplicaciones que usen una vista basada en OpenGL 
ES (para gráficos en 3D, como videojuegos).
• Navitation-Based Application: Punto de inicio para las aplicaciones cuya navegación principal  se 
realice con un “Navitation Controller”. 
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4.1.1. El Navigation Controller
El  Template usado para este proyecto ha sido el “Navigation-Based Application” ya que en las 
especificaciones iniciales se indicó que sería una aplicación de informaciones donde la navegación entre 
las vistas tendrían estructura de árbol (es decir, una jerarquía de vistas).
La barra de el control de navegación se puede visualizar en la parte superior de todas las vistas de iUPC.
Fig. 4-1: Pagina principal funcionalidad Noticias
El  funcionamiento de este controlador es sencillo: actúa como si una  pila (o cola LIFO) de 
controladores de vistas se tratara. Cada Navigation Controller tiene la denominada “root view controller”, 
es decir, el controlador de la vista principal  que ocupará el puesto mas “alto” en la jerarquía de vistas y 
además será la primera clase en ser añadida a la pila una vez se ejecute la aplicación. En iUPC la “root 
view controller” será la clase “UPCViewController” (el controlador de la vista principal). Es decir: en la 
vista de la imagen superior 4-1, en este momento el Navigation Controller almacena en su pila en el 
puesto 0: “UPCViewController” y en el puesto 1: “FuentesNoticiasViewController” (controlador de la vista 
principal de la aplicación Noticias).
En el momento en que el  usuario selecciona una de las opciones mostradas por la vista para dirigirse a 
una nueva, el  controlador de ésta nueva vista se añade a la pila, y la vista que éste controla es mostrada 
al usuario.
La barra del Navigation Controller muestra siempre un botón en la parte izquierda en forma de flecha 
(exceptuando el caso en el que muestre la “root view controller”, en iUPC el menú principal). El 
funcionamiento de este botón es similar al de “retroceso” de un navegador: cuando el usuario presiona 
sobre él, el  controlador de la vista actual se elimina de la pila del Navigation Controller (se hace “pop”), 
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entonces el controlador que se encontraba por “debajo” de ésta en la pila, muestra su propia vista por 
pantalla.
La barra del Navigation Controller también puede mostrar en ocasiones el nombre de la vista, o un botón 
en la parte derecha para dotar de otras funcionalidades a la vista mostrada.
Este patrón de diseño permite hacer aplicaciones con una jerarquía de vistas muy compleja de manera 
sencilla ya que con el  uso de la pila, no es necesario saber la jerarquía completa mientras se está 
ejecutando.
4.2. Localización
Actualmente los dispositivos iPhone e iPod Touch están disponibles en más de 70 países diferentes, por 
lo que si se planea distribuir una aplicación mediante la Apple Store, ofrecerla en diversos idiomas 
incrementará considerablemente los consumidores potenciales. 
En este proyecto se ha decidido ofrecer iUPC en dos idiomas, Español e Inglés. Pudiendo ampliar 
fácilmente en un futuro a nuevos idiomas.
El  procedimiento para localizar (en el  sentido de hacerla disponible para diferentes localidades) una 
aplicación consiste en varias tareas (de manera muy simplificada): primero “localizar” los strings y 
posteriormente los ficheros “.xib” de las vistas.
“Localizar” los Strings
Todo aquel  texto que se muestre en las vistas, y que provenga del  código fuente (es decir, que no sea 
texto “estático” escrito directamente en la vista), tendrá que ser localizado usando ficheros de strings 
(simples ficheros en Unicode (UTF-16) que contienen una lista de pares de strings cada una con un 
comentario).
Ejemplo de fichero de Strings: 
/* Usado para preguntar al usuario su nombre */ 
“Nombre de pila” = “Nombre de pila”;
/* Usado para preguntar al usuario sus apellidos */
“Apellidos” = “Apellidos”;
/* Usado para preguntar al usuario su cumpleaños */
“Aniversario” = “Aniversario”;
Los comentarios (entre /* y */) son simplemente comentarios que ayuden a comprender el significado del 
string inferior y darle un contexto. Sobre la pareja de strings, el de la izquierda actúa como “clave” y 
siempre tendrá el mismo valor independientemente del  lenguaje. El string de la derecha es el string 
traducido a un lenguaje (en este caso, el local). 
Si  la aplicación del fichero anterior también estuviera “localizado” para el idioma Francés, tendría otro 
archivo de la siguiente manera:
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/* Usado para preguntar al usuario su nombre */ 
“Nombre de pila” = “Prénom”;
/* Usado para preguntar al usuario sus apellidos */
“Apellidos” = “Nom de famille”;
/* Usado para preguntar al usuario su cumpleaños */
“Aniversario” = “Anniversarie”;
Creando el fichero de Strings
Para crear el fichero de Strings lo primero que hay que hacer es “localizar” todos aquellos strings que se 
muestren por pantalla declarándolos de la siguiente manera:
NSString *miString = NSLocalizedString(@”Nombre de pila”, @”Usado para preguntar al usuario su 
nombre”);
En vez de la manera habitual: 
NSString *miString =  @”Nombre de Pila”;
El primer paramento será el valor del String mostrado en el lenguaje base de la aplicación, mientras que 
el segundo parámetro será el comentario orientativo. 
NSLocalizedStrings buscará el fichero “localizabe.strings” dentro del  directorio del  proyecto, si  no lo 
encuentra retornará el  String base (el  del  primer parámetro), si lo encuentra buscará el  string para el 
idioma de configuración del dispositivo del usuario (en los ajustes), retornará el string del  lenguaje base 
del proyecto, si lo encuentra, retornará el string en el idioma conveniente.
Generar el fichero de Strings
Para generar el  fichero “localizable.strings” con todos los strings localizabes que se han ido instanciando 
en el código y añadirlo al proyecto, hay que seguir los siguientes pasos:
1. Abrir una terminal.
2. Entrar en la carpeta del proyecto
3. Ejecutar el comando: genstrings ./Classes/*.m
4. Arrastrar el fichero “localizable.strings al  directorio Resources del proyecto en el XCode para añadirlo al 
proyecto.
Ahora el código será capaz de acceder a él para obtener los strings adecuados.
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Añadir un nuevo Idioma en el fichero de Strings
Para añadir un nuevo idioma para los Strings definidos como “localizables” en el proyecto, se tendrán que 
seguir los siguientes pasos:
1. Acceder a la ventana de Información del fichero “localizable.strings”.
2. Ir a a la pestaña “General” y presionar sobre el botón “Make File Localizable”.
3. Ir de nuevo a la pestaña “General” y presionar sobre “Add Localization”. 
4. Indicar el idioma que se desea añadir y aceptar.
5. Abrir el nuevo fichero que se ha generado en el panel “Groups & Files” del XCode. 
6. Cambiar todos los strings de la derecha por los del idioma adecuado manualmente y guardar.
En el Anexo III podrá encontrar el fichero “localizable.strings” usado por iUPC.
Localizar las vistas
En el caso de que se desee cambiar alguna imagen de una vista o texto que se ha escrito en ésta 
directamente, pueden localizarse los ficheros “xib” de las vistas directamente.
Para ello seguir los pasos del 1 al 5 del  punto anterior, y una vez abierta la nueva vista, hacer los cambios 
pertinentes en ella. En este momento tendremos dos versiones de la vista: una por cada idioma. 
Este método se ha usado en iUPC para las vistas del menú principal y la de Mapas.
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5. Aplicación Mapas
La aplicación Mapas va a permitir al usuario de iUPC visualizar los mapas de la Universidad con la una 
alta calidad y precisión, buscar y situar en el mapa edificios en todas las Universidades y Escuelas 
adjuntas a la UPC o situar al propio usuario dentro del mapa.
Para más información sobre las funcionalidades de la aplicación Directorio, lea el capítulo 2.1.
Durante este capítulo se detallara con profundidad el funcionamiento interno de las operaciones 
realizadas por la aplicación Mapas para llevar a cabo sus funcionalidades. El capítulo está divido en las 
tres secciones o sub-capítulos: “Diseño y realización”, “Estructura y organización” y “Implementación”, 
cada uno de ellos profundizará un paso más en la aplicación Mapas, empezando por explicar en alto nivel 
cómo se realizan las tareas y que decisiones se han tomado, y terminar explicando con detalle el  código 
fuente de la implementación.
5.1. Diseño y Realización de la aplicación 
Mapas
Introducción
Este apartado se dividirá y tratará por separado cada una de las tareas que la aplicación Mapas realiza 
para poder llevar a cabo todas sus funcionalidades. Se explicarán y analizarán en profundidad cada una 
de estas tareas, explicando detalladamente, en alto nivel y paso a paso el funcionamiento e 
implementación interna de la aplicación para llevar a cabo cada una de ellas.
Para cada una de las tareas también se explicarán qué decisiones de diseño se han decidido tomar para 
llegar a la implementación que se ha descrito, porqué se han tomado, y como se ha llegado a esa 
decisión después de contemplar otras posibilidades de implementación.
Los puntos (o tareas) en las que se divide el apartado son los siguientes:
5.1.1. Mostrar la vista principal
5.1.2. Mostrando el listado de lugares de búsqueda
5.1.3. Marcando un lugar en el mapa
5.1.4. Cambiando el modo de visualización
5.1.5. Eliminando lugares marcados en el mapa
5.1.6. Mostrando la ubicación del usuario
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5.1.1. Mostrar la vista principal (centrada en 
Campus Norte)
Cuando el usuario accede a la aplicación Mapas desde el  menú 
principal, se le muestra un mapa (en modo de visualización 
“satélite”) centrado en el Campus Norte de Barcelona, mas un 
menú inferior.
Para mostrar el  mapa se ha usado la vista especial “Map View” 
proporcionada por el API del iPhone OS. Para que éste quede 
centrado en el  campus norte, simplemente se define una región 
mediante las coordenadas del punto a mostrar, y el  zoom 
deseado (como se verá en el capitulo de implementación).
En caso de no tener conexión a la Red 
Si  el  dispositivo detecta que no hay conexión a la Red se 
advertirá al usuario mediante una alerta con el siguiente mensaje 
“Conéctese a la Red si desea hacer búsquedas y visualizar el 
mapa correctamente”. Ya que se requiere de conexión para 
realizar las dos tareas.
Decisiones de Diseño
Desde un principio se quiso que la aplicación contara con un 
sistema de mapas que permitiera al usuario localizar lugares 
concretos dentro de la universidad. Se estudió métodos usaban 
algunas de las aplicaciones de otras universidades para mostrar sus mapas (aunque no todas contaban 
con uno): Saint Louis University, Valparaiso University y University of Texas usaban los mapas 
proporcionados por el SDK; mientras que Shenandoah University, Harding University y The University of 
Tulsa usaban una imagen del mapa del campus realizada por ellos mismos. 
Por razones obvias (UPC esta divida en un gran numero de campus y escuelas, la dificultad de realizar 
los mapas de cada uno de ellos y además perder las ventajas que ofrece el  SDK para realizar mapas) se 
decidió que usar el Framework MapKit proporcionado por el SDK sería la mejor opción.
Fig. 5-1: Vista principal de la aplicación 
Mapas
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5.1.2. Mostrando el listado de lugares de búsqueda
Cuando el usuario presiona sobre el botón con el símbolo de 
lupa del  menú inferior, se le muestra una pequeña tabla 
(superpuesta en el  mapa) que primeramente le mostrará el 
listado de Centros Docentes de la Universidad.
El  usuario ha de escoger en qué centro desea buscar, y 
seguidamente se le mostrará en la misma tabla las escuelas o 
campus de éste centro en el caso de que posea, o la lista de 
lugares y edificios del centro en caso contrario.
El funcionamiento para realizar estas tareas es el siguiente:
1. Cuando el usuario entra en la aplicación noticias, ésta se 
conecta al servidor remoto http://feeds.ac.upc.edu/iUPC/ y 
descarga el fichero XML “centresDocents.xml”, el  cual 
contiene el listado de todos los centros docentes de UPC.
2. Se parsea dicho fichero, y se guardan los datos.
3. Cuando el  usuario presiona sobre el  botón de buscar, se 
muestran éstos datos en la tabla.
4. Cuando el usuario selecciona algún centro docente, se 
obtiene la URL al fichero de dicho centro. Éste fichero 
contendrá el listado de campus y escuelas (en caso de 
tener) o el  listado de lugares finales (en caso de ser ya una 
escuela).
5. Se descarga el fichero, se parsea, y se muestran los datos de 
nuevo en la misma tabla.
6. Si  se ha mostrado el  listado de campus y escuelas se vuelve al 
punto 4. En caso de mostrarse el listado de lugares y edificios “finales” de búsqueda, si  el usuario 
selecciona alguno de ellos, la tabla dejará de ser visible y se marcará el  lugar seleccionado en el 
mapa.
Ficheros de Centros Docentes o Campus
El  fichero de centros docentes es aquel listado cuyos elementos “apuntan” a otro listado, es decir, no es 
un listado de lugares “finales” de búsqueda. Por ejemplo, el listado de centros docentes que se muestra al 
inicio, simplemente apunta a otro listado (que puede ser final o no).
Estos listados XML son diferentes a los finales, ya que se requiere un tipo de información diferente. En 
este caso solamente necesitaremos saber, para cada uno de los elementos (campus, centros, etc.), que 
nombre se mostrará en la lista y la URL que apunta al siguiente fichero XML.
Fig. 5-2: Aplicación Mapas mostrando 
la tabla de búsqueda, que muestra el 
listado de escuelas del Campus Nord
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Estructura del XML 
La estructura del XML que se sigue en estos ficheros es la siguiente:
<list>
<item>
<name>Centro Docente 1</name>
<url>http://feeds.ac.upc.edu/iUPC/centroDocente1.xml</url>
</item>
<item>
<name>Centro Docente 2</name>
<url>http://feeds.ac.upc.edu/iUPC/centroDocente2.xml</url>
</item>
....
</list>
El  fichero estará formado por un tag raíz llamado “list” que contendrá el  listado de centros o “items”. Para 
cada uno de los centros se especificara el  nombre y la URL al fichero que contiene su información, tal  y 
como se ha comentado anteriormente.
Los ficheros de información usados en este momento en iUPC para la aplicación Mapas, se pueden 
encontrar en el Anexo I.
Ficheros de Escuelas o Facultades
Los ficheros de escuelas o facultades definen el  listado de lugares y edificios pertenecientes a éste, y que 
el  usuario podrá seleccionar para que se indique su posición exacta en el mapa, es decir: son los ficheros 
“finales” de búsqueda. Por ejemplo, los lugares o “items” del fichero de la Facultad de Informática de 
Barcelona (“fib.xml”) serán: Biblioteca RGF, Edificio Nexus, Edificio Omega, Polideportivo, Edificio A4, etc.
Estructura del XML
<placelist>
<item>
<name>Lugar 1</name>
<info>Departamento MAII</info>
<latitude>41.38XXXX</latitude>
<longitude>2.11XXXX</longitude>
</item>
<item>
      ....
</item>
....
</placelist>
Como se puede comprobar, en este caso el  tag raíz es “placelist”, es importante usar este distintivo ya 
que de esta manera el parser se percatará de que es un listado de lugares “finales”.
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Para cada uno de los “ítems” se requieren los siguientes datos: 
• name: Nombre que se mostrará en el listado de búsqueda.
• info: Información que se podrá consultar una vez el lugar esté marcado en el mapa.
• latitude: la latitud exacta del lugar en coordenadas mundiales.
• longitude: la longitud exacta del lugar en coordenadas mundiales.
Los ficheros de información usados en este momento en iUPC para la aplicación Mapas, se pueden 
encontrar en el Anexo I.
Decisiones de Diseño
En un principio, se implementó la aplicación Mapas con el listado de los lugares de búsqueda “finales” 
guardados directamente en el  código de la aplicación. Se decidió hacerlo de ésta manera ya que en un 
principio solamente se mostrarían y se podrían buscar los edificios relacionados con la Facultad de 
Informática de Barcelona.
Posteriormente se requirió ampliar la búsqueda para abarcar a toda la UPC (incluyendo centros docentes 
adscritos), por lo que el listado de lugares seria extremadamente extenso para guardarlo completamente 
en una variable dentro del código, por lo que los datos deberían de estar en un fichero externo.
Éste fichero externo podría estar guardado en memoria del dispositivo ya que, normalmente, no suelen 
cambiar muy a menudo la posición de los centros o aparecer centros nuevos, etc. Pero se descartó esta 
idea ya que:
1- Se quería aprovechar el fichero usado tanto para la aplicación de Mapas de iUPC como de UPCDroid 
(aplicación que realiza otro alumno de la universidad paralelamente), por lo que el fichero debería estar 
accesible a los dos.
2- Rellenar completamente el  fichero, con el listado de todos los lugares y edificios pertenecientes a la 
UPC, junto con su información asociada y las coordenadas, podría llevar mucho trabajo, por lo que se 
requería un método que permitiera ir añadiendo lugares y edificios de búsqueda de forma gradual y 
modular.
3- Que las actualizaciones nombradas en el punto 2 sean transparentes al usuario (no tenga que 
actualizar la aplicación cada vez que se añadan lugares).
4- Que los cambios realizados en el punto 2 se apliquen de manera inmediata tanto en iUPC como en 
UPCDroid.
Por las razones 1,3 y 4 se decidió que los ficheros con la información respectiva a los lugares de 
búsqueda deberían estar almacenados en un servidor remoto al cual se pudiera acceder tanto desde 
iUPC como desde UPCDroid.
Por la razón 2, se decidió estructurar estos ficheros mediante listados, cada uno perteneciente a una 
escuela, centro o campus en concreto, creando así una estructura semejante a un árbol de búsqueda.
Por ejemplo:
Desarrollo de la aplicación iUPC para iPhone • Elena Macia                                                              53
De esta manera, se consigue cumplir con la especificación inicial y los requisitos indicados.
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5.1.3. Marcando un lugar en el mapa
En el momento en que la tabla de búsqueda muestra uno de los 
listados de lugares o edificios, el usuario puede seleccionar uno 
de ellos para ver su posición exacta en el mapa, que se marcará 
mediante un icono de forma similar a una chincheta, como se 
puede ver en la figura 5-3.
Cuando se está visualizando, en la tabla de búsqueda, un listado 
de lugares o edificios, en ese momento la aplicación tiene 
guardados, en una variable global, éste listado junto con toda la 
información asociada de cada uno de los lugares (información 
extra y coordenadas).
Por lo tanto, cuando el  usuario selecciona uno de los lugares de 
la tabla para ser mostrado en el mapa, simplemente se accede a 
esta variable global, se obtiene el “item” que se ha seleccionado, 
a partir de la información de éste se crea una anotación o “pin” y 
se hace que se muestre mediante una pequeña animación. Si el 
pin a mostrar, se sitúa fuera de la región que se está 
visualizando en ese momento, se trasladará el mapa a la región 
adecuada.
Información de una Anotación
A la hora de crear una anotación (o chincheta), se le puede 
añadir información que será mostrada al hacer clic  sobre ella, 
mediante una pequeña vista emergente. Ésta información será 
aquella que se ha marcado en el tag “info” del  fichero XML 
descargado. 
Decisiones de diseño
Las especificaciones iniciales de la aplicación indicaban que éste 
mostraría únicamente (en la búsqueda) los lugares pertenecientes a la 
Facultad de Informática. Por esta razón se implementaron dos 
funcionalidades que se pensó que eran de gran utilidad, pero que una 
vez se ampliaron las especificaciones (mostrando en la búsqueda y en 
el  mapa los lugares pertenecientes a toda la UPC) dejaron de ser 
útiles, y se decidió eliminar de la aplicación.
Una de estas opciones era “Mostrar Todo”, se pensó que era útil 
mostrarle al usuario todos los lugares introducidos en el  mapa, para que 
picando sobre los pins pudiera saber de manera rápida qué podría encontrar en cada uno de los edificios. 
Se decidió eliminar ya que el numero de lugares mostrados ahora sería excesivamente elevado para tal 
efecto.
La segunda opción era “Centrar en Campus Norte”, ya que se da la posibilidad al usuario de “navegar” 
por el mapa, incluso saliendo de los limites de la universidad, se ofreció esta posibilidad para volver a 
centrar en el  campus norte en caso necesario. Se eliminó en primer lugar porque es probable que un bajo 
numero de usuarios necesiten dirigirse concretamente al campus norte, y en segundo, utilizando el nuevo 
Fig. 5-3: Mapa mostrando el lugar exacto 
de la Biblioteca Rector Grabiel Ferraté 
mediante una chincheta de color morado.
Fig. 5-4: Información del edificio 
A4 (Campus Nord)
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método de búsqueda (con todas las escuelas y campus), el usuario podrá centrar el mapa en el campus 
que desee.
Las dos se encontraban dentro de un menú llamado “Opciones” (similar al de “Visualización”) que ofrecía 
estas dos funcionalidades más la opción de “Limpiar” que sí se ha mantenido.
5.1.4. Cambiando el modo de visualización
Tal  y como se ha explicado en el  capítulo 4.2, presionando sobre el botón “Visualización” del menú inferior 
se puede cambiar el  modo de visualización del mapa, las opciones posibles son: satélite (por defecto, ver 
figura 5-3), híbrido y estándar.
               
Decisiones de Diseño
Ya que la funcionalidad de Mapas que provee el API de iPhone OS utiliza los servicios de Google Maps, y 
ofrece la posibilidad de visualizar el  mapa de éstos tres modos distintos, se decidió dar al  usuario la 
oportunidad de escoger aquel método que le resultara más cómodo en cada ocasión.
Fig. 5-6: Mapa Híbrido           Fig. 5-5: Mapa estándar
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5.1.5. Eliminando lugares marcados en el mapa
Otra de las opciones que ofrece al  usuario es borrar todas las anotaciones (o lugares marcados) del 
mapa, en el caso de que el usuario así lo crea conveniente.
Para ello la aplicación realiza las siguientes tares: cada vez que el usuario selecciona uno de los lugares 
para que éste se marque en el  mapa, se guarda la anotación correspondiente en una variable global  de 
tipo lista.
En el momento que se indica que se quieren eliminar del mapa, se recorre esta lista indicando para cada 
uno de ellos que se elimine de éste y de la misma lista.
5.1.6. Mostrando la ubicación del usuario
Mediante unas funciones es posible indicar al  mapa que, en el  caso de que el usuario se encuentre en la 
zona del mapa visualizada en ese momento (y el usuario así lo permita), use los mecanismos de los que 
disponga (GPS, triangulación mediante antenas telefónicas o Wi-Fi Positioning Service) para marcar en el 
mapa la ubicación del usuario de la manera mas precisa posible (con un radio de margen de error).
5.2. Estructura y organización de la 
aplicación Mapas
Introducción 
Durante este capitulo se explicará en profundidad cómo están organizadas las clases que se usan en la 
aplicación Mapas y como éstas clases están relacionadas entre ellas. En este caso no dividiremos el 
capítulo en vistas, ya que la aplicación noticias realiza todas sus tareas en una sola vista.
Detallaremos primero que clases y ficheros “.xib” que componen la vista se usan para llevar a cabo las 
operaciones citadas en el capítulo anterior (5.1). Primero, mediante un esquemático diagrama, se verá 
cuales son éstas clases y cómo éstas se organizan para seguir el patrón de diseño Modelo Vista 
Controlador. Seguidamente, mediante un diagrama UML se verá qué métodos y variables contienen 
cada una de éstas clases, cómo se organizan entre si y de qué clases heredan.
Con este capitulo empezamos a adentrarnos en la implementación a más bajo nivel de la aplicación, la 
finalidad es tener una visión general de la estructura de clases usadas, para posteriormente, en el 
capítulo de Implementación, se comprenda correctamente el código explicado, entendiendo qué clases 
lo están y porqué.
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Clases y Ficheros Usados
· MapperViewController: Clase controlador de toda la aplicación Mapas. Se encarga de manipular y 
coger los eventos de la vista de búsquedas, recoger los eventos provenientes del  mapa (como clicar 
sobre una anotación), y manejar los eventos que provienen del menú inferior.
· MyAnnotation: Clase perteneciente al  modelo y usada por MapperViewController. Contiene la 
información necesaria para cada una de las anotaciones que se mostrarán en el mapa: coordenadas, 
titulo y subtitulo.
· Lugar: Clase perteneciente al  modelo y usada tanto por XMLMapParser como MapperViewController. 
Contiene la información de cada uno de los lugares que se obtienen desde el  fichero XML descargado. 
Los atributos son: nombre del  lugar, url  (en caso de que no sea un lugar “final” de búsqueda), información, 
latitud y longitud ( las tres últimas en caso de ser lugar “final”).
· Reachability: Clase perteneciente al modelo y usada por el  controlador principal MapperViewController 
que, a partir de una serie de funciones, comprueba si existe o no algún tipo de conexión a la Red.
· XMLMapParser: Clase perteneciente al  modelo y usada por el  controlador principal, se encarga de 
definir las reglas que se llevarán a cabo para parsear correctamente los ficheros XML que permitirán 
hacer la búsqueda de lugares.
· BusquedaCeldaViewController: Clase controlador de cada una de las vistas que que forman las 
celdas de la tabla de búsqueda. 
· BusquedaCelda.xib: Fichero que contiene la definición y elementos de la pequeña vista que se 
mostrará en cada una de las celdas de la tabla de búsqueda. Los elementos que se mostraran en esta 
vista estarán controlados por BusquedaCeldaViewController.
· Maper.xib: Fichero que contiene la definición y elementos de la aplicación Mapas. Contiene una sub-
vista de tipo mapa, una sub-vista de tipo tabla (para realizar búsquedas) y dos barras de herramientas. 
Controlado en su totalidad por MapperViewController.
Desarrollo de la aplicación iUPC para iPhone • Elena Macia                                                              58
Patrón MVC
Las clases que se han comentado en el  punto anterior, se organizan de la siguiente manera cumpliendo 
así con el patrón de diseño Modelo-Vista-Controlador4:
Fig.5-7: Esquema de Clases de la aplicación Mapas (siguiendo el patrón MVC)
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4 Para este y para los siguientes diagramas que se mostrarán en este capítulo, la nomenclatura de flechas es la siguiente: las flechas con linea continua indican que la clase de la que procede interactúa de manera directa con la clase destino 
mediante la llamada de sus métodos (asociación directa); las flechas discontinuas indican asociaciones indirectas, como 
pueden ser eventos.
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5.3. Implementación de la aplicación 
Mapas
Introducción
Durante este capítulo se explicará qué clases son las encargadas de hacer las operaciones que se han 
ido describiendo a lo largo de los dos capítulos anteriores. Se explicará qué métodos de estas clases son 
los más relevantes a la hora de realizar las diferentes tareas, se mostrará el código fuente de estos 
métodos y se explicará paso a paso qué operaciones realiza cada uno de ellos y porqué.
En este capítulo se llega a detallar la aplicación Mapas al  más bajo nivel, para comprender con el máximo 
detalle y profundidad cómo se comporta la aplicación de manera interna para lleva a cabo todas las 
tareas que se realizan.
En este caso el capítulo está dividido en las operaciones más relevantes que la aplicación Mapas realiza. 
Todas las operaciones serán ejecutadas por el controlador de la principal y única vista de la aplicación 
Mapas: MapperViewController.
5.3.1. Inicializar la Vista principal: Se verá el  código de los métodos “viewDidLoad”, encargado de 
inicializar una vista y “cellForRowAtIdexPath”, perteneciente al protocolo “UITableViewDelegate”, se 
encarga de “rellenar” con los datos adecuados cada una de las celdas de la tabla de búsqueda.
5.3.2. Mostrar Tabla de búsqueda: Se verá el código del método “searchButtonTapped”. El primero de 
ellos se ejecutará cuando el  controlador obtenga el evento de presionar sobre el botón de búsqueda del 
menú inferior, y se encargará de mostrar la tabla de búsqueda.
5.3.3. Mostrar anotación: Se verá el  código de los métodos “didSelectRowAtIdexPath”, “mostrarElLugar” 
y “viewForAnnotation”. El primer método pertenece al  protocolo “UITableViewDelegate” y se encarga de 
manejar el evento de presionar sobre alguna de sus celdas de la tabla de búsqueda. El segundo se 
encargará de mostrar en el  mapa el lugar que se le ha indicado como parámetro, el segundo método 
pertenece al  protocolo “MKMapViewDelegate” que sigue el  controlador y define el  tipo de anotación que 
se va a mostrar en el mapa.
5.3.4. Limpiar anotaciones: Se verá el código del método “limpiarTapped”, el cual se ejecuta cuando el 
controlador obtiene el evento de presionar sobre el botón “Limpiar” de la barra de herramientas inferior.
Frameworks Utilizados
Para la implementación de la aplicación Directorio, se ha requerido el uso de los siguientes Frameworks 
de desarrollo:
• MapKit
• SystemConfiguration
• Foundation
• UIKit
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MapKit
El  Framework “MapKit” proporciona una interfaz para “incrustar” mapas directamente en una Window o 
Vista, soporte para añadir anotaciones en el mapa y para realizar búsquedas geográficas para determinar 
el lugar exacto de un lugar a partir de sus coordenadas.
Este Framework usa los servicios de Google para proveerse de los datos de los mapas.
Localización: /System/Library/Frameworks/MapKit.framework
Cabeceras incluidas:
- MKAnnotation.h 
- MKAnnotationView.h 
- MKGeometry.h 
- MKMapView.h 
- MKPinAnnotationView.h
- MKPlacemark.h 
- MKReverseCeocoder.h 
- MKTypes.h
- MKUserLocation.h 
La importación del Framework se ha realizado en la clases:
- MapperViewController: ya que desde éste se hace uso de las clases “MKMapType”, 
“MKAnnotationView”, “MKMapView”, “MKAnnotation” y “MKPinAnnotationView” como se verá en los 
siguientes puntos.
- MyAnnotation: ya que adopta el protocolo “MKAnnotation Protocol”.
Para más información sobre este Framework, puede encontrar en el siguiente enlace el PDF “MapKit 
Framework Reference”, donde encontrará la declaración completa de las clases nombradas para iPhone 
O.S Library: http://developer.apple.com/iphone/l ibrary/documentation/MapKit/Reference/
MapKit_Framework_Reference/MapKit_Framework_Reference.pdf
SystemConfiguration
Este Framework es usado por la clase “Reachability” para obtener ciertos datos del sistema para 
comprobar si existe algún tipo de conexión a la red. Para más información sobre este Framework, lea el 
punto de “Frameworks Utilizados” del  capítulo 6.3 “Implementación de la Aplicación Noticias”.
Foundation
El  Framework “Foundation” define una capa base de las clases de Objective-C además de proporcionar 
un conjunto de clases de gran utilidad. Incluye clases raíz, clases que representan los tipos básicos de 
datos como strings o cadenas de bytes, clases colección para almacenar otros objetos, clases 
representantes de información del sistema (por ejemplo datos) y clases representantes de puertos de 
comunicación.
Localización: /System/Library/Frameworks/Foundation.framework
La siguientes Figuras muestran la lista de las clases que conforman el Framework “Foundation”:
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Fig. 5-8: Jerarquía de clases del Framework Foundation
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Fig. 5-9: Jerarquía de clases del Framework Foundation (continuación)
Como se puede comprobar, este Framework es esencial para casi  cualquier clase que se vaya a 
implementar en Objective-C, por esta razón éste framework se ha importado en todas las clases que se 
han implementado para este proyecto. Para hacerlo de manera automática (y ahorrar un “import” de todas 
las cabeceras de las clases”) ésta linea de código se ha añadido solamente al fichero de configuración 
“iUPC_Prefix.pch”, de esta manera se importa el framework de manera automática para todas las clases 
del proyecto.
Para más información sobre este Framework, puede encontrar en el siguiente enlace el  PDF “Foundation 
Framework Reference”, donde encontrará la declaración completa de las clases nombradas para iPhone 
O.S Library: http://developer.apple.com/iphone/library/documentation/Cocoa/Reference/Foundation/
ObjC_classic/FoundationObjC.pdf
UIKit
El  Framework “UIKit” proporciona las clases necesarias para construir y manejar la interfaz de usuario de 
las aplicaciones para iPhone y iPod touch. 
Localización: /System/Library/Frameworks/UIKit.framework
Las siguiente figura ilustran las clases que componen este Framework:
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Fig. 5-10: Jerarquía de clases pertenecientes al Framework UIKit
Este Framework también es esencial  para la mayoría de clases que se van a implementar en el proyecto, 
ya que muchas necesitan de disponer de elementos tales como botones, vistas, tablas etc. para 
interactuar con la vista que muestran. Por esta razón éste framework se ha incido en todos los ficheros 
del proyecto, simplemente añadiendo la linea de código que realiza la importación en el  fichero de 
configuración “iUPC_Prefix.pch”.
Para más información sobre este Framework, puede encontrar en el siguiente enlace el PDF “UIKit 
Framework Reference”, donde encontrará la declaración completa de las clases nombradas para iPhone 
O.S Library: http://developer.apple.com/iphone/library/documentation/UIKit/Reference/UIKit_Framework/
UIKit_Framework.pdf
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5.3.1. Inicializar Vista Principal
En el momento que el usuario selecciona la aplicación Noticias desde el menú principal  de iUPC, se crea 
e inicializa una nueva vista a partir del  fichero “Mapper.xib” y el controlador “MapperViewController”. El 
método del controlador encargado de inicializar la vista es (por definición) “viewDidLoad”. 
Veamos qué procedimiento sigue este método para hacer que la vista de Mapas se vea correctamente:
viewDidLoad
- (void)viewDidLoad {
	 [super viewDidLoad];
	
	 BOOL red = [self comprovarSiHayRed];
	 [UIApplication sharedApplication].networkActivityIndicatorVisible= YES;    
	 listaAnotacionesMostradas = [[NSMutableArray alloc] init];
	 last = FALSE;
	
	 if (red) {
	 	 NSString *paginaDeFuentes = NSLocalizedString(@"http://
	 	 	 feeds.ac.upc.edu/iUPC/centresDocents.xml", @"Pagina web del xml 
	 	 	 donde se encuentra el listado de Centres Docents");
	
	 	 NSURL *url = [[NSURL alloc] initWithString:paginaDeFuentes];
	 	 NSXMLParser *xmlParser = [[NSXMLParser alloc] 
	 	 	 initWithContentsOfURL:url];
	
	 	 //Inicializamos nuestro parser
	 	 XMLMapParser *parser = [[XMLMapParser alloc] initXMLParser:self];
	 	 [xmlParser setDelegate:parser];//delegamos
	
	 	 //Inicializamos el parseo
	 	 BOOL success = [xmlParser parse];
	 	 if (success) {
	 	 NSString *titulo_alerta = NSLocalizedString(@"No hay conexión a 
	 	 	 Internet", @"Titulo Alerta: No hay conexión a Internet");
	 	 NSString *mensage_alerta = NSLocalizedString(@"Conéctese a la Red si 
	 	 	 desea hacer búsquedas y visualizar el mapa correctamente.", 
	 	 	 @"Conéctese a la Red si desea hacer búsquedas.");
	 	
	 	 UIAlertView *myAlert = [[UIAlertView alloc] 
	 	 	 initWithTitle:titulo_alerta message:mensage_alerta delegate:self 
	 	 	 cancelButtonTitle:@"Ok" otherButtonTitles:nil];
	 	 [myAlert show];
	 	 [myAlert release];
	 }
	 pulsadoBotonSearch = NO;
	 pulsadoBotonOpciones = NO;
	 pulsadoBotonVisualizacion = NO;
	 [vistaSearch removeFromSuperview];
	 [barraVisualizacion removeFromSuperview];
	 [barraOpciones removeFromSuperview];
	 [mapView setMapType:MKMapTypeSatellite];
	 [mapView setZoomEnabled:YES];
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Veamos que operaciones se realizan paso por paso:
1. Mediante una función privada que se ha programado aparte, comprobaremos si existe algún tipo de 
conexión a la red. Indicamos que se active el  indicador de actividad de red, ya que vamos a requerir 
conexión por un tiempo ilimitado. Inicializamos la variable “last” a falso, esta variable global  será cierta 
si la tabla de búsqueda está mostrando lugares de búsqueda “finales”, y falsa en caso contrario.
2. En el caso de que sí exista conexión a la Red, accederemos al fichero XML (almacenado en un 
servidor remoto), que contiene el listado de centros docentes que se mostrarán en la tabla de 
búsqueda. La URL al fichero puede variar según el idioma de configuración del  dispositivo 
(NSLocalizedString). 
3. Se inicializa el  parser, al que se le indica que la URL a parsear será la obtenida anteriormente y las 
reglas que se han de seguir serán las declaradas por la clase “XMLMapParser”.
4. Se inicia el parseo del fichero de centros docentes. El  parser “XMLMapParser” guardará los datos 
obtenidos en la variable global “arrayLugares” de tipo “NSMutableArray” (no es de tipo “NSArray” ya 
que puede sufrir modificaciones”).
5. En el caso de no haber conexión a la Red, se advertirá al  usuario mediante una alerta (en el idioma 
de configuración del  dispositivo), de que se conecte a la Red para realizar búsquedas y visualizar el 
mapa correctamente.
6. Seguidamente, haya o no conexión a la red, se inicializarán una serie de variables que ayudarán a 
controlar el  funcionamiento de la aplicación Mapas: las variables que nos indicarán si  los botones de 
la barra de herramientas están presionados se inicializan a falso, se elimina la tabla de búsqueda de 
la vista principal (que no sea visible hasta que no se indique), también se eliminan las barras de 
herramientas de “visualización” y “opciones”, dejando únicamente la principal.
7. Indicamos las preferencias requeridas para la vista de mapa: estilo satélite, permitimos zoom, 
permitimos “scrolling”, permitimos que se muestre la posición del usuario en el mapa.
8. Se define la región donde el  mapa se centrará en el momento de inicializar la vista mediante las 
coordenadas del Campus Norte de la Universidad.
9. Se indica la región a mostrar al mapa (“mapView”), delegamos (somos clase controlador) y se indica 
que se detenga el indicador de actividad de red.
Uno de los protocolos que sigue el controlador “MapperViewController” es “UITableViewDelegate”, ya que 
la vista de búsqueda, de la cual también se encarga, es de tipo tabla (UITableView). El  protocolo indica 
que para cada una de las celdas que se va a mostrar en la tabla se ha de llamar al  método 
	 [mapView setScrollEnabled:YES];
	 [mapView setShowsUserLocation:YES];
	
	 //Definimos Región
	 MKCoordinateRegion region = {{0.0, 0.0}, {0.0, 0.0}};
	 region.center.latitude = 41.38865;
	 region.center.longitude = 2.112197;
	 region.span.latitudeDelta = 0.0f; //Zoom
	 region.span.longitudeDelta = 0.00343322f;
	 [mapView setRegion:region animated:YES];
	 [mapView setDelegate:self];
	 [UIApplication sharedApplication].networkActivityIndicatorVisible= NO;
}
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“cellForRowAtIdexPath”, el  cual  se encargará de “rellenar” con los datos adecuados cada una de las 
celdas. 
Así pues, una vez terminado el método “viewDidLoad” se ejecutará el siguiente método tantas veces 
como celdas se vayan a mostrar en la tabla de búsqueda:
cellForRowAtIdexPath
El método realiza las siguientes tareas:
1. Crea una celda de tipo “busquedaCelda” a partir del controlador “BusquedaCeldaViewController” y el 
fichero “BusquedaCelda.xib”.
2. Se obtiene, a partir del parámetro “indexPath” obtenido, el numero de fila a tratar.
3. Se obtiene a partir de este numero, el elemento en la misma posición del array 
“arrayLugares” (recordemos que éste contiene los objetos “lugar” a mostrar).
4. La celda tiene un atributo “nombre” (ver UML del capítulo anterior), el  cual es una referencia a un 
“label” (etiqueta de texto). Se indica que el texto de éste “label” será el atributo “name” del lugar 
obtenido.
5. Recordemos que la variable boleana “last” indica si el listado que se va a mostrar será de lugares 
“finales” de búsqueda (“last” será cierta), o un listado de centros docentes que aún posee indexación 
(“last” será falsa). En caso de ser “falso”, indicaremos que el “accesoryType” (botón de la derecha de 
cada celda), será de tipo “UITableViewCellAccessoryDisclosureIndicator”, indicando así que el 
siguiente paso al presionar sobre una celda, llevará a otra tabla.
En este momento, el usuario ya puede visualizar la nueva vista, con el  mapa centrado en el  Campus 
Norte, y la tabla de búsqueda está completa con los centros docentes descargados del  servidor remoto. 
Aún estando la tabla de búsqueda preparada para ser mostrada, ésta no estará visible hasta que el 
usuario presione sobre el botón buscar (la hemos eliminado en el método “viewDidLoad”, punto 6).
- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
     static NSString *CellIdentifier = @"celdaBusquedaID";    
	 BusquedaCeldaViewController *cell = (BusquedaCeldaViewController *)[tableView 
	 	 dequeueReusableCellWithIdentifier:CellIdentifier];
  
	 if (cell == nil) {
	 	 NSArray *nib = [[NSBundle mainBundle] loadNibNamed:@"BusquedaCelda" 
	 	 	 owner:self options:nil];
	 	 cell = [nib objectAtIndex:0];
    }	
	
	 cell.nombre.text = [[[arrayLugares objectAtIndex:indexPath.row] name] 
	 	 stringByTrimmingCharactersInSet:[NSCharacterSet 
	 	 whitespaceAndNewlineCharacterSet]];
	 if (!last) cell.accessoryType = UITableViewCellAccessoryDisclosureIndicator;
	 return cell;
}
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5.3.2. Mostrar Tabla de búsqueda
Cuando el usuario presiona sobre el botón de búsqueda, el  controlador obtiene el evento y ejecuta el 
método “searchButtonTapped”. Veamos el código de esta función:
searchButtonTapped
El método realiza las siguientes acciones:
1. Comprueba si la tabla de búsqueda está visible o no. En caso de no estar visible, la muestra.
2. Si  está visible, la elimina de la vista superior (no se muestra). Borra todos los elementos del array 
“arrayLugares”. Parsea el  fichero XML que contiene el listado de centros docentes inicial y guarda los 
datos en éste array.
3. Se indica a la tabla de búsqueda que actualice sus datos. De esta manera se tiene la tabla de 
búsqueda preparada para ser usada de nuevo, aunque en este momento no esté visible.
-(IBAction) searchButtonTaped {
	 if (pulsadoBotonSearch == NO){
	     [self.view insertSubview:vistaSearch atIndex:1];
	 	 pulsadoBotonSearch = YES;
	 }
	 else {
	 	 [vistaSearch removeFromSuperview];
	 	 [arrayLugares removeAllObjects];
	 	 pulsadoBotonSearch = NO;
	 	 NSString *paginaDeFuentes = NSLocalizedString(@"http://
	 	 	 feeds.ac.upc.edu/iUPC/centresDocents.xml", @"Pagina web del xml 
	 	 	 donde se encuentra el listado de Centres Docents");
	 	 NSURL *url = [[NSURL alloc] initWithString:paginaDeFuentes];
	 	 NSXMLParser *xmlParser = [[NSXMLParser alloc] 
	 	 	 initWithContentsOfURL:url];
	 	
	 	 //Inicializamos nuestro parser
	 	 XMLMapParser *parser = [[XMLMapParser alloc] initXMLParser:self];
	 	 [xmlParser setDelegate:parser];//delegamos
	 	
	 	 //Inicializamos el parseo
	 	 BOOL success = [xmlParser parse];
	 	 if (!success) 	NSLog(@"Con errores");
	 	 if (success) {
	 	 	 [vistaSearch reloadData];
	 	 	 last = FALSE;
	 	 }
	 }
}
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5.3.3. Mostrar Anotación
Cuando el usuario selecciona un lugar desde la tabla de búsqueda se ejecuta el método 
“didSelectRowAtIndexPath” tal  y como indica el  protocolo “UITableViewDelegate”. El  método realizará dos 
acciones distintas dependiendo si el lugar seleccionado es un lugar “final” de búsqueda o es un campus/
escuela en su defecto.
 didSelectRowAtIndexPath
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
	
	 NSUInteger fila = [indexPath row];
	
	 if (!last){	 //Hay más indexación
	 	 Lugar *lugarEscogido = [arrayLugares objectAtIndex:fila];
	 	 	
	 	 NSString *paginaAlXML = [[lugarEscogido url] 
	 	 	 stringByTrimmingCharactersInSet:[NSCharacterSet 
	 	 	 whitespaceAndNewlineCharacterSet]];
	 	 NSURL *url = [[NSURL alloc] initWithString:paginaAlXML];
	 	 NSXMLParser *xmlParser = [[NSXMLParser alloc] 
	 	 	 initWithContentsOfURL:url];
	
	 	 //Inicializamos nuestro parser
	 	 XMLMapParser *parser = [[XMLMapParser alloc] initXMLParser:self];
	 	 [xmlParser setDelegate:parser];//delegamos
	
	 	 //Inicializamos el parseo
	 	 BOOL success = [xmlParser parse];
	 	 if (!success) 	NSLog(@"Con errores");
	 	 if (success) [vistaSearch reloadData];
	
	 } else { //lugar final
	 	 [self mostrarElLugar:fila];
	 	 [self searchButtonTaped];
	 }
}
1. Si  la tabla de búsqueda no contiene lugares “finales” (variable “last” a falso), quiere decir que se han 
de mostrar un listado más en la tabla de búsqueda (por ejemplo, el listado de escuelas del Campus 
Norte no es un listado final, ya que al seleccionar “Facultad de Informática” se nos cargará un nuevo 
listado con los edificios de éste). Se obtiene el objeto “lugar” correspondiente a la fila seleccionada.
2. Del objeto “lugar” obtenido se extrae la URL a su fichero XML correspondiente (que contiene el 
siguiente listado de lugares).
3. Se parsea el fichero (quedando guardados los nuevos lugares en el array “arrayLugares”).
4. Si  el parseo se realiza con éxito, se indica a la tabla de búsqueda (“vistaSearch”) que actualice sus 
datos. En este momento se muestra en la misma tabla de búsqueda, los nuevos lugares para 
escoger.
5. Si  en cambio, el  listado contiene lugares “finales” (como son edificios concretos), se llamará al 
método “mostrarElLugar” pasándole como parámetro el numero de la fila seleccionada.
6. Se llama al método “searchButtonTaped” (explicado en el punto anterior).
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Como se puede comprobar, el  siguiente paso (en el  caso de que se seleccione un lugar concreto o 
“final”), será la llamada al método “mostrarElLugar”, el cual se encargará de colocar la “pin” o anotación 
en el lugar correspondiente del mapa. Veamos el código:
mostrarElLugar
-(void) mostrarElLugar:(NSInteger) numLugar {
	 Lugar *lugarTemp = [arrayLugares objectAtIndex:numLugar];
	 MyAnnotation *anotation = [[MyAnnotation alloc] init];
	 anotation.title = [[lugarTemp name] stringByTrimmingCharactersInSet:[NSCharacterSet 
whitespaceAndNewlineCharacterSet]];
	
	 anotation.subtitle = [lugarTemp info];
	
	 CLLocationCoordinate2D temCoordinate;
	 temCoordinate.latitude = [[lugarTemp latitude] floatValue];
	 temCoordinate.longitude = [[lugarTemp longitude] floatValue];
	 [anotation setCoordinate:temCoordinate];
	 [mapView addAnnotation:anotation];
	 [listaAnotacionesMostradas addObject:anotation];
	 //Definimos Region
	 MKCoordinateRegion region = {{0.0, 0.0}, {0.0, 0.0}};
	 region.center.latitude =  [[lugarTemp latitude] floatValue];
	 region.center.longitude = [[lugarTemp longitude] floatValue];
	 region.span.latitudeDelta = 0.0f; //Zoom
	 region.span.longitudeDelta = 0.00343322f;
	
	 [mapView setRegion:region animated:YES];
}
1. El  parámetro “numLugar” contiene el número de la fila que se ha seleccionado desde la tabla de 
búsqueda. Se obtendrá el objeto “Lugar” que se encuentre en la misma posición dentro del array 
“arrayLugares”.
2. Creamos una instancia de la clase “MyAnnotation”. 
3. Se indica que las variables “title” y “subtitle” de la nueva anotación serán el contenido de las variables 
“name” y “info” del Lugar obtenido respectivamente.
4. Se crea una instancia de la clase “CLLocationCoordinate2D” que contiene los datos para situar la 
anotación en el mapa. 
5. Se indican al nuevo objeto cuales son las coordenadas del Lugar seleccionado y se añade el  objeto 
con las coordenadas a la anotación.
6. Se indica a la vista mapa “mapView” que muestra la anotación creada.
7. Se guarda la anotación en el array “listaAnotacionesMostradas” (para posteriormente poder 
eliminarlas del mapa).
8. Por útlimo, definiremos una región (“MKCoordinateRegion”), centralizada en el  pin (o lugar) que 
acabamos de marcar en el  mapa y ordenamos a la vista mapa (“mapView”) que se establezca esta 
región mediante una animación. De esta manera se “moverá” la vista hacia la región donde se 
encuentra el  lugar señalado en caso de que el usuario esté visualizando una parte del mapa que no le 
corresponda.
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El  siguiente método pertenece al protocolo “MKMapViewDelegate”  y es llamado cada vez que se indica a 
la vista mapa que muestre una anotación nueva, define qué tipo de marcador o “pin” se va a usar y las 
características de éste, como el color o la forma.
viewForAnnotation
-(MKAnnotationView *) mapView:(MKMapView *) mV viewForAnnotation:(id <MKAnnotation>)annotation 
{
	 MKPinAnnotationView *pinView =nil;
	 if (annotation != mapView.userLocation) {
	 	 static NSString *defaultPinID = @"com.invasivecode.pin";
	 	 pinView = (MKPinAnnotationView *) [mapView 
	 	 	 dequeueReusableAnnotationViewWithIdentifier:defaultPinID];
	 	 if ( pinView == nil) pinView = [[[MKPinAnnotationView alloc] 
	 	 	 initWithAnnotation:annotation 
	 	 	 reuseIdentifier:defaultPinID]autorelease];
	 	 pinView.pinColor = MKPinAnnotationColorPurple;
	 	 pinView.canShowCallout = YES;
	 	 pinView.animatesDrop =YES;
	 }
	 else [mapView.userLocation setTitle:@"I am Here"];
	 return pinView;
}
5.3.4. Limpiar Anotaciones
El  método del  controlador que recoge el evento de presionar sobre el botón de “limpiar” anotaciones será 
“limpiarTapped”. Veamos el código:
limpiarTapped
El código de este método es sencillo, como se ha visto anteriormente en el  método “mostrarElLugar”, 
cada vez que se señala un lugar en el mapa mediante una anotación, ésta se queda almacenada en el 
array “listaAnotacionesMostradas”. 
Éste método indica al mapa que elimine todas las anotaciones que se encuentran en éste array 
(“removeAnotations”), por lo que con ésta simple función todas las anotaciones ya se han eliminado del 
mapa. 
Seguidamente se eliminan todas las anotaciones del array “listaAnotacionesMostradas” para evitar 
conflictos futuros y se esconde la barra de opciones (desde la que se ha presionado el botón).
- (IBAction) limpiarTaped {
	 [mapView removeAnnotations:listaAnotacionesMostradas];
	 [listaAnotacionesMostradas removeAllObjects];
	 [barraOpciones removeFromSuperview];	
	 pulsadoBotonOpciones = NO;	
}
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6. Aplicación Noticias
La aplicación Noticias va a permitir al usuario de iUPC acceder de manera rápida y directa a las últimas 
noticias de diferentes Unidades Universitarias. Podrá guardar las noticias que desee en memoria del 
dispositivo para su posterior lectura y borrarlas cuando lo desee, contará con un historial de noticias 
visitadas e incluso podrá añadir sus propias fuentes de noticias.
Para más información sobre las funcionalidades de la aplicación Directorio, lea el capítulo 2.2.
Durante este capítulo se detallara con profundidad el funcionamiento interno de las operaciones 
realizadas por la aplicación Noticias para llevar a cabo sus funcionalidades. El capítulo está divido en las 
tres secciones o sub-capítulos: “Diseño y realización”, “Estructura y organización” y “Implementación”, 
cada uno de ellos profundizará un paso más en la aplicación Noticias, empezando por explicar en alto 
nivel cómo se realizan las tareas y que decisiones se han tomado, y terminar explicando con detalle el 
código fuente de la implementación.
6.1. Diseño y realización (aplicación 
Noticias)
Introducción
Este apartado se dividirá y tratará por separado cada una de las tareas que la aplicación Noticias realiza 
para poder llevar a cabo todas sus funcionalidades. Cada una de éstas funcionalidades (como por 
ejemplo: mantener un Historial de noticias visitadas) requiere una serie de tareas previas y posteriores 
para llevarse a cabo con éxito (en este caso por ejemplo: guardar una noticia en el Historial, mostrar una 
noticia guardada y borrar de la memoria del dispositivo de las noticias guardadas previamente). 
Se explicarán y analizarán en profundidad cada una de estas tareas, explicando detalladamente, en alto 
nivel y paso a paso el funcionamiento e implementación interna de la aplicación para llevar a cabo cada 
una de ellas.
Para cada una de las tareas también se explicarán qué decisiones de diseño se han decidido tomar para 
llegar a la implementación que se ha descrito, porqué se han tomado, y como se ha llegado a esa 
decisión después de contemplar otras posibilidades de implementación.
La aplicación Noticias ofrece al usuario el siguiente conjunto de funcionalidades generales:
I. Visualizar noticias de los departamentos de la Universidad
II. Guardar noticias en memoria del dispositivo como Favoritas
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III. Mantener un Historial de noticias visitadas
IV. Agregar sus propios Feeds personales de noticias
Cada una de estas funcionalidades generales se divide en las tareas que enumeramos a continuación, las 
cuales describiremos aquí brevemente, pero que se tratarán con profundidad a  lo largo de este capitulo 
(entre paréntesis, el punto correspondiente):
I. Visualizar noticias de los departamentos de la Universidad
• Mostrando el listado de Fuentes (6.1.1): cómo se obtiene y se muestra el  listado de Fuentes (o 
Departamentos de la Universidad) de la vista principal  de la aplicación Noticias. Se explica la 
facilidad con la que este listado puede ser modificado (añadir/eliminar fuentes, o cambiar los 
datos referentes a una o varias de ellas, etc.) gracias a la decisión de mantener dicho listado 
actualizado en un servidor remoto, y cómo estos cambios se reflejan en pocos segundos 
después, de manera automática y transparente al usuario en todos los dispositivos con iUPC 
instalado.
• Mostrando el listado de Noticias y Entradas (6.1.2): cómo, una vez seleccionada una de las 
fuentes de la vista principal, se muestra el  listado con las noticias de ésta fuente, mostrando el 
título y la fecha de cada una de ellas. La manera en que estas noticias se muestran actualizadas 
en todo momento y en todos los dispositivos con iUPC instalado, de manera totalmente 
transparente al  usuario y sin añadir trabajo adicional  alguno a los miembros de los departamentos 
gracias al uso de los RSS.
• Mostrando una Noticia no guardada en memoria (6.1.3): se explica la manera en que se 
muestran una noticia cuando se selecciona para su visualización. El hecho de que no esté 
guardada en memoria se refiere a que la página web de la noticia se obtiene desde la red. Se 
diferencian los cuatro casos posibles en que los datos de una noticia se descargan de la red: 
cuando se selecciona visualizar una noticia del menú principal o de uno de sus Feeds personales; 
si se selecciona visualizar una noticia procedente del Historial  o sus Favoritas y además, dispone 
de conexión a la red.
II. Guardar noticias en memoria del dispositivo como Favoritas
• Guardando una Noticia (6.1.4): una noticia puede guardarse en memoria en dos momentos 
diferentes: 
1. Cuando se visualiza una noticia (desde una fuente de UPC o desde un Feed personal) 
se guarda automáticamente en memoria, formando parte del Historial.
2. Cuando el  usuario esta visualizando una de estas noticias, podrá añadir estas noticias 
en sus Favoritas, momento en el cual la noticia se guardará en memoria formando 
parte de sus Favoritas.
La implementación y procedimiento para guardar una noticia es la misma para los dos casos. 
Estas noticias se guardarán en un fichero de texto en formato HTML, que llevará por nombre el 
título y fecha de la noticia. Estos ficheros se almacenarán dentro del directorio adecuado 
(“Historial” o “Favorite”) del directorio Documents de la aplicación.
• Mostrando el listado de noticias del Historial y Noticias Favoritas (6.1.5): Para mostrar el 
listado de noticias que se ha guardado en memoria, ya sean las noticias del Historial como las 
noticias Favoritas, la aplicación rastrea el directorio adecuado (“Historial” o “Favorite”) del 
directorio Documents y muestra su contenido en forma de listado, mostrando el título y la fecha de 
cada una de las noticias guardadas.
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• Mostrando una Noticia no guardada en memoria (6.1.3)
• Mostrando una Noticia guardada en memoria (6.1.6): una noticia se guarda en memoria del 
dispositivo para estar disponible posteriormente para su visualización mediante el Historial o los 
Favoritos de un usuario aún sin disponer en ese momento de conexión a la Red. Cuando el 
usuario decide ver una noticia procedente de una de estas fuentes y no dispone de ningún tipo de 
conexión a la Red, la aplicación obtendrá los datos de dicha noticia del fichero guardado en 
memoria previamente.
• Borrado de una noticia (6.1.7): Las noticias que se han guardado previamente en la memoria 
del dispositivo, se pueden eliminar de varias maneras: 
1. Noticias guardadas en el Historial: se han implementado dos procesos paralelos para el 
borrado de estas noticias:
I. De manera automática: cada vez que el  usuario visualiza el  Historial, la aplicación 
elimina de memoria aquellas noticias que se guardaron hace más de 15 días, de 
manera transparente al usuario.
II. Indicado por el  usuario: el  usuario podrá, además, indicar cuando desea borrar todo 
su Historial.
2. Noticias guardadas en Favoritos: el  usuario indicará en qué momento y qué noticia o 
noticias eliminar de sus Favoritos en cualquier momento.
III. Mantener un Historial de noticias visitadas
• Mostrando el listado de noticias del Historial y Noticias Favoritas (6.1.5)
• Guardando una Noticia (6.1.4)
• Mostrando una Noticia no guardada en memoria (6.1.3)
• Mostrando una Noticia guardada en memoria (6.1.6)
• Borrado de una noticia (6.1.7)
IV. Agregar sus propios Feeds personales de noticias
• Añadiendo y guardando un Feed personal (6.1.8): El usuario puede añadir sus propias fuentes 
de noticias. Para almacenar los datos de estas fuentes personales (título y URL correspondiente), 
se usa un fichero “Property List”. En este apartado se explicará en que momento se piden al 
usuario los datos y estos se guardan en el fichero correspondiente.
• Mostrando el listado de Feeds personales (6.1.9): Para mostrar el  listado de feeds personales, 
la aplicación lee el contenido del fichero de tipo “Porperty List” si  éste existe, y muestra el listado 
de títulos obtenidos (manteniendo en memoria local las URLs asociadas).
• Mostrando el listado de Noticias y Entradas (6.1.2)
• Mostrando una Noticia no guardada en memoria (6.1.3)
• Guardando una Noticia (6.1.4)
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• Eliminando un Feed personal (6.1.10): El usuario puede indicar en cualquier momento qué 
fuente o fuentes eliminar de las que ha añadido. En el momento en el  que se indica que se ha de 
borrar una de las fuentes, ésta se borra tanto de memoria local, como de la vista que muestra el 
listado de fuentes, como del fichero “Property List” que guarda en memoria del dispositivo el 
listado de Feeds personales.
Como se puede comprobar algunas de las tareas están repetidas para varias de las funcionalidades, esto 
se debe a que éstas se activan para cada una de ellas. A continuación se procederá a explicar con detalle 
cada una de estas tareas en las que hemos dividido la aplicación Noticias.
6.1.1. Mostrando el listado de Fuentes
Cuando el  usuario accede a la aplicación Noticias se le muestra el  listado de fuentes de noticias de la 
UPC (procedentes de los diferentes Departamentos e Instituciones de la Universidad), tal y como se ha 
explicado en el capítulo 2.2 (ver Figura 6-1).
Fig. 6-1: Pagina principal funcionalidad Noticias	 	           Fig. 6-2: Pagina principal funcionalidad Noticias, 
                            mostrando listado vacío (sin conexión a la red).
El procedimiento que sigue la aplicación para mostrar este listado de fuentes es el siguiente:
1. La aplicación se conecta al  servidor http://feeds.ac.upc.edu/iUPC/ (Por lo tanto, el  usuario requiere de 
una conexión a internet para la visualización del listado de fuentes, en caso contrario el  listado se 
mostrará vacío (ver Figura 6-2)).
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2. Se descarga el fichero XML de fuentes correspondiente al idioma de configuración: 
· “newsResource_es.xml” para la versión de iUPC en Español.
· “newsResource.xml” para la versión de iUPC en Inglés 
3. La aplicación parsea el fichero descargado, el  cual contiene el listado de todas las fuentes. Se 
extraen todos los títulos y se asocia cada uno de ellos a su correspondiente URL mediante una 
estructura de datos que se guardará en memoria local.
4. Se muestra en pantalla, en formato de tabla, el listado con únicamente los títulos de cada una de las 
fuentes.
Fichero de Fuentes
El  fichero de fuentes que se descarga la aplicación es un documento XML que contiene un listado de 
elementos “source”, donde cada uno de estos elementos corresponde a una de las fuentes. Cada una de 
las fuentes (o elemento source) cuenta con un título y una dirección URL que pertenece al feed en 
cuestión.
Estructura del XML
La estructura del fichero XML de fuentes contiene un elemento raíz “sources” que contiene n campos 
“source” (uno por cada una de las fuentes), a su vez cada source contiene un capo “name” que contendrá 
el  título de la fuente que se mostrará en la aplicación noticias, y un campo “source_url” que contiene la 
dirección URL al Feed correspondiente.
El esquema de la estructura es la siguiente, tanto para la versión en español como la versión en inglés:
<sources>
<source>
<name>Título Fuente 1</name>
<source_url>http://www.pagina.es/noticies-es/RSS</source_url>
</source>
<source>
<name>Título Fuente 2</name>
<source_url>http://www.mipaginaweb.com/rss</source_url>
</source>
....
</sources>
Fichero de Fuentes de noticias Usado
Actualmente los ficheros de fuentes que se encuentran en el servidor, y por tanto, contienen el listado de 
fuentes de Noticias que se muestra en todos los dispositivos con iUPC instalado son los siguientes:
Versión en Inglés
Contiene el listado de Feeds con noticias en inglés: por lo tanto los títulos de las noticias están en inglés y 
las URL son las direcciones a los Feeds en este idioma. 
Desarrollo de la aplicación iUPC para iPhone • Elena Macia                                                              77
Fichero: “newsresource.xml”
<?xml version="1.0" encoding="UTF-8" ?>
<sources>
<source>
<name>UPC</name>
<source_url>http://www.upc.edu/saladepremsa/noticies-en/RSS</source_url>
</source>
<source>
<name>Dept. Arquitectura de Computadors</name>
<source_url>http://www.ac.upc.edu/en/dac_news</source_url>
</source>
</sources>
Versión en Español
Contiene el listado de Feeds con noticias en español: por lo tanto los títulos de las noticias están en 
español y las URL son las direcciones a los Feeds en este idioma.
Fichero: “newsresource_es.xml”
<?xml version="1.0" encoding="UTF-8"?>
<sources>
<source>
<name>UPC</name>
<source_url>http://www.upc.edu/saladepremsa/noticies-es/RSS</source_url>
</source>
<source>
<name>Dept. Arquitectura de Computadors</name>
<source_url>http://www.ac.upc.edu/es/dac_news</source_url>
</source>
<source>
<name>Dept. Llenguatges y Sist. Informàtics</name>
<source_url>http://www.lsi.upc.edu/news/RSS</source_url>
</source>
<source>
<name>Dept. de Física i Ingeniería Nuclear</name>
<source_url>http://dfen.upc.edu/noticies/aggregator/RSS</source_url>
</source>
</sources>
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Decisiones de Diseño
En este punto se explicará el  motivo por el  que se ha decidido usar un archivo remoto con el  listado, en 
vez de incluirlo directamente en la aplicación y guardarlo en memoria del dispositivo.
Inicialmente se pensó en incluir el  listado de fuentes en el propio código de la aplicación, y se implementó 
de esta manera. El acceso y el funcionamiento eran correctos, pero se plantearon la siguientes 
cuestiones: 
· Qué pasaría si un día se quisiera añadir una fuente nueva de noticias?
· Y si una fuente cambiara su dirección URL?
· Y si se diera de baja una de las fuentes?
En definitiva, para hacer una actualización del listado, que trabajo llevaría? En este momento me di 
cuenta de que el diseño era muy poco flexible y de que un listado estático no era lo conveniente en este 
caso. 
Si  sucedía alguno de los casos anteriormente citados se tendría que cambiar directamente el código 
fuente de la aplicación para que ésta quedara actualizada, la cual cosa implicaría:
· Una dificultad demasiado elevada para el administrador de iUPC ya que seguramente no sea el  autor 
del código de la aplicación.
· Poner a disposición del usuario una nueva versión de la aplicación mediante la AppleStore y   que todos 
ellos descargaran este nuevo software, únicamente por el hecho de un mínimo cambio de unos datos.
Así pues se decidió externalizar este listado: que éste estuviera disponible en un servidor para poder 
acceder a él cuando fuera necesario. 
El  siguiente paso fue pensar de qué manera externalizarlo, en qué formato se encontrarían estos datos en 
el  servidor. Se barajaron varias opciones, como la creación de una base de datos en el servidor (opción 
que se rechazó por la complejidad de realizar y manejar una base de datos completa, simplemente para 
mantener una tabla de dos registros), un archivo de texto (opción rechazada por la inestabilidad en el 
manejo de Strings y que no se puedan relacionar directamente dos datos entre ellos), entre otros.
Finalmente decidí usar el lenguaje XML para la realización de un fichero con el  listado, ya que me ofrecía 
todas las posibilidades que se requerían (como mantener un listado de estructuras tipo “fuente” cada una 
con sus datos correspondientes), de manera clara y sencilla. 
Además podía aprovechar la existencia en Objective-C un protocolo para crear clases en las que se 
define la manera en la que deseas parsear tus propios ficheros XML y la existencia de una Clase que, 
pasándole como argumento la anterior, parsea dicho fichero XML extrayendo de él los campos que se 
hayan especificado.
Así pues, realizando un listado de las fuentes en un fichero XML y subiendo éste a un servidor donde esté 
disponible para su descarga, conseguimos que cualquier cambio o actualización del listado se haga de 
manera tan fácil como es: descargar el fichero de fuentes, añadir/borrar/editar una fuente y subir de nuevo 
el fichero al servidor.
Con estos simples pasos tendremos, de manera automática, a todos y cada uno de los usuarios de iUPC 
con el listado de fuentes de noticias actualizado solamente unos segundos después de la realización de 
los cambios, y sin que el  usuario tenga que preocuparse por realizar ninguna tarea de mantenimiento, ya 
que el procedimiento es totalmente transparente al usuario.
Desarrollo de la aplicación iUPC para iPhone • Elena Macia                                                              79
Manuales para añadir nueva fuente de Noticias a iUPC
Se han realizado el siguiente manual (disponible en el Anexo II) que explica los requisitos que una unidad 
Universitaria ha de seguir para añadir su fuente de Noticias a iUPC, dirigido a los administradores de las 
paginas web de los departamentos e instituciones cuyas noticias quieran ser incluidas en iUPC.: 
“Requisitos para añadir una fuente de noticias en iUPC”. 
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6.1.2. Mostrando el listado de Noticias y Entradas
Una vez que el usuario selecciona una de las fuentes, ya sea del  listado principal o de sus fuentes 
personales, se muestra una nueva vista con el listado de noticias o entradas de dicha fuente (ver Figura 
6-3). 
El  funcionamiento que sigue la aplicación de manera interna 
para que se muestre este listado es el siguiente:
1. Crea la nueva vista, se le pasa como parámetro la URL del 
feed seleccionado.
2. Se añade la nueva vista al Navigation Controller.
3. La nueva vista descarga el  fichero indicado por la URL que 
se le ha pasado.
4. Parsea el  fichero RSS descargado, extrayendo el título, la 
fecha y la dirección URL de cada una de las noticias, y 
guardando cada uno de estos datos en una estructura de 
datos en memoria local.
5. Se rellena la tabla de la interfaz de usuario con el listado de 
títulos y fechas guardados en la estructura de datos indicada 
en el paso anterior.
Fichero descargado del Feed
Los feeds se generan mediante un fichero en formato XML que 
contiene cada una de las entradas que el RSS quiere mostrar.
El  fichero que se descarga la aplicación en el  paso 3 del apartado 
anterior, es el fichero XML que ha generado el RSS de la fuente 
seleccionada, y que por lo tanto contiene el  listado completo de las noticias que se quieren mostrar con 
sus datos correspondientes.
Estructura del fichero
El  fichero XML descargado ha de seguir el  siguiente patrón para que la aplicación sea capaz de leerlo y 
extraer correctamente los datos necesarios:
· Contar con su pertinente cabecera y un campo “channel” con la información necesaria (se suele generar 
en la mayoría de RSS). 
· Seguidamente y para cada una de las noticias debe haber un campo “item”, donde se guardará la 
información de esta. 
Fig. 6-3: Listado de Noticias de una 
fuente UPC
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[Cabecera]
...
<channel>
....
</channel>
<item [...] >        
<title> Titulo de la Noticia </title>        
<link> http://www.misnoticias.com/url_a_la_noticia </link>        
<description> Pequeña descripción de la noticia </description>        
//El campo fecha permite dos tags distintos
<dc:date> Fecha </dc:date>  
//O en su defecto:
<pubDate> Fecha </pubDate> 
  
</item>
</item>
...
</item>
...
Los ficheros XML de los feeds se generan de manera automática cuando se ha configurado una página 
web para que sea seguida a través de un RSS. El  patrón del XML que se usa puede variar según el 
gestor de contenidos usado para configurar el RSS, pero en la mayoría de los casos todos los gestores 
de contenidos importantes siguen el  patrón indicado anteriormente. Para más información sobre los 
requisitos que ha de cumplir el RSS para ser añadido a las fuentes de iUPC, leer el manual  “Requisitos 
para añadir una fuente de noticias en iUPC” que se encuentra en el Anexo II.
Ejemplo de Feed Usado
Para la mejor compresión del funcionamiento que se ha explicado, mostraremos un ejemplo de Feed que 
actualmente se usa en iUPC.
El  Departamento de Arquitectura de Computadors (AC) se muestra como una de las fuentes de Noticias 
de la aplicación, ésta fuente está asociada a un feed cuyo URL es:
· http://www.ac.upc.edu/es/dac_news: para la versión de iUPC en Español.
· http://www.ac.upc.edu/en/dac_news: para la versión de iUPC en Inglés.
Veamos a continuación una porción del código fuente del fichero que se obtiene al acceder a la URL de la 
versión en Español:
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<?xml version="1.0" encoding="utf-8" ?><rss version="2.0" xml:base="http://
www.ac.upc.edu/es/news" xmlns:dc="http://purl.org/dc/elements/1.1/">
<channel>
    <title>Noticias del DAC</title>
    <link>http://www.ac.upc.edu/es/news</link>
    <description></description>
    <language>es</language>
  <item>
     <title>El DAC organiza las jornadas docentes JoDoDAC&#039;2010
     </title>
     <link>http://www.ac.upc.edu/es/el-dac-organiza-las-jornadas-!docentes-jododac2010
     </link>
     <description>&lt;p&gt;Los próximos jueves 11 y viernes 12 de ! febrero se 
celebrarán las Jornadas Docentes del DAC ! (JoDoDAC).&lt;br /&gt;&lt;a 
href=&quot;/sites/default/files/     
      misc/docent/jododac-2010.pdf&quot;&gt; Programa&lt;/!a&gt;&lt;br /!&gt;&lt;a 
href=&quot;/jododac&quot;&gt;Ediciones !anteriores&lt;/a&gt;&lt;/p&gt;
     </description>
     <category domain="http://www.ac.upc.edu/es/category/scope/www">WWW
     </category>
     <pubDate>Fri, 05 Feb 2010 14:51:44 +0000</pubDate>
     <dc:creator>enricm</dc:creator>
     <guid isPermaLink="false">2542 at http://www.ac.upc.edu</guid>
  </item> 
  <item>
   <title>Mateo Valero ha publicado un artículo en la revista Informacions de la UPC
   </title>
   <link>http://www.ac.upc.edu/es/mateo-valero-ha-publicado-un-art! %C3%ADculo-
en-la-revista-informacions-de-la-upc
  </link>  
  <description>&lt;p&gt;Mateo Valero ha publicado el artículo &quot;Investigar... 
¿para qué?&quot; en la revista &quot;Informacions&quot; de la UPC.&amp;nbsp; &lt;a 
href=&quot;/sites/default/files/misc/other/
informacions226.pdf&quot;&gt;Descargar&lt;/a&gt; (en catalán)&lt;/
! p&gt;&lt;p&gt;&amp;nbsp;&lt;/p&gt;
! </description> 
     <category domain="http://www.ac.upc.edu/es/category/scope/www">WWW
! </category>
 ! <pubDate>Mon, 08 Feb 2010 15:35:00 +0000</pubDate>
 ! <dc:creator>enricm</dc:creator>
 ! <guid isPermaLink="false">2548 at http://www.ac.upc.edu</guid>
  </item>
.......
 </channel>
</rss>
En este ejemplo mostramos 2 items (o entradas) de los 15 que contiene el fichero real. 
Éste es, pues, el fichero que la aplicación se descarga (en el momento de escribir esta documentación) 
cuando se accede a las noticias del Departamento de AC. Como se puede comprobar, sigue 
perfectamente la estructura comentada anteriormente y contiene los datos necesarios para la 
visualización del listado de noticias (título, fecha y enlace a la noticia).
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Decisiones de Diseño
Para la muestra del listado de noticias de las diferentes fuentes, se requerían varios requisitos:
1. Que las noticias estuvieran visibles en el dispositivo del usuario en el momento de su publicación.
2. Que el proceso de actualización de noticias fuera transparente al usuario. 
3. Que no supusiera esfuerzo adicional para los miembros de los departamentos, el publicar sus noticias 
en iUPC (es decir, se buscaba aprovechar el trabajo que ya se estaba realizando a la hora de publicar 
sus propias noticias en sus respectivas paginas web).
Se pensaron pues varias opciones, como guardar las noticias en una base de datos externa, o generar 
unos ficheros XML especiales con los datos de las noticias. Pero todo ello no cumplía con los requisitos 
propuestos ya que suponía más trabajo a los miembros de los departamentos, pues se requería la 
publicación de las noticias en dos lugares diferentes.
Rápidamente se observó que la mayoría de las paginas donde se publicaban las noticias contaban con un 
sistema de seguimiento mediante RSS. Este sistema genera automáticamente un fichero XML con los 
datos de las noticias que se han publicado en la pagina web (como hemos visto en el  punto anterior). Por 
lo que si un departamento publica una noticia en su pagina, automáticamente el fichero XML generado 
por el feed queda actualizado con la nueva entrada.
Por lo tanto, ya que somos capaces de parsear ficheros XML para extraer su información, si 
aprovecháramos este fichero que genera el RSS para obtener de él el listado de noticias y sus datos, 
cumpliríamos completamente con los tres requisitos explicados anteriormente: noticias actualizadas en 
tiempo real en todos los dispositivos con iUPC instalado, transparencia al usuario de la actualización y sin 
esfuerzo adicional para los administradores Web de los departamentos. 
6.1.3. Mostrando una Noticia 
no guardada en memoria
El  proceso de carga de una noticia es diferente dependiendo si  la 
noticia a cargar proviene de la memoria del dispositivo o de la red 
(no guardada en memoria). Una noticia se cargará directamente 
desde la red en las siguientes situaciones:
1. Cuando el usuario desee ver una noticia procedente de una 
fuente de iUPC o de una “fuente personal”.
2. Si  el usuario desea ver una de las noticias guardadas tanto en 
el  “Historial” como en sus “Favoritas”, y en ese momento se 
dispone de conexión a la red.
Diferencia entre los dos casos
Como se ha dicho, en estos cuatro casos la Noticia es cargada 
directamente desde la red. Sin embargo el procedimiento para 
obtener la dirección URL de la noticia a descargar es diferente en 
el caso a y en el caso b, como veremos a continuación. Fig. 6-4: Vista que muestra una noticia.
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Vista de una Noticia procedente de una fuente de iUPC o 
Personal
En estos dos casos, cuando el usuario selecciona una de las noticias para su visualización, se  siguen los 
siguientes pasos:
1. Se crea una Vista nueva que incluye una “Vista de Web”. 
2. La vista que muestra el listado y contiene los datos de todas las noticias que muestra, le pasa a la 
nueva vista como parámetro la dirección URL de la noticia seleccionada (recordemos que cuando se 
parsea el feed con el listado de noticias, los datos de éstas incluyendo la correspondiente URL, se 
quedan guardados en memoria local).
3. Se añade la nueva vista al Navigation Controller5.
4. Se descarga la página que contiene la dirección URL pasada como parámetro y se muestra en la 
vista.
Vista de una Noticia procedente del Historial o Favoritas (con 
conexión a la Red)
Se recomienda leer previamente el siguiente punto 6.1.4, donde se explica el procedimiento a seguir para 
guardar una noticia en memoria del dispositivo, para la correcta comprensión de este punto.
En los casos en que el usuario selecciona una de las noticias de su Historial  o sus Favoritas para su 
visualización, la aplicación sigue los siguientes pasos:
1. Se crea una Vista nueva que incluye una “Vista de Web”. 
2. La vista que muestra el listado y contiene los datos de todas las noticias que muestra, le pasa a la 
nueva vista como parámetro el PATH al fichero donde se ha guardado el código HTML de la noticia.
3. Se añade la nueva vista al Navigation Controller.
4. La nueva Vista comprueba si hay conexión a internet (en este caso, afirmativo).
5. Se añaden al final del PATH dado los caracteres “_url.txt”, de esta manera ahora tenemos el PATH al 
fichero que contiene la URL a la noticia (y no el  PATH al fichero que contiene el  código HTML, leer el 
punto 6.1.4 para más información).
6. Se accede mediante el nuevo PATH dado al fichero que contiene la URL a la noticia.
7. Se extrae la URL.
8. Se descarga la página que contiene la dirección URL pasada como parámetro y se muestra en la 
vista.
En este caso la URL a la pagina Web de la noticia no viene dado directamente por la tabla anterior, éste 
se extrae de un fichero análogo al que contiene la noticia también guardado en memoria.
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5 5 Para más información sobre el uso del Navigation Controller consultar el capitulo 4.
Decisiones de Diseño
En un principio se implementó una vista especial para mostrar el contenido de una noticia en concreto. 
Esta vista mostraba en la parte superior el  título, el autor y la fecha, y debajo un campo de texto que 
ocupaba el resto de la vista (el cual permitía “scroll” si era necesario) con el contenido de la noticia. 
Esta vista se usaba con unos datos ficticios guardados en memoria de la misma aplicación y su 
funcionamiento era correcto.
Mas tarde se decidió que el listado de noticias y sus datos se obtendría mediante la descarga del fichero 
XML generado por el RSS, en este punto me di  cuenta que estos ficheros no contenían todos los datos 
que eran necesarios para la implementación actual de la vista de la noticia.
Por ejemplo, la mayoría de los Feeds no especificaban un campo “autor” para sus publicaciones 
(necesario para mostrar el campo autor), algunos tampoco contenían un campo donde se incluyera el 
texto completo de la noticia (lo más importante, para mostrar el texto completo de la noticia), las imágenes 
adjuntas no podían visualizarse, así como otros datos de interés como “enlaces relacionados” y otras 
ventajas que se ofrece en la versión web de la noticia.
Por estas razones se pensó que lo mejor, para la correcta visualización de todos los datos de la notica, 
sería visualizar la pagina Web de ésta directamente.
Así pues, se implementó una nueva Vista capaz de descargar mostrar una pagina Web completa y 
correctamente.
Por otra parte, porqué descargar de nuevo una noticia que se ha guardado previamente en la memoria 
del dispositivo? Como pasa en la visualización de una noticia tanto del Historial como de Favoritas, 
cuando se dispone de una conexión a la Red.
La respuesta es la siguiente: la finalidad de guardar estas noticias en memoria es permitir al  usuario su 
lectura aún sin disponer de conexión a la red, así que en un principio, todas las noticias procedentes del 
Historial o Favoritas se cargaban directamente del fichero HTML guardado en memoria, se dispusiera o 
no de conexión a la Red.
Normalmente (y en todos los casos en el  momento de redactar esta memoria), ninguna de las páginas 
Web contiene su definición de estilo en la misma página, en la gran mayoría de los casos este fichero es 
externo (y la pagina HTML únicamente está enlazada a él). Por lo tanto, cuando se guarda en memoria el 
código HTML de la página Web que muestra la noticia, ésta se guarda sin su configuración de estilo, lo 
que implicaba que cada vez que se cargaba una noticia procedente del Historial  o de Favoritos, ésta se 
mostraba sin el formato adecuado.
Se planteó entonces la siguiente pregunta: porqué visualizar la Web sin formato de una noticia, cuando se 
dispone de conexión a la Red? Así pues, se decidió guardar también (junto al código HTML de ésta) la 
dirección URL de la noticia. 
Se haría primero una comprobación: si se dispone de conexión a la Red se descargaría la pagina 
completa para su correcta visualización. En caso contrario se cargará el  HTML guardado en memoria 
(punto 6.1.6).
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6.1.4. Guardando una Noticia 
Las noticias se podrán guardar en la memoria del  dispositivo para dos funcionalidades diferentes: para 
que aparezcan en el “Historial” o en las “Favoritas” del usuario.
El  procedimiento interno para guardar estas noticias es prácticamente el mismo sea cual sea su 
propósito, pero se activan de manera diferente:
El  procedimiento para guardar una noticia en el  Historial del  usuario se activa automáticamente cada vez 
que el usuario visualiza una noticia (que, lógicamente, no sea una de sus Favoritas o de su Historial), 
mientras que para guardar una noticia en Favoritos el usuario ha de indicar (presionando el botón “Añadir 
a Favoritos”), que desea guardar dicha noticia.
Una vez se indica al sistema que se desea guardar una noticia, el sistema procederá como se explica a 
continuación:
1. La vista que muestra la noticia comprueba si en el directorio “Documents” de la aplicación iUPC existe 
la carpeta llamada:
 · “LatestNews” (en el caso de guardar para el Historial)
 · “Favorites” (en el caso de guardar para Favoritas)
2.      En el caso de no existir la carpeta buscada, se creará.
3. Se descarga el código HTML de la noticia que se está visualizando y se guarda en una estructura de 
datos.
4. Se guarda esta estructura de datos (que contiene el  código HTML) como un fichero de HTML dentro 
del directorio correspondiente (“LatestNews” o “Favorites”). El  fichero se guardará sin extensión y el 
nombre de éste será el título de la noticia más la fecha de ésta.
5. Se guarda en una estructura de datos la URL a la noticia.
6. Se guarda dicha estructura en un nuevo fichero de texto dentro del directorio correspondiente, el 
fichero tendrá la extensión “txt” y nombre del éste será el el mismo que el del  fichero anterior 
añadiendo el sufijo “_url”.
En resumen: cada vez que se guarda una noticia, se guardarán dos ficheros de texto dentro del directorio 
correspondiente (dependiendo si se guarda para el  Historial o para los Favoritos). El  primer fichero 
contendrá el código HTML de la página Web de la noticia, y se guardará con el nombre del  título y la 
fecha de ésta. El segundo fichero contendrá la dirección URL a la Web de la noticia, y se guardará con el 
mismo nombre que el fichero anterior más “_url”.
Es importante el  hecho de que el nombre de los ficheros guardados sea el  título y la fecha de la noticia, y 
también es relevante el hecho de que el fichero que contiene el código HTML de la noticia no tenga 
extensión mientras que el que guarda la URL tenga extensión “txt” ya qué mas adelante nos 
beneficiaremos de ello.
También es importante saber que el sistema no permite replicas de noticias en memoria, por lo que, si el 
usuario visualiza o guarda en favoritos una noticia más de una vez, los dos ficheros guardados 
anteriormente se borrarán y permanecerán los nuevos. Este sistema, a parte de no permitir replicas 
innecesarias, permite que la fecha de creación de los ficheros sea siempre la de la ultima visualización, 
importante a la hora de borrar las noticias del Historial.
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Decisiones de Diseño
Porqué guardar Historial?
La decisión de guardar una noticia en memoria se tomó a raíz de querer dar al usuario la posibilidad de 
leer una noticia que ya haya leído anteriormente, cuando no disponga de conexión a la red. Por ejemplo, 
si el  usuario usa un iPod Touch (el cual, sin una conexión Wifi  no puede acceder a la red), lee la noticia de 
un curso donde se especifica la hora y el lugar de este, y mas tarde, cuando ya no disponga de conexión, 
no recuerda algún dato del curso, porque no poder ver la noticia que acaba de leer hace escasos 
momentos?
En un principio se pensó en guardar las noticias visitadas en el dispositivo y cuando el usuario decidiera 
ver “de nuevo” esa noticia (volviendo a escoger la fuente y después la noticia), ésta se cargara de 
memoria y no desde la red nuevamente. Pero para ello, se tenían que guardar también todos los pasos 
intermedios (Listado de fuentes, listado de noticias y finalmente la noticia) si no, no se podría llegar a 
dicha noticia, la cual cosa complicaba de manera importante la implementación, el  funcionamiento de la 
aplicación se mostraría un tanto incoherente de cara al usuario y lo que es más importante, desmoronaría 
el  hecho de que el  listado de fuentes ha de ser descargado online desde el servidor, para tener siempre el 
listado actualizado en todo momento. Por esta razón se decidió que se guardarían únicamente las 
noticias que se visiten y estas se mostrarían directamente en una vista separada llamada “Historial”, de 
manera que el funcionamiento quedara más coherente de cara al usuario, el  pudiera ver y administrar de 
manera fácil las últimas noticias que ha visitado.
Por este motivo se decide que se guardaran todas las noticias que el  usuario visite en memoria del 
dispositivo, para la posterior visualización sin necesidad de conexión a la red.
Para ello, se decidió que se descargaría el  código HTML de cada una de las noticias visitadas, y este 
código se guardará en un fichero de texto en memoria del dispositivo. 
El  nombre de cada uno de los ficheros se decidió que fuese el  nombre de la noticia que éste guarda, ya 
que esto ayudará a la hora de crear la vista que muestra el Historial al usuario.
Porqué guardar Favoritos?
Una vez implementado el guardado automático de noticias para el  Historial, se pensó en que éste tendría 
que ir eliminando las mas antiguas periódicamente (como veremos en el punto 6.1.7). Por lo tanto, tarde o 
temprano estas noticias se acabarían borrando del dispositivo y con el  tiempo tampoco serían visibles 
desde el Feed de la fuente de noticias (ya que los RSS, normalmente, muestran las últimas 15 entradas 
aproximadamente). Es entonces cuando surgió una nueva pregunta: y si un usuario quisiera guardar una 
noticia por un tiempo indefinido, hasta qué él decidiera borrarla personalmente? Por esta razón se decidió 
ofrecer al usuario la utilidad de poder guardar una noticia como una de sus “favoritas”. Para ello usamos 
el  mismo funcionamiento de almacenamiento que para guardar noticias en el Historial: guardamos el 
código HTML descargado en un fichero de texto cuyo nombre será el titulo de la noticia.
Porqué usar el directorio “Documents”?
Los ficheros que contienen el  código de las noticias se guardarán en el directorio Documents, éste es un 
directorio que contienen todas las aplicaciones de iPhone/iPod Touch, al  cual se puede acceder desde la 
aplicación libremente y que puede usarse para guardar ciertos datos necesarios para el  funcionamiento 
de las aplicaciones.
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Otra opción que se tuvo en cuenta fue guardar las noticias del historial  en el directorio “tmp” que también 
tienen todas las aplicaciones y es posible depositar datos necesarios en él. Pero finalmente se descartó la 
idea ya que el directorio “tmp” permite guardar datos en él, pero el manejo posterior de estos datos se 
hace por parte del  Sistema Operativo, por ejemplo, el  contenido de este directorio se elimina 
automáticamente cuando el S.O cree que es conveniente y cuando el dispositivo es reiniciado. Por lo que 
no nos era útil para la funcionalidad que le queríamos dar.
Porqué guardar las noticias de historial y favoritas en directorios separados?
Una vez que se decide ofrecer al usuario la posibilidad de guardad sus noticias favoritas, nos 
encontramos con que la metodología usada para borrar las noticias “favoritas” y las noticias del “historial” 
se deberían activar de formas distintas (ya que unas se borrarían automáticamente y otras manualmente 
por el usuario).
Por este motivo, y para facilitar el tratamiento y lectura de los dos tipos de noticias, se decide crear dentro 
del directorio “Documents” dos directorios: “LatestNews” y “Favorite”, donde las noticias que pertenezcan 
al  historial se guardarán en el  directorio “LatestNews” y las noticias guardadas como favoritas en el 
directorio “Favorite”. 
Porqué guardar dos ficheros para una noticia?
Una vez llegado a este punto, la aplicación estaba programada para que cada vez que el usuario 
decidiera abrir una de sus noticias guardadas en memoria (es decir, tanto del historial como una de sus 
favoritas), se cargara y mostrara la el  fichero con la noticia que se había guardado previamente en el 
dispositivo. 
El  código HTML de las páginas Web no suele tener su definición de estilo directamente en la misma 
página, sino que es un fichero aparte al  cual se enlazan. Al guardar una noticia en memoria, únicamente 
se guarda el HTML descargado, pero no el  contenido de su fichero de configuración, por esta razón al 
mostrar el código HTML de una pagina web guardada en memoria ésta se mostraba sin formato.
Cuando el usuario no posee conexión a la red, que se muestre el contenido de la noticia (aún sin formato) 
puede ser de gran utilidad, pero en el caso de que el  usuario sí disponga de conexión a la red, porqué 
tener que ver una noticia sin formato cuando tiene la posibilidad de verla con la calidad adecuada?
A raíz de este pensamiento se decide que si el usuario no dispone de conexión: se cargará la noticia 
guardada en memoria, pero si dispone: se la descargará de nuevo de la red para su correcta 
visualización. Así pues, se vio la necesidad de, cada vez que se guardaba una noticia (tanto en historial 
como en favoritos), guardar a la misma vez la dirección URL a dicha noticia por si  el  usuario disponía de 
conexión a la hora de visualizarla, poder descargarla de nuevo.
Se requería pues implementar un método para realizar esta nueva acción, pero intentando que supusiera 
insertar la menor cantidad código adicional y en el  caso de ser posible de aprovechar el  mismo código 
que ya se tenía implementado en ese momento. 
Se pensó entonces en aprovechar el momento en el que se guarda el  código de la noticia en memoria y 
guardar a la misma vez un nuevo fichero. Este fichero contendría la dirección URL de la noticia, y se 
guardaría con el mismo nombre más el  sufijo “_url”, de esta manera sabríamos a qué noticia pertenece y 
podríamos diferenciar qué fichero contiene la noticia y cual contienen la URL a ésta.
También se aprovecharía el código que elimina el  fichero de una noticia (para cada uno de los diferentes 
casos) para eliminar este fichero análogo, evitando así ampliar innecesariamente el código.
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6.1.5. Mostrando el listado Noticias Favoritas y 
Historial
Desde la pantalla principal  de la funcionalidad Noticias, el  usuario puede visualizar el listado de noticias 
que tiene guardadas tanto en sus Favoritas (Figura 6-5) como en 
su Historial en cualquier momento.                                    
Internamente, el  comportamiento de la aplicación para realizar la 
lectura de los ficheros guardados en memoria del  dispositivo y la 
muestra en formato tabla de los títulos de cada una de las 
noticias y su fecha, es exactamente el mismo tanto para el caso 
de mostrar el listado del Historial como  de Favoritos, la 
diferencia recae únicamente en el directorio donde se hace la 
lectura de los ficheros (recordemos que los ficheros que 
contienen el código HTML de las noticias se guardan en dos 
directorios diferentes dependiendo de si  se guarda para el 
Historial o para Favoritas).
La descripción del procedimiento que la aplicación sigue 
internamente para extraer estos datos es el siguiente:
• Se crea una instancia de la vista seleccionada: ya que la vista 
de Favoritas y la del Historial  son diferentes (cada uno dispone 
de un botón distinto en el Menu de Navegación).
• Se añade la vista al Navigation Controller
• Se obtiene el  PATH al directorio correspondiente de la 
aplicación: “Favorite” o “LastNews” que se encuentran dentro 
del Directorio “Documents”.
• Se comprueva la existencia de el directorio, si no existe: se crea.
• Mediante una función obtenemos un listado de los nombres de los ficheros que se encuentran dentro 
del directorio correspondiente.
• Se eliminan de esta lista los nombres de los archivos que no tengan extensión “txt” (para evitar tener 
dos nombres de fichero por noticia .
• En este momento tenemos un listado de los títulos y fecha de las noticias, ya que recodemos que éste 
era el  nombre con el que se han guardado los archivos. Así pues, se separa el título de la fecha para 
cada una de las noticias.
• Se muestra en la tabla el listado de títulos de las noticias con su correspondiente fecha.
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Decisiones de Diseño
Se tenia la necesidad de guardar el título de cada una de las noticias guardadas en memoria, y relacionar 
cada uno de los títulos con el fichero adecuado. Se pensaron varias posibilidades: guardar cada fichero 
de noticias con un código generado automáticamente y un fichero de texto aparte que relacionara cada 
código con el título específico, rápidamente se pensó que un fichero “property list” era una manera mucho 
mas adecuada para hacer este tipo de relación que un simple fichero de texto. Así pues se empezó esta 
implementación, pero a medida que se avanzaba en la implementación, y se añadió segundo fichero que 
contenía la URL a la noticia, me di  cuenta de que el  código y el mantenimiento del  fichero auxiliar la 
resultaba demasiado complicado para la sencilla funcionalidad que se requería.
Al  mismo tiempo me di  cuenta de que la función que se usaba para devolver el  nombre de los ficheros 
contenidos en un Directorio en concreto, era rápido, eficiente y retornaba el nombre de todos los ficheros 
de un directorio en forma de lista, que es justamente la estructura de datos necesaria para la realización 
de una vista en forma de tabla de contenidos. 
Así pues, porqué no guardar directamente con su propio título los ficheros que contienen cada una de las 
noticias? De esta manera nos ahorraríamos todo el código adicional y la necesidad de tener ficheros 
auxiliares que mantener, que hacía que el  código fuera mucho mas vulnerable a errores, mas sencillo y 
eficiente.
Nos encontramos con el  mismo problema a la hora de querer guardar la fecha de publicación de cada una 
de las noticias. Después de pensar detenidamente si realmente hacía falta crear un fichero auxiliar, se 
decidió que al  ser únicamente dos datos (título y fecha) y ya que el  nombre de un fichero puede llegar 
hasta los 255 caracteres, no habría problema en guardar la fecha junto al título en el  mismo nombre, 
concatenando los dos datos (en el caso de que se requirieran guardar más datos, si sería necesario pues 
el  uso de un fichero auxiliar que los almacenara). Simplemente se añadió la comprobación de que cada 
uno de los nombres de fichero (título más fecha) no excediera los 255 caracteres para evitar errores al 
almacenar las noticias, en caso de superar los caracteres se suprimirían del título (empezando por el 
final) los necesarios para llegar a 255 caracteres.
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6.1.6. Mostrando una Noticia guardada en memoria
Como se ha explicado previamente, la obtención de datos de una noticia procedente del  Historial  o 
Favoritos puede realizarse de dos maneras diferentes: descargando la información de la Red o 
accediendo a la información que se ha almacenado en memoria del dispositivo, que es la opción que 
trataremos en este punto.
La aplicación obtendrá los datos de una noticia (para su visualización) desde el fichero guardado en 
memoria, cuando se desee acceder a una noticia procedente del  Historial o Favoritos y no se disponga de 
ningún tipo de conexión a la Red.
El  funcionamiento interno de la aplicación, una vez el  usuario selecciona visualizar una noticia procedente 
del Historial o Favoritos, es el siguiente:
1. Se crea una instancia de vista nueva que incluye una “Vista de Web”. 
2. La vista que crea la instancia, la que muestra el listado y contiene los datos de todas las noticias que 
muestra, le pasa a la nueva vista como parámetro el PATH completo al  fichero que contiene el  código 
HTML de la noticia seleccionada.
3. Se añade la nueva vista al Navigation Controller.
4. Esta nueva vista comprueba si hay conexión a internet (en este caso, negativo).
5. Se muestra una alerta advirtiendo al usuario de que no se dispone de conexión a internet y que, por 
tanto, se mostrará el archivo guardado en memoria.
6. Se accede mediante el PATH dado al fichero que contiene el código HTML de la noticia.
7. Se carga dicho código el  la “Vista de Web” que tiene incluida nuestra nueva vista y se muestra al 
usuario.
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6.1.7. Borrado de una noticia
Una noticia se guarda en memoria del  dispositivo por una de estas razones: se ha visualizado desde una 
de las fuentes (ya sea de un Departamento de los que provee iUPC o de un Feed Personal) y por tanto, 
se ha guardado automáticamente para ser visualizada desde el historial, o porque en este mismo punto, 
el  usuario ha decidido guardar la noticia como una de sus Favoritas. En el  apartado 6.1.4 se explica de 
manera detallada el funcionamiento y metodología usada para guardar estas noticias en memoria.
Las noticias guardadas en memoria quedan divididas en dos conjuntos: las que pertenecen al Historial y 
las que pertenecen a Favoritas. La metodología usada para borrar de memoria los ficheros pertenecientes 
a una noticia será exactamente el mismo para los dos tipos, pero la activación de este borrado será 
diferente dependiendo si se requiere eliminar una noticia perteneciente al Historial o a Favoritos.
Borrando una Noticia de Favoritos
El  usuario indicará en qué momento y qué noticia o noticias guardada/s en sus Favoritos desea eliminar 
de la memoria del dispositivo.
Cuando el usuario visualiza el  listado de noticias de sus Favoritos, dispone en la parte superior derecha 
(en el  menú de navegación) de un botón con el  nombre “Eliminar”. Al presionar este botón el  listado 
quedará en modo “edición” y el usuario podrá indicar qué noticia  o noticias desea eliminar, una por una.
Los pasos que realiza la aplicación de manera interna son los siguientes (recordemos que la vista de 
Favoritos contiene en memoria local un listado de PATHS: uno por cada noticia que se muestre en el 
listado, y cada uno de ellos indica la situación en memoria del  fichero que contiene el  HTML de la noticia 
en cuestión):
1. El  usuario visualiza su listado de noticias Favoritas y decide editar el listado, por lo que presiona 
sobre el botón “Eliminar” que se encuentra a la derecha dentro del menú de navegación. 
2. Llega el evento a la Vista y esta activa el modo edición.
3. Cuando el usuario decide eliminar una noticia en concreto:
I. Se obtiene el PATH correspondiente del listado, que indica la situación en memoria del  fichero 
que contiene el código HTML de la noticia que se desea eliminar.
II. A partir del PATH obtenido, se accede a dicho fichero y se elimina de memoria.
III. Se añaden los caracteres “_url.txt” al final del PATH obtenido, de esta manera se obtiene un 
nuevo PATH que dirige al fichero en memoria que contiene la URL de la noticia a eliminar.
IV. A partir del nuevo PATH, se accede al fichero con la URL y se elimina de memoria.
V. Se elimina éste del listado de PATHS de memoria local.
VI. Se elimina la fila correspondiente de la tabla que se muestra al usuario.
4. Se muestra la tabla actualizada al usuario, todavía en modo edición. Si el usuario decide borrar otra 
de las noticias, se repite el punto 3. En caso de que el usuario haya terminado de editar (haya 
presionado de nuevo el botón “Eliminar” del menú de navegación), se pasará al punto 5.
5. Lleva el evento a la Vista y esta desactiva el modo edición. Ahora presionando sobre una de las 
noticias, llevará a su visualización.
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Borrando una/s Noticia/s del Historial
La aplicación usa paralelamente dos sistemas diferentes para el borrado de las noticias guardadas en el 
historial:
- Sistema automático de borrado
- Sistema de borrado activado por el usuario
Sistema automático de borrado
Antes de leer este punto, se recomienda la lectura del punto 6.1.4: Guardado de una Noticia.
Las noticias guardadas en el  Historial son borradas de memoria por la aplicación de manera totalmente 
automática, independientemente y de manera invisible al usuario. Este borrado eliminará de memoria 
todas aquellas noticias guardadas en el Historial  cuya fecha de creación sea superior a quince días 
naturales. Recordemos que la fecha de creación del fichero que contiene la noticia, siempre será el de la 
última última visita del usuario.
El  borrado se activa cada vez que el usuario visualiza el listado del Historial. El funcionamiento interno es 
el siguiente:
1. El usuario decide visualizar el listado de noticias de su Historial.
2. La aplicación hace un rastreo de todos los ficheros contenidos en el directorio “LastNews” guardando 
el nombre de todos ellos en una lista.
3. Se hace un recorrido por la lista eliminando de ella los ficheros que contienen el código HTML de la 
noticia, es decir: eliminando títulos repetidos (recordemos que cada noticia posee dos ficheros con el 
mismo nombre, el  cual es el  titulo de la noticia, por lo que la lista inicial  siempre contiene dos veces 
cada título). Al mismo tiempo que se recorre dicha lista para eliminar repetidos se comprueba, para 
cada uno de los ficheros, si su fecha de creación es superior a quince días naturales, en caso 
positivo: se elimina de la lista su título y de memoria del dispositivo los dos archivos pertenecientes a 
la noticia en cuestión.
4. Se muestra el listado completo de noticias del Historial actualizado.
Como se puede comprobar, se aprovecha el recorrido que se hace para eliminar títulos repetidos para 
hacer la pequeña comprobación de la fecha de creación de cada uno de los ficheros. De esta manera se 
aprovecha el código ya escrito sin añadir nuevos recorridos que puedan afectar al  coste temporal de la 
funcionalidad ni  a la complejidad de éste. El funcionamiento es además, totalmente transparente al 
usuario.
Sistema de borrado activado por el usuario
Paralelamente al borrado automático de noticias, se permite al  usuario hacer “limpieza” de su Historial 
cada vez que desee, eliminando así todos los archivos pertenecientes a las noticias del Historial de 
memoria del dispositivo, quedando el Historial  vacío. Para activar el borrado completo del Historial, el 
usuario simplemente ha de presionar el botón “Limpiar” situado en el menú de navegación superior. En 
este momento el sistema realizará las siguientes acciones:
1. Rastreo de todos los ficheros contenidos en el directorio “LatestsNews”, obteniendo la lista de todos 
los ficheros que éste contiene.
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2. Para cada uno de los nombres de fichero obtenidos, se accederá a éste y se borrará de memoria.
3. Se actualizará el listado mostrado al usuario (quedando ahora completamente vacío).
Decisiones de Diseño
Ya que las noticias se guardan de manera automática en el  Historial, se ha decidido que éstas se eliminen 
de memoria del dispositivo también de manera automática.
Se pensó primero en el  tiempo que debería permanecer una noticia en memoria, antes de ser borrada: no 
se quería que fuese un periodo de tiempo demasiado corto, por si el usuario, pasados unos días, 
decidiera ver dicha noticia, pero tampoco demasiado tiempo para no acumular un listado demasiado 
extenso de noticias en el Historial que hiciese tediosa la tarea de buscar una noticia concreta en éste y 
que pudiese llevar a ocupar una cantidad de memoria elevada.
Finalmente, contando con la previsión de que el  usuario visitará una media de 10 noticias semanales, se 
decidió que el periodo máximo de tiempo que una noticia debería permanecer en el Historial sería de 
quince días (desde su última visita). De esta manera el  listado tendría unas 21 noticias de media, lo que 
nos parece una cantidad razonable.
Más de quince días resultaría además innecesario para la finalidad del propio Historial, ya que en este 
plazo ya habría cumplido con su misión: poder visualizar “rápidamente” una noticia visitada anteriormente 
para realizar alguna comprobación. Se pensó que, si un usuario quisiera despejar la memoria del 
dispositivo (en la medida de lo posible), o el  listado del Historial le aumentara de manera considerable 
entre otras cosas, sería interesante darle al usuario la opción de eliminar el Historial si así lo desease.
Por este motivo se ha incluido el  botón “Limpiar” que permite borrar el historial  y despejar tanto el listado 
como la memoria que pudiese ocupar.
6.1.8. Añadiendo y guardando un Feed personal
Tal  y como se ha explicado en el punto 4.X, el usuario podrá introducir aquellos Feeds que le sean de 
interés pero que no se encuentren en el listado que principalmente ofrece iUPC.
Para añadir un feed personal el usuario ha de dirigirse a la pantalla “Mas” desde la pagina principal de 
noticias. Una vez allí visualizará el  listado de Feeds personales que ya ha agregado,  para añadir un 
nuevo Feed ha de presionar sobre el  botón con el símbolo “+” situado en la parte inferior izquierda. Se le 
mostrará al  usuario una nueva pantalla con un pequeño formulario, donde se requería únicamente el 
“título” con el que el Feed se mostrará en el listado, y la URL de éste.
Desarrollo de la aplicación iUPC para iPhone • Elena Macia                                                              95
Una vez que el usuario introduce los datos y presiona sobre el 
botón “Guardar”, el funcionamiento interno de la aplicación es el 
siguiente:
1. Se comprueba que el campo “título” no esté vacío y que el 
campo URL no se haya quedado con el texto predefinido 
“http://”. En caso de no ser así: se muestra una alerta, y se 
piden de nuevo los datos al usuario.
2. En caso de introducir los datos correctamente, estos se 
añaden a la estructura de datos local  que contiene el  listado 
de todos los feeds personales (títulos más URLs). Esta 
estructura de datos se pasa por referencia desde la pantalla 
anterior, que mostraba el listado de todos los Feeds 
personales.
3. Se guarda dicho listado en un fichero de tipo “Property List” 
llamado “dataarchive.plist” situado en el directorio 
“Documents” de la aplicación.
4. Se recargan los datos que muestran el listado de  Feeds 
personales del la vista anterior.
5. Se descarga la vista con el formulario y se muestra de nuevo 
el  listado de Feeds personales,  que ahora está actualizado 
con el nuevo listado.
El  documento “dataarchive.plist” siempre contendrá el listado 
actualizado de los Feeds personales del usuario, relacionando 
cada título con su URL.
Gestores de Contenido Soportados
Cuando el  usuario desea visualizar el listado de entradas procedente de uno de sus Feeds personales, la 
aplicación descarga el  archivo XML generado por el  RSS cuya URL ha indicado el usuario previamente (al 
introducir el Feed).
Para realizar el  parseo del fichero XML descargado, la aplicación usa exactamente el mismo parser que 
se usa para el parseo los ficheros XML de las fuentes de noticias que ofrece iUPC. Por ello, cualquier 
gestor de contenidos será compatible con esta utilidad siempre que su RSS sea compatible con el parser 
especificado, es decir, que el esquema y tags del  fichero XML generado por la RSS cumpla las reglas 
descritas en el patrón mostrado en el punto 6.1.2. Todas aquellas que sean compatibles mostrarán 
correctamente el listado de entradas cuando se acceda a una de ellas. En caso contrario, el  listado de 
entradas quedará vacío y se mostrará al usuario una alerta avisando de que el Feed introducido no es 
compatible.
Algunos de los gestores de contenido más conocidos y que son soportados por iUPC son Joomla y 
Wordpress.
Fig.6-6: Vista del formulario para 
introducir un nuevo Feed personal.
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Decisiones de Diseño
Se requería mantener en memoria un listado de elementos (Feeds personales), cada uno de ellos 
formados por un título y una URL. Para ello se ha decidido serializar el  listado en un fichero  Property List 
dada la facilidad de escribir en este tipo de ficheros todo un listado de datos sin perder sus propiedades, y 
la facilidad de leer dicho fichero para volcar el listado de nuevo en la estructura de datos local.
Al  programar esta utilidad para el usuario se quiso aprovechar la mayor cantidad de código posible ya 
implementado, así pues se decidió que el  parser usado para mostrar las entradas de una de las fuentes 
fuese el  mismo que se usa para mostrar las noticias procedentes de una fuente de iUPC. La clase que 
muestran cada una de las entradas es la misma que se usa para mostrar las noticias procedentes de 
iUPC, por lo que también se guardan en el  Historial  del usuario y se pueden añadir a favoritas, sin código 
adicional.
6.1.9. Mostrando el listado de Feeds personales
Cuando el  usuario desea ver el  listado de sus propios Feeds tendrá que, desde la pagina principal de 
Noticias, presionar sobre el botón “más” situado en el menú inferior. En este momento, la aplicación 
realiza las siguientes tareas:
1. Se empieza la inicialización la nueva vista que mostrará el listado de Feeds personales.
2. En la inicialización, se comprueba que exista el fichero Property List “dataarchive.plist” . En caso de 
no existir, se termina la inicialización y se muestra un listado vacío.
3. En caso de que sí exista el  fichero, se lee el contenido de este y se vuelcan todos los datos en una 
estructura de datos de tipo diccionario.
4. Se pasan los elementos del diccionario a una estructura de datos de lista, necesaria para mostrar 
correctamente el listado en la vista.
5. Se muestra la vista con el  listado de Feeds personales, obtenidos de la lista creada en el  punto 
anterior.
Desarrollo de la aplicación iUPC para iPhone • Elena Macia                                                              97
6.1.10. Eliminando un Feed personal
El usuario podrá eliminar aquellos feeds personales que haya 
agregado anteriormente, cuando lo crea conveniente. Para ello 
deberá dirigirse al  listado de Feeds personales y presionar sobre 
el  botón “Editar”. La aplicación recoge este evento y realiza las 
siguientes operaciones:
1. La tabla que se muestra al usuario queda en modo edición 
(ver Figura 6-7).
2. El  usuario selecciona una de las fuentes para ser eliminada 
y presiona sobre el  botón “Eliminar”. En este momento la 
aplicación recoge el evento el cual  le señala la fila 
seleccionada para ser eliminada.
3. Se elimina del diccionario que contiene el listado de Feeds 
personales el Feed seleccionado.
4. Se elimina de la lista (usada para mostrar la tabla con el 
listado de Feeds personales), el Feed seleccionado.
5. Se sobre-escribe el fichero “dataarchive.plist”, con los 
nuevos  datos que contiene el diccionario. Queda el  fichero 
actualizado en memoria.
6. Se eliminan de la tabla mostrada al  usuario la fila 
seleccionada, con una pequeña animación.
7. Se vuelve al punto 1 hasta que el usuario haya eliminado 
las fuentes deseadas y presione de nuevo sobre el botón “Editar” del menú superior.
8. En ese caso, la aplicación recoge el evento y la tabla deja de estar en modo edición.
Fig. 6-7: Listado de Feeds personales.
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6.2. Estructura y organización de la 
aplicación Noticias
Introducción 
Durante este capitulo se explicará en profundidad cómo están organizadas las clases que se usan en la 
aplicación Noticias y como éstas clases están relacionadas entre ellas. Para realizar la explicación de una 
manera clara, se ha decidido dividir el  capítulo según las ocho vistas que muestra la aplicación noticias que, 
como se puede comprobar utilizando iUPC, son las siguientes:
- Vista principal: vista que se muestra al acceder a la aplicación Noticias y contiene el listado de fuentes 
de noticias de UPC más un menú inferior que permite seleccionar otras opciones.
- Listado de Noticias y Entradas: vista que muestra el listado de las noticias o entradas de una de las 
fuentes (tanto personal como UPC).
- Vista de una Noticia (fuente personal o UPC): vista que muestra una noticia que procede de una fuente 
personal o de UPC.
- Vista Noticias Favoritas: vista que muestra el  listado de noticias guardadas como favoritas por el 
usuario.
- Vista Historial: vista que muestra el listado de noticias que se han visitado recientemente.
- Vista de una Noticia (Historial o Favoritas): vista que muestra una noticia procedente del  Historial  o 
Favoritas.
- Vista de Fuentes Personal: vista que muestra el listado de Feeds personales añadidos por el usuario.
- Vista formulario de nuevo Feed personal: muestra un pequeño formulario con el  cual el usuario puede 
agregar una nueva fuente.
A continuación se detallará y explicará de manera esquemática para cada una de las vistas, qué clases son 
las necesarias tanto para mostrar la vista correctamente y con los datos adecuados, como para recoger y 
manejar los eventos de manera adecuada para llevar a cabo todas las funcionalidades que se han descrito 
a lo largo del capítulo 6.1. Para cada una de las vistas se explicará cómo estas clases cumplen con el 
patrón de diseño “Modelo Vista Controlador” (MVC) y cómo éstas están organizadas internamente y cómo 
se relacionan entre ellas, mediante su respectivo diagrama de clases UML (Unified Modeling Language).
La finalidad de este capítulo es tener un primer contacto con la implementación a más bajo nivel  de la 
aplicación Noticias, teniendo una visión general de qué clases son necesarias para cada una de las 
funcionalidades descritas, como están estructuradas, cuál es su funcionalidad dentro de la aplicación y qué 
métodos usa cada una de ellas.
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6.2.1. Vista Principal
La primera vista que trataremos es aquella que se muestra cuando el usuario selecciona la aplicación 
noticias desde el menú principal de iUPC muestra el listado de fuentes de noticias de UPC más un menú 
inferior (de tipo Tab Bar) que permite navegar por las otras utilidades. 
La vista principal  requiere las siguientes clases para su correcto 
funcionamiento. Cada una de las clases (tanto para esta vista como para 
las siguientes que trataremos) están formadas por dos archivos: un 
archivo de implementación con extensión “.m” y un archivo de definición 
de cabeceras con extensión “.h”:
• FuentesNoticiasViewController: clase controlador de la Vista 
principal. Decide con qué elementos se completa la tabla de fuentes 
que se muestra al  usuario. Recibe los eventos procedentes de la vista 
y los gestiona apropiadamente.
• Fuente: clase que define una Fuente. Cada objeto contiene un nombre 
y una URL.
• XMLParser_FuentesNoticias: clase que indica las reglas que hay 
que seguir para parsear correctamente el fichero XML que contiene el 
listado de fuentes de noticias que se han de mostrar en ésta vista.
El fichero que contiene la definición de la interfaz de Usuario: 
• FuenteNoticias.xib: vista formada por una sub-vista de tipo tabla 
(Table View) y un menú inferior de tipo “Tab Bar”.
Patrón MVC
Las clases indicadas en el  punto anterior se organizan de la siguiente manera, cumpliendo así con el 
patrón MVC:
Fig. 6-8: Vista principal Noticias
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Fig.6-9: MVC para la Vista Principal Noticias
Diagrama UML
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6.2.2. Listado de Noticias y Entradas
En el  momento en que el usuario escoge una de las fuentes de noticias (de UPC o personal), se le 
mostrará al usuario un listado con las últimas noticias pertenecientes a dicha fuente (ver Figura 6-10).
Para la correcta visualización y funcionamiento de esta vista, se 
requieren las siguientes clases:
• NoticiasRSSViewController: clase controlador de la Vista, es de 
tipo “UITableViewController” por lo que es controlador de una vista 
que sea de tipo tabla (Table View). Se encarga de comprobar que 
haya conexión a la red, de conectarse al RSS seleccionado, 
descargarse el listado de noticias, parsearlo, y finalmente mostrar 
dicho listado mediante la vista.
• Entrada: clase que genera objetos entrada (los datos pertenecientes 
a cada una de las noticias descargadas por el RSS). Los atributos 
son: title (título de la noticia), pubDate (fecha de publicación) y link 
(enlace a la noticia).
• Reachability: clase que a partir de una serie de funciones 
comprueba si existe o no algún tipo de conexión a la Red.
• NoticiaCeldaViewController: clase controlador de cada una de las 
celdas que muestra la tabla. Se encarga de gestionar y mostrar 
adecuadamente el nombre y la fecha para cada una de las celdas.    
• XML_Parser_RSS: clase que indica las reglas que hay que seguir 
para parsear correctamente el fichero XML que contiene el listado 
de noticias, descargado desde la RSS de la fuente.
Los ficheros que contienen la interfaz de Usuario:
• NoticiasRSS.xib: es una vista de tipo “Table View” por lo que es en sí una tabla de contenidos, 
controlada a través de NoticiasRSSViewController que le indica qué información mostrar.
• NoticiaCelda.xib: Pequeña vista que se mostrará en cada una de las celdas mostradas por la tabla 
general de la vista NoticiasRSS. Contiene el diseño de cada una de las celdas, indicando la disposición 
y característ icas del  t í tu lo y la fecha de cada not ic ia mostrada (controlada por 
NoticiaCeldaViewController.xib).
Fig. 6-10: Listado de Noticias de 
una fuente UPC
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Patrón MVC 
En este caso se puede decir que la vista general sigue un patrón MVC, el cual usa internamente N patrones 
MVC. Esto se debe a que: para que la vista (NoticiasRSS.xib) muestre una tabla con el listado de noticias y 
sus datos adecuadamente, se necesita el  controlador (NoticiasRSSViewController) y el modelo (Entrada y 
Reachability), pero a parte, cada una de las celdas de la tabla que se muestra la tabla, se considera como 
una vista independiente (NoticiaCelda.xib) y como tal  se precisa su propio controlador 
(NoticiaCeldaViewController).
Fig. 6-11: MVC para la Vista del Listado de Noticias
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Diagrama UML
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6.2.3. Vista de una Noticia (Fuente personal o UPC)
Vista que muestra una de las noticias (procedente de una fuente UPC o  personal), las características de la 
cual son: contiene una sub-vista de tipo “Web View” que ocupa la totalidad de la vista madre y es donde se 
muestra la página web de la noticia seleccionada, además posee en la parte superior un botón con el texto 
“Añadir a Favoritos” que permite al  usuario realizar esta tarea (si la noticia proviene del  Historial o de las 
Favoritas del usuario, este botón no aparece).
Ésta vista está requiere las siguientes clases para su correcto 
funcionamiento: 
• UnaNoticiaViewController: clase controlador de la Vista principal. 
Descarga de la red la noticia seleccionada, indica a la vista que 
muestre estos datos y los guarda en el  Historial  del dispositivo. Recibe 
los eventos (como añadir la noticia a favoritos) y los gestiona.
• Entrada: clase que define una entrada o noticia. Cada objeto contiene 
un título, una fecha de publicación y un link a la noticia.
El fichero que contiene la definición de la interfaz de Usuario: 
• UnaNoticiaWeb.xib: Formada por una vista madre a la que se le ha 
añadido una sub-vista de tipo “Web View” que ocupa la totalidad de la 
vista madre. Esta sub-vista mostrará los datos obtenidos por el 
controlador en formato de página web.
Patrón MVC 
Las clases indicadas en el  punto anterior se organizan de la siguiente 
manera, cumpliendo así con el patrón MVC:
Fig. 6-13: MVC para la Vista de una noticia (fuente personal o UPC)
Fig. 6-12: Vista noticia (de 
UPC o fuente personal)
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Diagrama UML
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6.2.4. Vista Noticias Favoritas 
Cuando el usuario selecciona visualizar las noticias que ha guardado como favoritas se le muestra una 
nueva vista, que le mostrará el listado éstas (Figura 6-14). 
Ésta vista está requiere las siguientes clases para su correcto funcionamiento: 
• NoticiasFavoritasViewController: clase controlador de la Vista 
principal, de tipo “UITableViewController”, por lo que es controlador 
de una vista tabla o “Table View”. Rastrea el directorio “favorites” de 
los documentos de la aplicación y muestra los datos obtenidos 
mediante la vista. Obtiene y gestiona los eventos que se produzcan 
en la vista (escoger una noticia para su visualización, editar el listado, 
etc).
• NoticiaCeldaViewController: clase controlador de cada una de las 
celdas de la tabla de noticias. Se encarga de gestionar 
adecuadamente el nombre y la fecha que se muestra en cada una de 
las celdas.
Los ficheros que contienen la interfaz de Usuario:
• NoticiasFavoritas.xib: Vista de tipo “TableView”, que muestra el 
listado de datos que el controlador indica.
• NoticiaCelda.xib: Pequeña vista que se mostrará en cada una de las 
celdas mostradas por la tabla general de la vista NoticiasRSS. 
Contiene el diseño de cada una de las celdas, indicando la 
disposición y características del título y la fecha de cada noticia 
mostrada (controlada por NoticiaCeldaViewController.xib).
Patrón MVC 
Las clases indicadas en el  punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 6-15: MVC 
para la Vista de 
Noticias Favoritas
Fig. 6-14: Vista de noticias 
favoritas
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Esquema UML
NSObject
...!   {External}
UIResponder
...!    {External}
UIViewController
... !   {External}
NoticiasFavoritasViewController
arrayBuenoDeTitulos: NSMutableArray 
tableView: UITableView (IBOutlet)
pathAFavoritas: NSString
fm: NSFileManager
-(IBAction) toggleEdit:(id)sender;
UITableViewController
... !   {External}
<<protocol>>
UITableViewDelegate
- (NSInteger)numberOfSectionsInTableView:(UITableView *)tableView
- (NSInteger)tableView:(UITableView*)tableView numberOfRowsInSection:(NSInteger)section
- (UITableViewCell*)tableView:(UITableView*)tableView cellForRowAtIndexPath:(NSIndexPath*)indexPath
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath
UIView
... !   {External}
UITableViewCell
... !   {External}
NoticiaCeldaViewController
title: NSString
pubDate: NSString
link: NSString
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6.2.5. Listado de noticias: Historial 
Cuando el  usuario selecciona visualizar su Historial de noticias se le muestra una nueva vista que le 
mostrará el  listado de las últimas noticias visitadas. Las características que esta vista son:  es de tipo 
“UITableView” por lo que es en si  una tabla de contenidos; además de poseer en el menú de navegación un 
botón que permite al usuario borrar el historial si así lo desea.
Ésta vista está requiere las siguientes clases para su correcto funcionamiento: 
• UltimasNoticiasViewController: clase controlador de la Vista principal. Rastrea el  directorio 
“latestNews” de los documentos de la aplicación y muestra los datos obtenidos mediante la vista. 
Obtiene y gestiona los eventos tanto de escoger una noticia para su visualización, hacer clic  en el botón 
para limpiar el historial, como los eventos provocados por la alerta mostrada.
• NoticiaCeldaViewController: clase controlador de cada una de las celdas de la tabla de noticias. Se 
encarga de gestionar y colocar adecuadamente el nombre y la fecha para cada una de las celdas.
Los ficheros que contienen la interfaz de Usuario:
• NoticiasHistorial.xib: Vista de tipo “TableView”, que muestra el listado de datos que el  controlador 
indica.
• NoticiaCelda.xib: Pequeña vista que se mostrará en cada una de las celdas mostradas por la tabla 
general de la vista NoticiasRSS. Contiene el diseño de cada una de las celdas, indicando la disposición 
y característ icas del  t í tu lo y la fecha de cada not ic ia mostrada (controlada por 
NoticiaCeldaViewController.xib).
Patrón MVC
El  patrón UML seguido por la vista que muestra el listado de noticias favoritas sigue exactamente el  mismo 
esquema que se ha mostrado en el  anterior punto (2.6.4), pero, en este caso, el controlador de la vista 
principal será “UltimasNoticiasViewController” en lugar de “NoticiasFavoritasViewController”, y la vista 
principal será el fichero “NoticiasHistorial” en lugar de “NoticiasFavoritas”.
Diagrama UML 
El  diagrama UML de las clases implicadas en esta vista, también corresponde con el UML mostrado en el 
punto anterior (2.6.4), en este caso el  nombre de la clase controlador será “UltimasNoticiasViewController” 
en lugar de “NoticiasFavoritasViewController”. Los dos controladores tienen los mismos atributos y 
funciones, la diferencia entre ellos recae en el código interno de estas funciones, el  cual veremos en el 
siguiente capitulo: Implementación.
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6.2.6. Vista de una Noticia (Historial o Favoritas)
La vista  que muestra una noticia está formada por una sub-vista de tipo “Web View” que ocupa la totalidad 
de la vista madre, la cual se encarga de mostrar la web con el  contenido de la noticia seleccionada. En este 
caso, en el menú de navegación no se muestra el botón “Añadir a Favoritos”.
Ésta vista está requiere las siguientes clases para su correcto funcionamiento: 
• UnaNoticiaFavoritaOUltimaViewController: clase controlador de la Vista principal. Comprueba 
mediante la clase “Reachability” si  existe o no algún tipo de conexión a la red. En caso positivo obtendrá 
los datos a partir de la red, en caso negativo los obtendrá del fichero guardado en memoria.  Indicará a 
la vista que muestre estos datos en forma de web.
• Reachability: clase que a partir de una serie de funciones comprueba si existe o no conexión a la Red.
El fichero que contiene la interfaz de Usuario:
• UnaNoticiaFavoritaOUltima.xib: Vista que contiene una sub-vista de tipo “Web View” (capaz de 
mostrar una pagina web como si de un navegador se tratara) que ocupa la totalidad de la vista madre. 
Mostrará en esta sub-vista los datos que el controlador indique.
Patrón MVC 
Las clases indicadas en el  punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 6-16: MVC para la Vista de una notica (de Historial o Favoritas)
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Diagrama UML
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6.2.7. Listado de Feeds Personales
Vista que mostrará el listado de feeds personales que el usuario ha introducido.
Ésta vista está requiere las siguientes clases para su correcto 
funcionamiento: 
• NoticiasDeUsuarioViewController: clase controlador de la Vista 
principal, de tipo “UITableViewController” (controla una vista “Table 
View”). Accede al  fichero de tipo “Property List” guardado en los 
documentos de la aplicación (directorio “Documents”), el  cual  contiene 
el  listado de feeds personales del usuario, junto con la correspondiente 
URL de cada uno. Obtiene los datos de este fichero e indica a la vista 
que los muestre. Recoge los eventos producidos por la vista tanto de 
mostrar una de las fuentes como de edición del listado.
Los ficheros que contienen la interfaz de Usuario:
• NoticiasUsuario.xib: Vista de tipo “Table View”, que muestra los datos 
que el controlador le ofrece. En este caso (como también en el menú 
principal) no es necesario utilizar una vista de celda como se ha visto 
en otras tablas, esto se debe a que solo se muestra una sola frase por 
cada celda.
Patrón MVC 
Como se puede comprobar en el siguiente diagrama, en este caso el 
controlador no precisa de ningún modelo dada la simplicidad de la 
implementación de esta vista:
Fig. 6-18: MVC para la Vista del listado de Feeds Personales
Fig. 6-17: Listado de feeds 
personales
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Diagrama UML
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6.1.8. Vista formulario de nuevo Feed personal
Vista que muestra un pequeño formulario que permite al usuario 
introducir un nuevo feed personal.
Ésta vista está requiere las siguientes clases para su correcto 
funcionamiento: 
• AnadirFuenteViewController: clase controlador de la Vista principal. 
Obtiene los datos entrados por el  usuario, los guarda en el fichero 
“Property List” de memoria (situado en el  directorio “Documents”). 
Actualiza la tabla de la vista anterior. Recoge los eventos procedentes 
del botón “Guardar”, o hacer clic fuera del teclado (cuando éste es 
visible), entre otros.
Los ficheros que contienen la interfaz de Usuario:
• AnadirFuente.xib: Vista que contiene los siguientes elementos 
elementos: una barra de herramientas inferior (tipo “Tool Bar”) con un 
botón con el  texto “Guardar”, dos etiquetas de texto o “Labels” y dos 
campos de texto o “Text Fields” . No necesita del  controlador para ser 
mostrada ya que es estática (y no ha de mostrar ningún tipo de datos 
externos). Precisa del  controlador para manejar los eventos y guardar 
los datos que se han introducido en ella.
Patrón MVC 
Como se puede comprobar en el siguiente diagrama, en este caso el controlador no precisa de ningún 
modelo dada la simplicidad de la implementación de esta vista:
Fig. 6-20: MVC para la Vista formulario de nuevo feed personal
Fig. 6-19: Vista del formulario 
de nuevo feed personal
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Esquema UML
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6.3. Implementación de la aplicación 
Noticias
Introducción
Durante este capítulo se explicará qué clases son las encargadas de hacer las operaciones que se han 
ido describiendo a lo largo de los dos capítulos anteriores. Se explicará qué métodos de estas clases son 
los más relevantes a la hora de realizar las diferentes tareas, se mostrará el código fuente de estos 
métodos y se explicará paso a paso qué operaciones realiza cada uno de ellos y porqué.
En este capítulo se llega a detallar la aplicación Noticias al más bajo nivel, para comprender con el 
máximo detalle y profundidad cómo se comporta la aplicación de manera interna para lleva a cabo todas 
las tareas que se realizan.
El  capítulo está dividido en las diferentes vistas que la aplicación Noticias puede mostrar durante su 
ejecución, de manera que los puntos tratados son análogos a los puntos del capítulo anterior. Si durante 
la lectura de uno de los métodos explicados no tiene claro a qué clase pertenece, se siente desorientado 
sobre la estructura de clases tratada o simplemente desea recordarlo para una mejor comprensión, puede 
dirigirse al mismo punto del capítulo anterior para visualizar los diagramas de clases de la misma vista.
Así pues, el capítulo se dividirá en los siguientes puntos:
• 6.3.1. Vista Principal: En este capítulo se explicará el código de los siguientes métodos: 
I. viewDidLoad: método del controlador (“FuentesNoticiasViewController”) que se encarga de inicializar la 
vista que se mostrará al usuario. Este método descarga el fichero XML (con el listado de fuentes a 
mostrar) desde el servidor remoto y lo parsea para obtener los datos, que guarda en una variable global.
II. cellForRowAtIdexPath: método del protocolo “UITableViewDelegate” que sigue el controlador, que es 
llamado automáticamente para cada una de las celdas que se van a mostrar en la tabla de la vista.  Este 
método obtiene los datos de las fuentes a mostrar, guardadas por el método “viewDidLoad” en una 
variable global, y muestra el título de una fuente para cada una de las celdas.
III. didSelectRowAtIndexPath: método del protocolo “UITableViewDelegate” que sigue el controlador, que 
se ejecuta cuando se obtiene el evento de hacer clic sobre una de las celdas de la tabla mostrada, en 
este caso, sobre una fuente. Obtiene qué fila ha sido seleccionada y  los datos pertenecientes a esta 
fuente desde la variable global. Crea una nueva vista con estos datos y  la añade al “Navigation 
Controller”.
IV. didSelectItem: método del protocolo “UITabBarDelegate” que sigue el controlador, que se ejecuta 
cuando se obtiene el evento de hacer clic sobre un elemento del menú de navegación inferior o “Tab 
Bar”. Obtiene qué botón ha sido seleccionado (Favoritos, Historial o Personal), crea la vista adecuada y 
la añade al  “Navigation Controller”.
• 6.3.2. Listado de Noticias o Entradas
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I. viewDidLoad: método del controlador “NoticiasRSSViewController” que inicializa la vista que mostrará el 
listado de noticias de una fuente. El método comprueba si existe conexión a la red, en caso positivo se 
descarga el fichero XML producido por el RSS de la fuente seleccionada, parsea el fichero obteniendo los 
datos de todas las noticias publicadas y guardándolas en una variable global.
II. cellForRowAtIndexPath: método del protocolo “UITableViewDelegate” que sigue el controlador,  que es 
llamado automáticamente para cada una de las celdas que se van a mostrar en la tabla de la vista.  Este 
método obtiene los datos de las noticias a mostrar, guardadas por el método “viewDidLoad” en una 
variable global, y muestra el título y fecha de cada noticia en cada una de las celdas.
III. didSelectedRowAtIdexPath / accessoryButtonTappedForRowWithIndexPath: se ha decidido explicar 
conjuntamente estos dos métodos del protocolo “UITableViewDelegate” ya que el código que se ha 
implementado para ellos en este caso es exactamente el mismo. Éste método es llamado cuando llega el 
evento de hacer clic  sobre una celda (didSelectRowAtIndexPath) o de hacer clic sobre el botón de 
acceso de una celda (accessoryButtonTappedForRowWithIndexPath). Estos métodos obtienen los datos 
de la fila seleccionada y crean una nueva vista que mostrará la noticia seleccionada.
• 6.3.3. Vista de una Noticia (fuente personal o UPC)
I. viewDidLoad: método del controlador “UnaNoticiaViewController” que inicializa la vista que mostrará una 
noticia. El método descargará la página web de la noticia desde la red e indicará que se muestre en la 
vista.  Guardará la página descargada y  su respectiva URL en memoria del dispositivo, como parte del 
historial.
• Vista Noticias Favoritas
I. toggleEdit: método que se ejecuta cuando se hace clic sobre el botón “Eliminar” de la vista noticias. 
Pone la tabla mostrada en modo edición.
II. commitEditingStyle: método del protocolo “UITableViewDelegate” que se ejecuta cuando se indica que 
se desea eliminar/añadir una fila en una tabla (en este caso solamente eliminar). Elimina los ficheros 
guardados en memoria (como favoritos) correspondientes a la noticia seleccionada, y  actualiza la tabla 
mostrada.
• 6.3.4. Vista Historial
I. viewDidLoad: método del controlador “UltimasNoticiasViewController”, que inicializa la esta vista. El 
método obtiene los ficheros guardados en el directorio “latestNews” del dispositivo, elimina aquellos que 
sean anteriores a 15 días y  guarda en una variable global el título y  fecha de el resto (que se mostraran 
en la tabla).
II. toggleEdit: método que se ejecuta cuando se hace clic sobre el botón “Limpiar” de la vista del Historial. 
Muestra una alerta al usuario con dos botones “si” y “no”.
III. clickedButtonAtIndex: método que se ejecuta cuando el usuario clica sobre alguna de las opciones 
mostradas por la alerta. Obtiene qué opción se ha escogido, en el caso de “si” borrara todos los archivos 
de la carpeta “latestNews” y actualizará la tabla mostrada.
IV. didSelectRowAtIdexPath: método del protocolo “UITableViewDelegate” que sigue el controlador. Se 
ejecuta cuando se obtiene el evento de hacer clic sobre una de las celdas de la tabla mostrada,  en este 
caso, sobre una noticia del Historial. Obtiene qué fila ha sido seleccionada y  los datos pertenecientes a 
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esta noticia desde la variable global. Crea una nueva vista con estos datos y  la añade al “Navigation 
Controller”.
• 6.3.5. Vista de una Noticia (Historial o Favoritas)
I. viewDidLoad: método del controlador “UnaNoticiaFavoritaOUltimaViewController” que inicializa la vista 
que mostrará una noticia procedente de uno de estos dos lugares. Comprueba si existe conexión a la 
Red,  en caso positivo obtiene los datos de la noticia desde la red, en caso negativo accede al fichero de 
memoria con los datos de la noticia y los muestra.
• 6.3.6. Vista de Fuentes personales
I. viewDidLoad: método del controlador “NoticiasDeUsuarioViewController” que inicializa la vista que 
mostrará el listado de fuentes personales. Accede al fichero de tipo “Property  List” guardado en memoria 
del dispositivo, el cual contiene el listado de fuentes personales introducidos por el usuario y  sus 
respectivas URL, guarda estos datos en una variable global que servirá para rellenar la tabla a mostrar.
II. commitEditingStyle: método del protocolo “UITableViewDelegate” que se ejecuta cuando se indica que 
se desea eliminar/añadir una fila en una tabla (en este caso solamente eliminar). Elimina de la variable 
global y  de el fichero “Property  List” guardado en memoria la fuente seleccionada y  actualiza la tabla 
mostrada.
III. didSelectRowAtIndexPath: método del protocolo “UITableViewDelegate” que sigue el controlador.  Se 
ejecuta cuando se obtiene el evento de hacer clic sobre una de las celdas de la tabla mostrada,  en este 
caso, sobre una fuente personal. Obtiene qué fila ha sido seleccionada y  los datos pertenecientes a esta 
noticia desde la variable global.  Crea una nueva vista con estos datos y  la añade al “Navigation 
Controller”.
IV. anadirFuente: método que se ejecuta cuando llega el evento de hacer clic sobre el botón “+” del “Tool 
Bar” inferior. Crea una vista de formulario y la añade al “Navigation controller”.
• 6.3.7. Vista formulario de nuevo Feed personal
I. dismissKeyboard: método que se ejecuta cuando llega el evento de hacer clic fuera del teclado (cuando 
éste está visible), que hace que el teclado se esconda de nuevo.
II. guardar: método que se ejecuta cuando llega el evento de hacer clic sobre el botón “Guardar” del “Tool 
Bar” inferior.  Guarda los datos en el fichero “Property  List” y  en la variable global del controlador de la 
vista anterior (vista de fuentes personales). Actualiza la tabla de la vista anterior con los nuevos datos y 
elimina del “Navigation Controller” la vista del formulario.
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Frameworks Utilizados
Para la implementación de la aplicación Noticias, se ha requerido el uso de los siguientes Frameworks de 
desarrollo:
• SystemConfiguration
• Foundation
• UIKit
SystemConfiguration
El  Framework “System Configuration” proporciona una serie de funciones que permiten determinar el 
estado de la conectividad a la Red del dispositivo, así como facilidades para detectar posibles errores.
Cabeceras incluidas: 
- SCNetworkReachability.h
- SystemConfiguration.h
Se ha importado este framwework en la cabecera de la clase “Reachability”, ya que ésta clase se ha 
implementado especialmente para comprobar si existe o no conexión a la red y por tanto hace uso de las 
clases pertenecientes a éste.
Para más información sobre este Framework, puede encontrar en el siguiente enlace el PDF 
“SystemConfiguration Framework Reference”, donde encontrará la declaración completa de las clases 
nombradas para iPhone O.S Library: http://developer.apple.com/iphone/library/documentation/Networking/
Reference/SysConfig/SysConfig.pdf
Foundation y UIKit
Para más información sobre estos dos Frameworks, lea el punto de “Frameworks Utilizados” del  capítulo 
6.3 “Implementación de la Aplicación Mapas”.
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6.3.1. Vista Principal
La vista que se muestra al  usuario cuando selecciona la aplicación noticias contiene dos partes: una vista 
tabla (UITableView) que muestra el listado de Fuentes de la UPC y un Tab Bar (UITabBar) en la parte 
inferior, que es un pequeño menú que permitirá al usuario navegar a otras secciones.
Creando la Vista principal
Cuando el usuario presiona sobre el  botón “Noticias” del menú principal, el controlador de dicha vista (que 
obtiene el  evento), crea una instancia de la clase controlador “FuentesNoticiasViewController” y la asocia 
con la interfaz de usuario “FuenteNoticias.xib”,  seguidamente añade esta vista al “NavigationController”.
En este momento se inicializa la nueva vista o instancia de “FuentesNoticiasViewController”, llamando a 
su método “viewDidLoad”. El código de dicha función es el siguiente:
viewDidLoad
Este método realiza las siguientes tareas en el siguiente orden:
1. La primera linea hace que se muestre en la barra de estado de la parte superior del iPhone/iPod 
Touch el indicador de “Actividad de Red”  , de esta manera se avisa al  usuario de que se está 
usando una conexión a la red que puede tardar varios segundos (indeterminado) en procesarse.
2. Se define cual  es el título de la vista (que se mostrará en la barra superior del “NavigationController”). 
Se define como tipo “NSLocalizedString” ya que el  título dependerá del idioma en el  que se muestre 
la aplicación (para más información consultar capitulo 4).
- (void)viewDidLoad {
    [UIApplication sharedApplication].networkActivityIndicatorVisible= YES;
    [super viewDidLoad];
	 self.title = NSLocalizedString(@"Noticias", @"Titulo de la pagina de Fuente de 
	 	 noticias");
	 NSString *paginaDeFuentes = NSLocalizedString(@"http://feeds.ac.upc.edu/iUPC/
	 	 newsresource_es.xml", @"Pagina web del xml donde se encuentran las 
	 	 fuentes de Noticias");
	
	 NSURL *url = [[NSURL alloc] initWithString:paginaDeFuentes];
	 NSXMLParser *xmlParser = [[NSXMLParser alloc] initWithContentsOfURL:url];
	
	 //Inicializamos nuestro parser
	 XMLParser_FuentesNoticias *parser = [[XMLParser_FuentesNoticias alloc] 
	 	 initXMLParser:self];
	
	 [xmlParser setDelegate:parser];//delegamos
	
	 //Inicializamos el parseo
	 [xmlParser parse];
	 	
	 [UIApplication sharedApplication].networkActivityIndicatorVisible= NO;
}
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3. Se inicializa el  String “paginaDeFuentes” con la URL al fichero XML que contiene el  listado de fuentes 
a mostrar. La URL será diferente dependiendo del idioma en el que se muestre la aplicación.
4. Se crea una instancia de la clase “NSXMLParser” con la URL obtenida anteriormente.
5. Se crea una instancia (“parser”) de nuestra clase “XMLParser_FuentesNoticias”
6. Indicamos que el nuevo objeto “parser” delegue a la instancia de “NSXMLParser”, de esta manera se 
indica  qué normas ha de seguir el objeto “parser” para parsear correctamente el fichero XML.
7. Se inicia el parseo mediante la función “parse”. Si el  parseo se efectúa con éxito, rellenará el  array 
“fuentes” (de tipo NSMutableArray, ya que puede sufrir modificaciones), con cada una de las fuentes 
encontradas en el fichero parseado.
8. Se elimina de la barra de estado el  indicador de “Actividad de Red”, puesto que ya se ha terminado el 
proceso que requiere conexión.
Dado que la vista contiene una tabla el controlador sigue el protocolo “UITableViewDelegate”,  el cual para 
cada una de las celdas de la tabla se llamará a la función “cellForRowAtIndexPath”, la cual se 
implementará según las necesidades y se encargará de “rellenar” con los datos adecuados cada una de 
las celdas de la tabla. El código de esta función es el siguiente:
cellForRowAtIndexPath
Esta función es llamada para cada una de las celdas que la tabla va a mostrar. Cada vez que se llama se 
realizan las siguientes funciones:
1. Se inicializa la celda
2. Obtenemos un objeto “Fuente” desde el  array “fuentes”. La fuente obtenida será aquella que se sitúe 
en la misma posición del array, que la celda a inicializar de la tabla, es decir: si  estamos inicializando 
la 3º celda de la tabla, se escogerá el  3º elemento del array “fuentes”. De esta manera se muestran 
todos y por orden.
- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
    
    static NSString *CellIdentifier = @"FuenteNoticiasIdentificador";
    
    UITableViewCell *cell = [tableView 
	 	 dequeueReusableCellWithIdentifier:CellIdentifier];
    if (cell == nil) {
        cell = [[[UITableViewCell alloc] initWithStyle:UITableViewCellStyleDefault 
	 	 reuseIdentifier:CellIdentifier] autorelease]; 
    }
   Fuente *unaFuente = [self.fuentes objectAtIndex:indexPath.row];
	
	 cell.text = [unaFuente.name stringByTrimmingCharactersInSet:[NSCharacterSet 
	 	 whitespaceAndNewlineCharacterSet]];
	 cell.font = [UIFont boldSystemFontOfSize:15];
	 cell.accessoryType = UITableViewCellAccessoryDisclosureIndicator;
    return cell;
}
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         121
3. Indicamos qué mostrará el  texto de la celda (en este caso el valor “name” de la fuente obtenida) y que 
el texto sea de tamaño 15.
4. Indicamos que el botón de acceso o “accesoryType” será de tipo “Disclosure Indicator” , ya que 
sigue el protocolo por el que apple declara que se ha de usar este tipo de “accesoryType” si  al 
presionar sobre la celda de una tabla, ésta lleva a otra tabla.
Una vez se ha llamado esta función para todas las celdas a mostrar, la vista se muestra al usuario con los 
datos adecuados.
Selección de una de las Fuentes
Cuando el usuario presiona sobre alguna de las celdas de la tabla, es decir, escoge una de las fuentes 
para visualizar sus noticias, en el Controlador “FuentesNoticiasViewController” se ejecuta 
automáticamente el siguiente método (siguiendo con el protocolo “UITableViewDelegate”):
didSelectRowAtIndexPath
Esta función obtiene una instancia de la clase “NSIndexPath”, la cual  indica qué celda ha sido 
seleccionada, a raíz de ella podemos implementar el funcionamiento que nos sea más adecuado. En este 
caso, la función se realizan la siguiente tareas:
1. Se obtiene qué fila ha sido seleccionada desde el objeto “indexPath”.
2. Ya que al rellenar la tabla con datos hemos seguido el  orden del array “fuentes”, obtendremos 
fácilmente el elemento (del array) que ha sido seleccionado, ya que coincidirá la fila seleccionada con 
la posición del elemento dentro del array (si se ha seleccionado la 2º fila, el objeto “Fuente” 
seleccionado es el de la posición 2 dentro del array).
3. Se crea una instancia llamada “unaVistaNoticias” del  controlador “NoticiasRSSViewController” y se 
asocia al fichero con la interfaz de usuario “NoticiasRSS.xib”.
4. A la instancia creada se le guarda en sus variables globales tanto la URL de la fuente seleccionada 
como el nombre de ésta.
5. Se añade la nueva vista al “Navigation Controller”.
En este momento pasamos al punto 6.3.2: Mostrando el listado de noticias o entradas.
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
	
	 NSUInteger fila = [indexPath row];
	 Fuente *unaFuente = [self.fuentes objectAtIndex:fila];
	 	
	 NoticiasRSSViewController *unaVistaNoticias = [[NoticiasRSSViewController 
	 	 alloc] initWithNibName:@"NoticiasRSS" bundle:nil];
	 unaVistaNoticias.urlRSS = [unaFuente source_url];
	 unaVistaNoticias.nombreFuente = [unaFuente name];
	 	
	 UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
	 [delegate.navController pushViewController:unaVistaNoticias animated:YES];
}
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Selección de un objeto del menú inferior
Si el  usuario selecciona uno de los botones del  menú inferior (o TabBar), el controlador 
(“FuentesNoticiasViewController”) ejecutará el método “didSelectItem” (perteneciente al protocolo 
“UITabBarDelegate”).
didSelectItem
Este método obtiene el botón (o UITabBarItem) que se ha presionado, y simplemente dependiendo de 
éste: se inicializa el  controlador adecuado, se asocia con el correspondiente fichero que contiene la 
interfaz y se añade al Navigation Controller. En este caso, si el elemento identificador del  botón (o tag) 
presionado es uno: se inicializa el controlador y la vista correspondiente al  Historial, si  es dos: 
correspondiente a Favoritos y si es tres: a la vista que muestra las fuentes de noticias propias del usuario.
- (void)tabBar:(UITabBar *)tabBar didSelectItem:(UITabBarItem *)item{
	 UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
	 switch ([item tag]) {
	 	 case 1:
	 	 	 ultimasNoticias = [[UltimasNoticiasViewController alloc] 
	 	 	 	 initWithNibName:@"NoticiasHistorial" bundle:nil];
	 	 	 [delegate.navController pushViewController:ultimasNoticias 
	 	 	 	 animated:YES];
	 	 	 break;
	 	 case 2:
	 	 	 noticiasFavs = [[NoticiasFavoritasViewController alloc] 
	 	 	 	 initWithNibName:@"NoticiasFavoritas" bundle:nil];
	 	 	 [delegate.navController pushViewController:noticiasFavs 
	 	 	 	 animated:YES];		 	
	 	 	 break;
	 	 case 3:
	 	 	 noticiasDeUsuario = [[NoticiasDeUsuarioViewController alloc] 
	 	 	 	 initWithNibName:@"NoticiasUsuario" bundle:nil];
	 	 	 [delegate.navController pushViewController:noticiasDeUsuario 
	 	 	 	 animated:YES];
	 	 	 break;
	 	 	
	 	 default:
	 	 	 break;
	 	 	
	 }
}
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6.3.2. Listado de Noticias o Entradas
Si  el  usuario ha escogido una de las fuentes (ya sea de UPC o personal), se le muestra el listado de 
noticias o entradas pertenecientes a esta. 
Veamos los métodos más importantes que utiliza esta vista:
Creando la vista
Cuando el usuario selecciona una de las fuentes, se crea una instancia de la clase controlador 
“NoiciasRSSViewController” y se asocia al  fichero “NoticiasRSS.xib”. En este momento, se llama al 
método “viewDidLoad” de la instancia creada.
viewDidLoad
- (void)viewDidLoad {
	
	 [super viewDidLoad];
	 [UIApplication sharedApplication].networkActivityIndicatorVisible= YES;
   
	 self.title = nombreFuente;	
	
	 Reachability *r = [Reachability 	 	 	 	 	 	 	           
	 	 reachabilityWithHostName:@"www.google.com"];	
	 NetworkStatus internetStatus = [r currentReachabilityStatus];
	
	 if ((internetStatus != ReachableViaWiFi) && (internetStatus != 	 	
	 	 ReachableViaWWAN))
	 {
	 	 NSString *titulo = NSLocalizedString(@"No hay conexión a 	 	  
	 	 	 Internet",@"Titulo Alerta: No hay conexión a Internet");
	 	 NSString *mess = NSLocalizedString(@"Para poder ver el listado de 
	 	 	 entradas conectese a Internet.",@"Mensaje Error: Para poder 
	 	 	 ver el listado de entradas conectese a 
	 	 	 	 	 	 	 	
	 	 UIAlertView *myAlert = [[UIAlertView alloc] initWithTitle:titulo 
	 	 	 message:mess delegate:self cancelButtonTitle:@"Ok" 
	 	 	 otherButtonTitles:nil];
	 	 [myAlert show];
	 	 [myAlert release];
	 	
	 } else {
	 	 NSURL *url = [[NSURL alloc] initWithString:[urlRSS 
	 	 	 stringByTrimmingCharactersInSet:[NSCharacterSet 
	 	 	 whitespaceAndNewlineCharacterSet]]];
	 	 NSXMLParser *xmlParser = [[NSXMLParser alloc] initWithContentsOfURL: 
	 	 	 url];	 	
	 	 //Inicializamos el delegate
	 	 XML_Parser_RSS *parser = [[XML_Parser_RSS alloc] initXMLParser:self];
	 	 [xmlParser setDelegate:parser];
	 	
	 	 //Inicializamos el parseo
	 	 BOOL success = [xmlParser parse];
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Este método realiza las siguientes tareas para inicializar la vista que se va a mostrar:
1. Primeramente se indica que se muestre el indicador de “actividad de red”   en la barra de estado, 
para advertir al  usuario de que se va a procesar información procedente de la red por un tiempo 
indefinido.
2. El título de la vista que se muestre en el menú de navegación será el título de la fuente escogida.
3. Mediante la clase “Reachability”, comprobamos si hay algún tipo de conexión (WIFI o WWAN) a la 
Red disponible.
4. En el  caso de que no haya ningún tipo de conexión se inicializa y se muestra una alerta (UIAlertView) 
al  usuario. El título de la alerta y mensaje que se muestre (“titulo” y “mess”) serán Strings del tipo 
NSLocalizedString ya que el idioma de éstos dependerá del idioma de configuración del dispositivo.
5. En el  caso de que exista conexión, se crea un objeto NSURL a partir de la dirección URL guardada en 
la variable global  “urlRSS” (recordemos que se inicializó el  valor de esta variable en el momento de 
instanciar el controlador en la vista anterior).
6. Se crea una instancia de la clase NSXMLParser (“xmlParser”) a partir del objeto NSURL creado.
7. Se crea una instancia de la clase XML_Parser_RSS (“parser”).
8. Indicamos que el  nuevo objeto “parser” delegue a la instancia del  “NSXMLParser”, de esta manera se 
indica a la instancia de esta clase, qué normas ha de seguir para parsear correctamente el fichero 
XML.
9. Se inicializa el proceso de parseo.
10.  Si el parseo no se realiza con éxito se muestra una alerta (UIAlert), tanto el texto del  mensaje 
mostrado (“mess”) como el  del  botón de “Aceptar” de la alerta (“boton_ok”), mostrarán el texto en el 
idioma de configuración del dispositivo, por esta razón son de tipo NSLocalizedString.
11. Seguidamente se elimina de la barra de estado el indicador de “actividad de red”.
Dado que la vista es de tipo UITableView, es decir, es una tabla en si misma, sigue el  protocolo 
UITableViewDelegate. Por esta razón, una vez ha terminado el método “viewDidLoad”, se llamará al 
método “cellForRowAtIndexPath” tantas veces como celdas se vayan a mostrar en la tabla, ya que se 
encarga de inicializar la información que se muestra en cada una de ellas.
	 if (!success){
	 	 	 NSString *mess = NSLocalizedString(@"El Feed introducido no es 
	 	 	 	 compatible con iUPC.",@"Mensaje Error: El Feed 
	 	 	 	 introducido no es compatible con iUPC.");	
	 	 	 NSString *boton_ok = NSLocalizedString(@"Aceptar", @"Texto 
	 	 	 	 Boton Aceptar de Alert");
	 	 	 UIAlertView *ErrorAlGuardarNoticiaEnUltimosVisitados = 
	 	 	 	 [[UIAlertView alloc] initWithTitle:@"Error" message:mess 
	 	 	 	 delegate:nil cancelButtonTitle:boton_ok 
	 	 	 	 otherButtonTitles:nil];
	 	 	 [ErrorAlGuardarNoticiaEnUltimosVisitados show];
	 	 }
	 }
	
	 [UIApplication sharedApplication].networkActivityIndicatorVisible= NO;	  
}
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cellForRowAtIndexPath
En este método se realizan las siguientes tareas:
1. Se crea la celda, esta vez será del tipo que hemos definido “NoticiaCeldaViewController”.
2. De la misma manera que para el listado de fuentes, tenemos un Array inicializado con cada una de 
las noticias que se van a mostrar. Así pues, para colocarlas por orden en la tabla, escogeremos el 
elemento Entrada del  Array que esté en la posición de la celda que en este momento se está 
inicializando. 
3. Seguidamente se extraeremos de este elemento el atributo “title” que contiene el  título de la noticia. 
Se adapta el String obtenido y se asocia al atributo “text” del Label “tituloLabel” de la celda. 
4. Extraemos del  elemento Entrada el  atributo “pubDate” que contiene la fecha de publicación, 
adaptamos este String obtenido (eliminando los caracteres “T” y “Z” en el caso de que la fecha tenga 
el  formato como el siguiente:  “2009-04-03T16:59:53Z”) y se asocia esta fecha al atributo “text” del 
label (UILabel) “fechaLabel”.
- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
    
    static NSString *CellIdentifier = @"NoticiaCeldaIdentificador";
    
    NoticiaCeldaViewController *cell = (NoticiaCeldaViewController *)[tableView 
	 	 dequeueReusableCellWithIdentifier:CellIdentifier];
	
    if (cell == nil) {
	 	 NSArray *nib = [[NSBundle mainBundle] loadNibNamed:@"NoticiaCelda" 
	 	 	 owner:self options:nil];
	 	 cell = [nib objectAtIndex:0];
	 }
	
	 // Configure the cell.
	 Entrada *unaNoticia = [self.noticias objectAtIndex:indexPath.row];
	
	 unaNoticia.title = [unaNoticia.title stringByTrimmingCharactersInSet:
	 	 [NSCharacterSet whitespaceAndNewlineCharacterSet]];
	 cell.tituloLabel.text = [unaNoticia.title 
	 	 stringByReplacingOccurrencesOfString:@"\t" withString:@""];
	 	
	 unaNoticia.pubDate = [unaNoticia.pubDate stringByTrimmingCharactersInSet:
	 	 [NSCharacterSet whitespaceAndNewlineCharacterSet]];
	 NSUInteger mida = [unaNoticia.pubDate length];
	 if ([unaNoticia.pubDate characterAtIndex:mida-1] == 'Z'){
	 	 unaNoticia.pubDate = [unaNoticia.pubDate 
	 	 	 stringByReplacingOccurrencesOfString:@"T" withString:@" "];
	 	 unaNoticia.pubDate = [unaNoticia.pubDate 
	 	 	 stringByReplacingOccurrencesOfString:@"Z" withString:@" "];
	 }
	 cell.fechaLabel.text = unaNoticia.pubDate;
	 cell.accessoryType = UITableViewCellAccessoryDetailDisclosureButton;
    return cell;
}
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5. Indicamos que el “accesoryType” será de tipo “Detail Disclosure Button” , ya que seguimos el 
protocolo indicado por Apple (el cual  indica que si  la próxima vista a mostrar, contiene la información 
final, se ha de usar este tipo de “accesoryType”).
Selección de una Noticia
En el momento en que un usuario selecciona una de las noticias mostradas por la tabla se ejecutará el 
método “didSelectedRowAtIdexPath” o “accessoryButtonTappedForRowWithIndexPath” dependiendo si 
se “pica” sobre la celda, o sobre el  botón “accessory”. El  procedimiento será exactamente igual para los 
dos métodos6 :
didSelectedRowAtIdexPath / accessoryButtonTappedForRowWithIndexPath
1. Primero se extrae, mediante el parámetro “idexPath”, la fila que se ha seleccionado.
2. Ya que seguimos el mismo orden tanto en la tabla como en el Array de noticias, accederemos a la 
misma posición del Array de la fila seleccionada. Si se ha seleccionado la 2º fila, extraemos el  elemento 
Entrada de la 2º posición del Array.
3. Se crea una instancia del controlador “UnaNoticiaViewControllerRSS” y le pasamos el elemento 
Entrada, guardándola en su variable global “noticia”.
4. Añadimos la nueva vista al “Navigation Controller”
6.3.3. Vista de una Noticia (fuente personal o UPC)
La vista que muestra una noticia está formada por una sub-vista (que ocupa la totalidad de la vista madre) 
de tipo “UIWebView” o Vista Web donde se muestra la página web de la Noticia seleccionada.
-(void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
	 NSUInteger fila = [indexPath row];
	 Entrada *unaNoticia = [self.noticias objectAtIndex:fila];
	 UnaNoticiaViewControllerRSS *unaVistaNoticia = [[UnaNoticiaViewControllerRSS 
	 	 alloc] initWithNibName:@"UnaNoticiaWeb" bundle:nil];
	 unaVistaNoticia.noticia = unaNoticia;
	
	 UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
	 [delegate.navController pushViewController:unaVistaNoticia animated:YES]; 
}
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6 Para el método “accesoryButtonTappedForRowWithIndexPath” lo único que cambia en el código es el nombre de la 
función.
Creando la vista
En el  momento en que el usuario selecciona una noticia procedente de una de las fuentes proporcionadas 
(ya sean de UPC o una fuente personal), se ejecuta el método “viewDidLoad”, que se encarga de 
inicializar los datos de la vista a mostrar:
viewDidLoad
- (void)viewDidLoad {
	 [super viewDidLoad];
	 [UIApplication sharedApplication].networkActivityIndicatorVisible= YES;
	
	 //Añadimos botón de Añadir a Favoritos
	 NSString *texto_boton = NSLocalizedString(@"Añadir a Favoritos" , @"Boton: Añadir 
	 	 a Favoritos" );
	 UIBarButtonItem *aFabsButton = [[UIBarButtonItem alloc] initWithTitle:texto_boton 
	 	 style:UIBarButtonItemStyleBordered target:self 	 	 	
	 	 action:@selector(toggleAFabs:)];
	 self.navigationItem.rightBarButtonItem = aFabsButton;
	 [aFabsButton release];
	 //Obtenemos de noticia su link y creamos el NSURL a la noticia
	 NSString *urlAddressString = [[noticia link] stringByTrimmingCharactersInSet:
	 	 [NSCharacterSet whitespaceAndNewlineCharacterSet]];
	 nsurlDeLaNoticia = [NSURL URLWithString:urlAddressString];
	
	 /////// Empieza cacheo de la pagina...
	
	 //Cogemos el Directorio de Documentos
	 NSArray *pathArray = NSSearchPathForDirectoriesInDomains(NSDocumentDirectory, 
	 	 NSUserDomainMask, YES);
	 pathStringADocumentos = [[NSString alloc] initWithString: [pathArray 
	 	 objectAtIndex:0]];
	 pathStringAUltimasNoticias = [self.pathStringADocumentos 
	 	 stringByAppendingPathComponent:@"LatestNews"];
	 pathStringAFavoritas = [[NSString alloc] initWithString:
	 [self.pathStringADocumentos 
	 stringByAppendingPathComponent:@"Favorite"]];
	 //255 caracteres como máximo
	 if ([noticia.title length]>230){
	 	 noticia.title = [noticia.title substringToIndex:230]; }
	 }
	 noticia.title = [noticia.title stringByReplacingOccurrencesOfString:@"\t" 
	 	 withString:@""];
	 noticia.title = [noticia.title stringByTrimmingCharactersInSet:[NSCharacterSet 
	 	 whitespaceAndNewlineCharacterSet]];
	 nombreConElQueSeGuardaLaNoticia = [[NSString alloc] initWithFormat:@"%@----%@",
	 	 [noticia title],[noticia pubDate]];
	 //guardamos el fichero con el titulo de la noticia
	 NSString *titulo = NSLocalizedString(@"Atención", @"Atención");
	 NSString *mess = NSLocalizedString(@"La noticia no se ha podido guardar en tu 
	 	 Historial", @"La noticia no se ha podido guardar en tu Historial");
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	 UIAlertView *ErrorAlGuardarNoticiaEnUltimosVisitados = [[UIAlertView 
	 alloc] initWithTitle:titulo message:mess delegate:nil 
	 cancelButtonTitle:@"Ok" otherButtonTitles:nil];
	 //Miramos si existe la carpeta UltimasNoticias, sino la creamos.
	 fm = [NSFileManager defaultManager];
        BOOL *creado = true;
	    if (![fm fileExistsAtPath:pathStringAUltimasNoticias]){
	 	 if (![fm createDirectoryAtPath:pathStringAUltimasNoticias 
	 	 	 attributes:nil]) {
	 	 	 	 [ErrorAlGuardarNoticiaEnUltimosVisitados show];
	 	 	 	 creado = false;
	 	 }
	    } if (creado) {
    NSString *pathAlFicheroURL = [pathStringAUltimasNoticias 
	 	 stringByAppendingPathComponent:nombreConElQueSeGuardaLaNoticia];
	 NSData *web = [[NSData alloc] initWithContentsOfURL:nsurlDeLaNoticia];
	
	 NSError *error = [[NSError alloc] init];
	 BOOL *guardado = [web writeToFile:pathAlFicheroURL options:NSAtomicWrite 
	 	 error:&error];
	 if (!guardado){
	 	 [ErrorAlGuardarNoticiaEnUltimosVisitados show];
	 } else {
	
	 pathAlFicheroURL = [pathStringAUltimasNoticias stringByAppendingPathComponent:
	 	 [[NSString alloc] initWithFormat:@"%@_url.txt", 
	 	 nombreConElQueSeGuardaLaNoticia]];
	 NSData  *web2 = [[nsurlDeLaNoticia absoluteString] 
	 	 dataUsingEncoding:NSUTF8StringEncoding];
	 if (guardado){
	 	 BOOL *guardado_url = [web2 writeToFile:pathAlFicheroURL 
	 	 atomically:YES];
	 	 if (!guardado_url){
	 	 	
	 	 	 //Borramos la que acabamos de guardar
	 	 	 [fm removeFileAtPath:pathAlFicheroURL handler:nil];
	 	 	 //Mostramos aviso
	 	 	 UIAlertView *ErrorAlGuardarNoticiaEnUltimosVisitados = 
	 	 	 	 [[UIAlertView alloc] initWithTitle:titulo message:mess 
	 	 	 	 delegate:nil cancelButtonTitle:@"Aceptar" 
	 	 	 	 otherButtonTitles:nil];
	 	 	 [ErrorAlGuardarNoticiaEnUltimosVisitados show];
	 	 }
	 }
   }	
/////// FIN CACHEO
	
	 NSURLRequest *requestObj = [NSURLRequest requestWithURL:nsurlDeLaNoticia];
	 [webView loadRequest:requestObj];
	 [UIApplication sharedApplication].networkActivityIndicatorVisible= NO;
	
}
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Este método realiza las siguientes operaciones:
1. La primera y la última acción que se realizan son la activación y des-activación del “Network Activity 
Indicator” para advertir al usuario de que durante este periodo se realizan operaciones a través de la 
red, cuyo tiempo es indefinido.
2. Se crea y se añade al menú de navegación el  botón que posteriormente servirá para añadir la noticia 
a Favoritos.
3. Se obtienen los PATHS a las carpetas “latestNews” y “favorite” del  directorio “Documents” de la 
aplicación.
4. Adaptamos el  título de la noticia, que utilizaremos para guardar el fichero de dicha noticia, para que 
no de error en ese momento (eliminando caracteres innecesarios, comprobando que no se exceda el 
numero de caracteres permitido, etc.).
5. Se añade al título adaptado la fecha de publicación de la noticia.
6. Comenzamos a guardar la noticia en el historial. Primeramente comprobamos que exista el directorio 
“latestNews”, en caso contrario se crea. 
7. Si no se puede crear, se muestra una alerta al usuario.
8. A partir de la URL a la noticia, ésta se descarga y se guarda en una variable local “NSData”.
9. Se guarda la variable en el PATH especificado.
10. En caso de que se haya producido error, se muestra una alerta en el idioma adecuado.
11. En caso contrario, se crea un nuevo fichero que contiene la URL a la noticia. El fichero se guardará 
con el mismo nombre al anterior, pero con el sufijo “_url.txt”.
12. Si  este último fichero no se guardara correctamente, se borraría el  anterior y se mostraría una alerta 
al usuario, advirtiendo de tal suceso. Se termina el proceso de guardado.
13. A partir de la dirección URL, se crea una petición (objeto “NSURLRequest”), dicho objeto se  pasa 
como parámetro a la vista (IUWebView), la cual descargará y mostrará la URL indicada.
Añadir noticia a Favoritas
Una vez mostrada la Noticia, si  el  usuario presiona sobre el botón “Añadir a Favoritos”, la función 
“toggleAFabs” recogerá y tratará el evento. Esta función guardará la noticia en la carpeta “Favorites” de 
manera exacta a como lo ha hecho anteriormente para guardarla en la carpeta “latestNews”, por lo que el 
código es análogo al explicado en el  punto anterior, con la única diferencia del nombre del  directorio 
donde se almacena dicha noticia.
6.3.4. Vista Noticias Favoritas
Cuando el  usuario selecciona visualizar sus noticias Favoritas, su vista es creada, inicializada a través de 
su método “viewDidLoad”, agregada al “Navigation Controller” y mostrada al usuario.
El  controlador de esta vista, tal  como la del  Historial, es de tipo “UITableViewController” , por lo que es 
una tabla en si misma. Esta tabla mostrará un listado de títulos y fechas de cada una de las noticias 
guardadas como favoritas (directorio “favorites” en los documentos de la aplicación). 
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Creando la vista
El  proceso de creación de esta vista (el método “viewDidLoad”) es exactamente el  mismo que el descrito 
en el punto 6.3.4, ya que también se requiere obtener el  nombre de todos los ficheros de un directorio y 
mostrarlos por pantalla.
El código de este método pues, es el mismo excepto las siguientes diferencias:
• Cuando se obtiene el  PATH al directorio en cuestión, en este caso el directorio es “favorites” en vez de 
“latestNews”.
• No se comprueba la fecha de creación de los ficheros ni se elimina ninguno en este momento.
• El botón (tipo “UIBarButtonItem”) que se crea tiene como texto “Eliminar” en vez de “Limpiar”.
Una vez terminada la ejecución de este método, ya que la vista muestra una tabla (y por tanto nuestro 
controlador sigue el protocolo “UITableViewDelegate”, para cada una de las celdas a mostrar se ejecutará 
el  método “didSelectRowAtIdexPath”, tal y como se ha explicado en los puntos 6.3.1 y 6.3.2 (el 
funcionamiento será muy similar, la diferencia recae en el array del cual se obtienen los datos, en este 
caso “rightTitlesArray”).
Eliminando una Noticia
En el  momento en el que el usuario presiona sobre el botón “Eliminar” del  menú de navegación, el 
controlador recoge el evento y ejecuta la siguiente función:
toggleEdit
-(IBAction) toggleEdit:(id)sender{
	 [self.tableView setEditing:!self.tableView.editing animated:YES];
}
Esta función advierte a la tabla que ha de pasar a modo de “edición” en el caso que no lo esté, o pasar a 
estado “normal” en el caso de estar en este modo.
Una vez la tabla está en modo edición y el usuario haga clic  sobre el icono:  o, deslice su dedo 
horizontalmente por una de las filas (sin hacer falta que la tabla esté en modo edición) , se le mostrará en 
dicha fila un botón rojo con el texto “Eliminar”. Cuando el usuario presione sobre este botón se ejecuta la 
siguiente función, perteneciente al protocolo “UITableViewDelegate”:
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commitEditingStyle
- (void)tableView:(UITableView *)tableView commitEditingStyle:(UITableViewCellEditingStyle)
editingStyle forRowAtIndexPath:(NSIndexPath *)indexPath {
	
	 NSUInteger row = [indexPath row];
	
	 NSString *path = [[NSString alloc] initWithString:[pathAFavoritos 
	 	 stringByAppendingPathComponent:[rightTitlesArray objectAtIndex:row]]];
	 NSString *path2 = [[NSString alloc] initWithString:[pathAFavoritos 
	 	 stringByAppendingPathComponent:[[NSString alloc] 
	 	 initWithFormat:@"%@_url.txt", [rightTitlesArray objectAtIndex:row]]]];
	 [fm removeFileAtPath:path handler:nil];
	 [fm removeFileAtPath:path2 handler:nil];
	 	
	 //borramos el elemento del array
	 [self.rightTitlesArray removeObjectAtIndex:row];
	
	 //hacemos la animación de borrado 
	 [tableView deleteRowsAtIndexPaths:[NSArray arrayWithObject:indexPath] 
	 	 withRowAnimation:UITableViewRowAnimationFade];
}
Esta función nos retorna dos variables, la primera “editingStyle” nos indica si  vamos a insertar o a eliminar 
celdas de la tabla (en nuestro caso solo daremos la opción de eliminar por lo que no usaremos dicha 
variable), la segunda “indexPath” nos retorna la posición de la celda seleccionada. Las acciones que se 
realizan en este método son:
1. Obtener de la variable “indexPath” el numero de la fila seleccionada.
2. Obtendremos del Array “rightTitlesArray” que contiene todos los títulos de las noticias mostradas, el 
de la noticia que se desea eliminar.
3. A partir de él, obtenemos dos PATHS: uno al  fichero que contiene la noticia, y otro al fichero que 
contiene la URL a la noticia en la red.
4. A partir de estos dos PATHS y utilizando nuestro objeto “fm” de File Manager, eliminamos los dos 
ficheros de memoria.
5. Eliminamos el título del array usado para “rellenar” la tabla con datos.
6. Eliminamos de la tabla las filas seleccionadas, indicando que deseamos la animación 
“UITableViewRowAnimationFade”.
Selección de una de las Noticias
En el momento en el que se selecciona una de las celdas para la visualización de una de las noticias, se 
llama a la función “didSelectRowAtIdexPath” (si se ha hecho el clic sobre la celda) o 
“accessoryButtonTappedForRowWithIndexPath”, el código de estas dos funciones es exactamente el 
mismo que el especificado en el punto anterior (6.3.4).
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6.3.5. Vista Historial
La vista que muestra el  Historial  del usuario es de tipo “UITableViewController”, por lo que la vista es una 
tabla en si misma. Esta tabla mostrará en cada una de las celdas el  título y la fecha de las noticias 
guardadas en memoria, concretamente en el directorio “latestNews” de los documentos de la aplicación.
Creando la vista
Como ya se sabe, al crear una instancia de una vista, ésta se inicializa mediante el método “viewDidLoad” 
de la clase controlador (“UltimasNoticiasViewController” en este caso) de esta mera se inicializan los 
datos que la vista (tabla en este caso) va a mostrar (NoticiasHistorial.xib). El código de esta función es el 
siguiente:
viewDidLoad
- (void)viewDidLoad {
    [super viewDidLoad];
	
	 //Inicializaciones 
	 NSDictionary *atributos;
	 NSString *pathACadaUno;
	 NSArray *pathArray = NSSearchPathForDirectoriesInDomains(NSDocumentDirectory, 
	 	 NSUserDomainMask, YES);
	 NSString *path = [pathArray objectAtIndex:0];
	 pathAUltimas = [[NSString alloc] initWithString:[path 	 	
	 	 stringByAppendingPathComponent:@"LatestNews"]];
	 fm = [NSFileManager defaultManager];
	 rightTitlesArray = [[NSMutableArray alloc] init];
	
	 //Miramos si existe la carpeta a latestNews, sino, la creamos
	 if (![fm fileExistsAtPath:pathAUltimas]){
	 	 if (![fm createDirectoryAtPath:pathAUltimas attributes:nil]){
	 	 	 NSLog(@"Failed to create folder at %@",pathAUltimas);
	 	 }
	 }
	
	 //Parseamos todo el directorio
	 NSMutableArray *arrayDeTitulos = [[NSMutableArray alloc]initWithArray: [fm 
	 	 contentsOfDirectoryAtPath:pathAUltimas error:nil]];
	
//Empezamos a borrar las noticias (y sus ficheros adjuntos de url) mas antiguas 
	 de 15 dias
	 for (NSString *nombreFichero in arrayDeTitulos){
	 	 //Copiamos al array bueno las webs (no los fixeros con la url)
	 	 pathACadaUno = [pathAUltimas 
	 	 	 stringByAppendingPathComponent:nombreFichero];
	 	 atributos = [fm fileAttributesAtPath:pathACadaUno traverseLink:NO];
	 	 NSDate *ultimaModificacion = [atributos 
	 	 	 objectForKey:NSFileModificationDate];
	 	 int segs =  [ultimaModificacion timeIntervalSinceNow];
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         133
	 	 segs = segs/60; //minutos
	 	 segs = segs/60; //horas
	 	 segs = segs/24; //dias
	 	 	
	 	 if (segs<-15){ //15 dias de margen
	 	 	 [fm removeFileAtPath:pathACadaUno handler:nil];
	 	 } else if ([[nombreFichero pathExtension] isEqualToString:@"txt"]){
	 	 	 [rightTitlesArray addObject:[[nombreFichero 
	 	 	 stringByDeletingPathExtension] 
	 	 	 stringByReplacingOccurrencesOfString:@"_url" withString:@""]];
	 	 	
	 	 }
	 }
	 NSString *texto_bton = NSLocalizedString(@"Limpiar", @"Texto Boton Limpiar");
	 NSString *texto_alerta = NSLocalizedString(@"Realmente deseas borrar tu historial 
	 	 de noticias?", @"Titulo Alerta Limpiar historial");
	 NSString *texto_si = NSLocalizedString(@"Si", @"Si, borrar historial");
	
	 UIBarButtonItem *editButton = [[UIBarButtonItem alloc] initWithTitle:texto_bton 
style:UIBarButtonItemStyleBordered target:self action:@selector(toggleEdit:)];
	 self.navigationItem.rightBarButtonItem = editButton;
	 [editButton release];
}
Expliquemos que pasos se llevan a cabo:
1. Obtenemos el PATH al directorio “latestNews” y lo guardamos en la variable “pathAUltimas”.
2. Mediante el File Manager comprobamos si existe el directorio. En caso contrario se crea.
3. Si  se produce un error a la hora de crear dicho directorio, se advierte al usuario de dicho error 
mediante una alerta y termina el proceso. 
4. Mediante el  File Manager obtenemos un Array con el  nombre de todos los ficheros de dicho 
directorio.
5. Para cada uno de estos nombres, se crea un PATH al fichero en cuestión, se accede a los atributos 
de este fichero y se comprueba que la fecha de creación sea inferior a 15 días. En caso contrario se 
elimina el fichero.
6. En caso positivo, si  el fichero tiene extensión “txt” (para evitar duplicados), guardaremos el nombre 
del fichero (que contiene el título y la fecha de la noticia) en un nuevo array llamado “rightTitlesArray”.
7. Se crea el botón “Limpiar” y se añade al menú de navegación. 
Seguidamente se procede a “rellenar” con los datos obtenidos la tabla que va a mostrar la vista. El 
proceso es el  mismo que se ha explicado en los puntos 6.3.1 y 6.3.2: para cada una de las celdas que se 
desea mostrar, se ejecutará la función “cellForRowAtIdexPath”, que se encargará de mostrar la 
información adecuada para cada una de ellas. En este caso, el array del cual se obtendrán los datos a 
mostrar, será el array “rightTitlesArray”, que contiene los títulos y fechas de cada noticia guardada en 
memoria.
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         134
Limpiar Historial
En el momento que el usuario presiona sobre el  botón “Limpiar” del menú de navegación, el  controlador 
“UltimasNoticiasViewController” recogerá el evento y ejecutará el siguiente método:
toggleEdit
-(IBAction) toggleEdit:(id)sender{
	 NSString *texto_alerta = NSLocalizedString(@"Realmente deseas borrar tu historial 
	 	 de noticias?", @"Titulo Alerta Limpiar historial");
	 NSString *texto_si = NSLocalizedString(@"Si", @"Si, borrar historial");
	
	 UIAlertView *alert = [[UIAlertView alloc] initWithTitle:texto_alerta message:nil 
	 	 delegate:self cancelButtonTitle:@"No" otherButtonTitles:texto_si, nil];
	 [alert show];
	 [alert release];
}
Este método muestra una alerta al  usuario, preguntándole si realmente desea eliminar las noticias 
guardadas en su Historial. En este caso, la alerta dará dos posibilidades de respuesta al usuario: 
“No” (“cancellButtonTilte”) y “Si” (“otherButtonTitles”), como se puede comprobar se pueden mostrar 
varios botones según interese definiéndolos en este último atributo. 
Cuando el usuario presiona sobre alguna de las dos opciones, el controlador recoge el evento y ejecuta la 
función “clickedButtonAtIdex”.
clickedButtonAtIndex
-(void)alertView:(UIAlertView *)alertView clickedButtonAtIndex:(NSInteger) buttonIndex{
	 if (buttonIndex == 1) {
	 	
	 	 //Parseamos todo el directorio
	 	 NSMutableArray *arrayDeTitulos = [[NSMutableArray alloc]initWithArray: 
	 	 	 [fm contentsOfDirectoryAtPath:pathAUltimas error:nil]];	
	 	 NSString *pathACadaUno;
	 	
	 	 //Empezamos a borrar las noticias (y sus ficheros adjuntos de url)
	 	 for (NSString *nombreFichero in arrayDeTitulos){
	 	 	 pathACadaUno = [pathAUltimas 
	 	 	 	 stringByAppendingPathComponent:nombreFichero];
	 	 	 [fm removeFileAtPath:pathACadaUno handler:nil];
	 	 }
	 	 [rightTitlesArray removeAllObjects];
	 	 [self.tableView reloadData];
	 }
}
Esta función es predefinida para todas las alertas y se ejecuta cada vez que el usuario presiona sobre 
una de las opciones que la alerta muestra al usuario. Si se define en el controlador, se pude utilizar para 
saber qué opción ha elegido el usuario (cada botón tiene un atributo “tag” que es un entero que puede 
servir para identificar el botón), y manejar el evento como sea conveniente. 
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En este caso, simplemente comprobamos si  el botón presionado está asociado al  entero “1” (caso en el 
que el usuario ha presionado sobre el botón “Si”), en caso contrario no se realiza ninguna acción.
En caso positivo, mediante el  File Manager obtenemos el  nombre de todos los ficheros que contiene el 
directorio “latestNews” en forma de Array. Para cada uno de estos nombres (ficheros), obtenemos su 
PATH completo y a partir de éste lo borramos de memoria mediante el File Manager.
Seguidamente borramos todos los objetos que contiene el  array “rightTitlesArray” (el cual  se usa para 
“rellenar” la tabla mostrada al usuario).
Finalmente indicamos a la tabla de la interfaz (tableView), que recargue sus datos de nuevo. Como el 
array que usa ahora está vacío, la tabla se mostrará vacía.
Selección de una de las Noticias
En el momento en que una de las celdas es seleccionada, automáticamente se ejecuta la función 
“didSelectRowAtIdexPath” del  controlador de la vista. Si  se ha hecho clic  sobre el botón de acceso, se 
ejecuta la función “accessoryButtonTappedForRowWithIndexPath”. En este caso el código de las dos 
funciones es exactamente el mismo, ya que para los dos casos queremos el  mismo funcionamiento. 
Como ejemplo, veamos el código de la primera función:
didSelectRowAtIdexPath
-(void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
	 NSUInteger fila = [indexPath row];
	 NSString *tituloNoticia = [self.rightTitlesArray objectAtIndex:fila];
	 UnaNoticiaFavoritaOUltimaViewController *unaVistaNoticia = 
	 	 [[UnaNoticiaFavoritaOUltimaViewController alloc] 	 	 	
	 	 initWithNibName:@"UnaNoticiaFavoritaOUltima" bundle:nil];
	 unaVistaNoticia.pathNoticia = [pathAUltimas stringByAppendingPathComponent: 
	 	 tituloNoticia];
	
	 UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
	 [delegate.navController pushViewController:unaVistaNoticia animated:YES]; 
}
Se realizan las siguientes operaciones:
1. Obtenemos la fila seleccionada a través del parámetro “indexPath”.
2. Ya que hemos seguido el mismo orden de aparición en la tabla que en el Array “rightTitlesArray” que 
contiene los elementos, obtenemos el elemento (título de la noticia escogida) escogido del  array 
accediendo a la posición seleccionada.
3. Creamos una ins tanc ia de l con t ro lador de la v i s ta que mos t ra rá l a no t i c ia : 
“UnaNoticiaFavoritaOUltimaViewController” y la asociamos al  fichero que contiene la configuración de 
la interfaz “UnaNoticiaFavoritaOUltima.xib”
4. Guardamos en la variable global “pathNoticia” del nuevo controlador, el PATH a la noticia 
seleccionada.
5. Añadimos la nueva vista al “Navigation Controller”, y ésta se muestra al usuario.
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6.3.6. Vista de una Noticia (Historial o Favoritas)
El  procedimiento para mostrar una noticia que puede proceder de memoria (guardada en el Historial o en 
Favoritos) es ligeramente distinto al  del punto anterior ya puede cargar la noticia tanto de memoria como 
directamente de la red (si dispone de ella).
Creando la vista
Veamos la función del controlador (“UnaNoticiaFavoritaOUltimaViewController”) que inicializa la vista:
viewDidLoad
- (void)viewDidLoad {
    [super viewDidLoad];
	 NSString *stringAFileURL = [[NSString alloc] initWithFormat:@"%@_url.txt", 	
	 pathNoticia];
	 NSString *urlAInternet = [[NSString alloc] 	 	 	
	 	 initWithContentsOfFile:stringAFileURL];
	
	 Reachability *r = [Reachability reachabilityWithHostName:@"www.google.com"];
	
	 NetworkStatus internetStatus = [r currentReachabilityStatus];
	
	 if ((internetStatus != ReachableViaWiFi) && (internetStatus != ReachableViaWWAN))
	 {
	 	 NSString *titulo_alerta = NSLocalizedString(@"No hay conexión a 
	 	 	 Internet", @"Titulo Alerta: No hay conexión a Internet");
	 	 NSString *mensage_alerta = NSLocalizedString(@"Noticia guardada en 
	 	 	 memoria caché. Para verla correctamente conectese a Internet.", 
	 	 	 @"Noticia guardada en memoria caché. Para verla correctamente 
	 	 	 conectese a Internet.");
	 	
	 	 UIAlertView *myAlert = [[UIAlertView alloc] initWithTitle:titulo_alerta 
	 	 	 message:mensage_alerta delegate:self cancelButtonTitle:@"Ok" 
	 	 	 otherButtonTitles:nil];
	 	 [myAlert show];
	 	 [myAlert release];
	 	
	 	 NSURL *fileURL = [[NSURL alloc] initFileURLWithPath:pathNoticia];
	 	 NSURLRequest *req = [NSURLRequest requestWithURL:fileURL];
	 	
	 	 [webView loadRequest:req];
	 } else {
	 	 NSURL *nsurlAweb = [[NSURL alloc] initWithString:urlAInternet];
	 	 NSURLRequest *requestAInternet = [NSURLRequest 
	 	 	 requestWithURL:nsurlAweb];
	 	 [webView loadRequest:requestAInternet];
	 }
}
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1. En primer lugar, a partir del PATH al fichero que contiene la noticia, accedemos a su fichero análogo 
(añadiendo el sufijo “_url.txt” al final).
2. De este fichero, obtenemos su contenido, que no es otro que la URL a la noticia solicitada.
3. Mediante la clase “Reachability” comprobamos si existe conexión a la red, obteniendo un objeto de la 
clase “NetworkStatus” (el cual contiene información sobre las conexiones existentes).
4. Si  no existe ningún tipo de conexión (ni WIFI ni WWAN), se muestra al usuario una alerta en el idioma 
adecuado, advirtiendo al usuario de que la noticia que se va a mostrar será la cacheada en memoria.
5. Creamos un objeto NSURL a partir del PATH al fichero que contiene la noticia en memoria.
6. Creamos una petición a partir de este objeto NSURL.
7. Hacemos que la vista “UIWebView” que se muestra al usuario, muestre el  contenido del fichero que 
contiene la memoria, a partir de la petición creada.
8. En el  caso de que exista una conexión a internet, la noticia se descargará desde la red y se mostrará, 
de la misma manera que se ha hecho en el punto 6.3.3.
6.3.7. Vista de fuentes Personales
La vista muestra una tabla (UITableView) con el  listado de fuentes que el usuario ha agregado 
personalmente. 
Creando la vista
viewDidLoad 
- (void)viewDidLoad {
	 	 [super viewDidLoad];
	
	 	 NSString *filePath = [self dataFilePath];
	 	 if ([[NSFileManager defaultManager] fileExistsAtPath:filePath])
	 	 {
	 	 	 NSMutableDictionary *datos = [[NSMutableDictionary alloc] 
	 	 	 	 initWithContentsOfFile:[self dataFilePath]];
	 	 	 self.diccionarioNoticias = datos;
	 	 	 [self pasarAArray];
	 	 }
	
	 NSString *edit_button = NSLocalizedString(@"Editar", @"Editar");
	 UIBarButtonItem *editButton = [[UIBarButtonItem alloc] initWithTitle:edit_button 
	 	 style:UIBarButtonItemStyleBordered target:self 
	 	 action:@selector(toggleEdit:)];
	 self.navigationItem.rightBarButtonItem = editButton;
	 [editButton release];
}
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1. Después de llamar al método “viewDidLoad” de la clase madre, mediante el método 
“dataFilePath” (método propio que se ha separado simplemente para facilitar el proceso y poder 
reutilizarse) obtenemos el PARH al  fichero de tipo “Property List” que contiene el  listado de las fuentes 
del usuario y sus respectivas URL y que se encuentra guardado en memoria del dispositivo (en el 
directorio “Documents”).
2. Si  existe el fichero, obtenemos de él  todos los datos y los guardamos en una variable global 
(“diccionarioNoticias”) de tipo Diccionario (NSMutableDictionary).
3. Seguidamente pasamos este diccionario a array (ya que nos interesa para mostrar el listado en forma 
de tabla). Lo hacemos mediante otra función que se ha implementado separada, llamada 
“pasarAArray”.
4. Creamos y añadimos el botón “Editar” en el menú de navegación.
Ya que la vista muestra una tabla y por tanto, el  controlador sigue el  protocolo UITableViewDelegate, una 
vez finalizado el  método “viewDidLoad” se llamará para cada una de las celdas a mostrar el método 
“cellForRowAtIdexPath” (de manera análoga al explicado en el punto 6.3.1 y 6.3.2).
Eliminando un Feed
El  código y funcionamiento de las funciones usadas para la edición de este listado son las mismas que se 
han descrito en el  apartado “Eliminando una noticia” del  punto 6.3.5. En este caso pero, la función 
“commitEditingStyle” es ligeramente distinta, veamos su código:
commitEditingStyle
- (void)tableView:(UITableView *)tableView commitEditingStyle:(UITableViewCellEditingStyle)
editingStyle forRowAtIndexPath:(NSIndexPath *)indexPath {
	
	 NSUInteger row = [indexPath row];
	 [self.diccionarioNoticias removeObjectForKey:[listaTitulos objectAtIndex:row]];
	 [self.listaTitulos removeObjectAtIndex:row];
	
	 [self.diccionarioNoticias writeToFile:[self dataFilePath] atomically:YES];
	 //hacemos la animacion de borrado 
	 [tableView deleteRowsAtIndexPaths:[NSArray arrayWithObject:indexPath] 
	 withRowAnimation:UITableViewRowAnimationFade];
}
1. Después de extraer el numero de la fila que se desea eliminar, se eliminan los datos tanto del 
“diccionarioNoticias” (accediendo al objeto mediante la clave del título) como del  array 
“listaTitulos” (accediendo al objeto usando el numero de la fila seleccionada, ya que mantienen el 
mismo orden).
2. Mediante la función interna “dataFilePath” que se ha implementado obtenemos el PATH al fichero 
“Property List” que guarda en memoria el listado de feeds personales.
3. A partir de este PATH, guardamos en el fichero el  contenido del diccionario “diccionarioNoticias”, 
quedando el fichero actualizado en memoria.
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4. Eliminamos de la tabla la celda escogida, con animación “UITableViewRowAnimationFade”, quedando 
la tabla mostrada al usuario actualizada al instante.
Selección de uno de los Feeds
Como ya se ha comentado, cuando se selecciona una de las celdas de una tabla se ejecuta la siguiente 
función:
didSelectRowAtIdexPath
La diferencia en este caso recae en que primeramente se obtienen el título y la URL de la noticia 
seleccionada, la primera del array “listaTitulos” mediante el  numero de la fila seleccionada, y la URL se 
obtiene usando dicho título como clave del diccionario “diccionarioNoticias”.
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
	 NSString *titulo = [self.listaTitulos objectAtIndex:[indexPath row]];
	 NSString *urlRSS = [self.diccionarioNoticias objectForKey:titulo];
	
	 NoticiasRSSViewController *listadoNoticiasView = [[NoticiasRSSViewController 
	 	 alloc] initWithNibName:@"NoticiasRSS" bundle:nil];
	 listadoNoticiasView.urlRSS = urlRSS;
	 listadoNoticiasView.nombreFuente = titulo;
	
	 UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
	 [delegate.navController pushViewController:listadoNoticiasView animated:YES];
}
Se crea una instancia del controlador “NoticiasRSSViewController” (el  mismo que se usa para mostrar las 
noticias de una fuente de la UPC), por lo que el funcionamiento es el  mismo que el  detallado en el 
apartado “Selección de una Noticia” del punto 6.3.2.
Selección de agregar un nuevo Feed
Cuando el usuario presiona sobre el botón con el  símbolo “+” del menú inferior, para agregar un nuevo 
feed, se ejecuta la siguiente función del controlador:
anadirFuente
- (IBAction) anadirFuente:(id)sender{
	 AnadirFuenteViewController *anadirFuenteVista = [[AnadirFuenteViewController 
	 	 alloc] initWithNibName:@"AnadirFuente" bundle:nil];
	 anadirFuenteVista.listado = self.diccionarioNoticias;
	 anadirFuenteVista.tabla = self.tableView;
	 anadirFuenteVista.listadoNombres = self.listaTitulos;
	 UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
	 [delegate.navController pushViewController:anadirFuenteVista animated:YES];
}
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Esta función crea una instancia del controlador “AnadirFuenteViewController” y la asocia al  fichero 
“AnadirFuente.xib”.
Inicializa las variables globales del nuevo controlador, pasando por referencia el “diccionarioNoticias”, el 
array “listaTitulos” y un puntero a la tabla que muestra el listado de feeds de la vista actual.
Seguidamente se añade la nueva vista al “Navigation Controller”.
6.3.8. Vista formulario de nuevo feed personal
La vista muestra un pequeño formulario de dos campos (cada uno de ellos formado por un “UILabel” que 
indica el  nombre a introducir (una etiqueta) y un “UITextField” que es una celda donde se puede introducir 
una linea de texto).
Este formulario permitirá al usuario introducir un nuevo Feed al listado.
Creando la vista
En este caso, la vista no requiere de inicialización ya que el  contenido mostrado será estático (siempre 
será el mismo y no hace falta inicializarlo con ningún dato externo).
Escondiendo teclado
Es importante saber que cuando se selecciona un campo de texto para introducir algún tipo de texto, el 
teclado es mostrado automáticamente al usuario. Pero para que, al hacer clic fuera del campo de texto, el 
teclado deje de mostrarse (y se pueda seguir navegando por la vista) es importante insertar esta pequeña 
función en el controlador de la vista:
dismissKeyboard
-(IBAction)dismissKeyboard:(id)sender {
	 [sender resignFirstResponder];
} 
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Guardando
Cuando el usuario presiona sobre el botón “Guardar”, el método que gestiona el evento es el siguiente:
guardar
- (IBAction)guardar:(id)sender{
	 if ([urlField.text isEqual:@"http://"] || [urlField.text isEqual:@""] || 
	 	 [tituloField.text isEqual:@""]){
	 	 NSString *titulo= NSLocalizedString(@"Atención", @"Atención");
	 	 NSString *mensage = NSLocalizedString(@"El Título o la URL introducida 
	 	 	 es incorrecta.", @"El Título o la URL introducida es 
	 	 	 incorrecta.");
	 	 NSString *aceptar= NSLocalizedString(@"Aceptar", @"Aceptar");
	 	 UIAlertView *ErrorAlGuardarNoticiaEnUltimosVisitados = [[UIAlertView 
	 	 	 alloc] initWithTitle:titulo message:mensage delegate:nil 
	 	 	 cancelButtonTitle:aceptar otherButtonTitles:nil];
	 	 [ErrorAlGuardarNoticiaEnUltimosVisitados show];
	 } else {
	 	 [self.listado setObject:urlField.text forKey:tituloField.text];
	 	 [self.listado writeToFile:[self dataFilePath] atomically:YES];
	 	 [listadoNombres addObject:tituloField.text];
	 	 [tabla reloadData];
	 	 UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
	 	 [delegate.navController popViewControllerAnimated:YES];
	 }
}
1. Se verifica que el  texto de la URL no sea el texto predefinido “http://” ni que se haya dejado en blanco. 
En este caso se muestra una alerta al usuario advirtiéndole de tal cosa.
2. En caso contrario, se guarda en la variable “listado” (recordemos que es un puntero a la variable 
“diccionarioNoticias”) los nuevos datos introducidos.
3. Se sobre-escribe el  fichero de tipo “Property List” que guarda en memoria el  listado de feeds 
personales, a partir de la variable “listado”, que contiene los datos actualizados con la nueva fuente.
4. Se añade el nombre de la fuente en el  array “listadoNombres” (recordemos que es un puntero al Array 
“listaTitulos”).
5. Indicamos que la “tabla” (puntero a la UITableView de la vista anterior) ha de actualizar los datos 
(ahora que el array que usa está actualizado).
6. Hacemos “pop” en el Navigation Controller de la vista actual (vamos a la vista anterior).
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7. Aplicación Seminarios
La aplicación Seminarios va a permitir al usuario de iUPC ver de manera rápida los seminarios que se 
han programado en la Universidad y toda su información asociada. Simplemente con presionar sobre el 
botón “Seminarios” del  menú principal de iUPC, se mostrará al usuario el  listado de seminarios 
programados para el día de hoy y desde esta misma pantalla usuario podrá acceder a los seminarios que 
se han realizado en el pasado y a los que se van a realizar a partir del día siguiente. 
El  usuario podrá seleccionar cualquiera de los seminarios mostrados para acceder a su información 
asociada: descripción, nombre el ponente, lugar, vídeos adjuntos y PDFs o presentaciones adjuntas al 
curso (además del  título y la fecha de realización). Si  el  seminario posee documentación adjunta (vídeos, 
pdf, presentaciones...) éstos se podrán visualizar simplemente con hacer clic  sobre ellos, sin necesidad 
de salir de la aplicación.
Para más información sobre las funcionalidades de la aplicación Seminarios, lea el capítulo 2.3.
Durante este capítulo se detallara con profundidad el funcionamiento interno de las operaciones 
realizadas por la aplicación Seminarios para llevar a cabo sus funcionalidades. El  capítulo está divido en 
tres secciones o sub-capítulos (“Diseño y realización”, “Estructura y organización” y “Implementación”), 
cada uno de ellos profundizará un paso más en la aplicación Seminarios, empezando por explicar en alto 
nivel cómo se realizan las tareas y que decisiones se han tomado, y terminar explicando con detalle el 
código fuente de la implementación. 
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7.1. Diseño y realización de la aplicación 
Seminarios
Introducción
El  contenido de este capítulo tiene como finalidad introducir al  lector a un primer contacto con los 
procesos que se llevan a cabo en la aplicación Seminarios para que éste realice sus tareas o operaciones 
y las decisiones de diseño que se han tomado para que éstas sean así. Es decir, en este capítulo se verá 
el  “cómo” y el  “porqué” de la aplicación Seminarios. Es recomendable haber leído con anterioridad el 
capítulo 2.3, donde se explican las funcionalidades de la aplicación Seminarios (lo que sería el “qué”).
El capítulo se divide en tres puntos: 
7.1.1. Obtención de datos: Se detallará cómo la aplicación obtiene los listados y datos de cada uno de 
los seminarios y de dónde los extrae, además de explicar las razones por las que se ha decidido hacerlo 
de ésta manera. También se detallaran las pautas a seguir por aquellas entidades que deseen publicar 
sus seminarios en iUPC.
7.1.2. Mostrando el listado de seminarios: Se explicará en alto nivel como se comporta la aplicación 
para mostrar los listados de seminarios una vez se han obtenido los datos.
7.1.3. Mostrando la información de un seminario: Se detallará cómo se obtienen los datos de un 
seminario y cómo estos datos se muestran en la nueva vista y los motivos que han llevado a que los 
datos se obtengan y muestren por separado.
7.1.4. Visualización de la documentación adjunta: Se explicarán los métodos se han usado para 
mostrar la documentación adjunta.
7.1.1. Obtención de Datos
Cuando se ejecuta la aplicación Seminarios, la primera acción que hace el  programa es conectarse al 
Feed de la Web de Seminarios HiPEAC (European Network of Excellence on High Performance and 
Embedded Architecture and Compilation) y descargar el  fichero de tipo XML que éste ha generado y que 
posee la información de los seminarios que se deban mostrar en la aplicación iUPC (en este caso, 
aquellos que sean de tipo público).
La URL usada para conectarse al RSS de HiPEAC es la siguiente: http://hipeac.ac.upc.edu/
seminars/?q=eventslist/feed
Una vez descargado el fichero con la información, la aplicación lo parsea para extraer y almacenar la 
información de los seminarios en la estructura de datos conveniente dependiendo si el seminario ya ha 
ocurrido (pasados), si está previsto que ocurra en el  día de hoy (seminarios programados para hoy), o si 
ocurrirá a partir de las 00:00 del día siguiente (futuros). Para hacer esta división de seminarios en tres 
grupos, se comparará la fecha de hoy (fecha en la que el dispositivo esté configurada como tal) con la 
fecha de realización del seminario o curso.
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Estructura del XML 
Para que una entidad pueda publicar sus seminarios y cursos en la aplicación Seminarios de iUPC, 
simplemente tendrá que adaptar ciertos campos o tags del XML generado por la página Web dónde éstos 
están publicados, con la finalidad de que éstos se adapten a la siguiente estructura.
Estructura del XML generado por el Feed
<channel>
<item>
 <title>Título del Seminario</title>
 <start> MM/dd/aaaa - hh:mm </start>
 <speaker>Nombre del Ponente</speaker>
 <body> Descripción del seminario.</body>
 <location>Dirección o aula</location>
 <attachfile> URL del documento adjunto </attachfile>
 <attachfile/> //No hay más documentos adjuntos, tag vacío
</item>
...
<channel>
El significado de los datos contenidos por las etiquetas es el siguiente:
• “channel”: Indica el inicio del listado, etiqueta raíz. Se puede dar el caso que el  generador de RSS no 
coloque los ítmes dentro del  campo “channel”, lo cual no va a suponer ningún problema a la aplicación 
ya que se contempla también este caso.
• “item”: Elemento seminario. Contiene la información de un seminario concreto.
• “start”: Fecha y hora de realización del seminario. El formato ha de ser “MM/dd/aaaa - hh:mm”
• “speaker”: Nombre del ponente del seminario.
• “body”: Descripción del seminario.
• “location”: Lugar de realización.
• “attachfile”: En este tag se indicarán las URL del vídeo, PDF o presentación adjunto. En caso de no 
haber, el tag quedará vacío.
Aunque todas estas etiquetas son obligatorias, no generará ningún problema si hay más información 
(etiquetas o tags) de las expuestas en esta estructura: al realizar el  parseo la aplicación simplemente las 
ignorará. 
Al  generar un RSS genérica para una Web, hay ciertos campos que ya se incluyen por defecto, como son 
“channel”, “item” y “title”. Por lo que en general, sólo hace falta añadir las cinco etiquetas restantes.
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Ejemplo: Extracto del fichero XML descargado de la Web de HiPEAC
La Web de Seminarios HiPEAC que se usa actualmente en iUPC, es el  Proyecto de Final de Carrera de 
Pol Martinez Orta (estudiante de la FIB), el  cual  adaptó con éxito los tags generados por el Feed de la 
página para hacer posible que los seminarios se mostraran en iUPC de manera correcta.
Veamos un extracto de los dos primeros ítems generados por este RSS en particular:
<?xml version="1.0" encoding="utf-8"?>
<rss version="2.0" xml:base="http://hipeac.ac.upc.edu/seminars" xmlns:dc="http://
purl.org/dc/elements/1.1/">
<channel>
 <title>HiPEAC Web Seminars</title><link>http://hipeac.ac.upc.edu/seminars/?
q=eventslist</link>
 <description>List of Web Seminars</description><language>en</language>
<item>
 <title>Minimum intrusion Grid</title>
 <link>http://hipeac.ac.upc.edu/seminars/?q=node/92</link>
 <description>This talk introduces the philosophy behind a new Grid model, the 
Minimum intrusion Grid; MiG. The idea behind MiG is to introduce a Grid 
infrastructure which will allow much. Grid installations on both the user and 
resource side. The talk presents the ideas behind MiG, some initial designs and 
finally a status report of the implementation.
- Start Date: 05/18/2010 - 11:00
- Speaker: Brian Vinter
- Location: DAC-UPC, C6-E101
</description>
 <group domain="http://hipeac.ac.upc.edu/seminars/?q=node/30" xmlns="http://
drupal.org/project/og">DAC-UPC</group>
 <category domain="http://hipeac.ac.upc.edu/seminars/?q=taxonomy/term/17">grid</
category>
 <start>05/18/2010 - 11:30</start>
 <speaker>Brian Vinter</speaker>
 <body>This talk introduces the philosophy behind a new Grid model, the Minimum 
intrusion Grid; MiG. The idea behind MiG is to introduce a Grid infrastructure which 
will allow much. Grid installations on both the user and resource side. The talk 
presents the ideas behind MiG, some initial designs and finally a status report of 
the implementation.
</body>
 <location>DAC-UPC C6-E101</location>
 <attachfile />
 <pubDate>Mon, 17 May 2010 14:53:51 +0200</pubDate>
 <dc:creator>seminaricap</dc:creator>
 <guid isPermaLink="false">92 at http://hipeac.ac.upc.edu/seminars</guid>
</item>
<item>
 <title>Value Prediction in Parallel Architectures</title>
 <link>http://hipeac.ac.upc.edu/seminars/?q=node/51</link>
 <description>The newly emerging many-core-on-a-chip designs have renewed an intense 
interest in parallel processing. By applying Amdahls formulation to the programs in 
the PARSEC and SPLASH-2 benchmark suites, we find that most applications may not have 
sufficient parallelism to efficiently utilize modern parallel machines. The long 
sequential portions in these application programs are caused by computation as well 
as communication latency. 
- Start Date: 04/26/2010 - 11:00
- Speaker: Jean-Luc Gaudiot
- Location: DAC-UPC, C6-E101 </description>
 <category domain="http://hipeac.ac.upc.edu/seminars/?q=taxonomy/term/11">2010</
category>
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<category domain="http://hipeac.ac.upc.edu/seminars/?q=taxonomy/term/3">UPC</
category>
 <start>04/26/2010 - 11:00</start>
 <speaker>Jean-Luc Gaudiot</speaker>
 <body>The newly emerging many-core-on-a-chip designs have renewed an intense 
interest in parallel processing. By applying Amdahls formulation to the programs in 
the PARSEC and SPLASH-2 benchmark suites, we find that most applications may not have 
sufficient parallelism to efficiently utilize modern parallel machines. The long 
sequential portions in these application programs are caused by computation as well 
as communication latency. 
</body>
 <location>DAC-UPC, C6-E101</location>
 <attachfile> http://hipeac.ac.upc.edu/seminars/files/uploads/seminaricap/HiPEAC-
BradChamberlain-20091022.m4v </attachfile>
<attachfile> http://hipeac.ac.upc.edu/seminars/files/uploads/seminaricap/HiPEAC-
BradChamberlain-20091022.pdf </attachfile>
 <pubDate>Mon, 26 Apr 2010 00:04:08 +0200</pubDate>
 <dc:creator>wsmaster</dc:creator>
 <guid isPermaLink="false">51 at http://hipeac.ac.upc.edu/seminars</guid>
</item>
...
Decisiones de Diseño
Siguiendo con la metodología de obtener los datos mediante conexiones a RSS, dadas sus múltiples 
ventajas, se decidió que la información de los Seminarios también se obtendría de esta manera.
Resultó que otro alumno de la FIB estaba realizando su PFC sobre una página web basada en Drupal 
que gestionaría los seminarios de HiPEAC, por lo que me puse en contacto con él (gracias a nuestro tutor 
Nacho Navarro), y tras varias reuniones definimos y adaptamos los tags del RSS generado para que éste 
pudiera ser leído a través de iUPC.
El  numero de seminarios que se muestren en iUPC (que se obtengan del Feed) será decidido por el 
administrador o administradores de la página Web de la entidad dependiendo de la cantidad de 
seminarios que ésta suela realizar en un periodo de tiempo y teniendo en cuenta que una vez sus 
seminarios sean mostrados en iUPC, éstos no deben (o no deberían) quedar totalmente vacíos, ni se 
debe debería publicar un numero superior a 70 seminarios (contando tanto futuros como pasados), ya 
que un número excesivamente alto podría hacer que la aplicación se colapse (actualmente se han hecho 
pruebas hasta con 60 seminarios con buenos resultados) aparte de no ser funcional para el usuario.
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7.1.2. Mostrando el listado de 
Seminarios 
Una vez que la aplicación tiene los datos de los seminarios 
almacenados en las tres estructuras de datos de tipo diccionario 
(una para pasados, otra para futuros y una para los seminarios 
programados para hoy), mostrará la pantalla principal.
La tabla mostrada en esta vista obtendrá los datos de la estructura 
“diccionario” correspondiente al día de hoy. Obteniendo para cada 
uno de los seminarios el título y la fecha para mostrar.
Si  el usuario presiona sobre los botones “pasados” o “futuros”, se 
añadirá al  Controlador de Navegación una nueva vista, con una 
nueva tabla, que obtendrá los datos de la estructura de datos 
correspondiente para cada caso.
Decisiones de Diseño
Se ha decidido mostrar en la pantalla principal los seminarios que 
van a ocurrir en el día de hoy, para darle al  usuario la mayor agilidad 
a la hora de poder ver rápidamente qué seminarios se han 
programado para las próximas horas, también útil  para los 
asistentes a alguno de los seminarios, que puedan ver rápidamente 
dónde se realiza o acceder al material de manera directa.
Posteriormente el usuario podrá acceder a los seminarios futuros y a los que ya se ha realizado, 
ordenando así de manera cronológica los seminarios para una navegación y una búsqueda más cómoda 
e intuitiva.
7.1.3. Mostrando la información de un Seminario.
Cuando el usuario selecciona uno de los seminarios la aplicación crea una nueva vista de formato tabla, 
esta vez dividida en secciones: cada sección mostrará una parte de la información del seminario.
Una vez creada la nueva vista, se accede al objeto “seminario” correspondiente de la estructura de datos 
diccionario (en la que ha sido guardada previamente al  realizar el parseo del Feed), y se pasa este objeto 
la nueva vista.
Esta nueva vista extraerá la información del objeto seminario que ha recibido como parámetro y colocará 
cada dato en su correspondiente sección.
Seguidamente, la vista se añadirá al Control de Navegación y será mostrada al usuario.
Fig. 7-1: Listado de seminarios 
pasados.
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Recordemos que para cada seminario se mostrará la siguiente 
información:
• Título del Seminario o Curso
• Fecha y Hora de realización
• Descripción
• Nombre del ponente
• Lugar de realización
• Documento Adjunto (PDF o presentación)
• Vídeo
Decisiones de Diseño
Se decidió separar la información en diferentes secciones para 
mayor comodidad al usuario, ya que la información está 
organizada de manera clara y ordenada y rápidamente podrá 
visualizar y acceder a aquella información que le resulte 
interesante.
El  motivo de obtener cada dato de la información de un seminario 
por separado y mostrarla como tal  es la siguiente: en un futuro sería interesante añadir nuevas 
funcionalidades, como por ejemplo:
• Añadir el  seminario a la agenda personal (ya sea la del  iPhone o iPod Touch como sincronizando el 
seminario con Google Calendar en el caso de ser posible).
• Que al picar sobre el nombre del ponente busque a esta persona en el  directorio de la aplicación 
Directorio de iUPC y, en el caso de encontrarlo muestre su información dando la opción de agregarlo a 
la agenda personal, enviarle un email o realizar una llamada.
• Que al  picar sobre el lugar de realización marque sobre el mapa de la aplicación Mapas de iUPC el 
lugar exacto de realización del seminario.
Para poder realizar en un futuro estas acciones, es necesario obtener cada uno de los datos por separado 
tal y como se hace actualmente, por lo que esta parte de la aplicación iUPC está preparada para ser 
ampliada sin necesidad de sufrir cambios en la parte implementada.
Acceso a la aplicación Calendario del dispositivo
Actualmente los eventos no pueden ser añadidos al Calendario personal del usuario en iPhone o iPod 
Touch, ya que la versión del iPhone SDK usada para programar iUPC (versión 3.2, la última estable) no 
permite incluir eventos ni acceder de ninguna manera al  Calendario. Con la nueva versión del  SDK 
(iPhone SDK 4), publicada hace escasas semanas, ya se han proporcionado las herramientas necesarias 
para acceder y añadir eventos al calendario personal  del  usuario. Por falta de tiempo, no se ha podido 
realizar en este proyecto, pero sería una ampliación necesaria para la próxima versión de iUPC.
Fig. 7-2: Vista de información de un 
seminario
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7.1.4. Visualizando la documentación Adjunta
Presionando sobre las celdas de los documentos adjuntos (en el  caso de haber) el  usuario podrá 
visualizar sin necesidad de salir de la aplicación el contenido de éstos.
PDFs y presentaciones adjuntos
Cuando el  usuario presiona sobre la celda que muestra el 
documento adjunto de tipo PDF o presentación, la aplicación actúa 
de la siguiente manera: 
1. Crea una nueva vista de tipo Web (UIWebView).
2. Obtiene del objeto “seminario” almacenado la URL al  PDF 
seleccionado.
3. Indica a la nueva vista que descargue el contenido de ésta URL 
y muestre su contenido.
4. Añade la nueva vista al Control de navegación.
Vídeos adjuntos
Si  presiona sobre el  documento adjunto “vídeo”, la aplicación 
accederá a la URL del vídeo almacenada en el objeto 
“seminario” (pasada como parámetro a la vista). Se lanzará un 
reproductor de vídeo (MKMediaPlayer) y se le indicará que 
reproduzca el video indicado por la URL en streaming y sin 
necesidad de guardar el vídeo en memoria (se visualizará a la vez 
que se descargan los datos).
Cuando el  usuario presione sobre el botón “Salir” del reproductor, éste se cerrará y se mostrará de nuevo 
la vista con la información del seminario.
Fig. 7-3: Vista que muestra el contenido 
de un PDF adjunto.
Fig. 7-4: Reproducción de 
vídeo interno a la aplicación.
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         150
Decisiones de Diseño
Como se ha comentado en las decisiones de diseño del punto anterior, gracias a que obtenemos los 
datos por separado desde el Feed podemos obtener las URL a los archivos adjuntos. 
Se decidió que era importante poder acceder desde la misma aplicación al material de un seminario, 
claramente es una de las funcionalidades importantes de la aplicación Seminarios y que hacen que ésta 
sea de gran utilidad.
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7.2. Estructura y organización de la 
aplicación Seminarios
Introducción
Durante este capitulo se explicará en profundidad cómo están organizadas las clases que se usan en la 
aplicación Seminarios y como éstas clases están relacionadas entre ellas. 
Se dividirá el capítulo según las cuatro vistas que contiene la aplicación Seminarios (principal, 
seminarios pasados y futuros, información de un seminario y vista de documento adjunto) con el fin de 
explicar las clases y mostrar los diagramas UML de manera más ordenada y comprensible.
Para cada uno de los apartados explicaremos qué clases y ficheros “.xib” (fichero de configuración de la 
interfaz de usuario) componen la vista y se usan para llevar a cabo las operaciones citadas en el capítulo 
anterior (7.1). Primero, mediante un esquemático diagrama, se verá cuales son éstas clases y cómo 
éstas se organizan para seguir el patrón de diseño Modelo Vista Controlador. Seguidamente, mediante 
un diagrama UML se verá qué métodos y variables contienen cada una de éstas clases, cómo se 
organizan entre si y de qué clases heredan.
Con este capitulo empezamos a adentrarnos en la implementación a más bajo nivel de la aplicación, la 
finalidad es tener una visión general de la estructura de clases usadas, para posteriormente, en el 
capítulo de Implementación, se comprenda correctamente el código explicado, entendiendo qué clases 
lo están y porqué.
7.2.1. Vista principal 
La primera vista que trataremos es la primera que se muestra al usuario al presionar sobre la aplicación 
Seminarios, la cual  muestra un listado de los seminarios previstos para realizarse en el  día de hoy más 
un pequeño menú inferior de tipo “Tab Bar” que permite al  usuario dirigirse a los seminarios futuros o 
pasados.
Para el  correcto funcionamiento de esta vista se requieren las siguientes clases (cada una de ellas, tanto 
para esta vista como para las siguientes que trataremos, están formadas por dos archivos: el  de 
implementación con extensión “.m” y el de definición de cabeceras con extensión “.h”):
• SeminarsViewController: Clase controlador de la vista principal de la aplicación. Su función es 
conectarse al RSS proporcionado y mediante el  uso de las clases “Seminar” y “XMLSeminarsParser” 
obtener y almacenar los datos de los seminarios. Crea instancias del controlador 
“CeldaSeminarsViewController” para posteriormente mostrar los datos en la tabla.
• Seminar: Clase perteneciente al modelo. Contiene la información de un seminario concreto (títuli, 
fecha, descripción, etc.)
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• XMLSeminarsParser: Clase perteneciente al  modelo. Es usada por 
el  controlador para definir los parámetros y reglas de extracción para 
realizar el parseo del fichero XML obtenido del Feed.
• CeldaSeminarViewController: Cada una de las celdas mostrada por 
la tabla de la vista principal contiene su propia vista. Ésta clase es el 
Controlador de cada una de estas vistas.
• Reachability: Clase perteneciente al modelo, usada por el 
controlador “SeminarsViewController” para comprobar si existe algún 
tipo de conexión a la Red.
Los ficheros que contienen la definición de la interfaz de usuario:
• CeldaSeminar.xib: Contiene la definición de cómo ha de ser y 
estructurar la pequeña vista mostrada en cada una de las celdas de la 
tabla.
• Seminars.xib: Contiene la definición de cómo ha de ser y de la 
estructura que ha de tener la vista principal.
Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 7-6: MVC para la vista principal de Seminarios
Fig. 7-5: Vista principal de la 
aplicación Seminarios
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Diagrama UML
XM
LSem
inarsParser
seminarsViewController: SEminarsViewController;
unSeminario: Seminar;
dateFormat: NSDateFormatter;
hoy: NSDate;
- (XMLSeminarsParser *) initXMLParser:
(UITableViewController *)me
NSObject
...	
  {External}
<<protocol>>
NSXM
LParserDelegate
valorElementoActual: NSString
- (void)parser:(NSXMLParser *)parser didStartElement:
(NSString *)elementName namespaceURI:(NSString *)namespaceURI 
qualifiedName:(NSString *)qualifiedName attributes:
(NSDictionary *)attributeDict
- (void)parser:(NSXMLParser *)parser foundCharacters:
(NSString *)string
- (void)parser:(NSXMLParser *)parser didEndElement:(NSString 
*)elementName namespaceURI:(NSString *)namespaceURI 
qualifiedName:(NSString *)qName
Reachability
localWiFiRef: BOOL
reachabilityRef: SCNetworkReachabilityRef
+
(Reachability *) reachabilityWithHostName: (NSString *) hostName;
+
(Reachability *) reachabilityWithAddress: (const struct sockaddr_in*) hostAddress;
+
(Reachability *) reachabilityForInternetConnection;
+
(Reachability *) reachabilityForLocalWifi;
-
(BOOL) startNotifier;
-
(void) stopNotifier;
-
(NetworkStatus) currentReachabilityStatus;
-
(BOOL) connectionRequired;
Sem
inar
title: NSString
start: NSString
body: NSString
speaker: NSString
streamlink: NSString
attachfile: NSString
location: NSString
UIResponder
...	
   {External}
UIViewController
... 	
  {External}
Sem
inarsViewController
seminarios: NSMutableArray
seminariosPasados: NSMutableArray
seminariosHoy: NSMutableArray
tabBar: UITabBar (IBOutlet)
vistaAviso: UIView (IBOutlet)
otherSeminarsView: 
OtherSeminarsViewController
miTabla: UITableView (IBOutlet)
- (BOOL) comprovarSiHayRed;
<<protocol>>
UITableViewDelegate
- (NSInteger)numberOfSectionsInTableView:(UITableView *)tableView
- (NSInteger)tableView:(UITableView*)tableView numberOfRowsInSection:(NSInteger)section
- (UITableViewCell*)tableView:(UITableView*)tableView cellForRowAtIndexPath:(NSIndexPath*)indexPath
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath
UIView
... 	
  {External}
UITableViewCell
... 	
  {External}
celdaSem
inarViewController
ttulo: UILabel (IBOutlet)
fecha: UILabel (IBOutlet)
<<protocol>>
UITabBarDelegate
-(void) tabBar:(UITabBar *)tabBar didSelectItem:
(UITabBarItem *) item;
11
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7.2.2. Vista de seminarios pasados y futuros
Las clases que actúan cuando el  usuario presiona sobre un botón del  menú inferior de la vista principal 
para visualizar el listado de seminarios futuros o pasados, son las siguientes (independientemente si se 
van a visualizar futuros o pasados, las clases son las mismas):
• OtherSeminarsViewController: Clase controlador tanto de la vista de seminarios futuros como de 
pasados. Se encarga de mostrar los datos que anteriormente se han obtenido desde la vista principal y 
manejar los eventos procedentes de esta vista.
• Seminar (explicada en el punto anterior).
• CeldaSeminarViewController (explicada en el punto anterior).
Los ficheros que contienen la definición de la interfaz de usuario:
• OtherSeminars: Contiene la definición de cómo ha de ser (atributos) la tabla mostrada en esta vista.
• CeldaSeminar.xib (explicada en el punto anterior).
Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 7-7: MVC para la vista de seminarios pasados/futuros
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Diagrama UML
NSObject
...	   {External}
Reachability
localWiFiRef: BOOL
reachabilityRef: SCNetworkReachabilityRef
+ (Reachability *) reachabilityWithHostName: (NSString *) hostName;
+ (Reachability *) reachabilityWithAddress: (const struct sockaddr_in*) hostAddress;
+ (Reachability *) reachabilityForInternetConnection;
+ (Reachability *) reachabilityForLocalWifi;
- (BOOL) startNotifier;
- (void) stopNotifier;
- (NetworkStatus) currentReachabilityStatus;
- (BOOL) connectionRequired;
Seminar
title: NSString
start: NSString
body: NSString
speaker: NSString
streamlink: NSString
attachfile: NSString
location: NSString
UIResponder
...	    {External}
UIViewController
... 	   {External}
OtherSeminarsViewController
seminarios: NSMutableDictionary
vistaAviso: UIView (IBOutlet)
avisoLabel: UILabel (IBOutlet)
pasados: BOOL;
<<protocol>>
UITableViewDelegate
- (NSInteger)numberOfSectionsInTableView:(UITableView *)tableView
- (NSInteger)tableView:(UITableView*)tableView numberOfRowsInSection:(NSInteger)section
- (UITableViewCell*)tableView:(UITableView*)tableView cellForRowAtIndexPath:(NSIndexPath*)indexPath
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath
UIView
... 	   {External}
UITableViewCell
... 	   {External}
celdaSeminarViewController
titulo: UILabel (IBOutlet)
fecha: UILabel (IBOutlet)
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7.2.3. Vista de información de un seminario
Cuando el usuario selecciona uno de los seminarios (desde cualquiera de las tres vistas) se  crea y 
muestra una nueva vista con la información de éste.
Fig. 7-8: Vista de información de un seminario.
Las clases implicadas en este proceso son las siguientes:
• InfoSeminarViewController: Clase controlador de la vista. Muestra el contenido del  objeto “Seminar” 
que la vista anterior le ha pasado como parámetro. Obtiene y maneja los eventos que se produzcan en 
esta vista.
• CeldaDescripcionViewController: La sección “descripción”, cuya única celda es de tamaño más 
grande que el resto, contiene una vista especial de tipo Text View. Ésta clase es el controlado de esta 
pequeña vista.
• Seminar (explicada en el punto anterior).
Los ficheros que contienen la definición de la interfaz de usuario:
• InfoSeminar.xib: Contiene la definición y los parámetros (que se muestre en secciones, colores, etc...) 
de cómo ha de ser esta vista de tipo tabla.
• CeldaDescripción.xib: Contiene la definición y parámetros (por ejemplo, que muestre enlaces, tipo y 
tamaño de letra, etc...) de cómo ha de mostrarse esta vista de tipo Text View.
Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
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Fig. 7-9: MVC para la vista de información de un seminario
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Diagrama UML
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7.2.4. Vista de documentos adjuntos (PDFs o 
presentaciones)
Cuando el usuario se encuentra visualizando la información de uno de los 
seminarios y presiona sobre la celda que muestra el documento adjunto 
PDF o presentación, se crea una nueva vista que mostrará este 
contenido.
La clase implicada en este proceso es la siguiente:
• AttachmentsViewController: Controlador de la vista que muestra el 
contenido del PDF o presentación, que es de tipo Web View.
El fichero que contiene la definición de la interfaz de usuario:
• AttachmentView.xib: Configuración de la interfaz de usuario.
Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 7-11: MVC para la vista de información de un seminario 
Fig. 7-10: Vista que muestra el 
contenido de un PDF adjunto.
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Diagrama UML
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7.3. Implementación de la aplicación 
Seminarios
Introducción
Durante este capítulo se explicará qué clases son las encargadas de hacer las operaciones que se han 
ido describiendo a lo largo de los dos capítulos anteriores. Se explicará qué métodos de estas clases son 
los más relevantes a la hora de realizar las diferentes tareas, se mostrará el código fuente de estos 
métodos y se explicará paso a paso qué operaciones realiza cada uno de ellos y porqué.
En este capítulo se llega a detallar la aplicación Seminarios al más bajo nivel, para comprender con el 
máximo detalle y profundidad cómo se comporta la aplicación de manera interna y cual es su 
implementación para lleva a cabo todas las tareas que se realizan.
El  capítulo está dividido en las diferentes vistas que la aplicación Seminarios puede mostrar durante su 
ejecución, de manera que los puntos tratados son análogos a los puntos del capítulo anterior. Si durante 
la lectura de uno de los métodos explicados no tiene claro a qué clase pertenece, se siente desorientado 
sobre la estructura de clases tratada o simplemente desea recordarlo para una mejor comprensión, puede 
dirigirse al mismo punto del capítulo anterior para visualizar los diagramas de clases de la misma vista.
Así pues, el capítulo se dividirá en los siguientes puntos:
• 7.3.1. Vista Principal (clase “SeminarsViewController”).: En este punto se explicará el  código de los 
siguientes métodos:
I. ViewDidLoad: método encargado de inicializar la vista. En este método se descarga y parsea 
el contenido del fichero XML generado por el Feed de seminarios.
II. DidSelectRowAtIdexPath: método que se ejecuta cuando se obtiene el evento de presionar 
sobre alguna de las celdas mostradas (o seminarios). Crea una nueva vista a partir del 
controlador “InfoSeminarViewController” y la añade al  Navigation Controller para mostrarla al 
usuario.
III. DidSelectItem: método que se ejecuta cuando se obtiene el evento de presionar sobre un 
botón del  menú inferior (de tipo UITabBar). Creará una nueva vista a partir del controlador 
“OtherSeminarsViewController”, le pasará como parámetro el  listado de seminarios a mostrar y 
añadirá la nueva vista al Navigation Controller.
• 7.3.2. Vista Seminarios Pasados y Futuros (clase “OtherSeminarsViewController”).
I. CellForRowAtIdexPath: método que es llamado para cada una de las celdas que se van a 
mostrar en la vista, para inicializar cada una de ellas. Obtiene el nombre y fecha del seminario 
asociado a la celda que se está inicializando para que ésta lo muestre.
• 7.3.3. Vista de Información de un Seminario (clase “InfoSeminarViewController”).
I. CellForRowAtIdexPath: en este caso el  método (llamado para cada una de las celdas) irá 
mostrando para cada una de ellas una sección de la información del seminario. 
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II. DidSelectRowAtIdexPath: método que se ejecutará cuando se obtenga el  evento de 
seleccionar una de las celdas de información mostradas en la vista. Sólo realizará una tarea 
cuando las celdas seleccionadas sean la de documento adjunto  o la de video. En el  primer 
caso mostrará una nueva vista con el contenido de éste, el el segundo ejecutará el  reproductor 
para visualizar el video en streaming.
• 7.3.4. Vista de documentos adjuntos (PDFs o presentaciones) (clase “AttachmentsViewController”).
I. ViewDidLoad: método que es llamado al crear la vista y la inicializa. En este caso obtiene la 
URL del documento a mostrar y le indica a la vista de tipo WebView que muestre su contenido.
Frameworks Utilizados
Para la implementación de la aplicación Noticias, se ha requerido el uso de los siguientes Frameworks de 
desarrollo:
• MediaPlayer
• SystemConfiguration
• Foundation
• UIKit
MediaPlayer
El  Framework Media Player proporciona las facilidades básicas para visualizar películas, música, podcast, 
y ficheros de libros de audio. También proporciona a la aplicación acceder a la librería del iPod. Se puede 
usar para encontrar y escuchar ficheros de audio sincronizados desde la librería de iTunes del  usuario. El 
acceso a la librería del iPod es únicamente de lectura.
Cabeceras incluidas:
- MPMediaItem.h 
- MPMediaItemCollection.h
- MPMediaLibrary.h 
- MPMediaPickerController.h
- MPMediaQuery.h 
- MPMoviePlayerController.h 
- MPMoviePlayerViewController.h 
- MPMusicPlayerController.h
- MPMediaPlayback.h 
- MPMediaPlaylist.h 
- MPVolumeSettings.h 
- MPVolumeView.h
Se ha incluido este framework en la cabecera de la clase “InfoSeminarViewController” ya que, como se ha 
explicado anteriormente, desde la vista de información de un seminario se puede acceder directamente y 
visualizar el video adjunto (en el caso de que éste contenga uno).
Para más información sobre este Framework, puede encontrar en el siguiente enlace el PDF 
“MediaPlayer Framework Reference”, donde encontrará la declaración completa de las clases nombradas 
para iPhone O.S Library: http://developer.apple.com/iphone/library/documentation/MediaPlayer/Reference/
MediaPlayer_Framework/MediaPlayer_Framework.pdf
SystemConfiguration
Este Framework es usado por la clase “Reachability” para obtener ciertos datos del sistema para 
comprobar si existe algún tipo de conexión a la red. Para más información sobre este Framework, lea el 
punto de “Frameworks Utilizados” del  capítulo 7.3 “Implementación de la Aplicación Noticias”.
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Foundation y UIKit
Para más información sobre estos dos Frameworks, lea el punto de “Frameworks Utilizados” del  capítulo 
6.3 “Implementación de la Aplicación Mapas”.
7.3.1. Vista Principal
Creando la vista principal
Cuando se entra en la aplicación Seminarios, se crea una instancia de la clase controlador 
“SeminarsViewController”, y se ejecuta su método “viewDidLoad” (que, como se ha explicado en capítulos 
anteriores, es el método encargado de inicializar una nueva vista).
Veamos que operaciones se realizan en este método para inicializar la nueva vista de manera adecuada.
viewDidLoad
- (void)viewDidLoad {
     [super viewDidLoad];
! [self.vistaAviso removeFromSuperview];
! self.title = NSLocalizedString(@"Seminarios", @"Seminarios (hoy)");
!
! [UIApplication sharedApplication].networkActivityIndicatorVisible= YES;
! BOOL red = [self comprobarSiHayRed];
!    
! if (red) {
! ! NSString *paginaDeFuentes = NSLocalizedString(@"http://
! ! ! hipeac.ac.upc.edu/seminars/?q=rsslist/feed", @"RSS Seminarios 
! ! ! Europeos");
! !
! ! NSURL *url = [[NSURL alloc] initWithString:paginaDeFuentes];
! ! NSXMLParser *xmlParser = [[NSXMLParser alloc] ! ! !
! ! ! initWithContentsOfURL:url];
! !
! ! //Inicializamos nuestro parser
! ! XMLSeminarsParser *parser = [[XMLSeminarsParser alloc] 
! ! ! initXMLParser:self];
! ! [xmlParser setDelegate:parser];//delegamos
! !
! ! //Inicializamos el parseo
! ! BOOL success = [xmlParser parse];
! !
! } else {
! ! NSString *titulo_alerta = NSLocalizedString(@"No hay conexión a 
! ! ! Internet", @"Titulo Alerta: No hay conexión a Internet");
! ! NSString *mensage_alerta = NSLocalizedString(@"Conéctese a la Red si 
! ! ! desea visualizar el listado de seminarios.", @"Conéctese a la 
! ! ! Red si desea hacer búsquedas.");
! !
! ! UIAlertView *myAlert = [[UIAlertView alloc] 
! ! ! initWithTitle:titulo_alerta message:mensage_alerta 
! ! ! delegate:self cancelButtonTitle:@"Ok" otherButtonTitles:nil];
! ! [myAlert show];
! ! [myAlert release];
! !
! }
! [UIApplication sharedApplication].networkActivityIndicatorVisible= NO;!  
! NSDate *hoy = [[NSDate alloc] init];
}
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1. Después de llamar al  mismo método de la clase madre, la primera acción recae en eliminar de la vista 
principal la pequeña sub-vista llamada “vistaAviso” que se encarga de mostrar un mensaje de 
advertencia en el caso de no haber seminarios concertados para el día de hoy.
2. Indicamos el titulo de la vista (en el idioma correspondiente) y activamos el  indicador de actividad de 
red (ya que se realizará una conexión a la red para descargar los seminarios, por un tiempo 
indefinido).
3. Se llama al   método propio “comprobarSiHayRed”, el cual  mediante la clase “Reachability”y sus 
métodos determinará si existe algún tipo de conexión.
4. En el caso de no haber ningún tipo de conexión se mostrará una alerta al  usuario informándole de tal 
efecto, en el idioma correspondiente.
5. En el caso de haber red, se obtendrá la URL del Feed de seminarios adecuado al idioma.
6. Se creará una instancia de la clase NSXMLParser a la que se le pasará como parámetro la URL 
obtenida.
7. Se creará una instancia de nuestra clase  “XMLSeminarsParser”. 
8. Delegamos: indicamos al objeto de “NSXMLParser” que las “normas” a seguir están indicadas en el 
objeto de “XMLParser”.
9. Parseamos: llamamos al método “parse” del objeto “NSXMLParser”. Al terminar, tendremos los datos 
de los seminarios almacenados en las tres variables globales de tipo NSMutableArray: “seminarios”, 
“seminariosPasados” y “seminariosHoy”.
! !
Ya que la vista es de tipo tabla (UITableView), en el momento en que el método “viewDidLoad” se finaliza 
se ejecuta (como se ha explicado en capítulos anteriores), para cada una de las celdas mostradas por la 
tabla, el método “cellForRowAtIdexPath” perteneciente al protocolo UITableViewDelegate el cual  sigue la 
clase “SeminarsViewController”. Éste método obtendrá de la variable global “seminariosHoy” cada uno de 
los seminarios y mostrará el  título y fecha de cada uno de ellos en cada una de las celdas mostradas (de 
manera muy similar a los métodos “cellforRowAtIdexPath” explicados en los capítulos anteriores).
Una vez ejecutados estos métodos, se mostrará la vista al usuario con los datos adecuados.
Obtención de eventos
didSelectRowAtIndexPath
El  controlador “SeminarsViewController” obtendrá el evento de presionar sobre uno de los seminarios de 
la vista principal. El  método encargado será “didSelectRowAtIdexPath”, perteneciente al  protocolo 
“UITableViewDelegate”.
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- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
!
! NSUInteger fila = [indexPath row];
!
! Seminar *unSeminario = [seminariosHoy objectAtIndex:fila];
!
! InfoSeminarViewController *infoSeminarioView = [[InfoSeminarViewController 
! ! alloc] initWithNibName:@"InfoEvento" bundle:nil];
! infoSeminarioView.esteSeminario = unSeminario;
!
! UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
! [delegate.navController pushViewController:infoSeminarioView animated:YES];
! [infoSeminarioView release];
}
1. El  método obtendrá primero la fila que ha sido seleccionada, proporcionada por la variable pasada 
como parámetro “indexPath”.
2. Una vez se sabe qué fila se ha seleccionado se obtiene el objeto que ocupa la misma posición en el 
array “seminariosHoy” (ya que se ha seguido este orden al mostrarlos).
3. Se crea una instancia de la clase controlador de la vista que muestra la información de un seminario 
en concreto “InfoSeminarViewController” indicando que se inicie con el  fichero InfoEvento.xib (que 
contiene la información de la interfaz).
4. Se le pasa al nuevo controlador el seminario seleccionado.
5. Se añade la nueva vista al Control de Navegación.
En este momento se le muestra al usuario la nueva vista con la información del seminario seleccionado 
(se pasaría al punto 7.3.3 de este capítulo).
didSelectItem
Desde la vista principal el usuario también puede hacer clic sobre los botones del menú inferior (de tipo 
“UITabBar”) para visualizar los seminarios futuros o pasados. El  método que se ejecuta al  obtener este 
evento es “didSelectedItem” del protocolo “UITabBarDelegate”.
El código de este método es el siguiente:
- (void)tabBar:(UITabBar *)tabBar didSelectItem:(UITabBarItem *)item{
! otherSeminarsView = [[OtherSeminarsViewController alloc] 
initWithNibName:@"OtherSeminars" bundle:nil];
! UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
! switch ([item tag]) {
! ! case 2: //Pasados
! ! ! otherSeminarsView.seminars = seminariosPasados;
! ! ! otherSeminarsView.pasados = YES;
! ! ! [delegate.navController pushViewController:otherSeminarsView 
! ! ! ! animated:YES];
! ! ! break;
! ! case 3: //Futuros
! ! ! otherSeminarsView.seminars = [self seminarios];
! ! ! otherSeminarsView.pasados = NO;
! ! ! [delegate.navController pushViewController:otherSeminarsView 
! ! ! ! animated:YES];!!
! ! ! break;
! ! !
! ! default:
! ! ! break;
! ! !
! }
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1. Se crea una instancia del controlador de la vista que muestra tanto los seminarios pasados como los 
futuros “OtherSeminarsViewController” indicando que se inicie con el fichero “OtherSemianrs.xib”.
2. Dependiendo del atributo “tag” del botón presionado, sabremos si ha presionado sobre “futuros” o 
sobre “pasados”.
3. Dependiendo del botón presionado, se guardará en la variable “seminars” de la nueva vista el array 
correspondiente, y la variable “pasados” de ésta se inicializará a verdadero (si ha presionado sobre 
“pasados”) o a falso.
4. Se añadirá la nueva vista al Control de Navegación.
En ese momento se mostrará al usuario la nueva vista con el  listado de seminarios que ha seleccionado 
(se pasaría pues al punto siguiente: 7.3.2).
7.3.2. Vista de Seminarios pasados y futuros
Creando la vista
El  método “viewDidLoad” que inicializa la vista, simplemente crea un nombre (en el idioma de 
configuración) para la vista, y dependiendo si hay seminarios para mostrar, mostrará o no la sub-vista que 
advierte de que no hay seminarios programados. Una vez aquí, como ya se ha comentado anteriormente, 
se llamará al método “cellforRowAtindexPath” para cada una de las celdas a mostrar. 
cellForRowAtIdexPath
1. Se crea una instancia de la clase controlador “CeldaSeminarViewController”.
2. Si  hay seminarios a mostrar, obtenemos el  número de la fila que se está inicializando. Obtenemos de 
la lista de seminarios a mostrar, el seminario que ocupa la misma posición.
3. Indicamos a la celda creada que el label “título” será el título de este seminario, que el label  “fecha” 
será la fecha de este seminario y que el “accesoryButton” será de tipo “DetailDisclosureButton”.
- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath 
*)indexPath {
    static NSString *CellIdentifier = @"Cell";
    CeldaSeminarViewController *cell = (CeldaSeminarViewController *)[tableView 
! ! dequeueReusableCellWithIdentifier:CellIdentifier];
    if (cell == nil) {
! ! NSArray *nib = [[NSBundle mainBundle] loadNibNamed:@"CeldaSeminar" 
! ! ! owner:self options:nil];
! ! cell = [nib objectAtIndex:0];
    }
    if ([seminars count]>0){
! ! NSUInteger fila = [indexPath row];
! ! Seminar *selectedSeminar = [self.seminars objectAtIndex:fila];
! ! cell.titulo.text = [selectedSeminar title];
! ! cell.fecha.text = [selectedSeminar start];
! ! cell.accessoryType = UITableViewCellAccessoryDetailDisclosureButton;
! }
    return cell;
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Obtención de eventos
El método que obtendrá el evento de seleccionar uno de los seminarios de la tabla será 
“didSelectRowAtIdexPath”, el  cual  se comportará de manera exacta al mismo método del punto anterior 
7.3.1.
7.3.3. Vista de información de un seminario
Creando la vista
En este caso, ya que no se necesita ningún tipo de inicialización previa, el método “viewDidLoad” no hará 
falta que se ejecute.
En cambio, la vista es de tipo tabla (dividida en secciones) por lo que para cada una de las celdas que se 
vayan a mostrar sí se ejecutará el método “cellForRowAtIdexPath”.
cellForRowAtIdexPath
- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
    
    static NSString *CellIdentifier = @"Cell";
    
    // Set up the cell...
! NSUInteger seccion = [indexPath section];
!
! CeldaDescripcionViewController *celldos = (CeldaDescripcionViewController *)
! ! [tableView dequeueReusableCellWithIdentifier:@"CeldaDescrip"];
!
! if (celldos == nil) {
! ! NSArray *nib = [[NSBundle mainBundle] loadNibNamed:@"CeldaDescripcion" 
! ! ! owner:self options:nil];
! ! celldos = [nib objectAtIndex:0];
! }
!
! UITableViewCell *cell = [tableView 
! ! dequeueReusableCellWithIdentifier:CellIdentifier];
!
! if (cell == nil) {
! ! cell = [[[UITableViewCell alloc] 
! ! ! initWithStyle:UITableViewCellStyleDefault 
! ! ! reuseIdentifier:CellIdentifier] autorelease];
! }
!
! switch (seccion) {
! ! case 0:
! ! ! if ([esteSeminario title] != NULL){
! ! ! ! cell.text = [self.esteSeminario title];
! ! ! } else {
! ! ! ! cell.text = @"---";
! ! ! } break;
! ! case 1:
! ! ! if ([esteSeminario start] != NULL){
! ! ! ! cell.text = [esteSeminario start];
! ! ! } else {
! ! ! ! cell.text = @"---";
! ! ! } break;
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! ! case 2:
! ! ! if ([esteSeminario body] != NULL){
! ! ! ! [[celldos descripcion] setText:[esteSeminario body]];
! ! ! } break;
! ! case 3:
! ! ! if ([esteSeminario speaker] != NULL){
! ! ! ! cell.text = [esteSeminario speaker];
! ! ! } else {
! ! ! ! cell.text = @"---";
! ! ! } break; 
! ! case 4:
! ! ! if ([esteSeminario location] != NULL){
! ! ! ! cell.text = [esteSeminario location];
! ! ! } else {
! ! ! ! cell.text = @"---";
! ! ! } break;! !
! ! case 5:
! ! ! if (![[esteSeminario attachfile] isEqualToString:@""]){
! ! ! ! cell.text = [[esteSeminario attachfile]
! ! ! ! ! lastPathComponent];
! ! ! } else {
! ! ! ! cell.text = @"---";
! ! ! } break;
! ! case 6: 
! ! ! if ([esteSeminario streamlink] != NULL){
! ! ! ! cell.text = [[esteSeminario streamlink] 
! ! ! ! ! lastPathComponent];
! ! ! } else {
! ! ! ! cell.text = @"---";
1. Se obtendrá la sección a la que pertenece la celda a inicializar (mostraremos una celda por sección).
2. Se creará una instancia del controlador “CeldaDescripciónViewController”. Controlador únicamente de 
la celda que mostrará la descripción del seminario, ya que ésta no será de tipo estándar.
3. Se creará una instancia de celta (“UITableViewCell”) estándar.
4. Dependiendo de la sección en que nos encontremos, indicaremos a la celda que muestre un dato u 
otro del seminario en cuestión (objeto “esteSeminario”).
5. Retornaremos la celda “cell” en todos los casos, menos en el caso de la sección 2 que corresponde 
con la sección de la descripción del seminario, que retornaremos la celda “celldos”.
Obtención de eventos
Cuando el  usuario selecciona una de las celdas, se ejecutará el método “didSelecRowAtIndexPath”, pero 
éste sólo ejecutará una acción en el caso de ser la celda de “video” o “documento adjunto”.
didSelectRowAtIdexPath
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1. Se activa el control de actividad de  Red.
2. Se comprueba qué sección ha sido seleccionada.
3. En el  caso de ser la sección 5 (documento adjunto) se crea una instancia del controlador 
“AttachmentsViewController”, al cual  se le pasará como parámetro la dirección URL al documento 
adjunto. Se añadirá la nueva vista al control de Navegación (se pasaría al punto siguiente: 7.3.4).
4. En el caso de ser la sección 6 (video) se obtendrá la URL al video y mediante una llamada al método 
“playMovieAtURL” pasando como parámetro dicha URL, se visualizará el video dentro de la misma 
aplicación.
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)
indexPath {
! [UIApplication sharedApplication].networkActivityIndicatorVisible = YES;
! if ([indexPath section] == 5){
! ! AttachmentsViewController *pdfview = [[AttachmentsViewController 
! ! ! alloc] initWithNibName:@"AttachmentView" bundle:nil];
! ! pdfview.pathAttachment = [[NSString alloc] initWithString:
! ! ! [esteSeminario attachfile]];
! ! UPCAppDelegate *delegate = [[UIApplication sharedApplication] 
! ! ! delegate];
! ! [delegate.navController pushViewController:pdfview animated:YES];
! ! [pdfview release];
! }
! else if ([indexPath section] == 6){
! ! NSURL *pathVideo = [[NSURL alloc] initWithString:[esteSeminario 
! ! ! streamlink]];!
! ! [self playMovieAtURL:pathVideo];
! }
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7.3.4. Vista de documentos adjuntos (PDFs o 
presentaciones)
Creando la vista
El  método que inicializará esta vista (que contiene una sub-vista integrada de tipo “UIWebView”) desde el 
controlador “AttachmentsViewController” es sencillo: se obtiene la URL al documento adjunto que se 
desea mostrar y se indica a la sub-vista “webView” que muestre el contenido de ésta (a parte de activar y 
desactivar el control de actividad de red).
viewDidLoad
- (void)viewDidLoad {
! [super viewDidLoad];
! [UIApplication sharedApplication].networkActivityIndicatorVisible= YES;
! NSURL *nsurlAweb = [[NSURL alloc] initWithString:pathAttachment];
! NSURLRequest *requestAInternet = [NSURLRequest requestWithURL:nsurlAweb];
! [webView loadRequest:requestAInternet];
! [UIApplication sharedApplication].networkActivityIndicatorVisible= NO;
}
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8. Aplicación Eventos
La aplicación Eventos va a permitir al  usuario de iUPC ver de manera rápida los eventos publicados por la 
Universidad y toda su información asociada. Simplemente con presionar sobre el  botón “Eventos” del 
menú principal  de iUPC, se mostrará al usuario el listado de eventos programados para el  día de hoy y 
desde esta misma pantalla usuario podrá acceder a los eventos que se han realizado en el  pasado y a los 
que se van a realizar a partir del día siguiente. El usuario podrá seleccionar cualquiera de los eventos 
mostrados para acceder a su información asociada: título, descripción, organizador, lugar y fecha (para 
más información sobre las funcionalidades de la aplicación Seminarios, lea el capítulo 2.4).
Durante este capítulo se detallara con profundidad el funcionamiento interno de las operaciones 
realizadas por la aplicación Eventos para llevar a cabo sus funcionalidades. 
En este caso, dado que el funcionamiento de las vistas de la aplicación, como la estructura del fichero 
XML a parsear, com o las vistas que muestran el contenido de un evento es exactamente la mismo que 
en el caso de la aplicación Seminarios, para la implementación de Eventos se ha usado exactamente el 
mismo código que se ha implementado para la primera. Así pues los capítulos de “Estructura y 
Organización” e “Implementación” de este capítulo son exactamente los mismos descritos por los 
capítulos 7.2 y 7.3 de la aplicación Seminarios.
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8.1. Diseño y realización de la aplicación 
Eventos
Introducción 
El  contenido de este capítulo tiene como finalidad introducir al  lector a un primer contacto con los 
procesos que se llevan a cabo en la aplicación Eventos para que éste realice sus tareas o operaciones y 
las decisiones de diseño que se han tomado para que éstas sean así. Es decir, en este capítulo se verá el 
“cómo” y el  “porqué” de la aplicación Eventos. Es recomendable haber leído con anterioridad el  capítulo 
2.4, donde se explican las funcionalidades de la aplicación Seminarios (lo que sería el “qué”).
El capítulo se divide en dos puntos: 
8.1.1. Obtención de datos: Se detallará cómo la aplicación obtiene los listados y datos de cada uno de 
los seminarios y de dónde los extrae, además de explicar las razones por las que se ha decidido hacerlo 
de ésta manera. También se detallaran las pautas a seguir por aquellas entidades que deseen publicar 
sus seminarios en iUPC.
8.1.2. Mostrando el listado de eventos y la información de un evento: Se explicará en alto nivel como 
se comporta la aplicación para mostrar los listados de seminarios una vez se han obtenido los datos. 
También se detallará cómo se obtienen los datos de un seminario y cómo estos datos se muestran en la 
nueva vista y los motivos que han llevado a que los datos se obtengan y muestren por separado.
8.1.1. Obtención de datos
Cuando el  usuario ejecuta la aplicación Eventos, la primera acción que realiza el programa es conectarse 
al  servidor feeds.ac.upc.edu/iUPC y descargar el fichero XML “events.xml”, el  cual  contiene el listado de 
eventos junto con su información asociada de los eventos que actualmente están publicados en la RSS 
de la agenda UPC.
Una vez descargado el fichero, se parsea para extraer y almacenar la información de los eventos en la 
estructura de datos conveniente dependiendo si el  evento ya ha ocurrido (en pasados), si  está previsto 
que ocurra en el día de hoy o pasadas las 00:00 de el  día siguiente (futuros). Para hacer esta división de 
eventos en tres grupos, se comparará la fecha de hoy (fecha en la que el dispositivo esté configurada 
como tal) con la fecha de inicio del evento.
Estructura del XML 
La estructura del fichero XML o RSS leído ha de ser la misma a la que se ha explicado en el punto 7.1.1. 
“Obtención de datos” de la aplicación Seminarios.
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Decisiones de Diseño
Desde un principio se quiso que los Eventos se obtuvieran desde una o varias RSS de eventos 
publicadas por la misma UPC o diferentes unidades, tal  y como se ha hecho con Noticias. Existen 
actualmente muchas RSS de este tipo, pero no son útiles para ser mostradas por la aplicación Eventos 
(de una manera que sea adecuada y realmente aporte una mejora a la experiencia del usuario). Las 
razones son varias: en primero lugar los eventos publicados por la RSS de todas las fuentes que se han 
consultado (que han sido las agendas de UPC, Univers, Universia, UPC School y todas las de los 
Departamentos pertenecientes a la Facultad de Informática) no están ordenados por fecha del evento, 
sino por fecha de publicación, en la información de cada uno de los eventos no se indica el  lugar ni  el 
organizador (ni  siquiera en la descripción del  evento) y lo que es más importante: no se indica la fecha del 
evento en ninguno de los tags.
Sin la fecha del  evento no es posible dividir entre los eventos pasados, los programados para hoy y los 
futuros, y no pueden ser ordenados por la fecha de realización de éste. Es decir, simplemente se podrían 
listar los eventos, los cuales saldrían desordenados y pasados y futuros todos en un mismo listado, sin 
saber el lugar ni la hora de realización, la cual cosa no tiene sentido.
Me puse en contacto con el administrador de la página Web del  Departamento AC para explicarle mi 
problema y si  sería posible añadir estos campos (o únicamente el  de la fecha del  evento) en la RSS de la 
página de eventos, incluso tuve una reunión personal con él, en la que me dijo que no habría ningún 
problema. Pero por alguna razón no se llevó a cabo y después de varios emails (por mi parte, por la parte 
de Salvador, ya que también utilizaría dicha RSS y por la parte de nuestro tutor Nacho), no se obtuvo 
respuesta alguna.
Por esa razón y ya que la fecha de entrega del proyecto se hace inminente, se decidió acceder a la RSS 
de la agenda publicada por la UPC (http://www.upc.edu/agenda) y obtener el  fichero que ésta genera. 
Agregarle a este fichero los tags que faltarían para el correcto funcionamiento, modificándolo levemente. 
El  XML resultante seguía el mismo patrón que el generado por la RSS de seminarios de HiPEAC, por lo 
que sabemos que cuando sea posible en un futuro, se podrían añadir estos campos sin problema a la 
RSS. Sobretodo a la RSS del departamento de AC, ya que en la reunión con el administrador comprobé 
que usaba el gestor de contenidos Drupal, igual que HiPEAC.
8.1.2. Mostrando el listado de eventos y la 
información de un evento
Para saber el procedimiento y las decisiones de diseño tomadas para mostrar el listado de eventos, 
puede leer el punto 7.1.2 de la aplicación Seminarios, ya que éstos son los mismos.
De la misma manera, para saber el  procedimiento y las decisiones tomadas para mostrar  la información 
de un evento puede leer el punto 7.1.3 de la aplicación Seminarios, en este caso pero, tenga en cuenta 
que el  “Nombre del ponente” es el  nombre de el “Realizador” del evento, y no se muestran documentos 
adjuntos.
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9.Aplicación Directorio
La aplicación Directorio va a permitir al usuario de iUPC acceder de manera rápida y directa al  los 
contactos de el  directorio de la UPC. El usuario podrá escoger de qué Unidad Universitaria visualizar el 
directorio y una vez dentro puede buscar un contacto concreto mediante la búsqueda o el  índice lateral. Al 
seleccionar uno de los contactos, podrá realizar directamente una llamada, enviar un email, un SMS o 
almacenarlo en la propia agenda del usuario. 
Para más información sobre las funcionalidades de la aplicación Directorio, lea el capítulo 2.5.
Durante este capítulo se detallara con profundidad el funcionamiento interno de las operaciones 
realizadas por la aplicación Directorio para llevar a cabo sus funcionalidades. El capítulo está divido en las 
tres secciones o sub-capítulos: “Diseño y realización”, “Estructura y organización” y “Implementación”, 
cada uno de ellos profundizará un paso más en la aplicación Directorio, empezando por explicar en alto 
nivel cómo se realizan las tareas y que decisiones se han tomado, y terminar explicando con detalle el 
código fuente de la implementación.
9.1. Diseño y Realización de la aplicación 
Directorio
Introducción
Este apartado se dividirá y tratará por separado cada una de las tareas que la aplicación Directorio realiza 
para poder llevar a cabo todas sus funcionalidades. Se explicarán y analizarán en profundidad cada una 
de estas tareas, explicando detalladamente, en alto nivel y paso a paso el funcionamiento e 
implementación interna de la aplicación para llevar a cabo cada una de ellas.
Para cada una de las tareas también se explicarán qué decisiones de diseño se han decidido tomar para 
llegar a la implementación que se ha descrito, porqué se han tomado, y como se ha llegado a esa 
decisión después de contemplar otras posibilidades de implementación.
Los puntos (o tareas) en las que se divide el apartado son los siguientes:
9.1.1. Vista principal (listado de unidades)
9.1.2. Contactos de una Unidad 
9.1.3. Búsqueda de un Contacto
9.1.4. Mostrando información de un Contacto
9.1.1. Vista principal (listado de unidades)
Cuando el usuario accede a la aplicación Directorio desde el menú principal  se le muestra el  listado de 
unidades en las que se agrupan los contactos de la UPC. 
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Para ello, la aplicación accede a el  fichero de tipo “Property List” (almacenado en el  mismo directorio que 
el  ejecutable de iUPC) llamado “UnitsList.plist”. Este fichero contiene para cada una de las unidades, el 
nombre de ésta y el  nombre del  fichero que contiene sus datos. Así pues la aplicación accederá al  fichero, 
obtendrá los datos y mostrará los nombres de cada una de ellas en forma de tabla.
Decisiones de Diseño
Obtención de Datos
La intención inicial  de crear esta aplicación en la aplicación era que éste mostrara toda la información que 
proporciona el  Directorio de la UPC. Por ello se investigó para averiguar qué departamento o sección de 
la Universisdad se encargaba de mantener dicho Directorio actualizado (y por lo tanto, nos podría 
proporcionar los datos necesarios). Se averiguó que el  encargado de mantener dicho directorio era 
UPCnet, así que se intentó contactar con ellos en repetidas ocasiones. La intención era realizar una 
reunión donde explicaran qué posibilidades me podrían ofrecer para poder acceder de alguna manera al 
directorio, o obtener  periódicamente un listado de éste. Pero esta reunión no se realizó ya que no se 
obtuvo ninguna respuesta.
Paralelamente a ello, se llevaba a cabo la implementación de la aplicación, por lo que llegó el momento 
de añadir contactos al directorio. La solución temporal  fue rellenar el  documento “directoryNames.plist” a 
mano, con los datos de algunas de las personas pertenecientes al  departamento de “Arquitectura de 
Computadors” de la Universidad.
Posteriormente, Salvador Gironés (un alumno de la FIB que también está realizando su proyecto final de 
carrera), se creó un script en Python que, mediante consultas reiteradas a la página web del directorio de 
UPC, conseguía extraer (después de aproximadamente 40 minutos), un documento XML con la 
información de todos los contactos del directorio (de todas las unidades). Salvador se ofreció a dejarme 
usar dicho fichero XML para incorporarlo a mi  aplicación. Así pues se dividió el archivo en las diferentes 
unidades para poder mostrarlas por separado (ya que sino se mostrarían por pantalla miles de contactos 
y “desordenados” cosa que confundiría seriamente al usuario).
Seguidamente se realizó un script que pasara dichos ficheros a un formato compatible con la aplicación 
que ya se había programado y con todas las posibilidades que ésta ofrecía (se requería agrupar los 
nombres según las letras del abecedario a la que “pertenecían”), y además que pasara estos ficheros a 
formato “property list”.
Todos los ficheros se decidió que se almacenarían en memoria del dispositivo, ya que, en primera 
instancia, la memoria ocupada por el  directorio completo no es demasiada (no llega a un MegaByte), no 
se suele actualizar demasiado a menudo, por lo que no tendría sentido descargarlo de la red cada vez 
que el  usuario quisiera buscar un contacto, además de que de esta manera, se puede acceder al 
directorio sin necesidad de conexión a la Red.
Fichero de Datos
A partir de la experiencia adquirida hasta el momento de la implementación, se dedujo que la mejor 
manera de almacenar y acceder a un listado de información estructurada es mediante un listado de tipo 
“Property List”. Usando este tipo de ficheros, serializar objetos de tipo “Diccionario” o “Array” y crearlos de 
nuevo a partir de éste, se convierte en una tarea realmente sencilla (siempre y cuando los objetos que 
contengan sean serializables). En nuestro caso queremos almacenar un diccionario (donde la clave es el 
nombre de la unidad y los datos el  nombre del fichero que contiene los contactos de ésta) y un diccionario 
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         176
(donde la clave es la letra del abecedario y los datos un array de arrays de strings) para cada una de las 
unidades. Es decir: todo serializable, el uso de éste tipo de fichero se convierte si mas no, en obligatorio.
Posibles ampliaciones Futuras
Una ampliación que sería prácticamente obligatoria realizar en un futuro cercano sería la implementación 
de las actualizaciones del  directorio. Se podría realizar de varias maneras: que el usuario indique cuando 
y qué unidades actualizar, o de manera transparente al usuario mediante la programación de un 
webService que “avise” a iUPC cuando una de las unidades haya sido actualizada y se descargue 
automáticamente los ficheros indicados.
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9.1.2. Contactos de una Unidad
Cuando el usuario selecciona una de las unidades desde la vista principal  del Directorio, se le muestra 
una nueva vista con el  listado de contactos pertenecientes a esta agrupados por orden alfabético, más 
una barra superior que permite al usuario hacer búsquedas de contactos concretos.
Para mostrar el listado de contactos se ha usado una vista de 
tipo “Tabla” agrupada en secciones, cada una de ellas 
corresponde a una letra del alfabético.
La aplicación accede al  fichero correspondiente a la unidad 
seleccionada que le “ha indicado” el fichero “UnitsList.plist”
Dicho fichero está organizado en forma similar a un diccionario: 
para cada una de las letras del abecedario contiene un listado 
de objetos “contacto”. El listado de cada una de las letras 
contendrá aquellos contactos cuya primera letra del nombre (en 
este caso) comience por ésta. Cada objeto “contacto” contendrá 
aquella información referente a una persona (nombre, apellidos, 
cargo, departamento, email, teléfono, lugar de trabajo y página 
web personal).
Para obtener el  listado de contactos a mostrar en la pantalla 
principal, la aplicación accede a éste fichero obteniendo los 
datos y los guardándolos en una variable de tipo “Diccionario”. 
La vista accederá a esta variable y mostrará los datos por 
pantalla, agrupando los contactos en secciones (letras del 
abecedario).
Decisiones de Diseño
Desde un principio se observó que la realización del Directorio 
debería estar estructurado y tener una interfaz de usuario lo más similar posible al la aplicación 
“Contactos” que provee el  iPhone O.S. Por esta razón se decidió agrupar a los contactos según las letras 
del abecedario, y que la tabla mostrara las secciones de la misma manera. También por el mismo motivo 
se hizo que se mostrara la columna de la derecha con el  listado de letras (que poseen algún contacto) y 
se se implementó una búsqueda dinámica de contactos. De ésta manera nuestra aplicación “Directorio” 
se mostraría al usuario con una interfaz exacta a la de la aplicación “Contactos” con la que estarán muy 
familiarizados.
Fig. 9-1: Vista principal del Directorio
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9.1.3. Búsqueda de un Contacto
El usuario dispone de una barra de búsqueda en la parte 
superior de la vista, la cual  permite realizar búsquedas 
dinámicas, es decir, para cada letra que el  usuario escribe se 
eliminan del listado aquellos contactos que no coinciden con el 
texto introducido.
También se ha dispuesto, en forma de columna estática en la 
parte derecha de la vista, un listado con aquellas letras del 
abecedario que tengan algún contacto asociado, de manera que 
el  usuario pueda presionar sobre ellas para dirigirse de manera 
instantánea a los contactos cuyo nombre comience por la letra 
escogida.
Decisiones de Diseño
Se decidió implementar la búsqueda dinámica, la columna 
estática con el  listado de letras “disponibles” y dividir los usuarios 
en secciones, ya que se quiso que el usuario se sintiera lo más 
familiarizado posible con la aplicación de “Directorio”. Por esta 
razón se implementó con exactamente las mismas 
funcionalidades e interfaz que la aplicación “Contactos” de 
iPhone O.S.
Fig. 9-2: Búsqueda de un contacto que 
contenga letras “Alex”.
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9.1.4. Mostrando información de un Contacto
Para mostrar la información de un contacto se utilizará la misma vista que se usa la aplicación 
“Contactos” de iPhone O.S para ello. Esta vista permite mostrar una gran cantidad de información e 
utilizarla aprovechando así todos los recursos que proporciona el dispositivo: como realizar llamadas, 
enviar emails, enviar SMS, visitar la página web personal, etc. Sobre la vista y sus métodos se dará más 
información en el siguiente capítulo (Implementación).
Fig. 9-3: Vista de información de contacto.
Decisiones de Diseño
Se decidió usar ésta vista (proporcionada por el  Framework “AddressBookUI”), aún siendo su uso más 
complicado que el de una vista normal, por varias razones: proporciona al usuario una sensación de 
familiaridad, ya que es la misma vista que se muestra en la propia agenda personal  de usuario; pero 
sobretodo, porque usando este tipo de vista específico podríamos aprovechar todas las posibilidades que 
el  dispositivo ofrece, como realizar llamadas o enviar mensajes SMS, así como añadir a dicho contacto en 
la agenda personal del  usuario (aplicación “Contactos”). Usando un tipo de vista estándar, éstas acciones 
tan importantes no podrían haberse llevado a cabo.
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9.2. Estructura y Organización de la 
aplicación Directorio
Introducción 
Durante este capitulo se explicará en profundidad cómo están organizadas las clases que se usan en la 
aplicación Directorio y como éstas clases están relacionadas entre ellas. 
En el primer punto se explicará qué clase es la encargada de mostrar el listado de unidades, y en el 
segundo punto se detallarán las clases encargadas de mostrar un directorio en concreto, primero 
mediante un esquemático diagrama, se verá cuales son éstas clases y cómo éstas se organizan para 
seguir el patrón de diseño Modelo Vista Controlador, seguidamente mediante un diagrama UML se verá 
qué métodos y variables contienen cada una de éstas clases, cómo se organizan entre si  y de qué 
clases heredan.
Con este capitulo empezamos a adentrarnos en la implementación a más bajo nivel de la aplicación, la 
finalidad es tener una visión general de la estructura de clases usadas, para posteriormente, en el 
capítulo de Implementación, se comprenda correctamente el código explicado, entendiendo qué clases 
lo están y porqué.
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9.2.1. Vista principal
Clases y Ficheros de Interfaz Usados
· DirectorioPrincipalViewController: Clase controlador de la vista principal de la aplicación Directorio, que 
muestra el listado de unidades de la UPC. Se encarga de acceder al fichero, obtener y mostrar los datos. No 
requiere de modelo ni de vista (ya que muestra una vista tabla estándar).
9.2.2. Listado de contactos
Clases y Ficheros de Interfaz Usados
· DirectorioViewController: Clase controlador de la vista que muestra el listado de contactos de una 
unidad. Se encarga de obtener los datos de los contactos a mostrar en la tabla, manejar las búsquedas, 
crear las vistas de información de un contacto en concreto y manejar los diferentes eventos que se puedan 
crear en la vista.
· NSDictionary-MutableDeepCopia: Clase de tipo “categoría” de la clase “NSDictionari” (en el  capitulo de 
implementación se detallará este concepto). Contiene un método que permitirá hacer copias completas del 
Diccionario que contiene los datos de los contactos.
· Directorio.xib: Definición de la vista principal de la aplicación. Contiene una vista de tipo tabla y una barra 
de búsqueda en la parte superior.
Patrón MVC
Las clases que se han comentado en el punto anterior, se organizan de la siguiente manera cumpliendo así 
con el patrón de diseño Modelo-Vista-Controlador:
Fig. 9-4: Esquema de clases implementadas en la aplicación Directorio, siguiendo el patrón MVC.
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9.3. Implementación de la aplicación 
Directorio
Introducción
Durante este capítulo se explicará qué métodos son los más relevantes a la hora de llevar a cabo todas 
las funcionalidades que se ha descrito en los capítulos anteriores. Se mostrará el  código fuente de estos 
métodos y se explicará paso a paso qué operaciones realiza cada uno de ellos y porqué.
En este capítulo se llega a detallar la aplicación Directorio al más bajo nivel, para comprender con el 
máximo detalle y profundidad cómo se comporta la aplicación de manera interna para lleva a cabo todas 
las tareas que se realizan.
En este caso el capítulo está dividido en las operaciones más relevantes que la aplicación Mapas realiza. 
Todos los métodos son ejecutados desde el controlador de la vista que muestra el listado de contactos 
“DirectorioViewController” (exceptuando el primer punto 8.3.1).
9.3.1. Inicializar Vista Principal: se mostrará el  código de los métodos que inicializan esta vista principal 
mostrando el listado de unidades de la Universidad: “viewDidLoad” y “cellForRowAtIdexPath”, ejecutados 
por el controlador “DirectorioPrincipalViewController”.
9.3.2. Mostrar contactos de una unidad: se mostrará el  código fuente de los métodos: “viewDidLoad”, 
encargado de inicializar la vista; “cellForRowAtIdexPath” encargado de inicializar el contenido de cada 
una de las celdas mostradas por la tabla de la vista principal  y “sectionIndexTitlesForTableView” 
encargada de crear el indice mostrado a la derecha de la vista.
9.3.3. Seleccionar y mostrar información de un contacto: se mostrará el código de la función 
“didSelectRowAtIndexPath”, la cual gestiona el evento de seleccionar una de las celdas de la tabla 
mostrada. Éste método se encargara de crear una nueva vista “Contacto”, facilitarle los datos adecuados, 
y mostrarla.
9.3.4. Búsqueda de un contacto: se mostrará el  código de las cinco funciones implicadas en el  proceso 
de búsqueda de un contacto, tres de ellas pertenecientes al protocolo “UISearchButtonDelegate”: 
“searchBarButtonClicked” que se ejecuta cuando se presiona sobre el botón “Buscar” del teclado; 
“textDidChange” que se ejecuta cuando el texto de la barra de búsqueda ha sufrido un cambio; 
“searchCancelButtonClicked” que se ejecuta cuando se presiona sobre el botón “Cancelar” de dicha 
barra. Más dos funciones propias: “resetSearch” resetea la de búsqueda cuando es necesario y 
“handleSearchForItem” método que realiza la búsqueda del contacto propiamente.
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Frameworks Utilizados
Para la implementación de la aplicación Directorio, se ha requerido el uso de los siguientes Frameworks 
de desarrollo:
- AddressBook
- AddressBookUI
- Foundation
- UIKit
AddressBook
El  Framework “AddressBook” proporciona un conjunto de clases que permiten acceder a una base de 
datos centralizada de contactos, llamada “Address Book database” la cual  almacena la información de 
todos contactos del  usuario (otras aplicaciones, como por ejemplo Mail o Text también acceden a esta 
base de datos para mostrar información de personas).
Localización: /System/Library/Frameworks/AddressBook.framework
Cabeceras incluídas:
ABAddressBook.h 
ABGroup.h 
ABMultiValue.h 
ABPerson.h 
ABRecord.h 
La importación del  Framework se ha realizado en la clase controlador “DirectorioViewController” ya que 
desde éste se hace uso de las clases “ABMultiValue”, “ABPerson” y “ABRecord” como se verá en los 
siguientes puntos.
Para más información sobre este Framework, puede encontrar en el siguiente enlace el PDF 
“AddressBook Framework Reference”, donde encontrará la declaración completa de las clases 
nombradas para iPhone O.S Library: http://developer.apple.com/iphone/library/documentation/
AddressBook/Reference/AddressBook_iPhoneOS_Framework/AddressBook_iPhoneOS_Framework.pdf
AddressBookUI
El  Framework “AddressBookUI” proporciona un conjunto de controladores que facilitan la creación de 
vistas para mostrar, editar, seleccionar y crear “records” (contactos) nuevos o de la base de datos 
“Address Book”.
Localización: /System/Library/Frameworks/AddressBookUI.framework
Cabeceras incluídas:
ABAddressFormatting.h 
ABNewPersonViewController.h 
ABPeoplePickerNavigationController.h 
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ABPersonViewController.h 
ABUnknownPersonViewController.h 
La importación del  Framework se ha realizado en la clase controlador “DirectorioViewController” ya que 
desde éste se hace uso de la clase “ ABUnknownPersonViewController” para crear las vistas de 
información de los contactos del directorio, tal y como se verá en los siguientes puntos.
Visión General
Para más información sobre este Framework, puede encontrar en el siguiente enlace el PDF 
“AddressBookUI Framework Reference”, donde encontrará la declaración completa de las clases 
nombradas para iPhone O.S Library: http://developer.apple.com/iphone/library/documentation/
AddressBookUI/Reference/AddressBookUI_Framework/AddressBookUI_Framework.pdf
Foundation y UIKit
Para más información sobre estos dos Frameworks, lea el punto de “Frameworks Utilizados” del  capítulo 
6.3 “Implementación de la Aplicación Mapas”.
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9.3.1. Inicializar Vista Principal
Para inicializar la vista principal de la aplicación Directorio, que muestra el listado de las unidades de la 
Universidad, son necesarios dos métodos: “viewDidLoad” y “cellForRowAtIndexPath”.
viewDidLoad
- (void)viewDidLoad {
! [super viewDidLoad];
!
! NSString *path2 = [[NSBundle mainBundle] pathForResource:@"UnitsList" ofType:@"plist"];
! NSDictionary *dict = [[NSDictionary alloc] initWithContentsOfFile:path2];
!  
! self.listadoNombres = [[NSArray alloc] initWithArray:[dict allKeys]];
! self.listadoNombres = [self.listadoNombres sortedArrayUsingSelector:@selector
! ! (localizedCaseInsensitiveCompare:)];
!  self.unitslist = dict;
!  [dict release];
}
1. Primeramente se obtiene el PATH al fichero llamado “UnitsList” con extensión “plist” en los ficheros 
del programa.
2. Seguidamente se crea un objeto diccionario (no hace falta que sea NSMutableDictionary ya que no 
sufrirá modificaciones), y se inicia con el contenido del fichero cuyo PATH hemos obtenido.
3. Se asignará al array “listadoNombres” todas las claves (nombres de unidades) del nuevo diccionario.
4. Se ordena dicho array por orden alfabético (sin contemplar mayusculas o minusculas)
5. Se guarda el  directorio obtenido en la variable global “unitsList”, para su posterior uso a la hora de 
obtener el nombre del  fichero donde se guardan los contactos, cuando se selecciona una de las 
unidades de la tabla.
cellForRowAtIdexPath
Después de “viewDidLoad” se ejecutará este método tantas veces como celdas se vayan a mostrar en la 
vista. Como se pude comprobar, primeramente se crea una celda estándar, se obtiene el nombre de la 
unidad que se va a mostrar en esta celda, se indica la medida del texto y la imagen “accessory” se indica 
que sea de tipo Disclosure ya que nos trasladará (al hacer clic) a una vista con otra tabla.
- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
    static NSString *CellIdentifier = @"Cell";
    UITableViewCell *cell = [tableView dequeueReusableCellWithIdentifier:CellIdentifier];
    if (cell == nil) cell = [[[UITableViewCell alloc] 
! ! initWithStyle:UITableViewCellStyleDefault reuseIdentifier:CellIdentifier] 
! ! autorelease];
! cell.textLabel.text = [listadoNombres objectAtIndex:[indexPath row]];
! cell.font = [UIFont boldSystemFontOfSize:15];
! cell.accessoryType = UITableViewCellAccessoryDisclosureIndicator;
    return cell;
}
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9.3.2. Mostrar contactos de una unidad
viewDidLoad
Como ya se ha comentado anteriormente, el primer método a llamar cuando una vista es creada es el 
método “viewDidLoad” en este caso ejecutado por el controlador de la vista que muestra el  listado de 
contactos “DirectorioViewController”.
En este caso, el método realiza las siguientes funciones:
1. Define el título de la vista (en el idioma adecuado)
2. Obtenemos el  PATH al fichero de la unidad escogida (el nombre del cual  se encuentra en la variable 
“nombreFicheroEscogido”, inicializado por la vista anterior).
3. Creamos un Diccionario (“mutable” ya que puede sufrir modificaciones) a partir del fichero 
“directoryNames.plist”.
4. Asociamos la variable global “allNames” al  nuevo diccionario creado (“allNames” contendrá ahora 
toda la información de los contactos), y “desechamos” el diccionario creado.
5. Llamamos al método propio “resetSearch” para resetear la búsqueda (ver código en el punto 8.3.3).
6. Desactivamos dos características: en la primera linea desactivamos que se active la tecla “shift” por 
defecto para crear letras mayúsculas (ya que nuestra búsqueda no diferencia entre mayúsculas y 
minúsculas), en la segunda desactivamos la auto-corrección del texto. Estas características se han de 
configurar desde el código ya que desde el “Interface Builder” no están disponibles.
cellforRowAtIndexPath
El  siguiente método (perteneciente al protocolo “UITableViewDelegate”) es llamado posteriormente, y se 
ejecuta para cada una de las celdas que van a ser mostradas por la tabla.
- (void)viewDidLoad {
	 self.title = NSLocalizedString(@"Directorio",@"Titulo de la vista Directorio");
	 NSString *path = [[NSBundle mainBundle] pathForResource:[self.nombreFicheroEsogido 
! ! stringByDeletingPathExtension] ofType:@"plist"];
	 NSDictionary *dict = [[NSDictionary alloc] initWithContentsOfFile:path];
	 self.allNames = dict;
	 [dict release];
	
	 [self resetSearch];
	 search.autocapitalizationType = UITextAutocapitalizationTypeNone;
	 search.autocorrectionType = UITextAutocorrectionTypeNo;
}
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En este caso, para cada celda se realiza las siguientes tareas:
1. Obtenemos la sección en la que se sitúa la celda a  “rellenar” y la fila (dentro de la sección) de ésta.
2. A partir de la sección, obtenemos la clave (o letra del alfabeto) desde el array “keys” (ya que su 
posición coincide con el numero de sección). A partir de la ésta, obtenemos desde el  diccionario 
“names” el array de nombres pertenecientes a ésta (es decir, los contactos cuyo nombre empiece por 
dicha letra).
3. Desde éste array de contactos, obtenemos aquel que coincida con el numero de fila que estamos 
“rellenando” en este momento. Guardamos los datos en el array “person”.
4. Creamos una celda estándar. Indicamos que el texto de la celda muestre el elemento 0 del array 
“person”, el cual  es el nombre del contacto. De esta manera cada una de las secciones mostrará en 
cada una de sus celdas, el nombre del contacto correspondiente.
sectionIndexTitlesForTableView 
Ésta sencilla función también pertenece al protocolo “UITableViewDelegate”, la nombramos aquí aún 
dada su sencillez ya que es la primera (y única) vez que se usará, por lo que es interesante saber su 
utilidad. Éste método también es llamado antes de que la vista se muestre al  usuario (después de 
inicializar todas las celdas), y su funcionalidad es simplemente obtener un array desde el cual pueda crear 
el índice de la parte derecha de la vista.
Simplemente se retornará el array global “keys”, en el que tendremos un listado de las claves (o letras del 
alfabeto), de esta manera, se listará el contenido de este array como índice de tabla.
-(UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
	 NSUInteger section = [indexPath section];
	 NSUInteger fila = [indexPath row];
	
	 NSString *clave = [keys objectAtIndex:section];
	 NSArray *nombreSeccion = [names objectForKey:clave];
	 NSArray *person = [nombreSeccion objectAtIndex:fila];
	
	 static NSString *SectionsTableIdentifier = @"SectionsTableIdentifier";
	 UITableViewCell *cell = [tableView 
	 	 dequeueReusableCellWithIdentifier:SectionsTableIdentifier];
	 if (cell == nil) {
	 	 cell = [[[UITableViewCell alloc] initWithFrame:CGRectZero 
	 	 	 reuseIdentifier: SectionsTableIdentifier] autorelease];
	 }
	 cell.text = [person objectAtIndex:0];
	 return cell;
}
- (NSArray *)sectionIndexTitlesForTableView:(UITableView *)tableView {
	 return keys;
}
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9.3.3. Seleccionar y mostrar información de un 
contacto 
didSelectRowAtIndexPath
Como se ha comentado en otros capítulos anteriores, la función que se ejecuta al producirse el evento de 
presionar sobre alguna de las celdas de la tabla (en este caso, sobre uno de los contactos), es 
“didSelectRowAtIdexPath”, el  cual  obtiene la sección y la fila dentro de ésta seleccionada en la variable 
“indexPath”.
En este caso en particular, este evento obtiene los datos del contacto y hace las operaciones pertinentes 
para crear e inicializar un elemento persona “ABRecordRef” y una vista especial que muestre sus datos 
mediante el controlador “ABUnknownPersonViewController”.
-(void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
	 NSUInteger seccion = [indexPath section];
	 NSUInteger fila = [indexPath row];
	 NSString *clave = [keys objectAtIndex:seccion];
	 NSArray *nombreSeccion = [names objectForKey:clave];
	 NSArray *persona = [nombreSeccion objectAtIndex:fila];	
	
	 ABUnknownPersonViewController *unaPersonaVista = 
	 	 [[ABUnknownPersonViewController alloc] init] ;
	 ABRecordRef aRecord = ABPersonCreate();
	 CFErrorRef anError = NULL;
	 //-------Teléfono
	 ABMutableMultiValueRef multi_tlf = 
	 	 ABMultiValueCreateMutable(kABMultiStringPropertyType);
	 bool didAdd = ABMultiValueAddValueAndLabel(multi_tlf, [persona objectAtIndex:
	 	 3], kABPersonPhoneMainLabel, NULL);
	
	 //-------Email
	 ABMutableMultiValueRef multi_mail = 
	 	 ABMultiValueCreateMutable(kABMultiStringPropertyType);
	 didAdd = ABMultiValueAddValueAndLabel(multi_mail, [persona objectAtIndex:4], 
	 	 kABWorkLabel, NULL);
	 	 //-------Direccion Despacho
	 ABMutableMultiValueRef multi_departament = 
	 	 ABMultiValueCreateMutable(kABDictionaryPropertyType);
	 CFStringRef keys[1];
	 CFStringRef values[1];
	 keys[0] = kABPersonAddressStreetKey;
	 values[0] = [persona objectAtIndex:5];
	 CFDictionaryRef aDict = CFDictionaryCreate(NULL, (void *)keys, (void *)values, 
	 	 1, &kCFCopyStringDictionaryKeyCallBacks, 	 	 	
	 	 &kCFTypeDictionaryValueCallBacks); 
	 ABMultiValueIdentifier identifier;
	 ABMultiValueAddValueAndLabel(multi_departament, aDict, kABWorkLabel, 
	 	 &identifier);
	 CFRelease(aDict);
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La función realiza las siguientes tareas:
1. Se obtienen la sección seleccionada y la fila dentro de ésta.
2. Ya que, como se ha visto en la implementación de la función “cellForRowAtIdexPath”, el orden de los 
elementos sigue el mismo orden de aparición que en los arrays “keys” y “names”, a partir de la 
sección y la fila seleccionada obtenemos la clave (letra) y el array de contactos correspondientes a 
éste.
3. Desde el array de contactos obtenidos, obtenemos el contacto concreto seleccionado (que se 
encuentra en la posición “fila”).
4. Se crea una instancia del controlador “ABUnknownPersonViewController” (ya que nos permite crear 
un contacto a partir de una serie de datos, mostrarlos, modificarlos e añadirlos a la agenda personal).
5. Se crea una instancia de tipo “ABRecordRef” (que guardará la información de un contacto). Este tipo 
de datos es usado por la vista anterior (ABUnknownPersonViewController) para mostrar la 
información de manera correcta y poder llevar a cabo las diferentes acciones (por ejemplo: realizar 
llamadas).
6. A partir de aquí se comienza a transformar los datos del contacto (en formato String) a el formato 
adecuado para añadirlo a “aRecord”. Comenzamos por el  número de teléfono del contacto. Un 
contacto puede tener uno o varios teléfonos, así que es una propiedad “multi-valor” (Multivalue 
	 //-------HomePage	
	 ABMutableMultiValueRef multi_homepage = 
	 	 ABMultiValueCreateMutable(kABMultiStringPropertyType);
	 didAdd = ABMultiValueAddValueAndLabel(multi_homepage, [persona objectAtIndex:
	 	 7], kABPersonHomePageLabel, NULL);
	 //----------Incluir a persona + simples
	 ABRecordSetValue(aRecord, kABPersonJobTitleProperty, [persona objectAtIndex:1], 
	 	 &anError);
	 ABRecordSetValue(aRecord, kABPersonFirstNameProperty, [persona objectAtIndex:
	 	 0],&anError);
	 ABRecordSetValue(aRecord, kABPersonOrganizationProperty, [persona 	
	 	 objectAtIndex:6], &anError);
	 ABRecordSetValue(aRecord, kABPersonPhoneProperty, multi_tlf, &anError);
	 ABRecordSetValue(aRecord, kABPersonEmailProperty, multi_mail, 
	 	 &anError);	 	
	 ABRecordSetValue(aRecord, kABPersonAddressProperty, multi_departament, 
	 	 &anError);	
	 ABRecordSetValue(aRecord, kABPersonURLProperty, multi_homepage, &anError);
	
	 if  (anError!=NULL) {
	 	 NSLog("Error al crear un Record");
	 }
	 unaPersonaVista.displayedPerson = aRecord;
	 unaPersonaVista.allowsAddingToAddressBook = YES;
	 unaPersonaVista.allowsActions = YES;
	 unaPersonaVista.unknownPersonViewDelegate = self;	
	 CFRelease(aRecord);
	 CFRelease(multi_tlf);
	 CFRelease(multi_departament);
	 UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
	 [delegate.navController pushViewController:unaPersonaVista animated:YES];
}
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         191
Property). Por ello declaramos un “ABMutableMutliValueRef” (llamado “mutli_tlf”) a la que le 
indicamos que contendrá varios Strings (por defecto).
7. Seguidamente añadimos a éste objeto (“multi_tlf”) el número de teléfono de la persona seleccionada 
(recordemos que el objeto “persona” es un array, cuya posición 3 corresponde al número de teléfono), 
y le indicamos que éste es el numero de teléfono principal  del contacto mediante el tag 
“kABPersonPhoneMainLabel” (define la información que posteriormente acompañe al número de 
teléfono). 
8. Seguiremos el mismo procedimiento para almacenar el email de contacto en la variable “multi_mail”, 
indicando que éste pertenece al “trabajo” mediante el tag “kABWorkLabel”.
9. Almacenamos la dirección del contacto. En este caso definiremos la propiedad como 
“kABDictionaryPropertyType”. Esto es debido a que, aunque el  contacto puede tener más de una 
dirección (trabajo, casa...) y por ello es de tipo “ABMutableMultiValueRef”, cada una de las 
direcciones no es un String, sino una variable de tipo Diccionario, donde cada clave es “ciudad”, “CP”, 
“provincia” (indicados con sus tags correspondientes) y cada valor son los datos de éste. En este 
caso, nuestro diccionario solamente contendrá un conjunto de clave y valor. Pero pensando en una 
posible mejora, se ha dejado preparado para añadir más datos en un futuro sin esfuerzo.
9.1. Definimos dos arrays de una posición cada uno (“keys” y “values”), a la clave le otorgamos el 
valor del tag “kABPersonAddressStreetKey” y al valor le añadimos la dirección del contacto en 
cuestión (posición 5).
9.2. Creamos un diccionario al que le añadimos los dos arrays creados (y los tags de configuración 
por defecto) y definimos un identificador.
9.3. Tal y como hemos hecho anteriormente, añadimos a la variable “multi_departament” los datos, en 
este caso de la dirección. En la variable “identifier” creada anteriormente, obtendremos el  identificador 
de la dirección añadida.
10.  Tal y como se ha hecho en los puntos 7 y 8, añadimos los datos de la dirección URL de la página 
personal del contacto (tag “kABPersonHomePageLabel”).
11.  A partir de ahora añadiremos los datos a la variable “aRecord” (que recordemos, contendrá toda la 
información del contacto). Las tres primeras asignaciones se hacen de manera “directa” (sin 
necesidad de hacer los pasos detallados para los casos anteriores) ya que son propiedades de tipo 
simple, es decir: solamente pueden contener un valor. Primeramente asignaremos a “aRecord” el 
nombre del  puesto de trabajo del  contacto (“kABPersonJobTitleProperty”). De la misma manera 
asignamos el nombre del contacto y la organización de éste.
12.  Las cuatro asignaciones siguientes son las propiedades múltiples que se han definido anteriormente: 
teléfono, email, página web y dirección. En este momento en “aRecord” tenemos toda la información 
del contacto y ordenamos a la instancia del controlador creada (“unaPersonaVista”) que muestre 
estos datos.
13.  Configuramos que éste contacto pueda añadirse a la agenda personal, las acciones posibles y 
definimos como “delegate” ésta misma clase, y agregamos al  “Navigation Controller” la nueva vista 
creada.
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         192
9.3.4. Búsqueda de un contacto 
Para realizar la búsqueda de un contacto en concreto se requieren varios métodos. Para comprender 
correctamente el funcionamiento, se empezará detallando el código de dos funciones privadas e internas, 
que se llamarán desde los métodos que se ejecutan al obtener los diferentes eventos referentes a la 
búsqueda. Estos métodos internos que se han implementado son “resetSearch” y 
“handleSearchForTerm”.
resetSearch
Éste método respetará la búsqueda y hará que en la tabla aparezcan de nuevo todos los contactos.
Para ello realiza las siguientes tareas:
1. Recordemos que la variable de tipo Diccionario “names” contiene los contactos que cumplen en ese 
momento las reglas de la búsqueda y es el que se muestra en la tabla, por tanto para resetear la 
búsqueda, haremos simplemente una copia a “names” del Diccionario “allNames” que contiene el 
listado completo de contactos (el método “mutableDeepCopia” es un método propio, el  código del 
cual se explica al final de este punto).
2. Seguidamente, copiaremos en un nuevo array “arrayClaves” el contenido de todas las claves (letras) 
del diccionario completo (usamos el  comparador “comare:” el  cual permite ordenar por orden 
alfabético las claves).
3. Asignamos éste array a la variable global “keys”.
handleSearchForTerm
El  siguiente método manejará la búsqueda de un termino dado, y será llamado desde otras funciones 
(que veremos a continuación) cuando sea necesario (cambie el  texto de la barra de búsqueda o se 
presione sobre el botón “Buscar”).
- (void) resetSearch {
	 self.names = [self.allNames mutableDeepCopia];
	
	 NSMutableArray *arrayClaves = [[NSMutableArray alloc] init];
	 [arrayClaves addObjectsFromArray:[[self.allNames allKeys] 
	 	 sortedArrayUsingSelector:@selector(compare:)]];
	 self.keys = arrayClaves;
	 [arrayClaves release];
}
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- (void)handleSearchForTerm:(NSString *) termToSearch {
	 NSMutableArray *seccionesABorrar = [[NSMutableArray alloc] init];
	 [self resetSearch];
	 for (NSString *clave in self.keys) {
	 	 NSMutableArray *array = [names valueForKey:clave];
	 	 NSMutableArray *aBorrar = [[NSMutableArray alloc] init];
	 	 for (NSArray *persona in array) {
	 	 	 if ([[persona objectAtIndex:0] rangeOfString:termToSearch 
	 	 	 	 options:NSCaseInsensitiveSearch].location == NSNotFound) 
	 	 	 	 [aBorrar addObject:persona];
	 	 }
	 	 if ([array count] == [aBorrar count]) [seccionesABorrar 
	 	 	 addObject:clave];
	 	 [array removeObjectsInArray:aBorrar];
	 	 [aBorrar release];
	 }
	 [self.keys removeObjectsInArray:seccionesABorrar];
	 [seccionesABorrar release];
	 [table reloadData];
}
1. Primero, inicializaremos un array en el  cual añadiremos aquellas secciones que no se vayan a 
mostrar.
2. Resetearemos la búsqueda (mediante el método comentado anteriormente).
3. Para cada uno de los contactos de cada una de las secciones, comprobaremos si  el  texto introducido 
es un subgrupo del nombre de dicho contacto .
4. En caso de no encontrarse dicho texto en el nombre del  contacto, éste se añade al array (creado 
previamente) “aBorrar”, donde se añaden todos los que no cumplen con el criterio de búsqueda.
5. Si  al  acabar de comprobar una sección, se han descartado todos sus contactos, esta sección pasa a 
estar “descartada” añadiéndola al array “seccionesABorrar”.
6. Eliminamos del array llamado “array” (que contiene todos los contactos de la clave tratada) aquellos 
contactos que no han cumplido con el criterio de búsqueda.
7. Eliminamos de la tabla “keys” aquellas claves (letras) cuyos contactos han sido desestimados 
completamente.
8. Indicamos a la vista tabla, que actualice sus datos.
searchBarSearchButtonClicked
Método perteneciente al  protocolo “SearchBarDelegate”, se ejecuta a través del evento de presionar 
sobre el botón “Buscar” del teclado emergente.
El  método obtiene el texto introducido y simplemente llama a la función “handleSearchForTerm” para que 
ejecute la búsqueda y muestre el resultado.
-(void) searchBarSearchButtonClicked:(UISearchBar *) searchBar {
	 NSString *terminoABuscar = [searchBar text];
	 [self handleSearchForTerm:terminoABuscar];
}
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         194
textDidChange
Método perteneciente al  protocolo “SearchBarDelegate”, se ejecuta a través del evento de añadir/eliminar 
un carácter del texto de la barra de búsqueda.
Si  no hay texto se resetea la búsqueda (mediante el método “resetSearch” explicado anteriormente) y se 
le indica a la tabla que actualice sus datos (se mostrarán todos los contactos).
En el caso de que haya texto, se llama al método “handleSearchForTerm” para que realice la búsqueda 
pertinente. De esta manera, la búsqueda es dinámica.
searchCancelButtonClicked
Método perteneciente al  protocolo “SearchBarDelegate”, se ejecuta a través del evento de presionar 
sobre el botón de “Cancelar” de la barra de búsqueda.
El método realiza las siguientes operaciones:
1. Elimina el texto escrito en la barra de búsqueda.
2. Resetea la búsqueda.
3. Indica a la vista de tabla que actualice sus datos.
mutableDeepCopia
El  siguiente método no pertenece al  controlador “DirectorioViewController”, sino que pertenece a la clase 
“NSDictionary-MutableDeepCopia”. Ésta clase únicamente contiene éste método (“mutableDeepCopia”), y 
la razón por la que se ha tenido que hacer es la siguiente: por una parte necesitamos hacer copias del 
Diccionario que contiene el listado completo de contactos, para eliminar de éste nuevo diccionario 
aquellos contactos que no se ajustan a la búsqueda. Por otra,  la clase “NSDictionary” cumple con el 
protocolo “NSMutableCopying” cuyo método “mutableCopy” retorna un nuevo objeto 
“NSMutableDictionary” con los mismos elementos que el original, pero éstos objetos (en este caso, en 
que los objetos son arrays), éstos no son copias, sino los mismos elementos exactamente. Es decir, los 
dos diccionarios apuntan exactamente a los mismos arrays en memoria. Esto implica que si eliminamos 
un elemento de un array “perteneciente” al  diccionario nuevo (o copia) también se borrará del diccionario 
-(void) searchBar: (UISearchBar *)searchBar textDidChange:(NSString *)searchTerm {
	 if ([searchTerm length] == 0) {
	 	 [self resetSearch];
	 	 [table reloadData];
	 	 return;
	 }
	 [self handleSearchForTerm:searchTerm];
}
- (void) searchBarCancelButtonClicked:(UISearchBar *)searchBar {
	 search.text = @"";
	 [self resetSearch];
	 [table reloadData];
	 [searchBar resignFirstResponder];
}
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original, con lo que acabaríamos por perder información. Por lo que necesitamos un método que copie el 
diccionario y haga copias de todos los elementos que éste contiene.
Para añadir esta funcionalidad usaremos “Categories”. Las categorías son una alternativa a la herencia, 
proporcionan una manera de añadir métodos a una clase creada, formando éste método a formar parte 
(por así decirlo) de la definición de la clase (es decir, si se agrega un método a la clase NSString, 
cualquier instancia o subclase de NSString tendrán acceso a este método, cosa que con la herencia no es 
posible).
Así pues, creamos una categoría de la clase “NSDictionary”, para ello usaremos la siguiente definición de 
cabeceras (“NSDictionary-MutableDeepCopia.h”):
El  fichero de implementación (“NSDictionary-MutableDeepCopia.m”) contendrá únicamente el  método que 
necesitamos. El código completo de este fichero es el siguiente:
#import "NSDictionary-MutableDeepCopia.h"
@implementation NSDictionary (MutableDeepCopia)
- (NSMutableDictionary *) mutableDeepCopia {
	 NSMutableDictionary *ret = [NSMutableDictionary dictionaryWithCapacity:[self 
	 	 count]];
	 NSArray *claves = [self allKeys];
	
	 for (id clave in claves) {
	 	 id unValor = [self valueForKey:clave];
	 	 id unaCopia = nil;
	 	 if ([unValor respondsToSelector:@selector(mutableDeepCopia)]) 
	 	 	 unaCopia = [unValor mutableDeepCopia];
	 	 else if ([unValor respondsToSelector:@selector(mutableCopy)])
	 	 	 unaCopia = [unValor mutableCopy];
	 	 if (unaCopia == nil)
	 	 	 unaCopia = [unValor copy];
	 	 [ret setValue:unaCopia forKey:clave];
	 }
	 return ret;
}	
El  método crea un nuevo “NSMutableDictionary” y entonces para cada clave del diccionario original 
realiza una copia mutable para cada array que éste encuentra. Como éste método se comportará como si 
formara parte de la clase “NSDictionary”, cualquier referencia a “self” es una referencia al diccionario 
desde el cual se ha llamado el método.
El  método primero intenta hacer una copia mediante “mutableDeepCopia” (es “NSDictionary”), pero si el 
objeto no responde a éste, entonces intenta realizar una copia mediante “mutableCopy” (es array), en 
caso de no responder se recurre a hacer una copia regular, de esta manera se garantiza que los objetos 
que se encuentran en el diccionario se copian.
#import <Foundation/Foundation.h>
@interface NSDictionary(MutableDeepCopy) 
-(NSMutableDictionary *) MutableDeepCopia;
@end
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10. Aplicación Vídeos
La aplicación Vídeos permitirá al usuario acceder de manera rápida y directa a las diferentes fuentes de 
vídeos que la UPC dispone (como el  canal UPC de Youtube o la videoteca de UPCommons), visualizar 
los últimos vídeos publicados por éstas fuentes desde el dispositivo y sin necesidad de salir de la 
aplicación, almacenarlos en memoria del dispositivo para su posterior visualización offline y borrarlos 
cuando el usuario así lo indique. Para más información sobre las funcionalidades que ofrece la aplicación 
Vídeos puede leer el capítulo 2.6.
Durante este capítulo se detallara con profundidad el funcionamiento interno de las operaciones 
realizadas por la aplicación Vídeos para llevar a cabo sus funcionalidades. El capítulo está divido en tres 
secciones o sub-capítulos, cada uno de ellos profundizará un paso más en la aplicación, empezando por 
explicar en alto nivel cómo se realizan las tareas y que decisiones de diseño se han tomado y terminar 
explicando con detalle el código fuente de la implementación. 
Las secciones en las que se divide el capítulo son las siguientes:
10.1. Diseño y realización de la aplicación Vídeos: En este capítulo se explicará en alto nivel  y en 
lenguaje natural cómo se realizan las tareas, de dónde se obtienen los datos, y las decisiones de diseño 
que se han tomado para que la aplicación se implemente y funcione de ésta manera.
10.2. Estructura y Organización interna de la aplicación Vídeos: Se dará un primer contacto con la 
implementación de la aplicación, dando a conocer las clases que se van a usar, con sus métodos y 
parámetros. Cómo estas clases se organizan siguiendo el  patrón de diseño Modelo Vista Controlador, y 
cómo se relacionan entre ellas mediante el respectivo esquema UML.
10.3. Implementación de la aplicación Vídeos: Se explicará con detalle el código aquellos métodos que 
realizan las funciones más importantes de la aplicación.
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10.1. Diseño y realización de la aplicación 
Vídeos
Introducción
El  contenido de este capítulo tiene como finalidad introducir al  lector a un primer contacto con los 
procesos que se llevan a cabo en la aplicación Vídeos para que éste realice sus tareas o operaciones y 
las decisiones de diseño que se han tomado para que éstas sean así. Es decir, en este capítulo se verá el 
“cómo” y el “porqué” de la aplicación Vídeos. Es recomendable haber leído con anterioridad el capítulo 
2.6, donde se explican las funcionalidades de la aplicación Seminarios (lo que sería el “qué”).
El capítulo se divide en tres puntos: 
10.1.1. Obtención del listado de fuentes: Se explicará cuál  es el método para obtener el listado de 
fuentes de vídeos mostradas en la vista principal de la aplicación Vídeos y los motivos que han llevado a 
hacerlo de ésta manera.
10.1.2. Obtención y reproducción de vídeos del canal UPC en Youtube: Se detallará cómo se obtiene 
el  listado de vídeos y sus datos desde el canal UPC de Youtube, como éstos son reproducidos por el 
dispositivo y las decisiones que se han tomado para hacerlo de esta manera.
10.1.3. Obteniendo el listado de comunidades (videoteca UPCommons): Cómo se obtienen el listado 
de comunidades que contienen vídeos en la videoteca de UPCommons.
10.1.4. Obtención y reproducción de vídeos de una comunidad (videoteca de UPCommons): Cómo 
se obtiene el listado actualizado de vídeos de una comunidad desde UPCommons, cómo se reproducen 
éstos, dónde se almacenan y porqué se ha implementado de esta manera.
10.1.5. Administración de los vídeos almacenados: Como se accede a los vídeos almacenados en 
memoria.
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10.1.1. Obtención del listado de 
fuentes
Cuando el usuario entra en la aplicación vídeos visualiza un 
listado de las diferentes fuentes de que dispone la Universidad y 
de las cuales puede visualizar sus vídeos (en el caso de que se 
disponga de conexión a internet, sino se le mostrará una alerta 
avisando al usuario de tal aspecto). 
Este listado se obtiene desde un fichero en lenguaje XML llamado 
“FuentesVideos.xml” que contiene el  listado de fuentes que se 
desea mostrar, el  cuál  está almacenado en el  servidor: http://
feeds.ac.upc.edu/iUPC/.
El  procedimiento para mostrar el listado de fuentes es el siguiente: 
la aplicación comprueba que se dispone de conexión, se conecta 
al  servidor y descarga el  fichero “FuentesVideos.xml”, parsea el 
fichero obteniendo el listado y lo muestra por pantalla.
Estructura del Fichero XML 
Para que iUPC pueda mostrar correctamente el listado de 
fuentes, el fichero tiene que seguir el siguiente patrón:
<sources>
<source>
 <name>Nombre de la Fuente</name>
 <source_url> URL al RSS de la fuente </source_url>
</source>
...
<sources>
El significado de los datos contenidos por las etiquetas es el siguiente:
“sources”: Tag raíz, contiene el listado de elementos fuente.
“source”: Elemento fuente.
“name”: Nombre de la fuente, se mostrará en el listado de fuentes de la aplicación Vídeos.
“source_rss”: Dirección URL a la RSS de la fuente, a la cual  la aplicación se conectará si dicha fuente es 
seleccionada.
Fig. 10-1: Vista principal app. Videos. 
Listado de fuentes.
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Fichero usado
Para comprobar la simplicidad del  fichero usado, veamos el  contenido completo del  fichero 
“FuetesVideos.xml” usado actualmente:
<sources>
<source>
<name>UPC Youtube</name>
<source_url>http://gdata.youtube.com/feeds/base/users/upc/uploads</source_url>
</source>
<source>
<name>UPCommons</name>
<source_url>http://feeds.ac.upc.edu/iUPC/Comunitats.xml</source_url>
</source>
</sources>
Como se puede comprobar, contiene dos fuentes: UPC Youtube y UPCommons con sus respectivas URL.
Decisiones de diseño
El  motivo que hizo que el listado de fuentes se obtuviera de manera externa y no se guardara 
directamente en la memoria del dispositivo es la misma que se ha explicado en la misma situación en 
otras aplicaciones: que añadir/eliminar/modificar una de las fuentes mostradas por la aplicación iUPC en 
cada uno de los dispositivos con la aplicación instalada se realice de la manera más sencilla posible y sin 
necesidad de una actualización de la aplicación por parte del usuario.
Para realizar una de estas tareas, bastaría simplemente con acceder al fichero “FuentesVideos.xml” , 
cambiar, añadir o borrar la linea deseada y guardar de nuevo. En este momento todos los usuarios 
visualizarán el listado actualizado.
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10.1.2. Obtención y reproducción de vídeos del 
canal UPC en Youtube
Si  el usuario selecciona la fuente de “UPC Youtube” la aplicación 
se conectará al Feed indicado por la URL del fichero parseado, 
en este caso: “http://gdata.youtube.com/feeds/base/
users/upc/uploads”.
Se descargará entonces el fichero XML generado por el  Feed, y 
se parseará obteniendo y guardando en memoria local los datos 
deseados, que son: la fecha de publicación, el título, la dirección 
URL a la página de reproducción del video, descripción y la URL 
a la imagen del video.
Formato del fichero XML generado por 
el Feed de Youtube
El  fichero XML generado por el Feed de Youtube tiene una 
estructura bastante compleja, pero se ha sabido adaptar el 
“parser” para obtener de ella los datos necesarios.
La estructura de un elemento “vídeo” (llamado “entry”) en el 
fichero generado por el Feed es la siguiente:
<entry>
<published>Fecha de Publicación</published>
<title type='text'>Título del vídeo</title>
<content type='html'> Contiene, en código HTML diferente información como las puntuaciones, autor del vídeo, 
numero de visualizaciones, la URL al imagen del video o descripción de éste</content>
<link rel='alternate' type='text/html' href=”URL a la web de reproducción del video”>
</entry>
....
El  elemento “entry” contiene otros campos, pero solamente éstos serán necesarios para el correcto 
funcionamiento de la aplicación.
Extracto
Veamos un extracto de un elemento “entry” del fichero XML que se descarga actualmente la aplicación:
Fig. 10-2: Videos Canal UPC Youtube
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<entry>
<id>http://gdata.youtube.com/feeds/base/videos/m0ahy5UOgc8</id>
<published>2010-05-05T08:33:11.000Z</published>
<updated>2010-05-08T07:30:12.000Z</updated>
<category scheme='http://schemas.google.com/g/2005#kind' term='http://gdata.youtube.com/schemas/
2007#video'/>
<title type='text'>You too can turn your dreams into your future</title>
<content type='html'>&lt;div style="color: #000000;font-family: Arial, Helvetica, sans-serif;     font-size:12px; font-
size: 12px; width: 555px;"&gt;&lt;table cellspacing="0" cellpadding="0" border="0"&gt;&lt;tbody&gt;&lt;tr&gt;&lt;td 
width="140" valign="top" rowspan="2"&gt;&lt;div style="border: 1px solid #999999; margin: 0px 10px 5px 
0px;"&gt;&lt;a href="http://www.youtube.com/watch?
v=m0ahy5UOgc8&amp;amp;feature=youtube_gdata"&gt;&lt;img alt="" src="http://i.ytimg.com/vi/
m0ahy5UOgc8/2.jpg"&gt;&lt;/a&gt;&lt;/div&gt;&lt;/td&gt;&lt;td width="256" valign="top"&gt;&lt;div style="font-size: 
12px; font-weight: bold;"&gt;&lt;a style="font-size: 15px; font-weight: bold; font-decoration: none;" href="http://
www.youtube.com/watch?v=m0ahy5UOgc8&amp;amp;feature=youtube_gdata"&gt;You too can turn your dreams 
into your future&lt;div style="font-size: 12px; margin: 3px 0px;"&gt;&lt;span&gt;At the UPC you can turn your 
dreams into your future. Youll get to know people who, like you, have never given up their dreams. Many have 
already made theirs come true.&lt;/span&gt;td style="font-size: 11px; line-height: 1.4em;valign="top"&gt;span 
style="color: #666666; font-size: 11px;"&gt;From:&lt;/span&gt;&lt;a href="http://www.youtube.com/profile?
user=upc"&gt;upc&lt;/a&gt;&lt;/div&gt;&lt;div&gt;&lt;span style="color: #666666; font-size: 11px;"&gt;Views:&lt;/
span&gt;57&lt;/div&gt;&lt;div style="white-space: nowrap;text-align: left"&gt;&lt;img style="border: 0px none; 
margin: 0px; padding: 0px;vertical-align: middle; font-size: 11px;" align="top" alt="" src="http://gdata.youtube.com/
static/images/icn_star_full_11x11.gif"&gt; &lt;img style="border: 0px none; margin: 0px; padding: 0px; vertical-align: 
middle; font-size: 11px;" align="top" alt="" src="http://gdata.youtube.com/static/images/icn_star_full_11x11.gif"&gt; 
&lt;img style="border: 0px none; margin: 0px; padding: 0px; vertical-align: middle; font-size: 11px;" align="top" alt="" 
src="http://gdata.youtube.com/static/images/icn_star_full_11x11.gif"&gt; &lt;img style="border: 0px none; margin: 
11px;"&gt;ratings&lt;/span&gt;&lt;/div&gt;&lt;/td&gt;&lt;/tr&gt;&lt;tr&gt;&lt;td&gt;&lt;span style="color: #666666; font-
size: 11px;"&gt;Time:&lt;/span&gt;&lt;span style="color: #000000; font-size: 11px; font-weight: bold;"&gt;10:34&lt;/
span&gt;&lt;/td&gt;&lt;td style="font-size: 11px; padding-left: 20px;"&gt;&lt;span style="color: #666666; font-size: 
11px;"&gt;More in&lt;/span&gt;&lt;a href="http://www.youtube.com/categories_portal?c=27"&gt;Education&lt;/
a&gt;&lt;/td&gt;&lt;/tr&gt;&lt;/tbody&gt;&lt;/table&gt;&lt;/div&gt;</content>
<link rel='alternate' type='text/html' href='http://www.youtube.com/watch?
v=m0ahy5UOgc8&amp;feature=youtube_gdata'/>
<link rel='self' type='application/atom+xml' href='http://gdata.youtube.com/feeds/base/users/upc/uploads/
m0ahy5UOgc8'/>
<author>
<name>upc</name>
<uri>http://gdata.youtube.com/feeds/base/users/upc</uri>
</author>
</entry>
Reproducción 
Cuando el usuario selecciona uno de los vídeos mostrados en el listado para su reproducción, se abre 
una nueva vista (formato Web) que abrirá la URL de la página Web de reproducción del video en Youtube 
obtenida anteriormente del fichero descargado. Youtube detectará que se trata de un dispositivo iPhone y 
abrirá la página en el formato adaptado a este dispositivo.
Para visualizar el  video simplemente se tendrá que presionar en la imagen del video mostrada en la 
página y comenzará la reproducción (en caso de que el video sea visible en dispositivos móviles).
La página permitirá además otras acciones, como enviar video por email, añadir a los favoritos (del 
usuario en youtube), añadir a la lista de reproducción (del  usuario en youtube) o ver vídeos relacionadas 
entre otras cosas.
En este caso y dada la configuración de youtube los vídeos no se guardaran en memoria del dispositivo.
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Decisiones de diseño
Dada la configuración de Youtube (que no permite acceder directamente a los vídeos) la única manera de 
acceder a los vídeos para su reproducción es abrir la URL de éste video en un navegador, por ello se ha 
decidido abrir la URL de éste en una vista formato Web (“UIWebView”), además de esta manera también 
se accede a una serie de servicios que Youtube ofrece que de otra manera no sería posible.
El  listado de vídeos procedentes del canal se podría visualizar de dos maneras distintas: parsear el XML 
generado por el Feed o abrir directamente la URL del canal  en una vista formato Web (que Youtube 
adaptaría directamente a formato iPhone).
Se ha decidido implementarlo de la primera manera descrita, ya que se ha querido experimentar con el 
parseo de uno de los ficheros RSS más complicados que se puede encontrar, ya que contenía algunas 
estructuras y unos atributos diferentes de los vistos hasta el  momento, y dado que el  propósito de este 
proyecto es didáctico, se ha estimado que hacerlo de ésta manera sería la más apropiada. De todas 
maneras, para que se visualice de la segunda manera: directamente la URL del canal de UPC, 
simplemente bastaría con añadir unas pocas y sencillas lineas de código.
10.1.3. Obteniendo el listado de comunidades 
(videoteca UPCommons)
Cuando el  usuario selecciona “UPCommons” desde las fuentes de vídeos se le mostrará una nueva vista 
con el listado de comunidades pertenecientes a la UPC que contienen vídeos disponibles en la videoteca.
El  listado se obtiene de la misma manera que se obtiene el listado de fuentes de vídeos (punto 10.1.1). 
En este caso el fichero que contiene el  listado de comunidades se llama “Comunidades.xml”, está 
almacenado en el mismo servidor y contiene el listado de títulos de cada una de las comunidades junto 
con la URL al Feed correspondiente.
Estructura del fichero XML
Se ha seguido exactamente el mismo patrón que se ha usado para el  fichero de fuentes de vídeos, 
explicado en el  punto 10.1.1. En este caso el tag “name” será el nombre de la comunidad y el tag 
“source_url” contiene la URL al Feed de dicha comunidad.
Decisiones de diseño
No es posible obtener de manera directa el  listado de comunidades que tienen vídeos en la videoteca de 
UPCommons, por ello éstas han de ser introducidas a mano en la aplicación.
El  motivo que ha llevado a que se haga desde un archivo remoto y no añadirlo en la memoria del 
dispositivo es el  mismo que se ha explicado anteriormente en las decisiones de diseño en el punto 10.1.1: 
facilitar añadir/modificar/borrar comunidades de manera rápida y sin necesidad de actualización por parte 
del usuario.
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10.1.4. Obtención y reproducción de vídeos de una 
comunidad (videoteca de UPCommons)
Cuando el usuario selecciona una de las comunidades de 
UPCommons, la aplicación se conectará al correspondiente 
Feed de la comunidad (cuya URL se ha obtenido previamente 
desde el fichero XML “Comunidades.xml”), descargará el  fichero 
XML generado por éste y parseará extrayendo y almacenando el 
listado de vídeos con sus respectivos datos. Posteriormente 
mostrará una nueva vista de formato tabla (“UITableView”) que 
mostrará el listado de vídeos obtenido (cada uno con su 
información, punto 4.5.2) de la comunidad seleccionada. 
Formato fichero XML del Feed de 
UPCommons
El  formato del fichero generado por el Feed de UPCommons es 
completamente adecuado a las necesidades de la aplicación ya 
que, por una parte se puede acceder a toda la información de 
manera directa, como el  título, la fecha, el autor, y lo más 
importante: la dirección URL completa al  fichero de video. Por 
otra parte, es adecuado ya que cada uno de los vídeos está 
colgado en el  servidor en varios formatos siendo uno de ellos 
formato “mp4” totalmente compatible con el reproductor de 
iPhone7.
Es por ello que cualquier departamento o comunidad que quiera 
publicar en iUPC su videoteca o conjunto de vídeos, tendrá que 
adaptarse a este formato.
La estructura del fichero XML generado es la siguiente:
<channel>
<item>
<title>Fundició de ferro. Fundición de hierro</title>
<pubDate>01/01/2003</pubDate>
<description>Escola Universitària d'Enginyeria Tècnica Industrial de Terrassa</description>
<enclosure url="URL completa al fichero de video"/>
<media>URL completa a la imagen de descripción del vídeo</media>
</item>
...
</channel>
Fig. 10-3: Vídeos pertenecientes a una 
comunidad de la videoteca de 
UPCommons.
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7 Las extensiones de video soportadas son .mov, .mp4, .mpv, and .3gp  usando uno de los siguientes estándares de compresión:
! • H.264 Baseline Profile Level 3.0 video, up to 640 x 480 at 30 fps. 
! • MPEG-4 Part 2 video (Simple Profile)
Reproducción
Cuando el  usuario selecciona uno de los 
vídeos del listado para su reproducción, la 
aplicación accederá al  fichero de video en la 
red mediante la URL obtenida del Feed 
anteriormente. El  video se descargará y 
guardará en memoria del  dispositivo (en la 
carpeta “vídeos” del  directorio “Documents” 
del “SandBox” de la aplicación) tal y como se 
almacenan las noticias.
Una vez descargado se ejecutará el 
reproductor de iPhone O.S para visualizar el 
vídeo, con los controles de video activados. 
Los vídeos almacenados en memoria no se 
borrarán hasta que el usuario indique que 
desea hacerlo.
Decisiones de diseño
En este caso (UPCommons) los vídeos se guardan directamente en memoria antes de ser visualizados 
ya que la configuración del servidor donde éstos se encuentran no permite su reproducción en modo 
streaming. Como no se han encontrado otras fuentes de vídeos de UPC cuya RSS sea compatible con 
iUPC se ha decidido dejar este funcionamiento por defecto, pero en el caso de añadir una fuente cuyo 
servidor permita visualizar los vídeos en streaming se tenía planeado preguntar previamente al usuario si 
desea o no guardar el video en la memoria del dispositivo.
Los vídeos se podrían almacenar, dentro de el “SandBox” de la aplicación, en el directorio “Documents” o 
en el “tmp”. Si se hubiese escogido la segunda opción no se podría acceder a los vídeos almacenados y 
éstos serían borrados de memoria cuando el  Sistema Operativo así lo “decidiera”. Por estas dos razones 
se decidió almacenar los vídeos en el directorio “Documents”, para que el usuario pueda acceder a ellos 
de nuevo posteriormente sin necesidad de descargarlo de nuevo (y lo más importante, de manera offline y 
para que él mismo decidiera cuando borrar un video guardado.
10.1.5. Administración de los vídeos almacenados
En la vista principal de fuentes el  usuario puede acceder a “Descargados” para acceder a los vídeos que 
ha decidido descargar y visualizar anteriormente. Cuando el usuario selecciona esta fuente la aplicación 
accede a la carpeta “vídeos” del directorio “Documents” del “SandBox” de la aplicación y obtiene una 
estructura lista de datos con los nombres de los ficheros que el directorio contiene.
Se creará una nueva vista (formato tabla) cuyos datos se obtendrán del listado de nombres obtenidos, y 
dado que los ficheros de video se han almacenado con el  nombre del  título de cada video, la vista 
mostrará una tabla de los títulos de los vídeos almacenados en ese momento. La tabla permitirá ser 
editada, por lo que si el usuario decide eliminar un video de la tabla, también se borrará el  respectivo 
fichero de video de memoria.
Para visualizar un video almacenado simplemente se tendrá que hacer clic  sobre él en esta vista, y se 
podrá visualizar de la misma manera que en el punto anterior pero de manera offline.
Fig. 10-4: Reproducción de un video procedente de la 
videoteca de UPCommons
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10.2. Estructura y organización de la 
aplicación Vídeos
Introducción
Durante este capitulo se explicará en profundidad cómo están organizadas las clases que se usan en la 
aplicación Seminarios y como éstas clases están relacionadas entre ellas. 
Se dividirá el capítulo según las cuatro vistas que contiene la aplicación Vídeos, con el fin de explicar las 
clases y mostrar los diagramas UML de manera más ordenada y comprensible. Las vistas (y puntos que 
trataremos) de la aplicación Vídeos son las siguientes:
• 10.2.1. Vista principal
• 10.2.2. Canal UPC Youtube
• 10.2.3. Vista video Youtube
• 10.2.4. Fuente de comunidades UPCommons
• 10.2.5. Vídeos de una comunidad (UPCommons)
• 10.2.6. Descargados
Para cada uno de los apartados explicaremos qué clases y ficheros “.xib” (fichero de configuración de la 
interfaz de usuario) componen la vista y se usan para llevar a cabo las operaciones citadas en el capítulo 
anterior (10.1). Primero, mediante un esquemático diagrama, se verá cuales son éstas clases y cómo 
éstas se organizan para seguir el patrón de diseño Modelo Vista Controlador. Seguidamente, mediante 
un diagrama UML se verá qué métodos y variables contienen cada una de éstas clases, cómo se 
organizan entre si y de qué clases heredan.
Con este capitulo empezamos a adentrarnos en la implementación a más bajo nivel de la aplicación, la 
finalidad es tener una visión general de la estructura de clases usadas, para posteriormente, en el 
capítulo de Implementación, se comprenda correctamente el código explicado, entendiendo qué clases 
lo están y porqué.
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10.2.1. Vista principal
La primera vista que trataremos es la primera que se muestra al usuario al presionar sobre la aplicación 
Vídeos, la cual muestra un listado de las diferentes fuentes o canales desde donde ver los diferentes 
vídeos publicados.
Para el  correcto funcionamiento de esta vista se requieren las 
siguientes clases (cada una de ellas, tanto para esta vista como 
para las siguientes que trataremos, están formadas por dos 
archivos: el  de implementación con extensión “.m” y el  de 
definición de cabeceras con extensión “.h”):
• VideosSourceViewController: Clase controlador de la vista 
principal. Se encarga de conectarse al servidor y descargar el 
fichero de fuentes, parserarlo y mostrar por pantalla el 
resultado.
• Fuente: Clase perteneciente al  modelo. Es usada por la 
clase controlador de la vista para almacenar los objetos 
“fuente” que se obtienen del listado descargado desde el 
servidor. Contiene dos atributos: nombre y la dirección URL 
en la que se encuentra la información de la fuente. Es la 
misma clase usada por la aplicación Noticias.
• Reachability: Clase perteneciente al modelo. Es usada por 
la clase controlador para comprobar si existe algún tipo de 
conexión a la red antes de intentar descargar el fichero desde
e el servidor. 
• XMLParser_FuentesNoticias: Clase que define las reglas a 
seguir para realizar correctamente el parseo del fichero que 
contiene el listado de fuentes. Es el mismo que se usa para 
parsear el listado de fuentes de noticias en la aplicación 
Noticias, ya que el fichero XML contiene la misma estructura.
• VideoSourceCellViewController: Clase controlador de cada una de las pequeñas vistas que se 
muestran en cada una de las celdas de la tabla. Se encarga de mostrar correctamente y con las 
características adecuadas la imagen y el título de cada una de las fuentes.
Los ficheros que contienen la definición de la interfaz de usuario:
• VideoSource.xib: contiene la definición de las características y estructuración de la vista principal.
• VideoSourceCell.xib: contiene la definición de dónde ha de situarse y qué medidas ha de tomar la 
imagen mostrada por una fuente. Igualmente para el nombre de la fuente.
Fig. 10-5: Vista principal app. Vídeos. 
Listado de fuentes.
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Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 10-6: Esquema de clases de la vista 
principal de la app. Vídeos.
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Diagrama UML
NSObject
...	
  {External}
Reachability
localWiFiRef: BOOL
reachabilityRef: SCNetworkReachabilityRef
+
(Reachability *) reachabilityWithHostName: (NSString *) hostName;
+
(Reachability *) reachabilityWithAddress: (const struct sockaddr_in*) hostAddress;
+
(Reachability *) reachabilityForInternetConnection;
+
(Reachability *) reachabilityForLocalWifi;
-
(BOOL) startNotifier;
-
(void) stopNotifier;
-
(NetworkStatus) currentReachabilityStatus;
-
(BOOL) connectionRequired;
Fuente
name: NSString
source_url: NSString
UIResponder
...	
   {External}
UIViewController
... 	
  {External}
VideoSourceViewController
sources: NSMutableArray
<<protocol>>
UITableViewDelegate
- (NSInteger)numberOfSectionsInTableView:(UITableView *)tableView
- (NSInteger)tableView:(UITableView*)tableView numberOfRowsInSection:(NSInteger)section
- (UITableViewCell*)tableView:(UITableView*)tableView cellForRowAtIndexPath:(NSIndexPath*)indexPath
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath
UIView
... 	
  {External}
UITableViewCell
... 	
  {External}
videoSourceCellViewController
image: UIImageView (IBOutlet)
title: UILabel (IBOutlet)
XM
LParser_FuentesNoticias
fuenteNoticiasViewDelegate: 
FuentesNoticiasViewController
unaFuente: Fuente;
- (XMLParser_FuentesNoticias *) 
initXMLParser:(UITableViewController *)me
<<protocol>>
NSXM
LParserDelegate
valorElementoActual: NSString
- (void)parser:(NSXMLParser *)parser didStartElement:(NSString *)elementName 
namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qualifiedName 
attributes:(NSDictionary *)attributeDict
- (void)parser:(NSXMLParser *)parser foundCharacters:(NSString *)string
- (void)parser:(NSXMLParser *)parser didEndElement:(NSString *)elementName 
namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qName
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10.2.2. Canal UPC Youtube
Cuando el usuario selecciona el  canal UPC de Youtube se abre 
una nueva vista mostrando el listado de los últimos vídeos 
añadidos al canal. Las clases implicadas en este proceso son las 
siguientes:
• UPCYoutubeViewController: Clase controlador de la vista. 
Se encarga de conectarse al Feed del  canal UPC en Youtube, 
descargar, parsear y mostrar el contenido. 
• YoutubeXMLParser: Clase usada por el controlador para 
realizar el parseo del fichero XML generado por el  Feed de 
Youtube. Contiene las reglas especiales que permiten parsear 
este fichero.
• YoutubeCellViewController: Clase controlador de la 
“pequeña” vistas que se muestra en cada una de las celdas de 
la tabla de vídeos. Obtiene los datos del  controlador de la vista 
principal y los gestiona.
• VideoDataYoutube: Clase perteneciente al  modelo. Cada 
objeto guarda la información de uno de los vídeos mostrados 
en el listado. Sus atributos son la fecha de publicación, el 
título, el enlace a la página desde dónde se puede visualizar el 
video, información y la URL a la imagen de descripción.
Los ficheros que contienen la definición de la interfaz de 
usuario:
• UPCYoutubeView.xib: definición de las estructura y 
características de la vista.
• YoutubeCell.xib: definición de las estructura y características de la vista de una celda.
Fig. 10-7: Listado de vídeos canal UPC de 
Youtube
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Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 10-8: Esquema de clases de la vista de vídeos del canal UPC Youtube
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         211
Diagrama UML
NSObject
...	
  {External}
UIResponder
...	
   {External}
UIViewController
... 	
  {External}
UPCYoutubeViewController
listaVideos: NSMutableArray 
urlRSS: NSString
<<protocol>>
UITableViewDelegate
- (NSInteger)numberOfSectionsInTableView:(UITableView *)tableView
- (NSInteger)tableView:(UITableView *)tableView numberOfRowsInSection:
(NSInteger)section
- (UITableViewCell *)tableView:(UITableView *)tableView 
cellForRowAtIndexPath:(NSIndexPath *)indexPath
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:
(NSIndexPath *)indexPath
YoutubeXM
LParser
videosYoutubeController: FuentesNoticiasViewController
videoData: VideoDataYoutube;
- (XMLParser_FuentesNoticias *) initXMLParser:
(UITableViewController *)me
<<protocol>>
NSXM
LParserDelegate
valorElementoActual: NSString
- (void)parser:(NSXMLParser *)parser didStartElement:(NSString *)elementName 
namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qualifiedName 
attributes:(NSDictionary *)attributeDict
- (void)parser:(NSXMLParser *)parser foundCharacters:(NSString *)string
- (void)parser:(NSXMLParser *)parser didEndElement:(NSString *)elementName 
namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qName
VideoDataYoutube
published: NSString
title: NSString
link: NSString
content: NSString
image: UIImage
UIView
... 	
  {External}
UITableViewCell
... 	
  {External}
videoSourceCellViewController
imageView: UIImageView (IBOutlet)
title: UILabel (IBOutlet)
date: UILabel (IBOutlet)
text: UILabel (IBOutlet)
1
*
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         212
10.2.3. Vista video Youtube
En el momento en que el usuario, desde la pantalla anterior, selecciona uno de los vídeos del canal para 
su visualización, se abre una nueva vista que muestra la pagina web de Youtube desde donde éste video 
puede ser visualizado. Las clases implicadas en este proceso son las siguientes:
• VideoYoutubeWebViewController: Clase controlador de la vista. Contiene una sub-vista de tipo 
“WebView” que ocupa la totalidad de ésta. Se encarga de obtener desde la vista anterior la URL del 
video seleccionado, descargar y mostrar la página.
El fichero que contiene la definición de la interfaz de usuario:
• VideoYoutubeWeb.xib: Simplemente contiene una vista de tipo “WebView” que ocupa la totalidad de la 
vista “madre”, donde se mostrará la web.
Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Diagrama UML
Fig. 10-9: Esquema de las clases de la vista de un video en Youtube
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10.2.4. Fuente de comunidades UPCommons
Si  en cambio, el  usuario selecciona “UPCommons” desde el  menú principal, se le muestra al usuario el 
listado de comunidades de la UPC que tienen vídeos disponibles. Para ello, se usarán las siguientes 
clases:
• VideosComunitatsViewController: Clase controlador de la vista que muestra el  listado. Se conecta al 
servidor y descarga el archivo que contiene el  listado de comunidades de UPCommons, parsea y 
muestra el contenido.
• Fuente: Clase perteneciente al modelo. Es usada por la clase controlador de la vista para almacenar 
los objetos “fuente” que se obtienen del listado de comunidades descargado desde el servidor. Contiene 
dos atributos: nombre y la dirección URL en la que se encuentra la información de la fuente. Es la 
misma clase usada por la aplicación Noticias y para la vista principal de Vídeos.
En este caso la vista no requiere de ficheros de configuración de la interfaz de usuario, ya que la tabla 
que muestre el  listado será la configurada por defecto y por tanto no es necesario un fichero de 
configuración.
Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 10-10: Esquema de las clases de la vista fuente de comunidades UPCommons
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Diagrama UML
NSObject
...	
  {External}
UIResponder
...	
   {External}
UIViewController
... 	
  {External}
VideosCom
unitatsViewController
sources: NSMutableArray 
url: NSString
<<protocol>>
UITableViewDelegate
- (NSInteger)numberOfSectionsInTableView:(UITableView *)tableView
- (NSInteger)tableView:(UITableView *)tableView numberOfRowsInSection:
(NSInteger)section
- (UITableViewCell *)tableView:(UITableView *)tableView 
cellForRowAtIndexPath:(NSIndexPath *)indexPath
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:
(NSIndexPath *)indexPath
XM
LParser_FuenteNoticias
videosComunitatsController: 
VideosComunitatsViewController
unaFuente: Fuente;
- (XMLParser_FuentesNoticias *) initXMLParser:
(UITableViewController *)me
<<protocol>>
NSXM
LParserDelegate
valorElementoActual: NSString
- (void)parser:(NSXMLParser *)parser didStartElement:(NSString *)elementName 
namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qualifiedName 
attributes:(NSDictionary *)attributeDict
- (void)parser:(NSXMLParser *)parser foundCharacters:(NSString *)string
- (void)parser:(NSXMLParser *)parser didEndElement:(NSString *)elementName 
namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qName
Fuente
published: NSString
title: NSString
link: NSString
content: NSString
image: UIImage
1
*
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10.2.5. Vídeos de una comunidad (UPCommons)
Una vez que el usuario selecciona una de las comunidades desde la pantalla anterior, se muestra una 
nueva vista con el listado de los últimos vídeos publicados de ésta. Las clases implicadas en este proceso 
son:
• OneCommunityVideosViewControler: Clase controlador de la vista. A partir de la URL obtenida desde 
la vista anterior se conecta al  Feed de UPCommons, descarga la RSS correspondiente y muestra el 
listado de vídeos por pantalla. 
• XMLParser_UPCommons: Clase que indica las reglas a seguir para parsear el  fichero XML generado 
por el Feed de UPCommons (y cualquier otra fuente de vídeos que pueda añadirse en un futuro).
• VideoData: Clase cuyos objetos guardan la información de un video en concreto de los que se 
muestran en el listado. Sus atributos son: la dirección URL completa al  video, descripción, título, fecha 
de publicación y URL a la foto de descripción.
• VideoCellViewController: Clase controlador de la vista mostrada en cada una de las celdas de la 
tabla.
Los ficheros que contienen la definición de la interfaz de usuario:
• OneCommunityVideos.xib
• VideoCell.xib
Patrón MVC
Las clases indicadas en el punto anterior se organizan de la siguiente manera, cumpliendo así con el patrón 
MVC:
Fig. 10-11: Esquema de clases de la vista de una comunidad de UPCommons
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Diagrama UML
NSObject
...	
  {External}
videoData
title: NSString
enclosure_url: 
NSString 
description: 
NSString
pubDate: NSString
foto_url: NSString
UIResponder
...	
   {External}
UIViewController
... 	
  {External}
OneCom
m
unityVideosViewController
videosList: NSMutableArray
sourceName: NSString
urlRSS: NSString
- (void)playMovieAtURL:(NSURL*)theURL
<<protocol>>
UITableViewDelegate
- (NSInteger)numberOfSectionsInTableView:(UITableView *)tableView
- (NSInteger)tableView:(UITableView*)tableView numberOfRowsInSection:(NSInteger)section
- (UITableViewCell*)tableView:(UITableView*)tableView cellForRowAtIndexPath:(NSIndexPath*)indexPath
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath
UIView
... 	
  {External}
UITableViewCell
... 	
  {External}
VideoCellViewController
image: UIImageView (IBOutlet)
title: UILabel (IBOutlet)
date: UILabel (IBoutlet)
author: UILabel (IBOutlet)
XM
LParser_UPCom
m
ons
oneCommunityViewDelegate: 
OneCommunityVideosViewController
oneVideoData: VideoData;
- (XMLParser_FuentesNoticias *) 
initXMLParser:(UITableViewController *)me
<<protocol>>
NSXM
LParserDelegate
valorElementoActual: NSString
- (void)parser:(NSXMLParser *)parser didStartElement:(NSString *)elementName 
namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qualifiedName 
attributes:(NSDictionary *)attributeDict
- (void)parser:(NSXMLParser *)parser foundCharacters:(NSString *)string
- (void)parser:(NSXMLParser *)parser didEndElement:(NSString *)elementName 
namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qName
11
*
*
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10.2.6. Descargados
Desde el  menú principal de la aplicación Vídeos, el usuario también podrá seleccionar visualizar aquellos 
vídeos que se han guardado en la memoria del dispositivo, tanto para visualizarlos de nuevo como para 
eliminar aquellos que no desee guardar por más tiempo. Para ello solamente se necesitará una clase, la 
controlador, encargada de acceder al  directorio “Documents/Vídeos” del SandBox de la aplicación y 
mostrar el  listado de archivos que el  directorio contiene, además de ejecutar la aplicación MoviePlayer 
cuando uno de los vídeos es seleccionado:
• DownloadedViewController
Dado que la tabla que se muestra es de tipo estándar, no es necesario configuración con Interface 
Builder.
Diagrama UML
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10.3. Implementación de la aplicación 
Vídeos
Introducción
Durante este capítulo se explicará qué métodos son los más relevantes a la hora de llevar a cabo todas 
las funcionalidades que se ha descrito en los capítulos anteriores. Se mostrará el  código fuente de 
algunos de estos métodos y se explicará paso a paso qué operaciones realiza cada uno de ellos y 
porqué.
En este capítulo se llega a detallar la aplicación Vídeos al más bajo nivel, para comprender con el máximo 
detalle y profundidad cómo se comporta la aplicación de manera interna para lleva a cabo todas las 
tareas que se realizan.
En este caso el capítulo está dividido en las las vistas que muestra la aplicación Vídeos:
10.3.1. Vista principal: se mostrará el  código fuente de los métodos: “viewDidLoad”, encargado de 
inicializar la vista; “cellForRowAtIdexPath” encargado de inicializar el contenido de cada una de las celdas 
mostradas por la tabla de la vista principal y de “didSelectRowAtIdexPath” que se ejecuta al seleccionar 
una de las fuentes.
10.3.2. Canal UPC Youtube: se explicará el  código de los métodos “didEndElement”, “foundCharacters” y 
“didStartElement“ pertenecientes a la clase “XMLParser_Youtube”, encargados de parsear el  contenido 
de la RSS del Canal UPC de Youtube y obtener los datos de los últimos vídeos.
10.3.3. Vista video Youtube: se explicará el  método “viewDidLoad” del controlador 
“VideoYoutubeWebViewController”, encargado de inicializar esta vista.
10.3.4. Fuente de comunidades UPCommons: se detallarán los métodos “cellForRowAtIndexPath” y 
“didSelectRowAtIndexPath” del  controlador “VideosComunitatsViewController”, encargados de inicializar 
el  contenido de las celdas mostradas por la tabla, y de manejar el  evento de seleccionar una de ellas, 
respectivamente.
10.3.5. Vídeos de una comunidad (UPCommons): se explicarán los métodos “cellForRowAtIndexPath” 
y “downloadVideoInNSURL” del  controlador “OneCommunityViewController”, encargados de inicializar el 
contenido de las celdas mostradas por la vista, y de descargar, almacenar y reproducir el video 
seleccionado. También se explicarán los métodos “ didStartElement” y “didEndElement” del parser usado 
por el controlador: “XMLParser_UPCommons”.
10.3.6. Descargados: se verán los métodos “viewDidLoad” y “commitEditingStyle” del controlador 
“DownloadedViewController”, encargados de inicializar la vista y manejar la edición de la tabla y borrado 
de vídeos respectivamente.
Frameworks Utilizados
Para la implementación de la aplicación Noticias, se ha requerido el uso de los siguientes Frameworks de 
desarrollo:
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- M e d i a P l a y e r : u s a d o p o r l a s c l a s e s “ O n e C o m m u n i t y V i d e o s V i e w C o n t r o l l e r ” y 
“DownloadedViewController” para reproducir los vídeos. Explicado en el punto “Frameworks Utilizados” 
del capítulo 9.3: Implementación de la aplicación Seminarios).
- SystemConfiguration: usado por la clase “Reachability” para obtener ciertos datos del sistema para 
comprobar si existe algún tipo de conexión a la red. Para más información sobre este Framework, lea el 
punto de “Frameworks Utilizados” del  capítulo 7.3 “Implementación de la Aplicación Noticias”.
- Foundation (explicado en el punto de “Frameworks Utilizados” del  capítulo 6.3 “Implementación de la 
Aplicación Mapas”).
- UIKit (explicado en el punto de “Frameworks Utilizados” del  capítulo 6.3 “Implementación de la 
Aplicación Mapas”).
10.3.1. Vista principal
Veamos los métodos más relevantes implicados en el  proceso de carga de la vista principal  de la 
aplicación Vídeos.
Creando la vista principal
Para iniciar la vista principal se ejecuta desde el controlador “SeminarsViewController” el  método 
“viewDidLoad”, cuyo código es el siguiente:
viewDidLoad
- (void)viewDidLoad {
    [super viewDidLoad];
! BOOL red = [self comprovarSiHayRed];
! [UIApplication sharedApplication].networkActivityIndicatorVisible= YES;
! self.title = NSLocalizedString(@"Fuentes de Videos", @"Titulo de la pagina de Fuente de 
! ! noticias");
! if (red) {
! NSString *paginaDeFuentes = NSLocalizedString(@"http://feeds.ac.upc.edu/iUPC/F
! ! uentesVideos.xml", @"Pagina web del xml donde se encuentran las fuentes de 
! ! Videos");
!
! NSURL *url = [[NSURL alloc] initWithString:paginaDeFuentes];
! NSXMLParser *xmlParser = [[NSXMLParser alloc] initWithContentsOfURL:url];
!
! //Inicializamos el delegate
! XMLParser_FuentesNoticias *parser = [[XMLParser_FuentesNoticias alloc] 
! ! initXMLParser:self];
! [xmlParser setDelegate:parser];
! BOOL success = [xmlParser parse];
! if (!success) NSLog(@"Con errores");
! Fuente *descargados = [[Fuente alloc] init];
! descargados.name = @"Descargados";
! [sources addObject:descargados];
! }
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! else {
! ! NSString *titulo_alerta = NSLocalizedString(@"No hay conexión a Internet", 
! ! ! @"Titulo Alerta: No hay conexión a Internet");
! ! NSString *mensage_alerta = NSLocalizedString(@"Conéctese a la Red si desea 
! ! ! visualizar los videos no almacenados correctamente.", @"Conéctese a la 
! ! ! Red si desea hacer búsquedas.");
! !
! ! UIAlertView *myAlert = [[UIAlertView alloc] initWithTitle:titulo_alerta 
! ! ! message:mensage_alerta delegate:self cancelButtonTitle:@"Ok" 
! ! ! otherButtonTitles:nil];
! ! [myAlert show];
! ! [myAlert release];
! }
! [UIApplication sharedApplication].networkActivityIndicatorVisible= NO;
}
Las tareas que el método realiza para iniciar la vista son las siguientes:
1. Mediante el método “comprovarSiHayRed” se comprueba si existe algún tipo de conexión a la red 
(tanto 2G (EDGE), 3G o Wifi).
2. En el caso de que exista Red disponible, se accederá al fichero XML (almacenado en el servidor 
“feeds.ac.edu/iUPC”. En caso de no existir red, se crea y muestra al usuario una alerta (“UIAlertView”) 
advirtiendo de tal aspecto.
3. Se crea una instancia de la clase NSXMLParser que se encargará de realizar el  parseo del fichero 
descargado.
4. Se crea una instancia de nuestra clase XMLParser_FuentesVideos e indicamos que este objeto sea 
el delegado.
5. Iniciamos el parseo del fichero.
6. Creamos una nueva fuente (que como siempre se mostrará, no está en el fichero de fuentes 
parseado), e indicamos que el  nombre de ésta es “Descargados”. Añadimos la fuente al Array 
“sources” donde en este momento se encuentran todas las demás.
7. Desactivamos el indicador de actividad de red.
cellForRowAtIndexPath
Puesto que la clase controlador de la vista principal  sigue el protocolo “UITableViewDelegate”, la siguiente 
función que es llamada es “cellForRowAtIdexPath”. Ésta es ejecutada para cada una de las celdas que 
van a mostrarse en la tabla de la vista, y se encarga de iniciar el contenido una por una.
- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
! static NSString *CellIdentifier = @"FuentesVideosCelda";
!
! VideoSourceCellViewController *cell =(VideoSourceCellViewController *)[tableView 
! ! dequeueReusableCellWithIdentifier:CellIdentifier];
      if (cell == nil) {
! ! NSArray *nib = [[NSBundle mainBundle] loadNibNamed:@"VideoSourceCell" 
! ! ! owner:self options:nil];
! ! cell = [nib objectAtIndex:0];   
! }
    
      Fuente *unaFuente = [self.sources objectAtIndex:indexPath.row];
!
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! cell.title.text = [unaFuente.name stringByReplacingOccurrencesOfString:@"\n" 
! ! withString:@""];
! if ([[cell.title text] isEqualToString:@"UPC Youtube"]){
!     cell.image.image = [UIImage imageNamed:@"youtubeimagen.png"];
! }
! if ([[cell.titulo text] isEqualToString:@"Descargados"]){
!     cell.image.image = [UIImage imageNamed:@"download_image.png"];
! }
! cell.accessoryType = UITableViewCellAccessoryDisclosureIndicator;
    return cell;
}
1. En este caso, iniciamos una nueva vista de tipo celda a partir del controlador “ 
VideoSourceCellViewController”, que es la que se va a necesitar en este caso. Indicamos que se 
inicie a partir de la clase “VideoSourceCell.xib”.
2. Obtenemos el objeto fuente que ocupa el mismo lugar en el array “sources” del de la celda que 
estamos iniciando.
3. Indicamos a la celda que el campo titulo sea el de la fuente (eliminando saltos de linea).
4. Comprobamos si ésta fuente tiene imagen disponible para mostrar, y en ese caso indicamos a la vista 
imagen que muestre la correspondiente.
5. Indicamos que la imagen de acceso sea de tipo “Disclosure indicator” ya que al  seleccionar la celda 
nos trasladará a otra tabla de contenidos.
Obtención de eventos
didSelectRowAtIndexPath
El  evento de seleccionar una de las celdas de la tabla es tratado desde la clase controlador por ésta 
función perteneciente al protocolo “UITableViewDelegate”.
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
! NSUInteger fila = [indexPath row];
! Fuente *unaFuente = [self.sources objectAtIndex:fila];
! unaFuente.source_url = [unaFuente.source_url stringByReplacingOccurrencesOfString:@"\n" 
! ! withString:@""];
! if([[unaFuente name] isEqualToString: @"UPC Youtube"]){
! ! UPCYoutubeViewController *videosyoutube = [[UPCYoutubeViewController alloc] 
! ! ! initWithNibName:@"UPCYoutubeViewController" bundle:nil];
! ! videosyoutube.urlRSS = [unaFuente source_url];
! ! UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
! ! [delegate.navController pushViewController:videosyoutube animated:YES];!
! } else if ([[unaFuente name] isEqualToString:@"UPCommons"]){
! ! VideosComunitatsViewController *comunitats = [[VideosComunitatsViewController 
! ! ! alloc] initWithNibName:@"videosRSS" bundle:nil];
! ! comunitats.url = [unaFuente source_url];
! ! UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
! ! [delegate.navController pushViewController:comunitats animated:YES];
! } else if ([[unaFuente name] isEqualToString:@"Descargados"]){
! ! DownloadedViewController *comunitats = [[DownloadedViewController alloc] init];
! ! UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
! ! [delegate.navController pushViewController:comunitats animated:YES];
! }
}
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En este caso las funciones que se realizarán son las siguientes:
1. Obtener el elemento Fuente seleccionado.
2. Puesto que tenemos tres vistas distintas dependiendo de la fuente escogida, comprobaremos cuál de 
ellas se ha seleccionado y se creará una instancia del controlador adecuado en cada caso: 
“UPCYoutubeViewController” en caso de escoger UPC Youtube, “VideosComunitatsViewController” 
en caso de escoger UPCommons o “DownloadedViewController” en caso de escoger Descargados. 
Cada una de ellas iniciada con su fichero .xib correspondiente.
3. Se añade la vista al controlador.
10.3.2. Canal UPC Youtube
Creando la vista principal
La clase controlador de esta vista es “UPCYoutubeViewController”. El  método “viewDidLoad” de ésta 
encargado de iniciar la vista se conectará a la RSS del canal  de UPC en Youtube y mediante el parser 
“YoutubeXMLParser” obtendrá los datos de los últimos vídeos publicados.
Seguidamente se llama las veces que sea necesario al  método “cellForRowAtIdexPath”, encargado de 
iniciar cada una de las celdas mostradas. Éste método obtendrá el objeto “VideoDataYoutuve” del  array 
“listaVideos” del  controlador que ocupe el mismo lugar que la celda que se está iniciando en ese 
momento. Extraerá del objeto obtenido los datos (imagen, titulo, fecha y texto) y se indicará a la vista que 
los muestre en su respectivo lugar.
Parser
Veamos los métodos (del protocolo “NSXMLParserDelegate”) de la clase encargada de realizar el  parseo 
del fichero XML generado por la RS del canal UPC en Youtube: “YoutubeXMLParser”, que es usado por la 
clase controlador “UPCYoutubeViewController” en su método inicial “viewDidLoad” para obtener los datos.
didStartElement
Este método es llamado cada vez que, al realizar el parseo, se encuentra un nuevo “tag” o elemento.
- (void)parser:(NSXMLParser *)parser didStartElement:(NSString *)elementName 
  namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qualifiedName 
! attributes:(NSDictionary *)attributeDict {
!
    if([elementName isEqualToString:@"item"]) {
! videoData = [[VideoDataYoutube alloc] init];
! }
}
1. Si  el  elemento o “tag” que se ha encontrado es “entry” quiere decir que es un elemento video: dentro 
de él  se encontrarán los datos de uno de los vídeos que se han de mostrar. Por lo tanto iniciamos una 
variable “videoData”.
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foundCharacters
Este método es llamado cada vez que se encuentra un carácter al  realizar el  parseo. Éste método será 
idéntico para todos los parsers que se han implementado el iUPC.
- (void)parser:(NSXMLParser *)parser foundCharacters:(NSString *)string { 
! if(!valorElementoActual) 
! ! valorElementoActual = [[NSMutableString alloc] initWithString:string];
! else
! ! [valorElementoActual appendString:string];
}
Se comprueba si se ha iniciado la variable “valorElementoActual”, la cual va almacenando los datos 
leídos. En caso contrario se inicializa. Si ya esta iniciada, se añade a ella el carácter leído.
didEndElement
Este método es llamado cuando se detecta que un elemento ha llegado a su fin. 
- (void)parser:(NSXMLParser *)parser didEndElement:(NSString *)elementName 
  namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qName {
! if([elementName isEqualToString:@"item"]) {
! ! [videosYoutubeController.listaVideos addObject:videoData];
! ! [videoData release];
! ! videoData = nil;
! }
! else if([elementName isEqualToString:@"published"] || [elementName 
! ! isEqualToString:@"title"]|| [elementName isequalToString:@”link”] ||
! ! ! [elementName isEqualToString:@"content"]){
! ! [videoData setValue:valorElementoActual forKey:elementName];
! }
! [valorElementoActual release];
! valorElementoActual = nil;
Se comprueba qué elemento es el que se ha acabado de leer. En caso de ser el elemento “item” quiere 
decir que la información del  video que estábamos leyendo se ha terminado, así que añadimos al  array 
“listaVideos” del  controlador de la vista principal este elemento “videoData” ya completo. Posteriormente 
se “borra” el elemento “videoData” y sus datos.
Si  el elemento terminado de leer es “published”, “content”, title” o “link” se añadirá este dato al  elemento 
“videoData” que se está completando.
Seguidamente se borra la variable “valorElementoActual”.
Obtención de eventos
El  método “didSelectRowAtIndexPath” del controlador de la vista se ejecutará a raíz del evento de 
seleccionar una de las celdas de la vista.
Éste método obtendrá el objeto “VideoData” correspondiente a la fila seleccionada y extraerá la URL al 
video. Creará una instancia de la nueva vista a través del  controlador “VideoYoutubeViewController” a la 
cual le pasará la URL obtenida y se añadirá la nueva vista al “Navigarion Controller” de la aplicación.
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10.3.3. Vista video Youtube
Dado que la vista (controlada por “VideoYoutubeWebViewController”) mostrará el contenido de una 
página web mediante su vista de tipo “UIWebView”, simplemente es necesario implementar el  método 
que inicializa la vista, ya que tampoco no hay eventos que tratar particularmente.
Creando la vista principal
viewDidLoad
El método “viewDidLoad” que incializa la vista, desde el controlador es sencillo:
- (void)viewDidLoad {
    [super viewDidLoad];
! [UIApplication sharedApplication].networkActivityIndicatorVisible= YES;!
! NSURLRequest *requestObj = [NSURLRequest requestWithURL:webVideo];
! [vistaWeb loadRequest:requestObj];
! [UIApplication sharedApplication].networkActivityIndicatorVisible= NO;
}
1. Se activa el indicador de actividad de red.
2. Se obtiene la URL de la Web que se ha de mostrar en la vista (pasada desde la vista anterior) y a 
partir de ésta se crea un objeto de la clase “NSURLRequest”.
3. Indicamos a la vista de tipo “UIWebView” que atienda a la petición creada.
4. Desactivamos el indicador de red.
10.3.4. Fuente de comunidades UPCommons
La clase controlador de la vista que muestra el  listado de fuentes de comunidades es 
“VideosComunitatsViewController”. Veamos qué métodos de ésta son los más relevantes.
Creando la vista principal
En este caso el método “viewDidLoad” descarga desde el servidor feeds el documento 
“UPCommonsCommunityList.xml” que contiene el  listado de comunidades y las correspondientes URL al 
feed de cada una de ellas. Parsea el contenido usando la misma clase que se usa en la vista principal de 
la aplicación Noticias “XMLParser_FuenteNoticias”. 
cellForRowAtIndexPath
Seguidamente se ejecutará el método “cellForRowAtIdexPath” tantas veces como sea necesario:
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- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
    
    static NSString *CellIdentifier = @"Cell";
    
    UITableViewCell *cell = [tableView dequeueReusableCellWithIdentifier:CellIdentifier];
    if (cell == nil) {
        cell = [[[UITableViewCell alloc] initWithStyle:UITableViewCellStyleDefault 
reuseIdentifier:CellIdentifier] autorelease];
    }
    
! Fuente *unaFuente = [self.fuentes objectAtIndex:indexPath.row];
! unaFuente.name = [ unaFuente.name stringByReplacingOccurrencesOfString:@"\n" 
! ! withString:@""];
! unaFuente.name = [ unaFuente.name stringByReplacingOccurrencesOfString:@"  " 
! ! withString:@""];
! cell.text = unaFuente.name;
! cell.font = [UIFont boldSystemFontOfSize:15];
! cell.accessoryType = UITableViewCellAccessoryDisclosureIndicator;
!
    return cell;
}
1. En este caso utilizaremos una celda estándar “UITableViewCell”.
2. Seguidamente se obtiene el objeto fuente con el que se va a “rellenar de datos” esta celda.
3. Se eliminan los saltos de linea en el nombre de la fuente y se indica que se muestre este nombre 
como texto de la celda.
4. Se definen el tamaño de la fuente y el tipo de “Accesory” de la celda, en este caso “disclosure 
indicator” ya que nos trasladará a otra tabla en caso de seleccionarla.
Obtención de eventos
didSelectRowAtIndexPath
Cuando una de las fuentes es seleccionada se ejecuta desde el controlador éste método, perteneciente 
como ya se ha comentado al protocolo “UITableViewDelegate”.
- (void)tableView:(UITableView *)tableView didSelectRowAtIndexPath:(NSIndexPath *)indexPath {
! NSUInteger fila = [indexPath row];
! Fuente *unaFuente = [self.fuentes objectAtIndex:fila];
! OneCommunityVideosViewController *videosComunitat = [[OneCommunityVideosViewController 
! ! alloc] initWithNibName:@"OneComminutyVideos" bundle:nil];
! videosComunitat.urlRSS = [unaFuente source_url];
! videosComunitat.sourceName = [unaFuente name];
! UPCAppDelegate *delegate = [[UIApplication sharedApplication] delegate];
! [delegate.navController pushViewController:videosComunitat animated:YES];
}
1. Se obtiene el objeto Fuente de la fila seleccionada. 
2. Se crea una instancia del controlador “OneCommunityViewController” y se inicializa con el  fichero 
“OneCommunityVideos.xib”.
3. Se guardan en la nueva vista la dirección URL al feed y el nombre de la fuente seleccionada.
4. Se añade la nueva vista al Navigation Controller.
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10.3.5. Vídeos de una comunidad (UPCommons)
Veamos algunos de los métodos de el controlador de la vista que muestra el listado de vídeos de una 
comunidad de UPCommons: “OneCommunityViewController”, y también de la clase encargada de realizar 
el parseo del XML desde la RSS de UPCommons: “XMLParser_UPCommons”.
Creando la vista principal
Como se ha comentado, el  método “viewDidLoad” del  controlador inicializará la vista. En este caso se 
conectará a la RSS que contiene los últimos videos de la comunidad, descargará el  fichero y guardará los 
datos.
cellForRowAtIndexPath
Seguidamente se ejecutará el método “cellForRowAtIndexPath” tantas veces como celdas se muestren.
- (UITableViewCell *)tableView:(UITableView *)tableView cellForRowAtIndexPath:(NSIndexPath *)
indexPath {
    
    static NSString *CellIdentifier = @"VideoCeldaIdentificador";
!
    VideoCelllViewController *cell =(VideoCelllViewController *)[tableView 
! dequeueReusableCellWithIdentifier:CellIdentifier];
    if (cell == nil) {
! ! NSArray *nib = [[NSBundle mainBundle] loadNibNamed:@"VideoCell" owner:self 
! ! ! options:nil];
! ! cell = [nib objectAtIndex:0];   
! }
    
    // Set up the cell...
! VideoData *unaVideoData = [self.listaVideos objectAtIndex:indexPath.row];
! unaVideoData.title = [unaVideoData.title stringByReplacingOccurrencesOfString:@"\n" 
! ! withString:@""];
! cell.titulo.text = unaVideoData.title;
! cell.fecha.text = unaVideoData.pubDate;
!
! UIImage *foto;
! if (unaVideoData.foto_url != nil) {
! ! unaVideoData.foto_url = [unaVideoData.foto_url 
! ! ! stringByReplacingOccurrencesOfString:@"\n" withString:@""];
! ! NSURL *urlDeLaFoto = [[NSURL alloc] initWithString:unaVideoData.foto_url];
! ! NSData *fotoData = [[NSData alloc] initWithContentsOfURL:urlDeLaFoto];
! ! foto = [[UIImage alloc] initWithData:fotoData];
! !
! } else {
! ! foto = [UIImage imageNamed:@"notavailable.png"];
! }
! cell.image.image = foto;
! cell.author.text = unaVideoData.descripcion;!
! cell.accessoryType = UITableViewCellAccessoryDetailDisclosureButton;
!
    return cell;
}
1. Se creará una instancia de la celda “VideoCellViewController” que se inicializará con el  archivo 
“VideoCell.xib”.
2. Se obtiene el objeto “VideoData” correspondiente del array “listaVideos” (que contiene todos).
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3. Se eliminan saltos de linea y se define el label  title y fecha de la celda como el título y la fecha del 
objeto VideoData.
4. Si  el video cuenta con imagen, se obtiene la URL a ésta. Se crea un objeto NSData donde se 
guardará el contenido de la URL, en este caso la fotografía. Se instancia un objeto UIImage que se 
inicializa con el contenido del NSData creado.
5. Si  no cuenta con imagen, se mostrará una por defecto (que muestra una cámara de fotos en gris con 
un pequeño mensaje “not available”), la cual  se encuentra almacenada en memoria y cuyo fichero se 
llama “notavailable.png”.
6. Se indica a la vista que muestre la imagen.
7. Se indica que el “accessory” de la celda será de tipo “detail disclosure”.
Parser
En este caso el  controlador usará la clase “XMLParser_UPCommons” para parsear el contenido de la 
RSS de UPCommons y obtener los datos de los últimos vídeos.
didStartElement
- (void)parser:(NSXMLParser *)parser didStartElement:(NSString *)elementName 
  namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qualifiedName 
! attributes:(NSDictionary *)attributeDict {
!
! if([elementName isEqualToString:@"channel"]) {
! ! //Initialize the array.
! ! oneCommunityVideosController.listaVideos = [[NSMutableArray alloc] init];
! !
! }
! else if([elementName isEqualToString:@"item"]) {
! ! //Initialize the entrada.
! ! unaVideoData = [[VideoData alloc] init];
! } else if ([elementName isEqualToString:@"enclosure"]){
! ! unaVideoData.enclosure_url =  [attributeDict objectForKey:@"url"];
! }
}
• Cuando el  elemento que empieza “channel” quiere decir que hemos encontrado el elemento raíz del 
fichero donde dentro se listan los vídeos. Así pues se inicializa el listado de vídeos de el controlador.
• Si es “item” se ha encontrado un elemento “video”, así que se inicializa el objeto “unaVideoData” nueva.
• Si  el elemento es “enclosure” quiere decir que en el atributo “url” se encuentra la dirección URL al 
fichero de video y así se extrae.
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didEndElement
- (void)parser:(NSXMLParser *)parser didEndElement:(NSString *)elementName 
  namespaceURI:(NSString *)namespaceURI qualifiedName:(NSString *)qName {
!
! if([elementName isEqualToString:@"channel"]) return;
! if([elementName isEqualToString:@"item"]) {
! ! [oneCommunityVideosController.listaVideos addObject:unaVideoData];
! !
! ! [unaVideoData release];
! ! unaVideoData = nil;
! }
! else if([elementName isEqualToString:@"title"] || [elementName 
! ! isEqualToString:@"pubDate"]){
! ! [unaVideoData setValue:valorElementoActual forKey:elementName];
! } else if ([elementName isEqualToString:@"description"]){
! ! [unaVideoData setValue:valorElementoActual forKey:@"descripcion"];
! } else if ([elementName isEqualToString:@"media"]){
! ! [unaVideoData setValue:valorElementoActual forKey:@"foto_url"];
! }
! [valorElementoActual release];
! valorElementoActual = nil;
}
• Si el elemento que ha terminado es channel: hemos acabado el listado, retornamos.
• Si  es “item” hemos terminado los datos de uno de los vídeos: se añade el objeto (ya completo) 
“unaVideoData” en el listado del controlador y se reinician sus datos.
• Si  es “title”, “pubDate”, “description” o “foto_url”, se añade los datos (de “valorElementoActual”) en el 
atributo adecuado del objeto que se está “rellenando”: “unaVideoData”.
• Se reinician los datos de “valorElementoActual”.
Otras funciones auxiliares
downloadVideoInNSURL
Este método es llamado dentro de la función “didSelectRowAtIdexPath” del controlador, y se encarga de 
descargar y reproducir el video seleccionado.
- (void) downloadVideoInNSURL:(NSURL *)url withName:(NSString *)videoName{
! NSString *path = [self getPahtDondeGuardarVideo];
! path = [path stringByAppendingPathComponent:videoName];
! NSData *video = [[NSData alloc] initWithContentsOfURL:url];!
! BOOL *guardado = [video writeToFile:path atomically:YES];
! if (guardado){! !
! ! NSURL *pathVideo = [NSURL fileURLWithPath:path];
! ! [self playMovieAtURL:pathVideo];
! }!
}
1. Se obtiene el PATH al directorio “documents/videos”  del SandBox de la aplicación.
2. Se crea un objeto NSData donde se almacenará el contenido de la URL que apunta al  fichero de 
video seleccionado.
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3. Una vez descargado, se guardará la variable NSData en el PATH obtenido anteriormente. 
4. Si se ha guardado correctamente, se reproduce el contenido.
10.3.6. Descargados
Creando la vista principal
viewDidLoad
Desde el controlador de la vista, “DownloadedViewController”, el método “viewDidLoad” se encargará de 
inicializar la vista.
- (void)viewDidLoad {
    [super viewDidLoad];
! NSArray *pathArray = NSSearchPathForDirectoriesInDomains(NSDocumentDirectory, 
! ! NSUserDomainMask, YES);
! NSString *path = [pathArray objectAtIndex:0];
!
! NSString *pathAUltimas = [[NSString alloc] initWithString:[path 
! ! stringByAppendingPathComponent:@"videos"]];
! NSFileManager *fm = [NSFileManager defaultManager];
! !
! BOOL *creado = TRUE;
! //Miramos si existe la carpeta Videos, sino, la creamos
! if (![fm fileExistsAtPath:pathAUltimas]){
! ! if (![fm createDirectoryAtPath:pathAUltimas attributes:nil])
! ! {
! ! ! NSLog(@"Failed to create folder at %@",pathAUltimas);
! ! ! creado = FALSE;
! ! }
! }
! if (creado){!
! ! arrayDeTitulos = [[NSMutableArray alloc]initWithArray: [fm 
! ! ! contentsOfDirectoryAtPath:pathAUltimas error:nil]];
! ! NSString *a;
! ! for (int i=0; i<[arrayDeTitulos count]; i++) {
! ! ! ! a = [arrayDeTitulos objectAtIndex:i];
! ! ! ! if ([a isEqualToString:@".DS_Store"]){
! ! ! ! ! [arrayDeTitulos removeObjectAtIndex:i];
! ! ! ! }
! ! }
! }
! NSString *texto_bton = NSLocalizedString(@"Editar", @"Texto Boton Limpiar");
    ! UIBarButtonItem *editButton = [[UIBarButtonItem alloc] initWithTitle:texto_bton 
! ! style:UIBarButtonItemStyleBordered target:self action:@selector(toggleEdit:)];
! self.navigationItem.rightBarButtonItem = editButton;
! [editButton release];
}
1. Se obtiene el PATH al directorio “Documents”.
2. Se inicializa un objeto NSFileManager que nos permita obtener datos del sistema de ficheros.
3. Se mira si existe o no el directorio “Documents/videos”, en caso contrario se crea.
4. Si  se ha creado correctamente o ya existía, se obtiene el listado de los nombres de los ficheros en el 
directorio.
5. Se elimina el fichero auxiliar “.DS_Store” del listado para que no sea mostrado.
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6. Se crea y se coloca en la barra de navegación superior el botón de edición.
Obtención de eventos
Pueden obtenerse tanto eventos de “seleccionar” uno de los vídeos, que serán tratados por el método 
“didSelectRowAtIdexPath”, o de presionar sobre el botón “Editar” y borrar alguno de los vídeos.
commitEditingStyle
Método que se ejecuta cuando se indica que se desea borrar uno de los videos del listado.
- (void)tableView:(UITableView *)tableView commitEditingStyle:(UITableViewCellEditingStyle)
editingStyle forRowAtIndexPath:(NSIndexPath *)indexPath {
!
! NSUInteger row = [indexPath row];
!
! NSArray *pathArray = NSSearchPathForDirectoriesInDomains(NSDocumentDirectory, 
! ! NSUserDomainMask, YES);
! NSString *path = [pathArray objectAtIndex:0];
! NSString *pathAUltimas = [[NSString alloc] initWithString:[path 
! ! stringByAppendingPathComponent:@"videos"]];
! NSFileManager *fm = [NSFileManager defaultManager];
!
! NSString *path1 = [[NSString alloc] initWithString:[pathAUltimas 
! ! stringByAppendingPathComponent:[arrayDeTitulos objectAtIndex:row]]];
! [fm removeFileAtPath:path1 handler:nil];
!
! //borramos el elemento del array
! [arrayOfTitles removeObjectAtIndex:row];
!
! //hacemos la animacion de borrado 
! [tableView deleteRowsAtIndexPaths:[NSArray arrayWithObject:indexPath] 
! ! withRowAnimation:UITableViewRowAnimationFade];
}
1. Se obtiene la fila seleccionada.
2. Se obtiene el PATH al directorio “Documents/vídeos” donde se encuentran los vídeos.
3. Se crea un objeto NSFileManager para poder realizar acciones en el sistema de ficheros.
4. Se obtiene el PATH al video que se desea eliminar.
5. Se elimina el fichero apuntado por dicho PATH.
6. Se elimina el video del  Array “arrayOfTitles” usado por el  controlador para mostrar los vídeos en la 
vista.
7. Se realiza la animación para borrar el elemento de la tabla.
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11. Planificación y Costes 
Para realizar un proyecto de una envergadura importante como es el caso en que nos encontramos, es 
necesaria una planificación inicial orientativa que ayude a las personas implicadas en el proceso a llevar 
un orden predefinido con el fin de que el desarrollo se realice de la manera mas eficiente posible.
Se detallará una división de las tareas y fases del proyecto y se explicará cual era la previsión prevista en 
un principio para cada una de éstas. Seguidamente se expondrán los motivos por los cuales se han visto 
modificada la previsión inicial, un diagrama de Gantt con la planificación que finalmente se ha llevado a 
cabo y cuadro comparativo de las horas dedicadas finales con las horas previstas en un principio.
Por último se detallará el coste total que ha supuesto la realización del proyecto en su totalidad. 
11.1. Tareas y Fases
El  siguiente listado muestra las tareas y fases en las que se ha decidido dividir la realización del proyecto 
en su totalidad, de manera muy simplificada.
Tarea Descripción
Preparación Obtención de información, Software especifico de desarrollo, libros y 
manuales. Instalación y adaptación del  Software (a parte del  SDK de 
iPhone, el sistema operativo iPC ya que no se disponía de Mac).
Aprendizaje previo Lectura de libros. Visualización de cursos. Realización de primeras 
aplicaciones de prueba para aprender el nuevo sistema.
D e f i n i c i ó n d e l o s 
objetivos
Definición de los objetivos y funcionalidades que ha de proporcionar 
iUPC.
Especificación de la 
aplicación iUPC 
Especificación detallada y concreta de cada una de las aplicaciones 
internas de iUPC.
I m p l e m e n t a c i ó n 
estructura iUPC
Estudio de otras aplicaciones universitarias y lectura de manuales . 
Implementación.
I m p l e m e n t a c i ó n 
aplicación Mapas
Estudio de las diferentes posibilidades a la hora de mostrar un mapa. 
Búsqueda y lectura de manuales. Implementación. Rectificaciones de la 
implementación inicial.
I m p l e m e n t a c i ó n 
aplicación Noticias
Estudio de las diferentes posibilidades de obtener noticias actualizadas. 
Búsqueda y lectura de manuales de parseo de ficheros XML y de 
almacenaje de ficheros en memoria. Implementación. 
I m p l e m e n t a c i ó n 
aplicación Seminarios
Reuniones con administrador de la Web de seminarios HiPEAC con el  fin 
concretar la estructura necesaria del XML generado por el  RSS de la 
misma. Implementación.
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Tarea Descripción
I m p l e m e n t a c i ó n 
aplicación Vídeos
Búsqueda de videoteca UPC cuya RSS sea utilizable desde iUPC. 
Búsqueda y lectura de manuales de reproducción de vídeos desde una 
aplicación. Implementación.
I m p l e m e n t a c i ó n 
aplicación Directorio
Búsqueda y lectura de manuales: mostrar la información de contacto de 
una persona, con posibilidad de añadir a la base de datos de contactos, 
mostrar un directorio con búsqueda e indexado. Implementación. 
Obtención de datos. Búsqueda, contacto y reuniones con responsables 
de directorio UPC.
I m p l e m e n t a c i ó n 
aplicación Eventos
Reuniones con administrador de la Web del  Departamento AC con el fin 
de concretar la estructura necesaria del XML generado por el  RSS de la 
misma. Implementación.
Pruebas en dispositivo Obtención e instalación del software necesario para la instalación. 
Obtención e instalación de certificados. Corrección de errores de 
compilación y ejecución no dadas en el simulador.
Redacción Memoria Redacción de la memoria completa. Redacción de manuales de 
administrador. Preparación exposición.
Entrevistas Se han realizado entrevistas con Rosa Castro (UPCNet), Alberto 
Cabellos (AC) y Pol Martinez.
11.2. Planificación Estimada Inicial
La planificación que se estimó en un principio es la siguiente contando con una media aproximada de 
trabajo de tres horas diarias: 
• El  proyecto se inició a finales del  mes de Junio del 2009. Por lo que la definición de los objetivos y la 
preparación previa se preveía que finalizaran durante la primera semana de Julio.
• El resto del mes de Julio se dedicaría el tiempo dedicado al aprendizaje previo.
• Durante las primera semana de Agosto: estudiar e implementar la estructura principal de la aplicación 
iUPC.
• Durante la segunda quincena de Septiembre: especificar cada una de las seis sub-aplicaciones que 
conforman iUPC.
• Se dedicarán aproximadamente veinte días para la implementación de cada una de las seis 
aplicaciones de iUPC (a excepción de Eventos, que al reutilizar código se dedicará una semana 
aproximadamente) se prevé la finalización a finales de Febrero.
• Se dedicarán aproximadamente cinco días para realizar las pruebas en el dispositivo.
• Se estima que la redacción de la memoria requerirá de un mes y por tanto la entrega se realizará a 
finales de Marzo o principios de Abril.
Desarrollo de la aplicación iUPC para iPhone • Elena Macia         233
11.3. Planificación final
Motivos que han modificado y retrasado la previsión inicial
Aún con la intención de seguir con la planificación inicial propuesta, han habido varios motivos que han 
afectado al cumplimiento de ésta, haciendo que no se cumplan los plazos especificados, y que el orden 
de las tareas se entremezclara de tal  manera que sin seguir un orden especificado, en un momento dado 
se podrían estas haciendo varias tareas simultáneamente, ya que por ejemplo, en algunas, se llegaba a 
un punto donde continuar no era posible sin la colaboración de una tercera persona o proceso. Como ha 
sido el caso en las aplicaciones Eventos, Vídeos, Seminarios y Directorio. Además de el tiempo invertido 
en re-programar alguno de los “parsers” para adaptarlo a los Feeds cada vez que estos eran modificados 
por sus administradores.
Llevar varias asignaturas simultáneamente al PFC, que hacían que en determinados periodos no se 
pudiese dedicar nada de tiempo al proyecto, lo que ha influido retrasando la planificación.
El  tiempo dedicado a la preparación se ha visto duplicado ya que no solo se ha requerido buscar e 
instalar el SDK adecuado sino que se ha tenido que adaptar un sistema operativo Mac OS no oficial para 
instalarlo a en un PC no MAC, lo que llevó varios días. Además de varios “jailbreak” para poder probar la 
aplicación en el dispositivo cuando aún no se disponía de licencia.
El  tiempo dedicado al aprendizaje previo se prácticamente se duplicó a lo previsto, ya que al ser un 
lenguaje y un SDK completamente nuevo para mi el coste fue mayor a lo esperado, lo que provocó que 
no me viera capaz de iniciar la programación de iUPC hasta que no llevar casi mes y medio practicando 
con diversos tutoriales. Además, el  aprendizaje siguió durante toda la implementación de iUPC, ya que 
para paso que se requería dar en la programación significaba horas de búsqueda de información.
La redacción de la memoria también supuso algo más a un mes, ya que resultó más extensa de lo 
esperado. Por todo ello, el tiempo previsto dedicado al proyecto se ha visto incrementado en dos meses y 
medio aproximadamente.
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Diagrama de Gantt definitivo 
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Fig. 11-1: Diagrama de Gantt 
Definitivo parte 1)
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Fig. 11-2: Diagrama de Gantt 
Definitivo parte 2)
Comparación de horas estimadas y reales
Como se puede comprobar, la planificación inicial no es comparable (en término de periodos previstos) a 
la que finalmente se ha llevado a cabo, ya que las tareas no se han realizado de forma lineal, sino que se 
han dividido en varias fases. Esto se ha dado ya que como hemos comentado anteriormente, en varios 
casos no era posible continuar con una tarea ya que se dependía del  trabajo realizado por una tercera 
persona, en algunos casos también se han dado ampliaciones de las especificaciones o correcciones que 
han hecho retomar la implementación de una aplicación tiempo después.
Veamos mediante la comparación de las horas previstas inicialmente con las reales una aproximación del 
desvío que se ha producido entre éstas:
Tarea Estimación 
inicial
Realidad
Preparación y Definición de los objetivos
Aprendizaje previo
Especificación de la aplicación iUPC 
Implementación estructura iUPC
Implementación aplicación Mapas
Implementación aplicación Noticias
Implementación aplicación Seminarios
Implementación aplicación Vídeos
Implementación aplicación Directorio
Implementación aplicación Eventos
Pruebas en dispositivo
Redacción Memoria
Entrevistas
15h 35h 
50h 100h
10h 15h
20h 35h
55h 75h
55h 90h
55h 55h
55h 55h
55h 70h
25h 15h
10h 15h
60h 95h
5h 5h
Total 470h 660h
Fig. X: Tabla de comparación de horas 
estimadas iniciales con horas finales.
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11.4. Costes de Implementación
Se ha decidido asignar las tareas a dos perfiles profesionales: “dirección y análisis” y “programación” (en 
caso de que el proyecto se realizara con un equipo de personas, estos perfiles serían los necesarios, 
pudiendo separar la de “dirección” del “analista”). 
Las tareas para el primer perfil (dirección y análisis) serán las de especificación de la aplicación, toma de 
decisiones, redacción de gran parte de la memoria y asistencia a las reuniones convenientes. Mientras 
que las tareas para el perfil  de programador serán el estudio del SDK y lenguaje Objective-C, 
implementación completa de la aplicación y redacción de la parte de implementación de la 
documentación. El coste de cada uno de los perfiles será de 55€/h para “dirección y análisis” y 20€/h para 
el programador.
Así pues, veamos en la siguiente tabla que horas se han dedicado en cada tarea para cada uno de los 
perfiles y el coste acumulado, más el coste de cierto material que ha sido necesario para llevar a cabo el 
proyecto y el coste total que ha conllevado la realización de el proyecto..8
Tarea o Material Dirección y 
Análisis
Programación Coste
Preparación y Definición de los objetivos
Aprendizaje previo
Especificación de la aplicación iUPC 
Implementación estructura iUPC
Implementación aplicación Mapas
Implementación aplicación Noticias
Implementación aplicación Seminarios
Implementación aplicación Vídeos
Implementación aplicación Directorio
Implementación aplicación Eventos
Pruebas en dispositivo
Redacción Memoria
Entrevistas
Snow Leopard (Mac OS X)
MacBook
Licencia Apple Developer*
6h 29h € 910
0h 100h € 2.000
15h 0h € 825
0h 35h € 700
0h 75h € 1.500
0h 90h € 1.800
0h 55h € 1.100
0h 55h € 1.100
0h 70h € 1.400
0h 15h € 300
0h 15h € 300
70h 25h € 4.350
5h 0h € 275
€ 30
€ 980
€ 0
Total 96h 564h € 17.570
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* En este caso no se ha tenido en cuenta el coste de la licencia de desarrollador de iPhone ya que ha sido concedida en 
convenio con la universidad por lo que ha sido gratuita, en caso contrario el coste es de 99$/año.
Como se puede comprobar, el  coste que ha supuesto la realización de este proyecto ha sido de 17.570€ 
aproximadamente. En este caso se ha contado con un perfil de programador totalmente inexperto en el 
campo de la programación de aplicaciones para iPhone, por lo que éste mismo proyecto realizado por un 
perfil experto reduciría considerablemente las horas dedicadas y consecuentemente el coste total del 
proyecto, ya que el  coste de aprendizaje y preparación se suprimiría y las horas dedicadas a la 
programación se reducirían a la mitad aproximadamente. 
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13. Conclusiones
El  proyecto tenía como objetivos la realización de un programa para iPhone que fuese útil  para la 
comunidad Universitaria y mejorara su experiencia como parte de éste y el aprendizaje de una nueva 
plataforma de desarrollo totalmente nueva para mi.
Se puede decir que los dos objetivos marcados han sido cumplidos: el nivel  de conocimiento obtenido 
durante la realización del el  proyecto ha sido muy elevado, dificultoso en ciertos casos por el hecho de 
aprender de manera autónoma pero llegando indudablemente al  nivel que se me había propuesto. Me he 
dado cuenta de varias cosas, primero que si tuviera que repetir en este momento la implementación de 
iUPC, ésta hubiese sido más correcta en algunos aspectos y segundo que el  tiempo que ahora me 
llevaría realizarlo, sería una cuarta parte del tiempo invertido en este proyecto. También he aprendido que 
aún me queda mucho que aprender sobre el SDK del iOS, ya que cuanto más aumentaba mi 
conocimiento sobre éste, más me daba cuenta de lo mucho que aún me quedaba por aprender. 
En definitiva ha sido un proceso costoso debido al gran tiempo que se ha tenido que invertir en el 
aprendizaje sobre la plataforma, el Sistema Operativo y el lenguaje Objective-C, ya que cada pequeño 
paso a dar requería horas de búsqueda de información previa. Pero es un tema que me resulta muy 
interesante, y como he dicho, aún me queda mucho por aprender por lo que espero seguir con mi 
aprendizaje de ahora en adelante.
Por otra parte y aún con los contratiempos ya explicados en esta memoria, la programación de la 
aplicación iUPC se ha llevado a cabo con éxito cumpliendo con las expectativas iniciales y programando 
las seis aplicaciones que se acordaron en las especificaciones. La funcionalidad que aporta iUPC a los 
miembros de la comunidad universitaria es clara, ya que ofrece de manera rápida y directa un conjunto de 
información de interés general que puede ser consultada desde cualquier lugar y en cualquier momento, 
desde tu propio iPhone o iPod Touch, sin necesidad de un PC, sin necesidad (en el caso de iPhone) de 
disponer de una red Wi-Fi  para acceder a los datos. Y así lo corroboran el  gran numero de Universidades 
internacionales y nacionales que ya disponen de su propia aplicación para iPhone, en las cuales se ha 
basado iUPC.
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14. Trabajos Futuros
La aplicación iUPC puede ser mejorada en un futuro ampliando sus funcionalidades, en este capítulo se 
explicarán qué partes de la aplicación pueden ser mejoradas en un futuro próximo y cómo hacerlo.
Primeramente comentar algo que no es una ampliación sino lo que considero una mejora de la aplicación 
en sí, es la modificación de la estructura de navegación general de iUPC. Como se ha explicado en el 
capítulo 4 de esta memoria, iUPC utiliza desde su vista inicial un controlador de navegación (“Navigation 
Controller”), me he dado cuenta de que la aplicación mejoraría su navegación si  cada una de las seis 
aplicaciones ofrecidas por iUPC dispusiera de su propio controlador de navegación, y no uno solo como 
hasta ahora. Esta mejora no se ha llevado a cabo ya que no fui consciente de ello hasta que la 
implementación estaba muy avanzada y dada la fecha de entrega no disponía de tiempo.
En un futuro inmediato se deberían acabar de formar los XML de información de la aplicación Mapas 
(para realizar búsquedas) y de la aplicación Directorio. Además de contactar con los responsables de la 
agenda de UPC (y a ser posible, el resto de agendas de la UPC) explicando los pasos a seguir (campos a 
modificar del fichero obtenido de la RSS) para que su agenda sea visible desde la aplicación iUPC.
A medio plazo se podrían realizar las siguientes ampliaciones en las aplicaciones Eventos y Seminarios: 
primero y lo más importante es la posibilidad de añadir un evento o seminario a la Agenda del propio 
usuario. Hasta la versión del SDK usada en este proyecto esto no era posible pero con la nueva versión , 
el  SDK 4 (actualmente en fase beta), ya va a ser posible añadir esta funcionalidad. Otra ampliación sería 
que al presionar sobre el lugar de realización del evento o seminario éste se marcara en el mapa. Para 
ello una solución posible (aunque no la única) sería incluir en la propia RSS de eventos o seminarios un 
nuevo campo que indicara las coordenadas del lugar, de esta manera fácilmente se podría abrir la 
aplicación Mapas y marcar el  lugar exacto de realización (método que también podría ser útil  para la 
aplicación Directorio por ejemplo).
Sobre la aplicación Seminarios, una útil  ampliación sería implementar un sistema de identificación de 
usuario que le permitiera matricularse o apuntarse a los seminarios deseados.
También se podría mejorar el diseño de la interfaz de usuario, ya que al no contar con conocimientos ni 
técnicas para ello, el diseño ha sido en general bastante básico.
La aplicación en sí ofrece muchas posibilidades, se pueden añadir una gran cantidad de funcionalidades 
y ampliar de muchas maneras las que ya están implementadas. 
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16. Anexos
Anexo I: Ficheros XML usados en la 
búsqueda (Mapas)
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CentresDocents.xml
<list>
<item>
<name>Barcelona - Campus Diagonal Sud</name>
<url>http://feeds.ac.upc.edu/iUPC/campusSud.xml</url>
</item>
<item>
<name>Barcelona - Campus Diagonal Nord</name>
<url>http://feeds.ac.upc.edu/iUPC/campusNord.xml</url>
</item>
<item>
<name>Barcelona - Facultat de Nàutica</name>
<url>http://feeds.ac.upc.edu/iUPC/bcnFacultatNautica.xml</url>
</item>
<item>
<name>Barcelona - Escola Universitària d'Enginyeria Tècnica Industrial (EUETIB)</name>
<url>http://feeds.ac.upc.edu/iUPC/bcnEUETIB.xml</url>
</item>
<item>
<name>Barcelona - School of Professional &amp; Executive Development</name>
<url>http://feeds.ac.upc.edu/iUPC/bcnSPED.xml</url>
</item>
<item>
<name>Barcelona - Campus Diagonal Besòs</name>
<url>http://feeds.ac.upc.edu/iUPC/campusDiagonalBesos.xml</url>
</item>
<item>
<name>Castelldefels - Campus Baix Llobregat</name>
<url>http://feeds.ac.upc.edu/iUPC/campusBaixLlobregat.xml</url>
</item>
<item>
<name>Igualada - Escola Univ. d'Enginyeria Tècnica Industrial (EUETII)</name>
<url>http://feeds.ac.upc.edu/iUPC/euetii.xml</url>
</item>
<item>
<name>Manresa - Escola Politècnica Superior d'Enginyeria de Manresa</name>
<url>http://feeds.ac.upc.edu/iUPC/epsem.xml</url>
</item>
<item>
<name>Mataró - Escola Universitària Politècnica de Mataró</name>
<url>http://feeds.ac.upc.edu/iUPC/eupm.xml</url>
</item>
<item>
<name>Sant Cugat del Vallès - Escola Tècnica Superior d'Arquitectura del Vallès</name>
<url>http://feeds.ac.upc.edu/iUPC/etsav.xml</url>
</item>
<item>
<name>Terrasssa - Campus de Terrassa</name>
<url>http://feeds.ac.upc.edu/iUPC/campusTerrassa.xml</url>
</item>
<item>
<name>Vilanova i la Geltrú - Escola Politècnica Superior d'Enginyeria de Vilanova i la Geltrú</
name>
<url>http://feeds.ac.upc.edu/iUPC/epsevg.xml</url>
</item>
</list>
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CampusNord.xml
<list>
<item>
<name>Escola Tècnica Superior d'Enginyeria de Telecomunicació</name>
<url></url>
</item>
<item>
<name>Facultad d'Informàtica</name>
<url>http://feeds.ac.upc.edu/iUPC/fib.xml</url>
</item>
<item>
<name>Escola Tècnica Superior d'Enginyers de Camins, Canals i Ports</name>
<url>
</url>
</item>
</list>
fib.xml
<placelist>
<item>
<name>Biblioteca</name>
<info>Rector Gabriel i Ferraté</info>
<latitude>41.387768</latitude>
<longitude>2.112531</longitude>
</item>
<item>
<name>Edificio Nexus</name>
<info>UPC</info>
<latitude>41.387276</latitude>
<longitude>2.111865</longitude>
</item>
<item>
<name>Edificio OMEGA</name>
<info>Dept. MAII, Dept. LSI, Dept. ESAII, Dept. ESSI, JEDI, FIBERParty, DAFIB, A.U. FòrumFIB, 
Comité FestaFIB, CEFIB, CIMA, L'Oasi, VGAFIB, IAESTE-FIB</info>
<latitude>41.388479</latitude>
<longitude>2.113787</longitude>
</item>
<item>
<name>Polideportivo</name>
<info></info>
<latitude>41.387969</latitude>
<longitude>2.113439</longitude>
</item>
<item>
<name>Edificio A1</name>
<info>Laboratorio Docente FEN, Subterráneo 1</info>
<latitude>41.38779</latitude>
<longitude>2.111683</longitude>
</item>
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<item>
<name>Edificio A1</name>
<info>Laboratorio Docente FEN, Subterráneo 1</info>
<latitude>41.38779</latitude>
<longitude>2.111683</longitude>
</item>
<item>
<name>Edificio A4</name>
<info>Aulas Docentes, CPET</info>
<latitude>41.388605</latitude>
<longitude>2.112792</longitude>
</item>
<item>
<name>Edifici A5</name>
<info>Aulas Docentes, Aules Informáticas</info>
<latitude>41.388903</latitude>
<longitude>2.113192</longitude>
</item>
<item>
<name>Edificio A6</name>
<info>Aulas Docentes</info>
<latitude>41.389157</latitude>
<longitude>2.113495</longitude>
</item>
<item>
<name>Edificio B4</name>
<info>Aulas Docentes, Dept. Física i Eng. Nuclear</info>
<latitude>41.388899</latitude>
<longitude>2.112623</longitude>
</item>
<item>
<name>Edificio B5</name>
<info>Aulas Docentes, Aulas Informáticas</info>
<latitude>41.389049</latitude>
<longitude>2.112779</longitude>
</item>
<item>
<name>Edifici B6</name>
<info>Sala de Actos, Sala de juntas, Salas de reunión, Are de Gestión Académica (Secretaría), 
LCFIB, Cercle FIBER, Associación antiguos alumnos de la FIB </info>
<latitude>41.389435</latitude>
<longitude>2.113333</longitude>
</item>
<item>
<name>Edifici C5</name>
<info>Aulas Docentes, Laboratorio Docente ESAII, Dept. Enginyeria de Sistemes, Dept.ESAII, , 
Dept. EIO, Dept. OE</info>
<latitude>41.389298</latitude>
<longitude>2.112633</longitude>
</item>
<item>
<name>Edifici C6</name>
<info>Aulas Docentes, Aulas Informáticas, Laboratorio Docente AC</info>
<latitude>41.389574</latitude>
<longitude>2.112962</longitude>
</item>
<item>
<name>Edifici D6</name>
<info>Dept. Arquitectura Computadors (AC), Laboratorio Docente AC</info>
<latitude>41.38977</latitude>
<longitude>2.112763</longitude>
</item>
</placelist>
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Anexo II: Requisitos para añadir una nueva 
fuente de Noticias
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Anexo III: Ficheros ´Localizable.string´
Localizable.strings (es_ES)
/* Aceptar */
"Aceptar" = "Aceptar";
/* Añadida a Favoritos Correctamente */
"Añadida a Favoritos Correctamente" = "Añadida a Favoritos Correctamente";
/* Boton: Añadir a Favoritos */
"Añadir a Favoritos" = "Añadir a Favoritos";
/* Atención */
"Atención" = "Atención";
/* Canal UPC Youtube */
"Canal UPC - Youtube" = "Canal UPC - Youtube";
/* Fuente de Comunidades */
"Comunidades" = "Comunidades";
/* Conéctese a la Red si desea hacer búsquedas. */
"Conéctese a la Red si desea hacer búsquedas y visualizar el mapa correctamente." = 
"Conéctese a la Red si desea hacer búsquedas y visualizar el mapa correctamente.";
/* Conéctese a la Red si desea ver los Eventos. */
"Conéctese a la Red si desea visualizar el listado de eventos." = "Conéctese a la 
Red si desea visualizar el listado de eventos.";
/* Conéctese a la Red si desea ver los Seminarios. */
"Conéctese a la Red si desea visualizar el listado de seminarios." = "Conéctese a la 
Red si desea visualizar el listado de seminarios.";
/* Conéctese a la Red si desea hacer búsquedas. */
"Conéctese a la Red si desea visualizar los videos no almacenados correctamente." = 
"Conéctese a la Red si desea visualizar los videos no almacenados correctamente.";
/* Titulo de la vista Directorio */
"Directorio" = "Directorio";
/* Editar */
"Editar" = "Editar";
/* Mensaje Error: El Feed introducido no es compatible con iUPC. */
"El Feed introducido no es compatible con iUPC." = "El Feed introducido no es 
compatible con iUPC.";
/* El Título o la URL introducida es incorrecta. */
"El Título o la URL introducida es incorrecta." = "El Título o la URL introducida es 
incorrecta.";
/* Texto Boton Eliminar */
"Eliminar" = "Eliminar";
/* Eventos (hoy) */
"Eventos" = "Eventos";
/* Eventos (futuros) */
"Eventos (futuros)" = "Eventos (futuros)";
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/* Eventos (pasados) */
"Eventos (pasados)" = "Eventos (pasados)";
/* Favoritos */
"Favoritos" = "Favoritos";
/* Titulo de la pagina de Fuente de noticias */
"Fuentes de Videos" = "Fuentes de Videos";
/* Pagina web del xml donde se encuentra el listado de Centres Docents */
"http://feeds.ac.upc.edu/iUPC/centresDocents.xml" = "http://feeds.ac.upc.edu/iUPC/
centresDocents.xml";
/* RSS Eventos */
"http://feeds.ac.upc.edu/iUPC/events.xml" = "http://feeds.ac.upc.edu/iUPC/events.xml";
/* Pagina web del xml donde se encuentran las fuentes de Videos */
"http://feeds.ac.upc.edu/iUPC/FuentesVideos.xml" = "http://feeds.ac.upc.edu/iUPC/
FuentesVideos.xml";
/* Pagina web del xml donde se encuentran las fuentes de Noticias */
"http://feeds.ac.upc.edu/iUPC/newsresource_es.xml" = "http://feeds.ac.upc.edu/iUPC/
newsresource_es.xml";
/* RSS Seminarios Europeos */
"http://hipeac.ac.upc.edu/seminars/?q=rsslist/feed" = "http://hipeac.ac.upc.edu/
seminars/?q=rsslist/feed";
/* Pagina web del xml donde se encuentra el listado de Centres Docents */
"http://marsa.ac.upc.edu/iUPC/centresDocents.xml" = "http://marsa.ac.upc.edu/iUPC/
centresDocents.xml";
/* Pagina web del xml donde se encuentran las fuentes de Comunidades */
"http://marsa.ac.upc.edu/iUPC/Comunitats.xml" = "http://marsa.ac.upc.edu/iUPC/
Comunitats.xml";
/* La noticia no se ha podido guardar en tu Historial */
"La noticia no se ha podido guardar en tu Historial" = "La noticia no se ha podido 
guardar en tu Historial";
/* La noticia no se ha podido guardar en tus Favoritos */
"La noticia no se ha podido guardar en tus Favoritos" = "La noticia no se ha podido 
guardar en tus Favoritos";
/* Texto Boton Limpiar */
"Limpiar" = "Limpiar";
/* Titulo Alerta: No hay conexión a Internet */
"No hay conexión a Internet" = "No hay conexión a Internet";
/* No hay eventos programados para el futuro */
"No hay eventos programados para el futuro." = "No hay eventos programados para el 
futuro.";
/* No hay seminarios programados para el futuro */
"No hay seminarios programados para el futuro." = "No hay seminarios programados para 
el futuro.";
/* No ha habido eventos programados en el pasado */
"No se ha programado ningún evento en el pasado." = "No se ha programado ningún evento 
en el pasado.";
/* No ha habido seminarios programados en el pasado */
"No se ha programado ningún seminario en el pasado." = "No se ha programado ningún 
seminario en el pasado.";
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/* Noticia guardada en memoria caché. Para verla correctamente conectese a Internet. 
*/
"Noticia guardada en memoria caché. Para verla correctamente conectese a Internet." = 
"Noticia guardada en memoria caché. Para verla correctamente conectese a Internet.";
/* Titulo de la pagina de Fuente de noticias */
"Noticias" = "Noticias";
/* Mensaje Error: Para poder ver el listado de entradas conectese a Internet. */
"Para poder ver el listado de entradas conectese a Internet." = "Para poder ver el 
listado de entradas conectese a Internet.";
/* Titulo Alerta Limpiar historial */
"Realmente deseas borrar tu historial de noticias?" = "Realmente deseas borrar tu 
historial de noticias?";
/* Seminarios (hoy) */
"Seminarios" = "Seminarios";
/* Seminarios (futuros) */
"Seminarios (futuros)" = "Seminarios (futuros)";
/* Seminarios (pasados) */
"Seminarios (pasados)" = "Seminarios (pasados)";
/* Si, borrar historial */
"Si" = "Si";
Localizable.strings (English)
/* Texto Boton Aceptar de Alert */
"Aceptar" = "Accept";
/* Añadida a Favoritos Correctamente */
"Añadida a Favoritos Correctamente" = "Correctly added to Favorites";
/* Boton: Añadir a Favoritos */
"Añadir a Favoritos" = "Add to Favorites";
/* Atención */
"Atención" = "Attention";
/* Canal UPC Youtube */
"Canal UPC - Youtube" = "UPC Channel - Youtube";
/* Fuente de Comunidades */
"Comunidades" = "Communities";
/* Conéctese a la Red si desea hacer búsquedas. */
"Conéctese a la Red si desea hacer búsquedas y visualizar el mapa correctamente." = 
"Please, connect to the Internet if you want to search and view the map correctly.";
/* Conéctese a la Red si desea ver los Eventos. */
"Conéctese a la Red si desea visualizar el listado de eventos." = "Please, connect 
to the Network to see the events listing.";
/* Conéctese a la Red si desea ver los Seminarios. */
"Conéctese a la Red si desea visualizar el listado de seminarios." = "Please, 
connect to the Network to see the seminars listing.";
/* Conéctese a la Red si desea hacer búsquedas. */
"Conéctese a la Red si desea visualizar los videos no almacenados correctamente." = 
"Please, connect to Network to see not stored videos.";
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/* Titulo de la vista Directorio */
"Directorio" = "Directory";
/* Editar */
"Editar" = "Edit";
/* Mensaje Error: El Feed introducido no es compatible con iUPC. */
"El Feed introducido no es compatible con iUPC." = "The entered feed is not 
compatible with iUPC.";
/* El Título o la URL introducida es incorrecta. */
"El Título o la URL introducida es incorrecta." = "The entered title or URL is not 
correct";
/* Texto Boton Eliminar */
"Eliminar" = "Delete";
/* Eventos (hoy) */
"Eventos" = "Events";
/* Seminarios (futuros) */
"Eventos (futuros)" = "Eventos (future)";
/* Eventos (pasados) */
"Eventos (pasados)" = "Eventos (past)";
/* Favoritos */
"Favoritos" = "Favorites";
/* Titulo de la pagina de Fuente de noticias */
"Noticias" = "News";
/* Titulo de la pagina de Fuente de videos */
"Videos" = "Videos";
/* Pagina web del xml donde se encuentra el listado de Centres Docents */
"http://feeds.ac.upc.edu/iUPC/centresDocents.xml" = "http://feeds.ac.upc.edu/iUPC/
centresDocents.xml";
/* Pagina web del xml donde se encuentran las fuentes de Comunidades */
"http://marsa.ac.upc.edu/iUPC/Comunitats.xml" = "http://feeds.ac.upc.edu/iUPC/
Comunitats.xml";
/* Pagina web del xml donde se encuentran las fuentes de Noticias */
"http://marsa.ac.upc.edu/iUPC/newsresource_es.xml" = "http://feeds/iUPC/
newsresource.xml";
/* Pagina web del xml donde se encuentran las fuentes de Videos */
"http://marsa.ac.upc.edu/iUPC/FuentesVideos.xml" = "http://feeds.ac.upc.edu/iUPC/
FuentesVideos.xml";
/* La noticia no se ha podido guardar en tu Historial */
"La noticia no se ha podido guardar en tu Historial" = "The news could not be saved 
in your History";
/* La noticia no se ha podido guardar en tus Favoritos */
"La noticia no se ha podido guardar en tus Favoritos" = "The news could not be saved 
in your Favorites";
/* Texto Boton Limpiar */
"Limpiar" = "Clean";
/* Titulo Alerta: No hay conexión a Internet */
"No hay conexión a Internet" = "There is not Network";
/* No hay eventos programados para el futuro */
"No hay eventos programados para el futuro." = "No events scheduled for the 
future.";
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/* No hay seminarios programados para el futuro */
"No hay seminarios programados para el futuro." = "No seminars scheduled for the 
future.";
/* No ha habido eventos programados en el pasado */
"No se ha programado ningún evento en el pasado." = "Not scheduled any events in the 
past.";
/* No ha habido seminarios programados en el pasado */
"No se ha programado ningún seminario en el pasado." = "Not scheduled any seminar in 
the past.";
/* Noticia guardada en memoria caché. Para verla correctamente conectese a Internet. 
*/
"Noticia guardada en memoria caché. Para verla correctamente conectese a Internet." 
= "News saved in cache. To see it properly connect to Network.";
/* Titulo de la pagina de Fuente de noticias */
"Noticias" = "News";
/* Mensaje Error: Para poder ver el listado de entradas conectese a Internet. */
"Para poder ver el listado de entradas conectese a Internet." = "To view the list of 
entries connect to Network.";
/* Titulo Alerta Limpiar historial */
"Realmente deseas borrar tu historial de noticias?" = "Really want to clear your 
history of news?";
/* Seminarios (hoy) */
"Seminarios" = "Seminars";
/* Seminarios (futuros) */
"Seminarios (futuros)" = "Seminarios (future)";
/* Seminarios (pasados) */
"Seminarios (pasados)" = "Seminarios (past)";
/* Si, borrar historial */
"Si" = "Yes";
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