Dynamic Programming
• Activity Problem Revisited: Given a set of n activities a i = (s i , f i ), we want to schedule the maximum number of non-overlapping activities.
• New Approach:
-Observation: To solve the problem on activities A n = {a 1 ,…,a n }, we notice that either
• optimal solution does not include a n (Problem on A n-1 )
• optimal solution includes a n (Problem on A k , which is equal to A n without activities that overlap a n , I.e., a k is the last activity that finishes before a n starts.) • Can the optimal solutions to the problems on A 1 ,…,A i help to solve the problem on A i+1 ?
-YES! Either:
• optimal solution does not include a i+1 (Problem on A i )
• optimal solution includes a i+1 (you are left with a problem on A k , which is equal to A i without activities that overlap a i+1 , i.e., a k is the last activity that finishes before a i+1 starts.)
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• Select the maximum number of non-overlapping activities from a set of n activities A = {a 1 , …, a n } (sorted by finish times).
• Identify "easier" subproblems to solve. • Recurrence Relation:
• Table (m X n table) • Hierarchy of Solutions? • Divide-&-conquer is best suited for the case when no "overlapping subproblems" are encountered.
• In dynamic programming algorithms, we typically solve each subproblem only once and store their solutions. But this is at the cost of space.
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