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Le laboratoire DOMUS, qui reproduit un habitat intelligent, a pour objectif de rendre les 
personnes en deficience cognitive plus autonomes. Dans cette optique, nous 
construisons un composant du systeme informatique de cet habitat dont le but est 
d'assister ces personnes dans leurs activites de la vie quotidienne. Habituellement, les 
patients sont assistes dans I'accomplissement de leurs activites de la vie quotidienne 
par un personnel medical specialise. Pour rendre les patients plus autonomes, nous 
devons construire un systeme autonome qui remplace autant que possible les aidants. 
L'analyse des besoins engendres par cet objectif nous conduit a la construction d'un 
systeme multi-agents. Etant donne qu'un systeme multi-agents et un systeme oriente 
objet sont fondamentalement differents, nous adoptons aussi une methodologie 
differente de celle orientee objet pour developper notre solution. Ainsi, nous avons 
construit un systeme multi-agents base sur /'infrastructure JADE permettant de localiser 
de fagon autonome le patient a I'interieur de I'habitat et de faire migrer un agent 
automatiquement vers lui en vue de lui porter assistance, si cela s'avere necessaire. 
Notre solution implante trois versions de notre systeme: une pour les machines de 
bureau et deux autres pour les systemes embarques dont une n'integre pas la mobilite 
des agents. Notre systeme integre au systeme de I'habitat permettra de localiser le 
patient en tout temps, aussi bien a I'interieur qu'a I'exterieur de I'habitat, et de faire 
migrer des agents vers lui en cas de besoin. 
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Introduction 
L'explosion des nouvelles technologies de I'information et de la communication a cree 
de nouveaux types d'usagers, a savoir les usagers mobiles et itinerants. La baisse des 
couts du materiel electronique, notamment les dispositifs de stockage tels que les 
disques durs et la memoire «flash », et I'augmentation significative des largeurs de 
bande passante pour I'acces a Internet favorisent de plus en plus I'utilisation des 
terminaux mobiles tels que les ordinateurs portables, les PDA, les telephones 
intelligents et les telephones cellulaires avec des fonctionnalites tres enrichies. L'acces 
Internet filaire et sans fil ne cesse de crottre dans les menages, ainsi que dans les 
entreprises et les institutions. Compte tenu de cette envergure d'interconnexion que 
represents Internet aujourd'hui et de I'augmentation des capacites des ressources des 
systemes embarques, le developpement d'applications logicielles mobiles serait la une 
opportunity de repondre a certains des nombreux besoins de notre societe, notamment 
ceux de I'assistance aux personnes en deficience cognitive dont il est question dans ce 
memoire. Notre travail a pour but de gerer la migration des agents mobiles dans un 
environnement informatique diffus. Afin de mieux situer notre travail, nous allons 
introduire le projet en quatre points. D'abord, le contexte situe le cadre et 
I'environnement dans lequel se deroule notre projet. Puis, les objectifs presentent les 
buts vises par notre travail. Ensuite, nous presentons les resultats obtenus et enfin, la 
structure du memoire en decrivant brievement les sujets traites dans chaque chapitre. 
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Contexte 
Notre travail fait partie du projet du laboratoire DOMUS de la Faculte des sciences, au 
Departement d'informatique. Ce laboratoire reproduit un habitat intelligent pour les 
personnes souffrant de deficience cognitive. II a pour but de rendre les personnes plus 
autonomes, c'est-a-dire permettre a celles-ci de pouvoir vaquer a leurs activites de la vie 
quotidienne sans Tintervention du personnel specialise qui les assiste habituellement 
dans leurs taches. 
Le laboratoire DOMUS, notre environnement de travail, est equipe d'appareils 
electroniques et electromenagers servant a differentes experimentations. Soit ces 
appareils sont equipes de modules informatiques, soit ils sont connectes a des serveurs. 
Les modules informatiques de ces appareils ou les serveurs auxquels ils sont connectes 
hebergent des objets logiciels. Certains de ces objets logiciels sont integres dans notre 
systeme multi-agents. 
Dans I'habitat intelligent, des capteurs sont dissemines dans des endroits precis. Ges 
endroits peuvent etre par exemple, le tapis place devant la cuisiniere ou celui place 
devaht le refrigerateur ou encore celui sous le matelas du patient. Les capteurs servent 
a signaler la presence du patient. Quand le patient est devant la cuisiniere ou sur son lit 
par exemple, il exerce une pression sur les capteurs qui emettent des sighaux 
electriques. Ces signaux electriques renseignent un objet logiciel, le Contexte. 
Dans notre environnement informatique, nous interagissons essentiellement avec le 
Contexte. Le Contexte est un objet logiciel qui represents I'etat de certains objets 
physiques et la position du patient dans son habitat. Par exemple, lorsqu'une armoire de 
la cuisine est ouverte, le Contexte est renseigne de cet etat via les capteurs. 
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L'environnement susmentionne constitue les elements fondamentaux sur lequel se base 
notre travail. Notre systeme est un systeme multi-agents qui prend appui sur 
("infrastructure de cet environnement. 
Objectifs 
Comme mentionne plus haut dans la description du contexte de notre projet, I'objectif 
general est d'assister le patient dans ses activites de la vie quotidienne en reduisant 
autant que possible sa dependance au support du personnel specialise. Cette 
assistance comporte plusieurs aspects, a savoir, suivre le patient partout dans I'habitat 
et lui apporter de I'aide si cela s'avere necessaire. De cet objectif decoulent les taches 
suivantes a realiser: 
• La localisation du patient a I'interieur et a I'exterieur de I'habitat. Pour la 
localisation du patient hors de I'habitat, nous nous contentons de dire que le 
patient est sorti. 
• La logique decisionnelle qui nous permet de savoir si le patient a besoin d'aide et 
de determiner I'aide specifique qu'il faut lui apporter. Dans cette tache, selon les 
actions du patient, nous devons etre en mesure de deduire par inference logique 
que le patient a besoin ou non d'aide et de specifier I'aide dont il a besoin. 
• L'apport de I'aide au patient. II faut preciser que dans cette etape, nous 
concevons et mettons en ceuvre I'infrastructure logicielle pour executer I'aide a 
apporter au patient. 
II est important, a ce stade, de preciser que la mise en place de la logique decisionnelle 
sort du cadre de notre travail. En lieu et place de cette logique decisionnelle, nous allons 




Dans le processus de conception et de developpement de notre systeme, nous utilisons 
la methodologie Gaia. Cette methodologie a ete concue pour la construction des 
systemes multi-agents. 
Gaia considere les systemes multi-agents comme des societes humaines organisees. 
Etant donne que les composants de base utilises dans ce type de systeme ne sont pas 
des humains, nous parlons d'organisation artificielle, car les agents logiciels 
represented les personnes. 
A I'instar d'une organisation, notre systeme a un chef, des secretaires, des delegues, 
etc. Les differents roles affectes aux agents logiciels sont accompagnes de 
responsabilites et de permissions (droit d'acces aux ressources). Chaque agent logiciel 
offre des services specifiques, lesquels sont en fait les methodes des agents. Toute 
demande de service suit une procedure appelee protocole d'interaction. Le protocole 
d'interaction est mis en ceuvre par echanges de messages entre les agents. Cette 
interaction entre les agents implique un ensemble d'activites. Les activites sont les 
taches qu'accomplissent les agents pour offrir ou demander des services sans interagir 
avec d'autres agents. Ainsi, dans le processus de construction de notre systeme base 
sur la methodologie Gaia, les phases d'analyse et de conception se fondent sur les 
notions susmentionnees, a savoir les roles qui sont composes de responsabilites, de 
permissions, de protocoles d'interactions et d'activites. 
Les roles definis dans notre organisation vont determiner les types d'agents qui seront 
implantes, ces differents types d'agents represented le modele des agents. Les agents 
doivent communiquer dans le but d'accomplir les taches devant etre realisees par notre 
systeme. L'ensemble constitue par les chemins que doivent emprunter tous les 
messages et les agents impliques represente un graphe oriente, c'est I'implantation du 
4 
mode|e d'accointance. Dans ce graphe, les noeuds represented les agents et les voies 
empruntees, des arcs orientes. La facon dont les agents doivent interagir pour obtenir 
ou pour offrir un service est appelee modele d'interaction. L'ensemble des services 
offerts par les agents est repertorie sous forme de tableau qui represents le modele des 
services du systeme. 
Resultats 
Nous avons construit un systeme multi-agents dont les fonctionnalites sont presentees 
plus loin dans ce paragraphe. Nous avons implante le systeme en trois versions : 
• Une version pour ordinateur de bureau qui integre la mobilite des agents, c'est-a-
dire que les agents peuvent migrer d'un ordinateur a un autre via le reseau de 
I'habitat; 
• Une version pour PDA qui integre la mobilite des agents ; 
• Une autre version pour PDA qui n'integre pas la mobilite, cependant I'aide est 
chargee dynamiquement a la demande. 
Etant donne que la construction de notre logiciel s'appuie fortement sur I'objet logiciel 
Contexte, que nous avons presente dans la mise en contexte, il est important de 
souligner que nous travaillons avec un Contexte fourni. Nous avons concu notre 
Contexte sous forme d'une interface graphique. Le signalement du patient dans un 
endroit precis est simule par I'evenement d'un die de bouton integre a notre interface 
graphique. Dans cette interface graphique, il y a un champ qui permet de saisir une 
duree en milliseconde pour simuler le temps que passe le patient devant un appareil. 
Quand le temps entre est superieur a quarante secondes, nous estimons que le patient 
a besoin d'aide. 
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Pour rendre notre systeme plus efficace dans la localisation du patient, nous avons 
concu un sous-systeme base sur des barrieres infrarouges permettant de detecter 
I'entree ou la sortie du patient d'une piece donnee de I'habitat. 
Notre systeme comprend essentiellement cinq types d'agents a savoir: 
• L'agent de gestion des agents appele « Agent Management System » (AMS): 
L'AMS represente I'autorite dans notre systeme multi-agents. Entre autres, il 
permet aux agents de joindre la plateforme et represente aussi une sorte de 
pages blanches (annuaire telephonique des abonnes d'une ville) qui repertorient 
tous les agents de la plateforme. II contient aussi la description de tous les 
agents. 
• L'agent page jaune appele «Directory Facilitator» (DF): 
L'agent DF represente les pages jaunes qui contiennent la description des 
services offerts par chaque agent qui s'inscrit dans son registre des services 
offerts. 
• Les agents residents : 
Les agents residents possedent chacun une copie de I'objet logiciel Contexte, a 
savoir I'interface graphique qui le simule. lis sont responsables d'envoyer un 
message a l'agent de localisation pour I'informer d'un evenement en relation 
avec la detection de la presence du patient. 
• L'agent aidant: 
L'agent aidant est un agent mobile qui se deplace vers le patient et execute 
I'aide en adequation avec la situation eprouvee par le patient sous I'ordre de 
l'agent de localisation. 
• L'agent de localisation : 
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L'agent de localisation affiche les references du patient dans un tableau et a la 
responsabilite d'ordonner a un agent aidant I'envoi de I'aide au patient si cela 
s'avere necessaire. 
L'interaction entre les agents et leur environnement fonctionnent de la facon suivante: 
• Detection du patient devant un appareil: 
o Quand le patient est devant un appareil, sa presence actionne les capteurs qui 
a leur tour renseignent I'objet logiciel Contexte. L'agent resident, qui observe 
en permanence le Contexte, se rend compte que le patient est devant la 
cuisiniere, par exemple. II envoie un message contenant la description de 
I'evenement a l'agent de localisation. 
o Si le temps passe devant I'appareil est superieur a quarante secondes, l'agent 
resident formule un message de demande d'aide qui est envoye a l'agent de 
localisation. 
• Detection du patient dans une piece de I'habitat: 
o Quand le patient entre ou sort d'une piece, l'agent resident de la piece se rend 
compte immediatement et envoie un message d'information a l'agent de 
localisation. 
• Localisation du patient: 
o Lorsque l'agent de localisation regoit un message d'information provenant d'un 
agent resident, il affiche les informations dans un tableau lisible par I'humain. 
o Si un message provenant d'un agent resident arrive a l'agent de localisation et 
que celui-ci correspond a un message de demande d'aide, il extrait les 
informations necessaires a I'affichage des references du patient. Ensuite, il 
envoie un message qui ordonne a un agent aidant d'aller vers le patient pour 
lui apporter le type d'aide indique dans le message. 
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• Apport d'aide au patient: 
o L'aide dans notre systeme est apportee par les agents aidants. 
o Pour la version de notre systeme sans mobilite, I'agent de localisation indique 
par un message a I'agent resident l'aide a charger et a executer. 
Structure du memoire 
Le present memoire se subdivise en deux grandes parties a savoir, I'etat de Tart et 
I'analyse ainsi que la construction de notre systeme. La premiere partie presente 
quelques travaux realises dans le domaine des agents mobiles et deux projets 
actuellement en cours. La seconde partie traite de I'analyse en vue de la conception et 
de I'implantation de notre systeme. 
Dans le chapitre 1, nous presentons quelques travaux realises sur la mobilite logicielle 
dans le cadre des systemes multi-agents. Dans le chapitre 2, nous abordons deux 
projets sur les systemes multi-agents encore actifs, « Voyager Edge » et JADE (« Java 
Agent Development Framework »). Le chapitre 3 presente I'analyse en vue de la 
conception de notre solution dans laquelle nous choisissons I'approche a adopter pour 
le concevoir. Le chapitre 4 presente la methodologie adoptee, a savoir, la methodologie 
Gaia. Le chapitre 5 presente la modelisation de notre systeme. Le systeme etant concu 
et developpe, les chapitres 6 et 7 presentent notre solution, c'est I'implantation de notre 
developpement. Le chapitre 8 se consacre aux jeux d'essais servant a tester notre 
systeme. 
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Partie I: Etat de I'art 
9 
Chapitre 1 
Mobilite faible avec Java 
La mobilite sous-entend deux concepts fondamentaux : d'une part, la mobilite materielle, 
a savoir la mobilite des terminaux tels que les ordinateurs portables, les telephones 
cellulaires, les PDA, et d'autre part, la mobilite logicielle ou mobilite des applications, qui 
implique le deplacement d'une application d'un site a un autre [8]. La mobilite logicielle 
concerne la totalite ou une partie de I'application, on parle ici de la granularite de la 
mobilite. Dans ce travail, il est essentiellement question de la mobilite logicielle, plus 
precisement de la mobilite dans les environnements diffus tels que les habitats 
intelligents. Apres une mise en contexte, nous faisons un historique sur la mobilite 
logicielle. Ensuite, nous etudions les possibilites d'implantation des agents mobiles dans 
les editions de Java dedies aux systemes embarques, a savoir J2ME et JavaCard. 
1.1 Mise en contexte 
Les agents mobiles sont avant tout des agents qui ont la possibility de migrer d'un nceud 
de reseau a un autre. En fait, le concept des agents mobiles n'est pas nouveau, il s'agit 
d'une extension du modele client-serveur [7]. Comme les serveurs, les agents offrent 
des services via leurs methodes. La demande d'un service offert par un agent se fait par 
message en se servant d'un protocole de communication, car les methodes d'un agent 
ne sont pas directement accessibles de I'exterieur. Contrairement a un simple serveur, 
qui attend toujours les requetes des clients pour reagir, I'agent peut prendre des 
initiatives en se deplacant par exemple vers son client afin de reduire les flux engendres 
par ses requetes sur le reseau. Cet aspect de mobilite peut s'averer tres important dans 
les heures de pointe ou la courbe du trafic atteint un sommet. 
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Dans notre projet, le langage d'implantation des agents est Java. Le «coeur» d'un agent 
programme en Java est le fil d'execution (« Thread »). L'integration de la mobilite dans 
les agents ecrits en Java implique aussi la possibilite de faire migrer les fils qui les 
integrent. Bien que Java integre le mecanisme de serialisation des objets [18], il n'offre 
pas la possibilite de faire migrer les fils d'execution, leur contexte d'execution n'etant pas 
accessible au niveau du code. C'est pourquoi de nombreux projets d'agents mobiles 
utilisant le langage Java contournent le probleme en utilisant soit un preprocesseur [30], 
soit un chargeur de classe modifie [42], soit carrement une machine virtuelle Java 
modifiee [45]. De facon generate, les agents mobiles, y compris la migration des fils 
d'execution, ont interesse et continuent d'interesser le monde universitaire [3,26,34,38] 
et le monde de I'industrie [1,39,40,42]. 
1.2 Historique 
Comme il a ete precedemment mentionne dans la mise en contexte, les agents mobiles 
ne sont pas un concept nouveau. lis ont ete introduits par Xerox dans le cadre du projet 
Worm dans les annees 1980 [36]. Cette idee est nee du travail sur la migration des 
processus dans les systemes d'exploitation au cours des annees 1980. A cette epoque, 
Xerox a eoncu un programme qu'il baptisa «vers» (« worm ») qui etait un programme 
distribue s'installant sur au moins trois machines d'un reseau pour etre operationnel. II a 
ete experiments sur un reseau de machines dont les plateformes etaient quasiment 
homogenes. Les parties du programme installees sur les machines du reseau sont 
appelees «segment». Un vers est en general constitue de trois ou quatre segments au 
minimum, qui represente le minimum de segments que doit avoir le vers pour « rester 
en vie ». II commence son execution sur un nceud et se propage sur d'autres machines 
disponibles du reseau au moyen du protocol© « File Transfer! Protocol » (FTP). Par 
cette meme voie, le vers transfere aussi son etat d'execution. En arrivant sur un 
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nouveau nceud, il ne fait que se dupliquer et reprendre son etat precedent pour 
continuer son execution. Tous les segments du vers restent connectes par echanges de 
messages via le reseau. Chaque segment du vers est informe de son modele et du 
nombre total de segments qui constitue le programme. Pour que le vers puisse 
s'etendre sur une machine, celle-ci doit etre disponible (en veille). Pour detecter la 
disponibilite d'une station, le vers envoie a cette machine un paquet ayant un format 
special. 
Le vers est une application qui integre la mobilite parce qu'il est capable de faire migrer 
ses composants. Comme dans un systeme multi-agents constitue d'agents mobiles, le 
systeme lui-meme ne migre pas, mais ce sont plutot les agents, ses composants, qui 
migrent. A I'instar d'un systeme multi-agents mobiles, le vers pourrait constituer un 
support logiciel pour I'implantation de programmes usagers [36]. Ce vers est comparable 
a un intergiciel (« middleware ») utilise pour la mobilite, a la difference que I'intergiciel ne 
se deplace pas. II fournit plutot les mecanismes sous-jacents a la migration des agents. 
Bien que la mobilite du vers ne soit pas granulaire, on peut classer son mecanisme de 
migration dans le groupe des mobilites fortes puisque le contexte d'execution et les 
donnees sont transferes. L'execution continue son cours a partir de I'etat transfere sur le 
nceud destinataire. 
Le vers est I'un des premiers programmes a mettre en ceuvre la migration des 
processus. Cette idee a ete inspiree d'un travail fait au « Massachussetts Institute of 
Technology » (MIT) dans le cadre de revaluation a distance [37]. II faut noter que 
plusieurs institutions avaient demarre leurs travaux sur les agents mobiles dans les 
annees 1990. C'est Tacoma, un projet sur les systemes multi-agents mobiles qui a 
motive cet engouement [38]. En effet, Tacoma offre un support pour la migration des 
processus au niveau du systeme d'exploitation. II permet aux processus de migrer d'un 
processeur a un autre. Le systeme Tacoma est tres versatile, il fournit un support pour 
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les agents ecrits en Tel, Perl, C, C++, ML, Python, Scheme et Visual Basic. Avec 
Tacoma, chaque agent possede son contexte d'execution dans un dossier, sous forme 
de chaTne de caracteres ASCII, en bit non interprets avec lequel il se deplace vers un 
autre site. Ce dossier est appele valise. A destination, I'agent peut reprendre son 
contexte d'execution anterieur dans sa valise si Taction qu'il doit entreprendre est Nee 
aux actions precedentes. Les agents peuvent aussi collaborer. Quand un agent veut 
rencontrer un autre agent, il envoie ses references contenues dans sa valise a son 
contact. 
Le systeme Tacoma a aussi ete implante sur certains systemes embarques utilise sur 
les PDA, plus exactement le Palm Pilot, et les appareils compatibles avec le systeme 
d'exploitation Microsoft Windows CE. Cette version de Tacoma, se nomme « Tacoma 
Lite » [17], a ete congue pour les environnements ayant des ressources tres limitees 
pour s'adapter a ce genre de systeme. Des primitives pour la gestion efficace de la 
memoire ont ete rajoutees, les piles utilisees par les processus et les fils d'execution ont 
ete reduites. L'API a ete aussi reduite de moitie. L'API de «Tacoma Lite» a ete 
transformee en bibliotheque dynamique dans I'environnement Windows CE et en 
bibliotheque partagee dans I'environnement Palm OS. Aussi, tous les agents Tacoma 
ont ete ecrits dans le langage C afin de reduire la taille du code dans les PDA. Pour 
repondre a ce genre d'environnement tres contraignant, il a aussi fallu rajouter une 
couche supplementaire a I'architecture logicielle de Tacoma. 
II faut mentionner un personnage important dans le cheminement des agents mobiles, 
Dag Johansen, qui a contribue au developpement des agents par la recherche et la 
mise en oeuvre d'intergiciel dans le cadre du projet Tacoma [23]. 
Une annee et demie apres Tacoma, la firme General Magic utilise le terme agent. Le 
terme «agent mobile» a ete introduit par Telescript qui supportait deja la mobilite au 
niveau du langage de programmation [26]. 
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Telescript est la premiere implantation du concept d'agent mobile dans le commerce 
electronique quand bien meme le concept de commerce electronique n'existait pas 
encore [41]. Les abstractions implantees par Telescript sont: places, agents, voyage 
(« travel »), rencontres (« meetings »), connexions, autorites et permissions. La notion 
de place designe des endroits virtuels d'echanges commerciaux ou un agent peut 
acheter, par exemple, des billets pour le cinema ou pour une partie de hockey. En 
somme, ce sont des supermarches virtuels. Ces endroits peuvent etre des serveurs ou 
tout autre environnement logiciel. La notion de voyage correspond a la mobilite, c'est-a-
dire au deplacement d'un agent d'un nceud a un autre. L'agent peut quitter sa place 
d'origine pour aller obtenir des services sur un autre site et retourner chez lui. Par 
exemple, il peut aller acheter un bijjet d'opera et revenir a la maison. Avec Telescript, 
l'agent est sous forme de bibliotheque qui contient ses procedures et son etat. Quand un 
agent doit se deplacer, il appelle I'instruction « go ». Cette instruction requiert un billet; 
ce sont les donnees qui specifient la destination de l'agent et d'autres elements 
necessaires pour sa migration. La migration d'un agent est faite dans le but d'aller a une 
place ou un service est offert. Ce service peut etre offert par un autre agent. Dans ce 
cas, les agents peuvent se deplacer a un endroit ou ils desirent se rencontrer. A cet 
effet, Telescript implante la notion de rencontre (« meetings ») qui permet aux agents 
d'interagir sur une meme place quand I'instruction « meet» est executee. Des agents 
peuvent etablir des connexions a distance pour echanger des informations pratiques. 
Ainsi I'instruction «connect» est appelee avec en parametre un objet representant la 
cible ainsi que des parametres de qualite de service. 
En 1995, les developpeurs de I'Agent TCL a Darmourt College (USA), Hanover, sortent 
I'un des premiers modeles d'agent mobile qui se deplace d'un site a un autre avec son 
contexte d'execution et qui continue son execution sur le site de destination [31]. En 
effet, le composant principal dans I'architecture logiciel de I'Agent TCL est un serveur 
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qui s'execute sur chaque machine. Quand un Agent TCL veut migrer vers une nouvelle 
machine, il appelle la fonction agentjump qui capture automatiquement son etat 
complet et envoie les informations de cet etat au serveur de destination. Le serveur de 
destination deploie a son tour un environnement d'execution approprie et charge les 
informations de I'etat d'execution recues, puis redemarre I'agent depuis le point exact de 
suspension de son execution [26]. 
II faut mentionner que David Kotz, qui a dirige le projet Agent TCL aujourd'hui appele 
D'Agent, a enormement contribue au travail sur les agents mobiles [16]. 
On ne saurait parler d'agents mobiles sans mentionner les «Aglet» d'IBM. Les «Aglets» 
doivent leur nom a Danny B. Lange qui combina les mots agent et Applet. II faut noter 
que ce dernier a dirige le projet Aglet d'IBM qu'il a quitte en 1997 pour se joindre a 
General Magic ou il a travaille par la suite sur le deploiement des agents mobiles. 
Les Aglets d'IBM implantent la mobilite faible et sont developpes en Java. Dans 
I'environnement des Aglets, on parle plutot de contexte. L'agent est cree et initialise 
dans un nouveau contexte ou il s'execute. Chez les Aglets, on ne parle pas de migration 
mais plutot de «dispatching», c'est-a-dire du deplacement d'un agent d'un contexte 
source vers un contexte de destination [27]. 
En 1996, les chercheurs du « Stevens Institute of Technology » ont introduit les agents 
dans les telecommunications comme systeme d'achat intelligent [31]. 
En 1997, Mitsubishi Electric ITA Horizon Systems Laboratory met en place une 
infrastructure de mobilite [42] appelee « Concordia » developpee en Java. Le systeme 
Concordia implante la mobilite faible. Pour la migration des agents, Concordia utilise la 
meme technique que les navigateurs de la toile pour telecharger les applets Java, le 
chargeur de classe. En effet, Concordia utilise un chargeur de classe modifie pour 
transferer le code d'un site a un autre. Le chargeur de classe modifie permet d'inclure 
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dans le code de la classe a serialises les variables de membre. II offre aussi une 
infrastructure logicielle pour les systemes embarques. 
1.3 Conditions de mise en oeuvre de la mobilite 
La mise en oeuvre de la mobilite requiert des proprietes et des fonctionnalites que le 
langage et I'intergiciel doivent fournir. Ces aspects a implanter sont les suivants: 
• Homogeneite de la plateforme : Les agents mobiles se deplacent d'un nceud de 
reseau a un autre. Les nceuds de reseau sont des machines equipees d'un 
systeme d'exploitation. Le materieJ et le systeme d'exploitation peuvent etre 
differents d'une machine a une autre ce qui signifie que I'environnement 
d'execution peut changer. Pour permettre a un agent mobile de migrer sans 
probleme, il est indispensable de lui offrir le meme environnement d'execution 
quelle que soit la plateforme de destination. Une couche logicielle 
supplemental est done necessaire pour offrir une homogeneite des 
plateformes, e'est I'un des roles fondamentaux de I'intergiciel. Puisque nous 
utilisons Java dans le cadre de notre projet, I'intergiciel est la machine virtuelle 
Java. Cette machine virtuelle a la meme specification quelle que soit la 
plateforme. Cette specification est une sorte de norme qui garantit le meme 
comportement des instances de la machine virtuelle quelle que soit la plateforme 
ou elles s'executent. Aussi, elles offrent les memes environnements d'execution 
partout ou elles sont implantees a I'exception des aspects fortement lies au 
materiel comme le graphisme. 
• Autonomie: Une fois demarre, un agent mobile doit pouvoir continuer a 
s'executer sans intervention exterieure et etre capable de prendre des decisions 
puis agir pour satisfaire ses buts internes. Pour cela, I'intergiciel cense offrir 
I'autonomie aux agents doit pouvoir offrir des sous-systemes legers comparables 
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au fil d'execution de Java afin de permettre une execution de I'agent sans 
intervention exterieure. 
Migration : Cet aspect constitue I'element fondamental d'un agent mobile. Selon 
le degre de mobilite, I'agent doit pouvoir migrer la combinaison de plusieurs 
elements a savoir, son code, ses donnees et son etat. Dans le cas de la mobilite 
faible, I'agent migre son code et ses donnees alors que dans la mobilite forte, il 
migre le code, les donnees et I'etat d'execution [48]. 
Persistance : La persistance et la serialisation sont similaires [49]. La persistance 
est un mecanisme de sauvegarde de I'etat des composants dans un espace non 
volatile. Les composants individuels ont besoin d'emmagasiner les proprietes et 
les autres informations d'etat afin que celles-ci soient ulterieurement relues. De 
cette definition, nous pouvons deduire que la persistance doit permettre de 
conserver le contexte d'execution de I'agent, son code et ses donnees en vue de 
la migration ainsi que les messages qui lui sont adresses puisqu'il ne peut pas 
les lire durant le processus de migration. 
Communication : Dans un systeme multi-agent, les interactions entre les agents 
se font essentiellement par messages. Ces interactions respectent des 
protocoles bien definis et les messages sont echanges via une infrastructure de 
communication. 
Transparence : Quand les agents migrent, cela doit se faire sans incidence sur le 




Etant donne que le travail se rapporte aussi aux systemes embarques, il est 
indispensable de trouver un environnement Java destine a ces appareils caracterises 
par leurs limites en ressources telles que la memoire, la capacite du processeur et 
I'autonomie en energie. Fort heureusement, Tune des editions de Java, « Java 2 Micro 
Edition » (J2ME), est dediee a ce type de materiel. L'edition J2ME se subdivise en deux 
sous editions, l'edition ((Connected Limited Device Configuration)) (CLDC) pour les 
appareils aux ressources limitees et l'edition ((Connected Device Configuration)) (CDC) 
pour les appareils embarques ayant moins de contraintes de ressources tels que les 
PDA haut de gamme. II faut noter que le CLDC est un sous-ensemble du CDC. 
J2ME offre des interfaces graphiques flexibles aux utilisateurs, des protocoles de 
reseaux integres et des fils d'execution. Les applications basees sur J2ME sont 
portables sur de nombreux terminaux mobiles embarques [19]. 
Puisque cette edition (J2ME) est dediee aux applications embarquees, on pense aussi a 
la mobilite physique c'est-a-dire la mobilite materielle. En general, les usagers se 
deplacent avec leurs terminaux mobiles, leur connexion sans fil etant toujours activee. II 
n'est pas toujours aise de gerer les connexions reseaux IP liees a ce type d'appareil, 
car, a certains endroits, le signal pour les reseaux sans fil est tres faible ce qui rend 
difficile voire impossible la communication. II y a aussi des points ou il existe des trous 
(«the dead spots ») c'est-a-dire des points ou le signal est inexistant. II est important 
d'avoir des protocoles qui gerent la persistance des communications en vue de la 
reprise apres des pertes du signal qui causent la perte de la connexion reseau. Les 
conditions dans les environnements embarques peuvent etre tres severes du a leurs 
ressources tres limitees. De ce fait, les machines virtuelles qui les equipent ne 
possedent pas tous les aspects de la machine virtuelle standard. Dans un premier 
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temps, il faut s'assurer qu'il est possible d'implanter des fils d'execution avec I'edition 
J2ME et d'avoir un environnement reseau avec des communications persistantes ou 
avec la possibility de les implanter. 
Puisqu'un systeme a agents est essentiellement base sur la communication et que le 
developpement d'un nouveau protocole de communication peut s'averer long et 
laborieux, il est interessant de connaTtre d'autres infrastructures Java qui implantent la 
communication. Dans la meme optique, il est aussi bon de savoir qu'un systeme a 
agents est aussi un systeme pair-a-pair, car les agents peuvent etre a la fois client et 
serveur. Dans les conditions susmentionnees, on pensera certainement a I'infrastructure 
JXTA, protocole pair-a-pair («Peer-To-Peer») qui offre une extension pour les 
systemes embarques compatibles avec I'environnement J2ME, JX-ME [50]. JXTA etant 
bati au niveau applicatif, il peut aisement se servir des communications sans fil qui 
equipent tres souvent les systemes embarques. JXTA n'est pas oriente agent et n'offre 
pas la mobilite, c'est-a-dire la migration des fils d'execution, mais il peut toutefois servir 
de base de developpement pour un systeme multi-agents. 
1.5 JavaCard 
Les cartes a puce font partie integrantes de notre vie, elles equipent de nombreux objets 
de la vie quotidienne tels que les cartes de transport en commun, les cartes bancaires, 
les cartes de credit, les cartes d'acces de certains batiments, les cartes d'etudiants, les 
cartes « Subscriber Identifier Module » (SIM) des telephones cellulaires. La «javacard » 
est, une edition de Java concue pour equiper les cartes a puce. Elle est aussi equipee 
d'une machine virtuelle Java (JavaCard JVM) specialement concue pour les cartes a 
puces. Dans notre environnement de travail qui, rappelons-le, est un environnement 
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informatique diffus, il est fort probable qu'on y retrouve des cartes a puces. Aussi est-il 
interessant d'etudier la possibility de son utilisation dans notre travail. 
La carte Java est dediee au developpement d'applications destinees aux puces 
equipees de memoire de stockage non volatiles avec ou sans microprocesseur. Les 
processeurs qui leur sont destines sont sur 8 ou 16 bits, c'est aussi la taille des mots en 
bit que peut traiter une carte Java. Les contraintes de ces types de puces sont tres 
severes du fait de leur capacite de stockage tres limitee (EPROM ou flash, 1ko de RAM 
et 16ko de ROM en moyenne) et de faible puissance de calcul (3,7MHz) des 
processeurs qui peuvent les equiper. Les cartes Java respectent le standard des cartes 
a puce telles que I'lSO 7816 ou Europay, MasterCard, Visa (EMV) et repondent a 
plusieurs standards de I'industrie. Elles sont accessibles au moyen de lecteurs de carte 
de 8 ou de 16 bits, avec des adaptateurs « Universal Serial Bus » (USB) ou des 
dispositifs d'emission et de reception sans fil integres repondant a la norme des «Radio 
Frequency Identifier)) (RFID) [51]. 
Les seules applications Java pouvant etre developpees sur les cartes Java sont des 
applets des cartes Java [52]. La communication avec les applets des cartes Java se fait 
de deux fagons, soit avec des messages via un protocole special, soit par un sous-
ensemble de Java RMI, JCRMI (« Java Card RMI ») [52]. 
II faut noter que les cartes Java sont des composants passifs du fait qu'elles ne sont pas 
autoalimentees, elles ne sont actives que lorsqu'elles sont accedees par un lecteur de 
carte ou un connecteur USB par exemple. Les micro-applications residentes sur les 
cartes Java ne peuvent pas s'executer de facon autonome [53], d'ou I'impossibilite d'y 
implanter des applications mobiles qui sont des applications autonomes. La figure 1 
nous montre I'architecture de la JavaCard. 
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Applet Applet Applet 
Infrastructure et API d'une tierce 
• -if/ '"/ partie ;; 
Infrastructure et API de la JavaCard 
Machine Virtuelle Java de la JavaCard 
Systeme d'exploitation de la JavaCard 
Environnement 
d'execution -
Figure 1: Architecture de la « Java Card » 
1.6 Conclusion 
Malgre le fait que Java n'offre pas la possibility de faire migrer les fils, il reste toujours un 
tres bon candidat pour le developpement d'agents mobiles. La machine virtuelle Java, a 
elle seule, est un tres bon intergiciel qui offre une tres grande homogeneite des 
plateformes, ce qui est tres avantageux pour un systeme a agent mobiles. 
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Chapitre 2 
Voyager Edge et JADE 
L'engouement pour les agents mobiles qui avait commence dans les annees 1990 s'est 
quasiment estompe aux alentours de 2002 par I'abandon de nombreux projets autant 
academiques qu'industriels [1, 24, 40]. Cependant, cet engouement a refait surface 
depuis ces demieres annees par la reprise de certains projets comme Voyager et le 
lancement de nouveaux projets tel que JADE («Java Agent Development 
Framework »). 
Dans ce chapitre, nous presentons Voyager Edge et JADE, deux infrastructures pour les 
agents mobiles qui integrant des aspects importants pour notre projet, a savoir, les 
systemes embarques. En plus d'integrer les systemes embarques, ces infrastructures 
sont ecrites en Java. Au moment ou nous ecrivons notre memoire, d'autres travaux 
interessants relatifs a la mobilite ont ete publies, nous en parlons egalement. 
Voyager Edge 
Voyager a ete developpe par I'entreprise Object Space. C'est une plateforme a agents 
basee sur le modele pair-a-pair et la communication. Voyager est entierement ecrit en 
Java et implante la mobilite faible. II a ete developpe avec une emphase particuliere sur 
son architecture logicielle. L'architecture logicielle de Voyager a ete conservee [5]. Cette 
plateforme utilise une machine virtuelle standard pour les editions J2SE et J2EE de 
Java. 
Actuellement, Voyager a ete rebaptise Voyager Edge et a ete etendu aux systemes 
embarques apres avoir ete rachete par Tentreprise Recursion [35]. II faut noter que 
Voyager Edge n'est pas gratuit. 
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2.1 Environnement 
Dans le but de toucher un public plus large, Voyager Edge a ete concu pour supporter 
plusieurs langages de programmation. II integre dans son environnement des 
composants distants pouvant s'executer aussi bien dans une machine virtuelle Java que 
dans un environnement « .net » base sur les langages C#, C++ ou Visual Basic (VB). II 
est aussi possible de developper un systeme a agents base sur Voyager Edge dans les 
langages C#, C++ ou VB. II integre comme support de communication, les protocoles 
RMI, « Simple Object Access Protocol » (SOAP), MOP et XML-RPC. Voyager Edge 
possede aussi des fonctionnalites de decouverte, c'est-a-dire, lorsqu'un dispositif 
integrant un composant de Voyager Edge est en marche et que la connexion reseau est 
active, il est capable de decouvrir les autres composants actifs du systeme se trouvant 
sur d'autres noeuds du reseau. C'est aussi un systeme multi-agents qui a pour but de 
fonctionner dans un environnement informatique diffus. II fonctionne sur de nombreux 
systemes embarques tels que les PDA, les telephones intelligents, les dispositifs RFID, 
etc. II est capable de s'executer sur quinze types de systeme d'exploitation embarques 
differents. 
2.2 Mobilite 
Voyager Edge implante la mobilite via le mecanisme de serialisation des objets 
disponible au niveau du langage Java. Les agents de Voyager Edge ne se deplacent 
pas, ils sont representes par des objets logiciels Java appeles objets virtuels qui migrent 
en lieu et place des agents. Ces objets virtuels acquierent les proprietes des agents 
apres compilation. Le compilateur utilise pour transferer les proprietes d'un agent a un 
objet virtuel est appele compilateur virtuel (VCC). II s'agit d'un compilateur special. Pour 
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migrer, un objet virtuel doit initier la migration en appelant la methode «moveTo» avec 
en parametre I'adresse du noeud de destination. 
JADE 
JADE est un projet initie par « Telecom Italia » et Motorola pour le developpement de 
systemes pair-a-pair bases sur les agents et la communication. C'est un projet qui 
s'inscrit dans le domaine du logiciel libre (License LGPL). L'infrastructure JADE a ete 
developpee entierement en Java. Elle est aussi un environnement d'execution et un 
environnement de developpement implantant la communication avec ou sans fil. JADE a 
ete concue pour trois editions de Java, a savoir, J2SE, J2EE et J2ME [4]. Avec J2ME, la 
mobilite est activee selon que le deploiement soit fait en mode unique (« single mode ») 
(avec la mobilite integree) ou selon un mode separe « splitter mode ». Le « single 
mode » consiste a heberger un conteneur entier dans les systemes embarques qui se 
connectent au conteneur principal par contre le « splitter mode » consiste a partager le 
conteneur d'un serveur avec des systemes embarques, ce qui a pour but de reduire 
leurs charges vu la contrainte des ressources de ses derniers. II faut noter que le 
serveur qui partage son conteneur avec les systemes embarques constitue une 
passerelle entre les environnements embarques et ceux du reseau filaire. Par souci 
d'interoperabilite et de flexibilite, I'API JADE a ete developpe en conformite avec les 
specifications de la « Foundation for Intelligent Physical Agents» (FIPA) [28]. En effet, la 
FIPA est une organisation qui a pour but de creer des standards architecturaux de 
conception pour faciliter rinteroperabilite et la flexibilite des agents issus de differentes 
plateformes. La communication etant un element fondamental pour les agents, la FIPA a 
elabore des structures de messages qui constituent le fondement de base pour les 
echanges entre les agents. Le langage ACL a ete cree a cet effet. II faut noter que la 
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FIPA a ete acceptee depuis le 8 juin 2005 par «IEEE Computer Society» [54] comme le 
11e Comite pour la standardisation des specifications [9]. 
2.3 Architecture abstraite de la FIPA 
L'architecture abstraite de la plateforme a agents mobiles de la FIPA est presentee a la 
figure 2. Cette architecture definit les composants majeurssuivants : 
• L'« Agent Management System » (AMS); 
L'AMS represente I'autorite sur une plateforme et il est indispensable. II a la 
responsabilite de demarrer ou de detruire un agent de sa plateforme. L'AMS joue 
aussi le role des pages blanches (services d'annuaire). II contient la description 
de tous les agents, notamment, leur identificateur et I'identificateur du conteneur 
dans lequel ils s'executent. Quand un agent demarre, il s'enregistre aupres de 
I'AMS via des messages specifiques. II faut noter que chaque agent possede un 
identificateur unique (AID). Si un agent demarre avec un AID existant, il n'est pas 
autorise a joindre la plateforme, son amorcage est interrompu et l'agent en 
question est detruit. 
• « Directory Facilitator» (DF) 
L'agent DF est un agent optionnel qui joue le role des pages jaunes. II contient 
un registre de tous les services offerts par les agents de la plateforme. Pour 
qu'un service figure dans le registre du DF, il doit etre explicitement enregistre 
par l'agent qui offre le service. Quand un agent veut demander un service, il 
s'adresse a cet agent (au DF) pour connaTtre les references de ce service. II faut 
noter que le DF est unique dans une plateforme JADE. 
• L'«Agent Communication Chanel» (ACC) 
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L'ACC, comme son nom I'indique, est une interface de communication de haut 
niveau que les agents utilisent pour envoyer et recevoir des messages au travers 
du «Message Transport Protocol)) (MTP) [2], il est comparable a un port de 
communication, c'est un canal logique. 
Agent 
) 
AMS v D F <] 
ACC 
Agent 
/ \ AMS DF 
1 ! 1
 y-s 
i Agent ; 
ACC 
Message Transport Protocol 
Figure 2: Architecture logicielle de reference de la plateforme a agent de la FIPA 
2.4 Architecture de JADE 
JADE est une infrastructure basee sur la separation en modules de la plateforme qui 
facilite sa comprehension, son extension et son utilisation. La maltrise de I'utilisation de 
cette plateforme necessite une bonne comprehension de son architecture. 
2.4.1 Architecture de la plateforme JADE 
Le schema de la figure 3 illustre I'architecture de la plateforme JADE. Le deploiement 
d'une plateforme requiert des postes avec une machine virtuelle Java installee et la pile 
de protocoles TCP/IP (« Transport Control Protocol/ Internet Protocol ») pour permettre 
aux differentes machines virtuelles de s'interconnecter. L'interconnexion entre les 
machines virtuelles est possible grace au protocole « Remote Method Invocation » 
(RMI) ou « Jade Inter-container Protocol » (JICP) pour les environnements embarques. 
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Le port de connexion par defaut est le port 1099. C'est un port qui est ferme par defaut 
par les pare-feu. La plateforme JADE comprend un conteneur principal et des 
conteneurs auxiliaires. Le conteneur principal constitue le point central de la plateforme 
auquel les autres conteneurs viennent se connecter. 
2.4.2 Architecture logicielle 
L'architecture logicielle represente la structure logicielle de JADE telle qu'illustree a la 
figure 4. Les bibliotheques HOP et «Hyper Text Transfert Protocol)) (HTTP) sont des 
bibliotheques qui foumissent des interfaces de communication HTTP, RMI et «Common 
Object Request Broker Architecture » (CORBA). En fait, MOP est une bibliotheque qui 
regroupe les meilleurs aspects de RMI et de CORBA entierement ecrits en Java. Pour 
permettre aux agents de pouvoir communiquer, une interface de haut niveau, I'ACC, est 
implantee. Cette interface permet d'acceder a I'infrastructure de communication pour 
I'envoi des messages, le MTP. Comme illustre a la figure 4, le proxy de la plateforme 
permet de connecter les conteneurs distants au conteneur principal de la plateforme. 
L'« Internal Message Transport Protocol » (IMTP) permet d'acheminer les messages 
entre les agents d'un meme conteneur. 
2.4.3 Les conteneurs 
Comme nous pouvons le remarquer aux figures 3 et 4, un des concepts fondamentaux 
de JADE est le concept de conteneur [28]. Chaque conteneur est une instance 
d'execution de la machine virtuelle Java qui permet a plusieurs agents de s'executer de 
facon concurrente en fournissant un environnement d'execution multi-fils. Chaque agent 
contient un seul fil [28] et chaque machine peut heberger un seul conteneur. 
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Chaque conteneur dans JADE s'execute dans une machine virtuelle differente 
cependant, elles sont toutes interconnectees par RMI, comme illustre a la figure 4. 
Figure 3: Architecture de la plateforme JADE 
Source: http://iade.tilab.com/ Scalability and Performance of JADE Message Transport System 
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Figure 4: Architecture logicielle de la plateforme JADE 
Source: http://iade.tilab.com/ Scalability and Performance of JADE Message Transport System 
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2.5 Mobiiite 
Dans les infrastructures JADE, les conteneurs hebergent les agents et peuvent etre 
repartis sur plusieurs noeuds d'un reseau. La mobiiite pour les agents JADE consiste a 
se deplacer d'un conteneur a un autre. JADE met en ceuvre deux types de mobiiite : la 
mobiiite intra-plateforme et la mobiiite inter-plateforme. II faut noter qu'une plateforme 
JADE est constitute d'un conteneur principal qui peut etre connecte a plusieurs 
conteneurs auxiliaires. La mobiiite intra-plateforme implique le deplacement d'un agent 
d'un conteneur a un autre, le conteneur principal de la plateforme restant le meme. 
Cependant, pour la mobiiite inter-plateforme, I'agent se deplace d'un environnement a 
un autre ou le conteneur principal n'est pas le meme. 
JADE implante la mobiiite faible, ses initiateurs la qualifient de mobiiite pas si faible 
(« not-so-weak mobility ») [4] parce que I'etat de I'agent est emmagasine dans une 
machine a etats finie qui est recuperee apres la migration. 
2.6 D'autres travaux relatifs a la mobiiite logique 
Aujourd'hui, plusieurs travaux sur la mobiiite lies aux environnements diffus ont ete 
realises. L'un des travaux les plus populaires, a savoir, OSGi [56], que nous presentons 
plus loin, permet d'implanter des concepts de mobiiite logicielle en developpant des 
extensions. II faut mentionner aussi que OSGi est un intergiciel base sur la machine 
virtuelle Java compatible avec I'edition J2ME. Un autre travail qui a aussi suscite notre 
attention est («Reconfigurable Ubiquitous Networked Embedded Systems») RUNES 
[57], un projet europeen qui deploie les environnements diffus en integrant la mobiiite 
logique et materielle pour les systemes embarques. 
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2.6.1 Quelques travaux sur la mobilite bases sur OSGi 
L'alliance OSGi a defini la specification OSGi pour des plateformes fournissant et gerant 
des services bases sur des environnements reseaux tels que ceux des habitats. A 
I'origine, OSGi avait pour objectif de se concentrer sur des services de passerelle 
interconnectant le reseau domestique et les fournisseurs de services externes, avec la 
possibility de gerer ces services a distance via la passerelle. Ces services peuvent etre, 
par exemple, I'assistance aux personnes en deficience cognitive. 
La plateforme de service OSGi comprend deux elements, a savoir, I'infrastructure OSGi 
et un ensemble de definitions de services standards, ^infrastructure OSGi, est un 
conteneur Java leger pour le deploiement d'applications orientees services. Cette 
infrastructure definit un modele de composant, un registre de services et fournit un 
environnement d'execution pour la gestion des interactions entre ces composants. 
Le modele d'application de OSGi combine deux approches, a savoir, I'approche orientee 
composants et I'approche orientee service, les deux ayant pour resultante connue sous 
I'appellation de «modele de service oriente composants». Dans cette derniere approche 
les applications logicielles sont vues comme un ensemble de composants qui 
collaborent entre eux, en se fournissant, et s'offrant des services. 
II faut mentionner que les composants dans une plateforme OSGi sont appeles 
« bundle » et ces « bundles» sont une unite de livrable et de deploiement. lis se 
presentent sous forme d'archives Java («.jar»). L'infrastructure OSGi assure la 
separation des « bundles » sous forme de module et permet a ces «bundles» le partage 
de la meme machine virtuelle Java. La principale innovation de OSGi est d'offrir les 
possibilites aux « bundles » de se partager les bibliotheques Java («package »). OSGi 
permet aussi I'utilisation du mecanisme de chargeur de classe pour resoudre le 
probleme de dependance des « bundles » afin de rendre des bibliotheques distantes 
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disponibles. Avec OSGi, un service peut etre installe, mis a jour ou arrete 
dynamiquement. Quand un service est arrete, il est dynamiquement rendu indisponible 
de meme que les services qui en dependent. En somme, tout changement est reporte 
dans I'ensemble de la plateforme pour donner un fonctionnement coherent. 
II est bon de savoir qu'il existe plusieurs versions de OSGi, Apache Felix [59], Eclipse 
Equinox [60], Knopflerfish [61] et Concierge [62]. 
Si OSGi permet d'offrir des environnements diffus, il n'offre pas la mobilite logicielle. Par 
contre, il existe des travaux qui, bases sur une extension de OSGi permettent d'offrir 
differents concepts de mobilite logicielle notamment, la mobilite des agents comme 
implantee dans [58]. Dans ce travail, une infrastructure qui constitue une extension de 
OSGi a ete developpee et implantee. Cette infrastructure logicielle implante la mobilite 
faible et le concept de services distribues. Vu au niveau de la plateforme OSGi, cette 
extension de OSGi est implantee sous forme de «bundle» qui deploie une infrastructure 
de communication en vue de mettre en ceuvre la mobilite et la distribution des services. 
Pour mettre en ceuvre cette mobilite >et cette distribution de services, une adaptation du 
concept de «structures de donnees virtuelles globales» a ete implante (GVDS) [65] qui 
decrit le concept de la coordination d'un environnement mobile comme suite : 
• Distribution : Chaque nceud possede et emmagasine une partie des structures 
de donnees; 
• Construction : Pour un nceud quelconque, une vue locale de la GVDS est formee 
par les structures de donnees residantes sur I'ensemble des noeuds 
atteignables; 
• Portee : Toute operation sur une structure de donnees distantes apparaTt comme 
locale pour le client qui I'appelle. 
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Concernant la mobilite dans [58], on parle de mobilite des services, ce qui correspond 
aux paradigmes suivants: 
• Code sur demande («Code on Demand, COD»): Avec cette approche, le 
«bundle» ou service peut demander le telechargement d'une entite requise qui 
peut etre soit un «bundle», soit un service situe sur un nceud distant. L'entite 
telechargee peut en ce moment creer un lien avec le code sur le nceud de 
destination et s'executer; 
• Evaluation a distance (Remote Evaluation, REV »): Dans ce cas, le « bundle » 
ou le service est physiquement migre ou clone vers un nceud distant ou 
I'execution est en cours. Le resultat peut etre delivre ou retoume avec l'entite 
mobile au nceud source; 
• Agents mobiles : Avec le support des agents mobiles, il est possible pour un 
«bundle» ou un service de demarrer son execution dans une instance d'une 
infrastructure pour finir dans une instance differente. 
Ces mobilites, tout en coexistant, sont deployees selon que le contexte s'y prete. Par 
exemple, si I'economie de la bande passante s'avere necessaire, alors ce sont les 
agents mobiles qui seront impliques dans I'offre de services; si une bibliotheque est 
manquante pour resoudre un probleme lie aux dependances de code, la mise en ceuvre 
du COD s'avere une alternative. De meme, pour effectuer des calculs dans un 
environnement ou la puissance de calcul fait defaut, comme c'est souvent le cas pour 
les telephones portables, revaluation a distance peut etre utilisee pour effectuer le calcul 
sur un nceud plus indique et le resultat pourra etre retoume sur le telephone portable en 
question. 
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II faut remarquer que OSGi est tres utilise dans le deploiement d'environnements 
informatiques diffus dans le cadre des reseaux domestiques [63]. En plus d'etre une 
base de deploiement d'environnements diffus, il est utilise pour implanter la mobilite 
logicielle dans les habitats intelligents comme effectues dans ces travaux [64]. 
2.6.2 Mobilite basee sur RUNES 
RUNES est construit sur des infrastructures qui constituent des composants logiciels de 
base. Ces composants sont des architectures reutilisables qui peuvent etre deployes 
dynamiquement. Hautement modulaires, les composants et les services personnalises, 
ainsi que les mecanismes specifiques aux applications peuvent etre construits par 
composition de composants ou d'infrastructures. 
RUNES, est un intergiciel bati sur une architecture a deux couches. La couche 
fondamentale, a savoir la couche la plus base, est un minimum concu independamment 
du langage de programmation. Constitue de composants logiciels, cette couche est 
legere et s'execute sur n'importe quel terminal constituant un noeud de reseau de 
systemes embarques. 
La couche juste au-dessus de la couche fondamentale est un ensemble de composants 
logiciels qui offre les fonctionnalites necessaires d'un intergiciel. Cette couche est 
constitute de plusieurs composants independants qui peuvent etre selectivement 
deployes selon les contraintes des ressources et le besoin des applications. Cet 
ensemble de composants logiciels peut etre mis a jour de fagon dynamique, a chaud, et 
constitue une base pour des systemes hautement dynamiques et reconfigurables. 
RUNES offre les fonctions de decouverte des services, il possede un registre des 
services offerts et permet de reconnattre le contexte dans lequel le systeme opere en 
vue de fournir des informations relatives a d'autres applications pour qu'elles s'adaptent 
au nouveau contexte. 
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Concernant la mobilite logicielle, il injecte de nouvelles fonctionnalites aux terminaux 
comme exigences realisees. Autrement dit, la mobilite logicielle avec RUNES est 
implantee sous forme de transfert de fonctionnalites d'un noeud a un autre du reseau. 
II faut noter que RUNES est implante de quatre facons : 
• une implantation basee sur la machine virtuelle Java 
• une implementation basee sur C/Unix 
• une implementation basee sur les systemes embarques miniatures compatible 
avec Contiki OS 
• une autre implementation basee sur la machine virtuelle Erlang 
D'un point de vue conceptuel, RUNES et OSGi sont tres proches. 
2.7 Conclusion 
Le succes du developpement d'une plateforme a agents mobiles est fortement lie a 
I'independance de la plateforme et du langage. Le langage lui-meme doit etre base sur 
un intergiciel offrant une certaine independance vis-a-vis du materiel et du systeme 
d'exploitation. Sun Microsystems a reussi en grande partie cette tache avec Java, mais 
n'offre pas encore la possibility de faire migrer les fils d'execution au niveau du langage. 
Les projets Voyager et JADE offrent la mobilite dite faible. Certains agents ne peuvent 
pas migrer et le contexte d'execution lie aux fils n'est pas transferable. Cependant, 
JADE contourne le probleme en implantant le contexte d'execution des agents dans une 
machine a etats, raison pour laquelle on parle de mobilite pas si faible (« not so weak 
mobility ») [48]. 
Dans la suite de notre travail, nous utilisons I'infrastructure JADE pour I'implantation de 
notre systeme, car nous n'avons pas trouve une autre infrastructure, ecrite en Java, 
pour les systemes multi-agents qui nous offre toutes les proprietes de la machine 
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virtuelle Java, a savoir I'homogeneite des plateformes et la possibility d'etre deployee 
dans un environnement informatique diffus. De meme, JADE est un projet encore actif, il 
implante la mobilite faible en plus d'etre gratuit et libre d'utilisation (License LGPL 
« Library Gnu Public License »). 
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Partie II: Construction de notre systeme multi-agents 
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Chapitre 3 
Analyse en vue de la conception de notre systeme 
Les moyens technologiques a notre disposition aujourd'hui nous permettent d'envisager 
des solutions scientifiques et technologiques dans differents domaines de la vie 
quotidienne, en particulier celui de I'assistance aux personnes ayant des deficiences 
cognitives. Les recherches du laboratoire DOMUS se consacrent, entre autres, a ce 
domaine. Ce laboratoire comporte un environnement informatique diffus permettant 
d'experimenter I'assistance aux personnes atteintes de deficiences cognitives. 
Dans le cadre de ces recherches, notre travail propose un systeme multi-agents dans 
lequel divers agents integres aux appareils electroniques et electromenagers sont 
utilises comme moyen logiciel a des fins d'assistance. Puisque les personnes se 
deplacent dans la maison, certains agents devront etre en mesure de suivre leurs 
deplacements, d'ou I'interet d'integrer les aspects de mobilite a certains composants. En 
d'autres termes, le but de ce travail est de proposer un systeme qui deploie un 
algorithme de gestion de la migration des agents. 
Dans un premier temps, notre travail consiste a trouver un algorithme de migration (des 
protocoles d'interaction au niveau des agents) et, dans un deuxieme temps, a concevoir 
une technique de gestion de ces agents via une interface graphique. 
Vu la complexite d'implementation d'un systeme multi-agents, il est indispensable de 
s'assurer que notre solution est en adequation avec nos besoins. Pour cette raison, 
nous allons d'abord analyser nos besoins et trouver I'approche a adopter pour 
developper le systeme. Puis, nous presentons la methodologie adoptee et, enfin, nous 
utilisons cette approche pour le developpement de notre systeme. 
37 
3.1 Adoption d'une approche 
Un systeme multi-agents est avant tout un logiciel qui se doit d'etre une solution a un 
probleme (les besoins). Cette solution se developpe avec une approche bien definie 
comme c'est le cas pour les systemes oriente objet. Compare a un systeme oriente 
objet, un systeme multi-agents a une approche societale, c'est-a-dire un systeme qui 
prend des aspects de la societe humaine ou le systeme represente I'organisation et les 
agents, les individus. Selon Odell [33], les differences fondamentales entre un agent et 
un objet sont au niveau comportemental et au niveau de I'acces aux interfaces [33]. 
Contrairement aux objets, les agents sont autonomes [33] et ils communiquent avec des 
langages bien definis. D'un point de vue conceptuel, un agent et un objet ne peuvent 
pas jouer le meme role. L'adoption d'une approche de conception distincte s'avere done 
necessaire selon le contexte dans lequel nous sommes. 
Avons-nous besoin de recourir aux agents ? L'analyse de nos besoins est I'une des 
methodes les plus appropriees pour determiner s'il faut recourir a un systeme multi-
agents ou non. 
3.1.1 Expression des besoins 
De facon generale, notre systeme consiste a assister des personnes souffrant de 
deficience cognitive dans un enyironnement informatique diffus. En particulier, dans ce 
travail, il est question d'implementer un algorithme de gestion de la migration afin de 
permettre au systeme de pouvoir suivre la personne et de I'assister, si cela s'avere 
necessaire, dans ses taches de la vie quotidienne. 
II faut etre capable de : 
• Localiser la personne 
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Puisque la personne se deplace, il faut etre en mesure de la localiser afin de lui 
porter assistance. C'est pourquoi notre systeme doit etre autonome. Cela 
implique que des composants de notre systeme doivent interagir dynamiquement 
sans intervention exterieure pour localiser la personne. 
• Referencer toutes les entites du systeme 
Notre systeme etant forme de composants qui interagissent entre eux, nous 
devons toujours avoir leurs references pour que chacun d'eux soit atteignable a 
tout moment. 
• Maintenir un service d'annuaire pour les renseignements sur les services offerts 
Toutes les fonctionnalites doivent etre repertoriees pour en faciliter I'acces et 
Tusage d'une part et permettre I'utilisation dynamique de chaque service d'autre 
part. 
• Etre proactif 
Etant donne que nous remplacons partiellement ou totalement les aidants selon 
les cas, notre systeme a la responsabilite de remplir le role que joue I'aidant qu'il 
remplace dans une situation bien determines II doit etre capable de reagirface a 
une situation ou il est cense intervenir. Par exemple, quand le patient se deplace 
dans la cuisine et que celui-ci a besoin d'aide, le systeme doit etre capable de 
detecter cette situation et reagir en rejoignant le patient dans la cuisine pour lui 
apporter I'aide necessaire. 
• Migrer lorsque cela s'avere necessaire 
Cette migration sous-entend une certaine autonomie et une initiative du fait que 
notre systeme doit pouvoir decider lorsqu'il doit migrer dynamiquement une de 
ses composantes vers le patient en vue de I'assister. Obtenir cette autonomie est 
le but ultime. 
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• Assister la personne en cas de besoin 
ReconnaTtre que la personne a besoin d'aide est une propriete qui releve du 
raisonnement base sur des connaissances appropriees de la situation. Notre 
systeme a done besoin d'intelligence. Un mecanisme de raisonnement base sur 
des regies definies en fonction du contexte est necessaire (inferences logiques). 
3.1.2 Discussion : res u I tat de I'analyse des besoins 
Dans notre projet, ou il est question d'assistance aux personnes, il est plus simple de 
deleguer des taches a des agents, car ceux-ci sont autonomes (fondamentalement) 
d'une part et qu'ils peuvent prendre des initiatives d'autre part. En plus, certains des 
agents que nous implantons sont mobiles et cela permet I'economie de la bande 
passante, car I'agent se deplace pour offrir le service localement. Nous adoptons par 
consequent un systeme multi-agents mobiles comme solution. On pourrait dire 
qu'aujourd'hui les reseaux ont des debits considerables et que I'economie de la bande 
passante n'est plus un argument valable. Cette opinion ne prend pas en compte le 
contexte de I'habitat qui est equipe d'un reseau sans fil. Les ondes electromagnetiques 
des reseaux sans fil sont souvent sujettes a des interferences, des bruits, des 
distorsions, etc. Ces effets nefastes augmentent avec le nombre d'appareils equipes de 
carte de reseau sans fil en activite. Les conditions du milieu de transmission 
occasionnent beaucoup de retransmissions des paquets dues a des erreurs, ce qui peut 
affecter considerablement le debit de transfert des paquets. Etant donne que nous 
utilisons les agents mobiles et que les services sont offerts localement, les effets de 
pertes de signaux sont attenues, car une fois que I'agent arrive a destination, il n'est 
plus necessaire pour lui d'utiliser les connexions reseaux. 
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II est vrai que le laboratoire DOMUS est aussi equipe de reseaux filaires, cependant, les 
differents types de reseau (filaire et sans fil) sont interconnect.es et le ralentissement 
d'une connexion peut affecter le debit des autres reseaux. 
3.3 Choix de la methodologie a adopter 
Pour developper notre solution, nous allons utiliser une methodologie en adequation 
avec I'approche choisie, c'est-a-dire celle des agents. Celles qui ont retenu notre 
attention sont: 
• GAIA[44]; 
• MESSAGE [6]; 
• et Nikraz [32]. 
MESSAGE est une methodologie riche et complexe qui inclut aussi UML et les meilleurs 
aspects de GAIA, cependant les artefacts sont longs et laborieux ce qui peut nous 
amener a passer plus de temps sur la methodologie elle-meme au lieu de se consacrer 
a I'essentiel. Dans le cas de la methodologie proposee par Nikraz, elle est simple, les 
artefacts ne sont pas tres longs, cependant, les techniques pour extraire les agents a 
implanter reste ambigues raison pour laquelle nous avons prefere GAIA qui nous 
propose des artefacts simples, tres schematiques et dont la techniques d'extraction des 
agents est bien definie. En plus, I'etude de la methodologie GAIA elle-meme s'avere 
moins longue. 
3.4 Conclusion 
Cette methodologie differente s'explique par le fait qu'un objet et un agent sont 
conceptuellement differents [33]. Les differences fondamentales entre un agent et un 
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objet sont I'autonomie et I'acces aux interfaces. La methodologie a adopter pour la 
construction d'un systeme multi-agents doit tenir compte du fait que nous sommes dans 
une organisation artificielle [44]. A partir de ce moment, nous changeons de niveau 
d'abstraction par rapport aux methodologies orientees objets. Bien entendu, dans 
I'implantation de notre systeme, les techniques d'approche orientee objets s'appliquent 
puisque les agents sont implantes au travers des objets logiciels. Le choix de la 
methodologie de developpement etant tres important, nous passons du temps pour 
analyser les besoins dans le but de faire un choix adequat. Si la solution de notre 
probleme peut etre apportee par un systeme oriente objets, il est preferable d'opter pour 
la solution la moins complexe, c'est-a-dire le systeme oriente objets comme le 
mentionne Wooldridge et Jennings [43]. 
Nous avons done decide d'adopter la methodologie Gaia parce qu'elle propose une 
approche plus schematique, claire et facilement applicable au niveau des concepts 
presentes. Nous aurions pu faire une etude comparee des methodologies 
susmentionnees au point 3.3, mais cela s'avere laborieux et peut nous eloigner de notre 
objectif. Nous avons done regarde la simplicite et le pragmatisme des artefacts pour 
operer un choix. 
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Chapitre 4 
Presentation de la methodologie Gaia 
La methodologie Gaia est utilisee pour concevoir et developper des systemes multi-
agents. Elle se base sur le principe qu'un systeme a agents doit etre considere comme 
une organisation, c'est-a-dire une societe artificielle hierarchisee. Naturellement, dans 
une organisation, il y a un chef, des secretaires, des delegues, etc. Chaque poste 
correspond a un niveau dans la hierarchie et il est accompagne de responsabilites pour 
les personnes qui I'occupent afin d'accomplir les taches correspondantes. Chaque 
personne a des permissions (droits) qui sont associees aux responsabilites. 
Fondamentalement, chaque poste correspond a un ou a plusieurs roles specifiques. 
Dans ce chapitre, nous abordons les roles qui occupent une place majeure dans la 
conception, lis sont presentes par un schema (schema des roles) et sont composes 
d'autres concepts, a savoir, les protocoles et activites, les permissions et les 
responsabilites. II faut mentionner que les services au sein de I'organisation sont offerts 
par des membres qui interagissent entre eux, ces interactions sont bien definies par le 
modele d'interaction que nous presentons. Nous traitons egalement du modele des 
agents qui presentent les types d'agent existant dans notre systeme. Ces agents offrent 
des services qui sont repertories dans un tableau, c'est le modele des services. Nous 
presentons ensuite le modele de communication qui definit la visibilite des agents entre 
eux du point de vue de la communication. 
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4.1 Processus de conception 
Comme toutes les methodologies en genie logiciel, on suit un processus. De meme, 
selon Wooldridge, Jennings et Kinny, le processus de developpement de la 
methodologie Gaia se resume en trois etapes [44]: 
1. Creation d'un modele d'agent; 
2. Developpement des services ; 
3. Developpement du modele d'accointance. 
Dans ce chapitre, nous presentons ces etapes qui constituent les bases de la 
methodologie Gaia, cependant, nous presentons d'abord les concepts. 
4.2 Les concepts 
Dans le but de determiner les agents qui vont etre implantes dans le systeme, Gaia 
precede a une analyse en vue de trouver les differents roles qui regissent I'organisation. 
Etant donne que les roles sont joues par des agents, on determine implicitement les 
agents a implanter. Les roles sont composes de plusieurs concepts que nous 
presentons a la section 4.2.1. 
4.2.1 Le concept des roles 
Le concept de role defini par Gaia est constitue de plusieurs autres concepts, a savoir, 
les protocoles et activites, les permissions et les responsabilites. Le concept de 
responsabilite se subdivise en deux parties : la vivacite et la surete. 
II faut noter que les roles sont representes sous forme de schema, illustre a la figure 5, 
ou les differents concepts de protocoles et d'activites, de permission et de responsabilite 
sont exprimes avec un formalisme mathematique dont les symboles utilises sont 
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presentes par le tableau 1. Ces differents concepts sont expliques en details dans les 
sections qui suivent. 
Schema des Roles: 
Norn du role 
Description 
Breve description du role 
Protocole et activite 
Protocole d'interaction : expression formelle des interactions 
avec d'autres agents. 
Activite : expression formelle des taches que I'agent accompli 
sans interaction avec d'autres agents 
Permissions 
Lecture : Les ressources que I'agent a le droit de lire eu 
egard a son role 
Ecriture : Les ressources que I'agent a le droit de modifier ou 
de creer eu egard a son role 
Responsabilite 
Vivacite: 
Expression formelle de I'ensemble des protocoles et activites 
que I'agent doit mettre en ceuvre pour accomplir son role 
Surete 
Expression formelle des conditions necessaires pour que 
I'accomplissement du role se deroule normalement 
Figure 5: Schema des roles 
Operateurs Interpretations 
x/=y x different de y 
x.y occurrence de x ensuite de y 
x|y occurrence de x ou de y 
x* occurrence de x de 0 a N fois 
x+ occurrence de x de 1 a N fois 
xw occurrence x infiniment souvent 
[x] x est option nel 
x||y x et y sont entrelaces 
Tableau 1: Legende des symboles utilises 
45 
Dans le schema des roles presente a la figure 5, nous donnons une breve definition des 
notions qui constituent les roles. Pour mieux eclairer les personnes, nous definissons 
davantage ces notions dans les points suivants : 
• Les responsabilites: Les responsabilites sont les taches accomplies par un 
agent. Le role de I'agent est d'assumer les taches qui lui sont assignees. De 
meme, les responsabilites se subdivisent en deux parties. La premiere partie 
represente Faction faite pour accomplir la tache exprimee dans un formalisme 
bien definie, c'est la vivacite. La deuxieme partie, la surete, exprimee dans le 
meme formalisme que le premier, a pour but de confirmer que Taction se deroule 
normalement. 
• Les permissions: C'est I'ensemble des droits qui permettent a I'agent 
d'accomplir ses taches par rapport aux ressources avec lesquelles il travaille, par 
exemple un fichier, une base de donnees, des ports de communication, etc. 
Selon les droits qui lui sont accordes, I'agent doit etre capable de lire, de creer 
ou de modifier des ressources. 
• Les activites : C'est I'ensemble des actions elementaires qui sont en adequation 
avec le role que joue I'agent dans le systeme sans interaction avec d'autres 
agents. L'observation permanente de I'objet logiciel Contexte par un agent en est 
un exemple. 
• Les protocoles : Les protocoles represented I'ensemble des interactions que 
peut avoir un agent avec d'autres agents dans le systeme. En somme, il s'agit de 
I'ensemble des interactions definies pour interagir avec d'autres membres du 
systeme. 
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4.2.2 Le modeie d'interaction 
Comme dans toute organisation, les membres sont appeles a interagir entre eux ou 
avec une tierce partie que Ton nomme aussi la clientele selon les besoins. A I'instar d'un 
employe de la banque qui doit ouvrir un compte a un client, notre systeme doit suivre uh 
ensemble de procedure puisque notre methodologie se base toujours sur le fait que 
nous sommes dans une organisation. Bon nombre de ces procedures sont interactives. 
Les procedures a suivre sont bien definies par la banque et I'employe doit interagir avec 
le client en vue de recueillir les informations justes et necessaires a I'ouverture du 
compte bancaire. 
En d'autres termes, le modeie d'interaction nous montre de facon formelle les relations 
existantes entre les differents agents dans I'organisation. II nous montre egalement une 
abstraction des protocoles et des activites qui peuvent avoir lieu entre les agents sans 
toutefois montrer tous les messages qui sont echanges. 
Le schema de la figure 6 illustre un modeie d'interaction ou nous decrivons brievement 
I'interaction et les entites qui interagissent. Les differents elements du schema sont: 
• Description de I'interaction: Dans cette partie nous donnons une breve 
description de I'interaction qui a lieu, par exemple, la detection du patient devant 
la cuisiniere. 
• Entite A et Entite B : Ce sont des entites qui interagissent dans le but de realiser 
une action. 
• Description de la reaction : C'est une breve description de la reaction que I'une 
ou I'autre des entites aura dans le but de produire un resultat. Ce resultat peut 
etre par exemple un message d'information envoye a I'agent de localisation. 
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• Entree: Une entree peut etre un message, un signal electrique ou tout autres 
stimuli. Une entree peut etre par exemple un message de demande de service a 
un agent. 
• Sortie: C'est le resultat du traitement de I'entree par les entites A ou B. C'est 
aussi le resultat des interactions entre les entites A et B. 
Si cette interaction engendre une autre interaction, alors nous mettons une fleche qui 
part de la case de la description de la reaction vers un autre schema qui decrit la 
prochaine interaction. Cette fleche represente aussi la communication, a savoir la 
transmission des resultats de I'interaction en question qui sera une entree pour la 
prochaine interaction. 
Nous utilisons dans ce travail, ce type de schema pour illustrer les interactions entre les 
agents eux-memes et aussi entre les agents et des objets de leur environnement dans 
le processus de developpement de notre systeme. 
Description de I'interaction 
Entite A Entite B 
Description de la reaction 
Entree 
Sortie: resultat de la 
reaction 
Figure 6: Interaction d'un agent resident avec le Contexte 
4.2.3 Le modele des agents 
Le modele des agents dans le processus de developpement Gaia constitue la premiere 
etape. II a pour but de documenter les differents types d'agents qui seront presents dans 
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le systeme. On peut creer un agent par role ou regrouper les roles coherents dans un 
seul type d'agent, tout dependant du type d'applications et du materiel cible. Un agent 
par role necessite un espace memoire assez important parce qu'il donne lieu a la 
creation de nombreux agents. Cette approche est desavantageuse pour les processeurs 
de faible puissance de calcul et ayant peu de memoire tels que ceux des systemes 
embarques bas de gamme. 
Pour illustrer le modele des agents, Gaia adopte le schema de la figure 7. Les deux 
termes que nous retrouvons dans ce schema sont les suivants : 
• Agent: C'est I'agent qui joue le role specifie 




Figure 7: Documentation d'un type d'agent 




















que la demande 
reste toujours 
valide 
Tableau 2: Modele des Services 
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Le modele des services definit I'ensemble des services que les agents peuvent fournir, 
sa creation est la troisieme etape de developpement. En programmation orientee objets, 
les services sont les methodes. Dans le cas des agents, les methodes ne sont pas 
directement accessibles de I'exterieur done la sollicitation d'un service se fait via les 
messages. Les messages sont transportes par un protocole deploye dans le systeme 
multi-agents. 
En somme, le modele des services est illustre par un tableau (tableau 2) a deux 
dimensions qui repertorie I'ensemble des services offerts par les agents de la 
plateforme. Le nom des services est represente par une colonne, les pre-conditions et 
les post-conditions a I'obtention des services offerts constituent deux autres colonnes du 
tableau. Les entrees qui represented les demandes de services et les sorties qui sont 
les resultats de ces demandes sont egalement deux autres colonnes du tableau. 
A la section 5.7, nous presentons notre modele des services qui est un exemple. 
4.2.5 Le modele d'accointance 
Dans cette section, il est question de mettre en evidence la visibility des agents entre 
eux a I'interieur du systeme. La creation d'un modele d'accointance constitue la 
troisieme etape de developpement de la methodologie Gaia. Ce modele represente 
I'ensemble des communications potentielles qu'il y a entre les agents. C'est un graphe 
oriente dont les nceuds sont les agents et les arcs sont les voies empruntees par les 
messages echanges. Ce modele ne donne pas de details sur les messages echanges ni 
quand ni comment ils sont echanges. Cependant, il nous montre un fait important de la 
conception du systeme, a savoir, si le systeme est faiblement couple ou fortement 
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couple. S'il est fortement couple, une revue de I'analyse a la conception de notre 
systeme s'avere done necessaire. 
4.3 Conclusion 
La methodologie Gaia est simple et pragmatique parce qu'elle se fonde sur les 
organisations de la societe humaines, un univers avec lequel nous sommes familiers. 
Elle permet aux developpeurs de se concentrer sur I'essentiel par la simplicity des 
artefacts qu'elle propose. Elle facilite la conception des agents a implanter dans le 
systeme par I'analyse des roles. Cependant le formalisme dans lequel est exprime les 
composantes du role ne contient pas des symboles pour exprimer les notions telles que 
« occurrence de X jusqu'a ce que », «toujours vrai ». Toutefois cela n'empeche pas 
I'utilisateur d'integrer d'autres outils pour mieux s'exprimer. C'est pourquoi nous 
suggerons aux utilisateurs de la methodologie Gaia, dans le cas des applications 
critiques, d'utiliser un langage bien approprie a I'instar de CTL, de LTL et d'EB3 [10], 
pour exprimer des notions plus complexe comme celles susmentionnees plus haut dans 
ce paragraphe. En plus, le modele d'interaction ne donne pas une vue dynamique assez 
detaillee des interactions, les parametres des messages et leurs contenus en sont des 
exemples de details qui ne sont pas visibles. 
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Chapitre 5 
Modelisation de notre systeme basee sur Gaia 
Comme dans tout processus de developpement en genie logiciel, nous suivons une 
methodologie que nous adoptons apres I'analyse des besojns. Dans ce chapitre, nous 
developpons notre systeme en utilisant la methodologie Gaia. Ce processus consiste 
essentiellement a creer un modele des agents, un modele des services et de concevoir 
I'architecture de communication. Le modele des agents est important parce qu'il permet 
de creer les types d'agents qui sont implantes dans notre systeme. Ainsi, I'identification 
des roles que nous abordons en premier, nous sert a creer un modele des agents. 
5.1 Identification des roles 
La creation des agents etant basee sur les roles, leur determination s'impose avant la 
conception du modele des agents. D'apres I'analyse des besoins, les differents roles qui 
se degagent sont les suivants : 
• la localisation du patient: 
1. Traiter et afficher des informations de localisation ; 
2. Donner I'ordre a un agent de migrer vers le patient; 
3. Detecter la personne devant un electromenager ou un appareil electronique ; 
4. Detecter la personne a I'interieur ou a I'exterieur d'une piece ; 
• le service d'annuaire ; > 
• le service des pages jaunes ; 
• I'assistance aux personnes. 
52 
5.1.1 Localisation du patient 
Les sous-roles de localisation enumeres a la section 5.1 sont regroupes en deux parties 
pour des raisons de modularity et de cohesion. L'agent qui recoit les informations de 
references du patient est le plus habilite a traiter ces informations de localisation, les 
afficher et donner I'ordre aux agents mobiles de migrer vers le patient quand cela 
s'avere necessaire. Le role de cet agent resident sera le sous-role 1 et se nomme agent 
de localisation puisqu'il permet de faire connaTtre via son interface graphique la 
localisation du patient. Par contre les agents qui ont acces a I'objet logiciel Contexte 
sont les plus habilites a detecter la presence du patient dans une piece de I'habitat et a 
transmettre les references du patient, nous nommons ces agents, les agents residents 
qui ont la responsabilite d'assumer le sous-role 2. 
Sous-role 1 : service de localisation 
La figure 8 illustre les deux premiers sous-roles de localisation du patient enumeres au 
point 5.1, a savoir traiter des informations de localisation et donner I'ordre au patient de 
migrer. Ce sous-role constitue le cceur du fonctionnement de notre systeme, c'est le 
sous-role 1. Chaque fois que la presence du patient est detectee dans un point de 
I'habitat, l'agent responsable de la localisation, l'agent de localisation (AL), regoit un 
message qui contient les references du patient et le contexte de la situation, a savoir si 
ce dernier a besoin d'aide ou pas. L'agent de localisation affiche les informations qu'il 
regoit dans le tableau de son interface graphique. Si J'information sur la situation du 
patient indique que celui-ci a besoin d'aide, alors l'agent de localisation ordonne a un 
agent aidant de migrer vers le patient pour lui apporter assistance. Cet ordre se fait via 
des messages specifiques que nous traitons au chapitre 6. 
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Schema des Roles 
Localisation 
Description 
L'agent doit connaTtre en permanence oil se trouve le patient et 
il doit etre capable de demander a l'agent aidant de migrer vers 
le patient en cas de besoin. 
Protocole et activite 
Recevoir (references( Patient)), Demander (migrerVers(patient) 
afficher (dans(tableau), references (patient)) 
Permissions 
Lire : message recus des agents residents 
Ecrire : message pour les agents aidants 
Responsabilite 
Vivacite: 
(Recevoir (references (patient)). 
afficher (references (patients))|| 
(Besoin(aide).demander (migrerVers(patient)))w 
Surete: 
Adresse (AL1)/= NULL AAdresse (AgentAidant)/= 
NULLAreferences (patient)/=NULL 
Figure 8: Role de Localisation 
1. AL: Agent de Localisation 
La figure 8 illustre les aspects du role que joue l'agent de localisation. Pour faciliter la 
comprehension de ce role, nous expliquons les rubriques suivantes : 
• Protocoles et activites : 
Ce sont les taches elementaires que l'agent execute dans la mise en ceuvre de son 
role. II recoit les references du patient, Recevoir (references( Patient)), affiche ces 
references dans un tableau, afficher (dans(tableau),references (patient)) et demande 
a un agent aidant de migrer vers le patient en cas de besoin, demander 
(migrerVers(patient)) 
• Permissions: 
Concernant les permissions, l'agent de localisation a le droit d'acceder aux 
references du patient qui sont transmises sous forme d'un objet logiciel Java 
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(« location »), de meme, il a le droit de construire un message en y inserant les 
references du patient et I'ordre a executer par I'agent aidant. 
• Responsabilites: 
Dans ses activites qui consistent a accomplir les taches mentionnees dans les 
protocoles et activites, si I'agent recoit les references du patient, il les affiche dans le 
tableau de son interface graphique et demande a I'agent aidant de migrer vers le 
patient, ce qui se traduit formellement par: 
(Recevoir(references (patient)).afficher 
(references(patients)) \ \ (Besoin(aide). demander (migrerVers(patient)))w 
Pour le bon deroulement des activites de I'Agent de localisation, il faudrait qu'il soit 
atteignable par les agents residents, references(AL)/= NULL et que les references 
du patient soient connues, references(Patient)/= NULL et bien entendu I'agent aidant 
doit etre atteignable, references(Agent Aidant)/= NULL. 
Sous-role 2 : detection de presence 
Le role de detection du patient devant un electromenager ou a I'interieur d'une piece est 
assigne a un agent qui est heberge de fagon permanente soit dans un appareil 
electronique ou electromenager de I'habitat soit dans des modules informatiques 
connectes a ce type d'appareil en vue d'envoyer des commandes electriques. Nous 
appelons ces types d'agents, des agents residents. L'agent de localisation est aussi un 
agent resident. Ce role fait aussi partie de la localisation. Nous pouvons choisir un agent 
resident pour chaque piece de I'habitat, dans ce cas, cet agent se charge de detecter 
aussi bien les entrees du patient dans la piece que la presence de celui-ci devant un 
appareil. Quand nous choisissons d'implanter un agent par appareil de I'habitat, un de 
ces agents est choisi pour la detection de I'entree du patient dans la piece ou il se 
trouve. La figure 9 illustre ce role. 
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Signaler la presence 
piece et preciser s'il a 
Schema des Roles 
Detection de presence 
Description 
du patient devant un appareil ou a I'interieur d'une 
besoin d'aide ou pas 
Protocole et activite 
Transmettre (references (patient), AL) 
Devant (appareil, patient), Entree (patient.piece). 
Permission: 
Lire : lecture des references du patient 
ecrire : references du patient et de message a I'agent de localisation 
Responsabilite 
Vivacite: -





Figure 9: Detection de la presence du patient 
La rubrique permission de la figure 9 illustre les droits d'ecriture et de lecture qu'un 
agent resident a sur les ressources, en I'occurrence, il cree un objet logiciel qui 
represente les references du patient en lisant I'adresse de ce dernier. 
Pour assumer son role, I'agent resident observe en permanence le Contexte. S'il 
constate la presence du patient devant un appareil, il transmet les references du patient 
a I'agent de localisation, ce qui se traduit formellement par, (Devant (appareil, patient). 
Transmettre (references (patient), AL))W. 
5.1.2 Autorite et Service d'annuaire 
La figure 10 illustre le role de I'AMS. L'AMS represente I'autorite d'une plateforme JADE. 
II autorise les agents a joindre la plateforme. Pour initialiser un agent, nous lui donnons 
un identifiant lors de son demarrage. II faut eviter de donner a un agent, un identifiant 
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qui est deja utilise par tout autre agent entrain de s'executer sur la plateforme. Quand un 
agent veut acceder a une plateforme en utilisant un identifiant existant, I'AMS lui refuse 
I'acces et I'agent est detruit. 
Comme dans la majorite des villes modernes, il existe un annuaire telephonique que 
chacun peut consulter en vue de trouver le numero de telephone d'une tierce personne. 
Dans notre systeme, considere comme une organisation, nous avons decide d'utiliser ce 
service pour repertorier les agents du systeme. Chaque fois qu'un agent est cree et 
demarre, il s'enregistre aupres de I'agent page blanche, a savoir I'AMS. C'est un agent 
qui existe deja dans I'infrastructure JADE, nous I'utilisons tout simplement. Cet agent 
contient I'identification (AID « Agent IDentifier ») de tous les agents. Cet AID est associe 
a la description de chaque agent du systeme. 
Autoriser les agents 
Schema des Roles 
Autorite et services d'annuaire 
Description 
a joindre la plateforme. Enregistrer tous les agents 
de la plateforme avec leur description des leur initialisation 
plateforme 
Protocole et activite 
Enregistrement( Agent) 
Detruire( Agent) 
Autoriser les agents 
Arreter ou/et detruire 
Vivacite: 
Permission 
a acceder a la plateforme 




Reference(Agent) /= Null 
dans la 
i 
Figure 10: Role d'annuaire 
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5.1.3 Role du service des pages jaunes 
L'Agent page jaune est un agent qui existe deja dans I'infrastructure JADE. II maintient 
un service d'annuaire pour tous les services offerts par les agents du systeme. Quand 
un agent veut offrir un service, il enregistre ce service aupres de I'agent page jaune. Un 
agent offrant deja un service peut aussi y mettre un terme quand il le veut, c'est le 
desenregistrement du service. 
Schema des Roles 
Pages jaunes 
Description 
Fournir les adresses des services disponibles et leur description 
Protocole et activite 
Recevoir (demande (Info.service)), informer(agent,service) 
Demander (Adresse, Service), Enregistrer (agent, service), 
Desenregistrer(service,agent) 
Permissions 
Lire : Lire et transmettre la description d'un service 
ecrire : Ecrire la description d'un service offert 
Responsabilite 
Vivacite: 
((recevoir (demande (Info, service)).donner (Info.service). 
|| ((Enregistrer (service,agent).Desenregistrer(service, agent))w) 
Surete: 
References (service)/=NULL 
Figure 11: Role des pages jaunes 
L'agent pages jaunes dont le role illustre a la figure 11, a la responsabilite de recevoir 
les informations des services qu'il enregistre pour ensuite informer les agents qui 
souhaitent utiliser les memes services. Cette responsabilite se traduit formellement par 
la formule suivante: 
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((recevoir (demande (Info, service)). donner (Info, service). 11 
((Enregistrer(service, agent). desenregistrer(service, agent)))w 
5.1.4 Role d'assistance aux personnes 
Le role d'assistance au patient est joue par I'agent aidant. C'est un agent qui integre la 
mobilite. II recoit ses ordres de I'agent de localisation. Quand I'agent de localisation est 
informe que le patient a besoin d'aide, il envoie un message a I'agent aidant. Ce 
message contient un ordre demandant a I'agent aidant de migrer vers le patient en vue 
d'executer I'aide demandee. La conception de I'aide, sort du cadre de notre travail, 
cependant, I'agent est congu pour I'integrer, raison pour laquelle nous prevoyons I'aide 
dans le schema des roles. 
Schema des Roles 
Assistance au patient 
Description 
Se deplacera I'endroit ou se trouve le patient pour I'assister, en 
cas de besoin 











References (Patient)/= NULL), 
References (AgentAidant)/= NULL 
Figure 12: Assistance au patient 
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La figure 12 illustre dans sa rubrique permission que I'agent aidant a le droit de lire les 
messages provenant de I'agent de localisation. Aucun autre message provenant des 
autres agents ne peut etre lu hormis ceux de I'AMS et de I'agent des pages jaunes. 
Dans cette figure, a savoir la figure 12, la responsabilite de I'agent est de recevoir un 
ordre de I'agent de localisation et de migrer vers le patient, ce qui se traduit 
formellement par: ((recevoir (demande (Info, service)).donner (lnfo,service). 
|| ((Enregistrer (service,agent).desenregistrer(service,agent))) w 
5.2 Le modele des agents 






Service de pages jaunes 
Agent Resident I 





Service de Localisation 
Aidants 
Figure 13: Modele des agents 
La figure 14 nous montre le modele des agents. II represente I'ensemble des agents qui 
existent dans le systeme. II vient mettre en ceuvre I'assignation des roles par la creation 
des types d'agents definis a la section 5.1. C'est une vue d'ensemble des agents du 
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systeme. II faut noter que le role de detection de presence inclus la detection devant un 
appareil aussi bien que la detection du patient dans une piece de I'habitat. Bien que la 
detection de presence du patient soit une partie de la localisation, nous I'avons separe 
pour des raisons que nous avons mentionnees a la section 5.1.1. 
5.3 Migration des agents 
L'objectif principal de ce travail est de trouver un algorithme de migration qui doit se 
baser sur la localisation vu que le patient doit etre localise avant de pouvoir le rejoindre 
et I'assister, si cela s'avere necessaire. Dans tous les cas, il faut savoir ou se trouve le 
patient avant de faire migrer I'agent. C'est la raison pour laquelle nous nous basons sur 
la localisation du patient dans notre algorithme. Ainsi la localisation necessite des 
interactions entre les agents residents et I'agent de localisation. 
Dans notre algorithme, nous jugeons necessaire d'utiliser la migration, car I'aide dont le 
patient a besoin n'est pas necessaire Nee a la piece ou il se trouve. Par exemple a 
16h00, le patient doit prendre son medicament qui se trouve dans le refrigerateur. 
Cependant, il se trouve au salon ou dans sa chambre. Un agent aidant sera charge de 
lui rappeler et de le guider s'il le faut pour qu'il puisse prendre sa medication. 
5.3.1 Scenario utilise pour prouver le concept 
Notre scenario se base sur le fait que nous sommes dans un environnement diffus. 
Ainsi, nous prenons pleinement avantage d'avoir des objets logiciels integres dans les 
differents systemes electroniques de I'habitat pour localiser le patient dans les 
differentes pieces et, plus precisement, devant les appareils electromenagers et 
electroniques. 
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Dans chaque piece, les appareils sont munis d'agents residents qui vont detecter la 
presence du patient en fonction du contexte, soit devant I'electromenager (le 
refrigerateur, par exemple), soit devant I'etagere de la cuisine (pour prendre le petit 
dejeuner ou les medicaments), soit devant les appareils electroniques, comme la 
Signalement 
Changement du contexte pour 
signaler la presence du patient, 
lecture du contexte 
Transmission du 
lieu, de I'AID et de 
LID du conteneur 
de I'agent de 
localisation, 
Mise a jour des 
references du 











(ieu a I'agent de 
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Figure 14: Algorithme de notre systeme 
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television. Une fois la presence du patient detectee, I'agent resident peut, en fonction du 
temps que passe le patient devant I'appareil, determiner s'il a besoin d'aide. Pour nos 
tests, si le patient reste devant I'appareil sans agir durant 40 secondes, nous supposons 
qu'il a besoin d'aide. Le message qu'envoie I'agent resident a I'agent de localisation 
contient les references du patient (lieu, conteneur de I'agent resident, heure) et un 
champ pour indiquer s'il faut apporter de I'aide au patient ou non. Dans tous les cas, les 
references du patient sont affichees en temps reel. S'il s'avere que le patient a besoin 
d'aide, alors I'agent de localisation envoie un message a I'agent aidant pour qu'il migre 
vers le patient. 
L'algorithme de la figure 14 est base sur le scenario du paragraphe precedent. Quand le 
patient arrive ou les capteurs sont installes, par exemple devant la cuisiniere, il est 
detecte, ce qui entraTne une modification du Contexte (Objet Logiciel). L'agent resident 
qui observe le Contexte en permanence se rend compte de la presence du patient. 
Si le patient est devant I'appareil pendant plus de quarante secondes alors I'agent 
resident envoie un message de demande d'aide a I'agent de localisation. Quand I'agent 
de localisation recoit un message provenant de I'agent resident, il ouvre le contenu et 
affiche les references du patient dans un tableau de son interface graphique. Si le 
champ « needHelp » du message envoye par I'agent resident est marque « oui », cela 
signifie que le patient a besoin d'aide, ainsi I'agent de localisation envoie un message 
contenant I'objet «MoveAction» qui a son tour contient I'adresse a laquelle I'agent aidant 
doit se rendre pour apporter I'aide necessaire au patient. Dans le cas ou le temps passe 
par le patient devant I'appareil est inferieur a quarante secondes, I'agent resident envoie 
juste un message d'information a I'agent de localisation. Le contenu de ce message est 
le nom de la piece, I'identite du conteneur de I'agent resident, la date de I'evenement, 
etc. 
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Pour des questions d'efficacite de communications reseaux, nous evitons autant que 
possible la diffusion de message, les agents residents s'enregistrent des leur installation 
aupres de I'agent pages jaunes pour etre joignables dynamiquement puisque leur 
adresse est connue a I'avance. 
5.4.2 Modele d'interaction et mise en ceuvre 
Notre systeme etant compose d'agents, ces derniers interagissent essentiellement par 
echanges de messages pour mettre en ceuvre I'algorithme general du systeme. Les 
interactions dans le systeme sont bien definies et se basent sur un modele, le modele 
d'interaction. 
Detection du patient dans une piece 
Agent Resident de la 
piece Contexte Patient arrive 
dans une piece 
Detection de la presence du patient dans la piece 
Localisation 
Envoie d'un message 
de signalement du 
patient a I'agent de 
localisation 
Agent de Locatisation Agent Resident de la piece 




signalement du patient 
Mise a jour des 
references du patient 
et affichage 
Figure 15: Protocole d'interaction pour la detection de presence du patient 
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Comme dans une organisation, il y a des protocoles definis pour demander et recevoir 
un service; ainsi, le modele d'interaction presente ici definit les protocoles qui doivent 
etre suivis pour obtenir un service tel que la localisation. Afin d'illustrer le modele 
d'interaction choisi, nous en presentons quelques-unes des interactions entre les 
agents. Bien entendu, d'autres interactions entre les agents du systeme sont possibles. 
La figure 15 illustre I'interaction entre un agent resident et le Contexte, I'objet logiciel 
integre aux agents resident. 
Commander de I'aide a I'agent aidant 
Agent de Localisation Agent tesidant dans la piece 
Extraction des references du patient du message 
regu 
Migration 
Agent Aidant Agent de Localisation 
Extraction de message d'action recu 
Reception d'un message 
informant que le patient 
a besoin d'aide 
Envoie d'un message 
de migration 
Reception du message 
- de commande d'aide 
Migration vers le 
patient 
Figure 16: Protocole d'interaction pour la migration automatique vers le patient 
II faut noter qu'il y a autant d'agents residents qu'il y a d'appareils dans I'habitat. Quand 
le patient arrive devant un appareil, il cree une pression sur le tapis pose devant 
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I'appareil. Les capteurs qui sont inseres dans le tapis generent un signal electrique sous 
la pression creee par le poids du patient, qui renseigne le Contexte. II se produit alors un 
changement de I'etat du Contexte. En observant le Contexte, I'agent resident detecte la 
presence du patient. II envoie done un message d'information a I'agent de localisation. 
La figure 16 illustre la demande de migration ordonnee par I'agent de localisation a 
I'agent aidant. Quand I'agent de localisation regoit un message provenant d'un agent 
resident, il extrait le message pour s'enquerir des informations. Si les informations 
indjquent que le patient a besoin d'aide, il envoie un message a I'agent aidant pour que 
ce dernier migre vers le patient pour I'assister. 
5.5 Proposition d'un systeme de localisation 
La localisation du patient dans I'habitat peut etre difficile quand le patient ne se trouve 
pas a un endroit precis ou les capteurs sont places. Hors du lit, par exemple, il est 
difficile de savoir si le patient a quitte sa chambre. 
I ® 
EIR1 . 
BIR: Barriere Infrarouge 
RIR : Recepteur Infrarouge 
EIR: £metteur Infrarouge 
Figure 17: Positions des barrieres infrarouges 




Pour rendre la localisation du patient plus efficace, nous proposons done le systeme de 
localisation suivant pour palier ces deficiences. II est constitue de deux parties: une 
partie materielle constitute par deux barrieres infrarouges comme illustree a la figure 17 
et une partie logicielle implantee au travers d'une machine a etats finis. 
Une barriere infrarouge est formee par deux dispositifs: un dispositif emetteur 
infrarouge et un autre recepteur infrarouge. Quand une personne veut aller dans une 
piece de I'habitat ou en sortir, elle traverse les deux barrieres infrarouges. En les 
traversant, elle les interrompt, car la lumiere infrarouge ne traverse pas le corps humain. 
L'interruption momentanee d'une barriere infrarouge provoque la generation d'une 
impulsion electrique dont la duree est proportionnelle au temps de son interruption. 
L'impulsion electrique renseigne le Contexte. Par exemple, une entree dans la chambre 
occasionne une interruption de la barriere BIR2 ensuite BIR1. Cette interruption 
provoque la generation d'une impulsion electrique des recepteurs RIR1 et RIR2. La 
sequence d'apparition des deux impulsions electriques est observee via le Contexte et 
fait evoluer notre automate. Cet automate, illustree a la figure 18, constitue la deuxieme 
partie notre systeme. 
II faut noter que nous mettons en place deux barrieres infrarouges pour connaTtre le 
sens de deplacement du patient. La sequence de coupure des barrieres nous indique si 
le patient entre dans une piece ou en sort. Avec une seule barriere infrarouge, il nous 
est impossible de connaTtre le sens du deplacement du patient. 
Notre automate fonctionne de la facon suivante : 
Soit ei1, l'impulsion electrique generee par elR1 et ei2 celle generee par elR2. Si ei1 
apparaTt apres ei2, alors le patient entre dans la piece. Dans le cas contraire, le patient 
sort de la piece. II faut noter que l'impulsion ei1 disparatt avant I'apparition de l'impulsion 
ei2 et inversement si ei2 apparaTt en premier. 
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BR1: Barriere Infrarouge 
exterieur 
BR2: Barriere Infrarouge 
interne 
P: Position 
Figure 18: Automate de localisation du patient dans une piece 
II y a des comportements du patient qui peuvent etre ambigus pour notre systeme. Par 
exemple, si le patient s'arrete sous le cadre de la porte, il n'est ni dans la piece, ni hors 
de la piece et la detection d'une telle position n'est pas etudiee dans notre systeme. En 
consequence, notre systeme reste a ameliorer. De meme, il y a des actions qui sont 
sans effet, a savoir plusieurs impulsions successives ei1 ou ei2 que nous ajoutons dans 
la version de I'automate a implanter au chapitre 7. En plus des actions sans effet, nous 
ajoutons un etat initial en vue'de I'implantation de I'automate. 
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Le choix des barrieres infrarouges est important parce que les detecteurs de 
mouvement qui fonctionnent avec les ondes electromagnetiques posent probleme dans 
le cadre de notre travail. Puisque les ondes electromagnetiques traversent le mur, 
quelqu'un derriere le mur pourrait declencher les capteurs alors que cette personne 
n'est pas dans la piece. C'est une des raisons pour laquelle les points d'acces sans fil 
ne sont pas utilises pour la detection de presence dans une piece. 
L'installation de notre systeme de detection du patient a I'interieur d'une piece de 
I'habitat necessite certaines precisions. Concernant les pieces ayant plusieurs entrees, 
toutes ces entrees doivent etre munies de detecteurs afin de rendre les capteurs 
operationnels. Les detecteurs internes ou extemes de ces pieces sont connectes en 
«OU logique». Pour savoir si le patient est hors de I'habitat, les entrees principales sont 
equipees de detecteurs dont les signaux sont traites separement. 
5.6 Le modele d'accointance 
Comme il est decrit dans la presentation de la methodologie Gaia, le modele 
d'accointance est un graphe oriente dont les noeuds represented les agents et les arcs 
orientes, les directions dans lesquelles les messages sont transmis. Ce graphe 
represente aussi la topologie logique d'un reseau de communication deploye par notre 
systeme. C'est notre reseau virtue! situe au niveau applicatif. Ce modele de 
communication est presente a la figure 19. Ce schema represente aussi la visibility entre 
les agents de la plateforme. L'agent resident peut envoyer des messages a I'agent de 
localisation, a I'agent pages blanches et a l'agent pages jaunes. L'agent de localisation, 
pour sa part, envoie des messages a l'agent pages blanches, a l'agent pages jaunes et 
a l'agent aidant. II faut mentionner que l'agent aidant n'attend que les ordres de l'agent 
de localisation pour agir. 
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Agent de localisation 
Agent resident 
Agent pages jaunes 
Agent aidant 
Figure 19: Le modele communicationnel 
5.7 Le modele des services 
Le modele des services est un tableau qui presente I'ensemble des services offerts dans 
notre systeme. Les services dans un systeme multi-agents sont I'ensemble des 
methodes de tous les agents du systeme. Etant donne que ces methodes ne sont pas 
directement accessibles de I'exterieur, I'agent recoit en entree des requetes qui sont des 
messages contenant des demandes de services specifiques et les reponses a ces 
requetes (sorties) peuvent etre soit des messages contenant les reponses soit 
directement des actions qu'entreprend I'agent. Le tableau 2 presente les services, a 
savoir le modele des services qui comprend deux colonnes importantes, les entrees et 
les sorties. Une autre colonne represente les pre-conditions qui sont les conditions 
prealables pour que la demande soit valide. La post-condition est une autre colonne qui 
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presente les conditions necessaires pour que la demande de service reste toujours 
valide une fois la demande lancee. 
En somme, le modele des services constitue un document permettant de construire le 
registre de I'agent pages jaunes, d'une part et de lui integrer des aspects en conformite 
avec des regies bien definies par les pre-conditions et les post-conditions, ce qui va 
nous permettre de tester les pages jaunes efficacement dans la phase des jeux 
d'essais, d'autre part. Le modele des services nous donne aussi une vue d'ensemble du 
but que les agents de notre systeme atteignent en collaborant tous ensemble. Chaque 
agent qui possede un service figurant dans le modele des services s'enregistre aupres 
des pages jaunes. Pour faciliter la recherche d'un service, I'agent doit, en s'enregistrant, 
lui donner un nom, «Localisation» en est un exemple. Par exemple, quand un agent 
demande un service de localisation, il cherche simplement le nom « Localisation » dans 
le registre des pages jaunes. II n'a pas besoin de connaTtre I'identifiant de I'agent (AID) 
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Le processus de developpement base sur Gaia est leger, il ne demande pas une 
documentation excessive. Les developpeurs peuvent se concentrer sur I'essentiel, c'est-
a-dire I'analyse, la conception et le developpement, ce qui augmente leur efficacite. 
Le choix d'une methodologie facilite I'analyse si elle est bien adaptee aux besoins. Etant 
donne que Gaia nous met dans le cadre d'une organisation humaine a laquelle nous 
sommes deja familiarises, il est plus simple pour nous de determiner les roles que jouent 
les individus. Du coup, le processus de developpement devient plus intuitif done plus 




Presentation des aspects de JADE essentiels a la 
construction de notre systeme 
La presentation de JADE dans le chapitre 2 montre un aspect plus general alors que le 
present chapitre aborde des fonctionnalites de facon plus approfondie. Notre systeme 
est base sur des agents et ceux-ci communiquent via des messages bases sur des 
langages bien definis et des symboles ontologiques. Ainsi, dans ce chapitre, nous 
presentons les agents de la plateforme JADE et leur role. Nous abordons le langage 
«Agent Communication Language » (ACL) qui constitue un standard utilise dans les 
messages echanges entre les agents. Nous terminons par la presentation des 
ontologies. 
6.1 Description des agents de la plateforme JADE 
La plateforme JADE, comme illustree a la figure 20, possede trois grands types 
d'agents : l'«Agent Management System» (AMS), le «Directory Facilitator» Agent (DF) et 
les autres types d'agents, notamment, les agents residents, les agents aidants et I'agent 
de localisation que nous implantons. L'AMS, autorite de la plateforme qui joue aussi le 
role des pages blanches, est unique dans une plateforme JADE et contient la 
description de tous les agents de la plateforme. Quand un agent demarre, il s'enregistre 
aupres de I'AMS avec son AID («Agent IDentifier »). Si I'AID de I'agent existe deja dans 
le registre de I'AMS, il n'est pas autorise a s'executer, il est detruit. II faut noter qu'un 












M I S 
Agent 
Description 
Figure 20: Les agents de la plateforme JADE 
Le DF est un agent qui joue le role des pages jaunes. II est aussi unique pour une 
plateforme JADE, il contient la description de tous les services offerts par les agents de 
la plateforme. II faut noter que I'enregistrement des agents aupres de I'AMS est 
obligatoire, par contre I'enregistrement aupres du DF est facultatif. Cependant, 
I'enregistrement aupres du DF accroit I'efficacite des interactions entre les agents, car 
tout agent enregistre peut etre rejoint dynamiquement, cela signifie que, pour demander 
un service, un agent recherche seulement le nom du service dans les pages jaunes et il 
n'a pas besoin de connaTtre I'AID de I'agent au prealable. 
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Tous les agents sans exception communiquent via des messages, lis utilisent 
I'infrastructure de transport des messages, le « Message Transport Service » (MTS) 
implante dans le « Framework » JADE. 
6.2 Les messages « Agent Communication Language » 
Les agents communiquent via les messages «Agent Communication Language » 
(ACL). L'ACL est un format standard auquel tous les agents doivent se conformer pour 
se comprendre. Ce format standard est definit par la FIPA. Hormis le format ACL, il 
existe des langages proprement dit qu'utilise les agents de la plateforme JADE, 
notamment le langage SL (« Semantic Language ») pour les plateformes standards et le 
langage LEAP pour les plateformes embaquees. Si le langage SL est lisible par 
I'humain, le LEAP ne Test pas pour des raisons d'optimisation de I'utilisation des 
ressources. Les agents utilisent aussi des symboles ontologiques qui sont implantes 
sous forme d'objet logiciel Java. II existe des ensembles de symboles ontologiques qui 
existent dans I'infrastructure JADE, notamment « Ontology », qui est une ontologie de 
laquelle tous les autres sont derivees et « MobilityOntology », une ontologie qui est 
utilisee dans la migration des agents. Pour etre capable de communiquer entre eux, les 
agents doivent partager le meme format de message, le meme langage et la meme 
ontologie. Le format de message, le langage et I'ontologie font partie des proprietes de 
I'agent que le programmeur implante. L'interpretation et I'ecriture d'un message dans un 
langage sont appelees respectivement encodage et decodage. Les processus de 
codage et de decodage sont realises par des sous-systemes de I'infrastructure JADE 
appele CODEC (CODeur DECodeur). Chaque langage possede un codec specifique 
que les agents utilisent, soit pour ecrire les messages a envoyer, soit pour interpreter les 
messages regus. 
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Le transport des messages se fait via le reseau si les agents ne sont pas sur la meme 
machine. Pour cela, le MTP, une infrastructure implantee a cet effet, transfert les 
messages entre deux «Agent Communication Channel» (ACC). L'ACC est le service de 
transport des messages offert par I'application aux agents pour etre capable d'acceder 
au MTP. 
Pour mieux comprendre les communications par messages ACL, nous presentons la 





Figure 21: Structure d'un message ACL 
Un message ACL est constitue de deux grandes parties: I'enveloppe et la cargaison 
(« Payload »). L'enveloppe contient les parametres du protocole permettant d'indexer et 
d'identifier le contenu de la cargaison comme decrite a la figure 22. 
Enveloppe : contient les parametres de transport du message 
Cargaison: contient le message encode dans le langage specifie par un agent 
Message : parametres du message 
Contenu : contenu du message 
Figure 22: Champs d'un message ACL 
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La cargaison, quant a elle, est composee de deux parties, le message et le contenu du 
message. Comme I'enveloppe, le message est un en-tete permettant d'identifier les 
elements du contenu du message comme illustre a la figure 23. II faut noter que dans 












specifie le destinataire du message 
specifie la source du message 
representation ACL, ex XML, String, Bit-Efficient... 
date de creation de I'enveloppe 
indique taille en octet de la cargaison « payload » 
type d'encodage du message ACL, ex us-ascii, utf-8 
marque de I'evidence de la reception 
informations d'encryption et de certificat 
Figure 23: En-tete d'un message 
6.2.1 Exemples de messages ACL 
En prenant notre systeme en exemple, on suppose que le patient est dans la cuisine et 
qu'il a besoin d'aide. L'agent resident envoie un message pour informer I'agent de 
localisation. La cargaison de ce message ACL est presentee a la figure 24. Apres avoir 
pris connaissance du message de besoin d'aide du patient, I'agent de localisation 
envoie un message d'action a I'agent aidant pour que ce dernier se deplace vers le 
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(location :(:name cuisine(®domus.usherbrooke.ca:6600) 
(AID : (aaentAID aqent.resident(®domus.usherbrooke.ca:8080) 
(needhelp : (yes) 
) 

















Figure 25: Exemple d'un message envoye a I'agent aidant par I'agent de localisation 
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Pour simplifier, nous omettons les enveloppes dans les presentations des exemples de 
messages aux figures 24 et 25, car elles ne sont pas necessaires pour la 
comprehension. Par ailleurs, nous faisons remarquer que les mots reserves «inform» et 
«request» (figures 24 et 25) sont utilises pour designer respectivement que le message 
contient soit des informations soit une requete. 
6.3 Les ontologies 
Lors de la communication, les agents utilisent les symboles ontologiques pour designer 
des concepts, des termes et des predicats. Ces symboles ontologiques sont implantes 
au travers d'objets logiciels Java qui sont classes en pjusieurs groupes, ces groupes sont 
les ontologies que nous pouvons implanter au travers de classes Java. Pour creer une 
ontologie differentes de celles existantes dans I'infrastructure JADE, il faut definir tous 
les concepts, termes et predicats a utiliser dans la communication entre les agents et 
ensuite les declarer dans une classes Java qui represente I'ontologie que tout agent peut 
utiliser. Les ontologies au niveau du code Java sont des objets transmis via des 
messages ACL par serialisation. Pour notre travail, nous avons cree une ontologie, 
« CommOntology». Elle regroupe les deux ontologies suivantes, « Ontology» et 
« MobilityOntologie » en plus d'integrer d'autres symboles, notamment, un predicat, 
«patientlsHere » (figure 26). Ce predicat permet de transmettre a I'interieur d'un 
message que le patient est present avec les parametres tels que les references du 




Ontologies et symboles 
— existants 
^ Ontologies et symboles 
V J apportes 
Figure 26: Ontologies utilisees dans notre systeme 
Notre ontologie, a savoir « CommOntology », est constitute, pour la version J2SE, de 
deux symboles (Terme), un predicat logique («patientSignal») et un concept 
(« Movement»). Ces deux symboles implemented respectivement les interfaces 
Predicat et Concept de I'API JADE. « BasicVocabulary » est une interface Java qui 
contient des constantes utilisees dans les interactions avec les agents. Nous identifions 
les types d'evenements lies aux interfaces graphiques des agents mobiles par des 
nombres entiers constants et les services offerts par des chaTnes de caracteres. 
« MobilityOntology » est une ontologie qui est utilisee pour la migration des agents, elle 
herite de la classe Java « Ontology » qui est une ontologie generale definie dans JADE. 
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« MobilityVocabulary » implements une interface Java ou les constantes utilisees dans 
le processus de migration des agents mobiles sont declarees. 
6.4 Les comportements 
JADE offre la possibility de definir les differentes taches des agents de facon tres 
modulaire. II implante une abstraction appelee «behaviours» qui definit le 
comportement des agents, c'est un objet Java. Quand un agent demarre, il ajoute les 
comportements («behaviours ») dans la liste des comportements a executer en appelant 
la methode addBehaviour(Behaviour b) avec le comportement a ajouter en parametre. 
Une fois I'execution du comportement terminee, il est retire de la liste. II faut rappeler 
que chaque comportement peut etre ajoute ou retirer dynamiquement de I'ensemble des 
comportements d'un agent. Si nous souhaitons qu'un agent se comporte d'une facon 
bien definie, alors nous implantons ce comportement via un « behaviours ». A cet effet, 
nous utilisons une des classes de type « behaviour » qui existe deja ou nous creons une 
classe qui va heriter d'un type (« behaviour») selon nos besoins. Une fois ce 
comportement cree et instancie, il doit etre ajoute a I'ensemble des comportements de 
Tagent. En exemple, si nous voulons qu'un agent se comporte comme une machine a 
etats finis alors nous definissons une classe de type « FSMBehaviour » a cet effet. 
6.5 Conclusion 
La comprehension des API de messages tels que ACLMessage est une condition 
indispensable pour reussir un projet base sur JADE, car la communication, la migration 
et I'enregistrement des agents se font au moyen de transmissions de messages. Quand 
les agents utilisent une ontologie qui n'est pas conforme a la structure definie dans 
JADE, la migration est impossible. Cette impossibilite est due au fait que I'initiation de la 
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migration se fait par transmission de symboles ontologiques via les messages ACL. Par 
exemple, une ontologie contenant un symbole defini comme une classe Java dont le 
constructeur est defini avec un parametre rend invalide I'ontologie a laquelle il 
appartient. C'est aussi une des faiblesses de JADE, car le message d'erreur affiche a la 
suite de cette mauvaise definition du symbole est obscur. On ne peut pas imaginer que 




Ce chapitre est dedie a la presentation de I'implantation de notre systeme. II presente la 
majeure partie des aspects du systeme, a savoir les agents et les algorithmes sur 
lesquels se basent leurs comportements. Pour faciliter la lecture, nous remplagons le 
code par des algorithmes sous forme de diagrammes. 
Nous commengons par la presentation de I'architecture logicielle de notre systeme qui 
est une architecture en couche. Ensuite nous abordons les agents que nous avons 
implantes et enfin nous traitons le sujet de la securite de notre systeme. 
Pour plus d'informations sur I'implantation de notre systeme, nous fournissons le code 
source sur un disque compact et nous presentons les interfaces graphiques dans les 
annexes pour une meilleure comprehension du systeme. 
7.1 Architecture logicielle 
Notre architecture est une architecture en couches illustree par la figure 27. Nous 
presentons les couches en deux grandes parties, a savoir, les couches fournies et les 
couches que nous apportons. Les couches, de la plus basse a la plus haute, sont les 
suivantes : 
Couches fournies 
• La machine virtuelle Java : 
Chaque machine de bureau ou systeme embarque integre a notre plateforme 
possede une machine virtuelle unique (JVM) qui represente un conteneur. Selon 
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I'environnement cible, il existe une machine virtuelle adaptee comme c'est les 
cas pour les machines de bureaux et les systemes embarques. 
• Les bibliotheques Java : 
Les bibliotheques Java foumissent les APIs de base necessaires a la 
construction de notre systeme. Si nous sommes sur une machine de bureau, les 
APIs sont foumies par la version standard de Java (J2SE); par contre, si nous 
sommes dans un environnement embarque, la version J2ME «Connected Device 
Configuration)) (CDC) les fournit. II faut noter que dans les environnements 
embarques, nous utilisons une bibliotheque supplementaire, a savoir l'« Advance 
Graphics and User Interface » (AGUI), c'est une version adaptee de «swing» 
pour les systemes embarques, elle est optionnelle. 
• Les bibliotheques JADE : 
Elles foumissent les APIs necessaires a I'implantation des abstractions telles que 
agent, message, conteneur, CODEC, mobilite, ontologie. 
Couches apportees 
• Resident: 
Cette bibliotheque fournit les APIs pour les agents qui n'integrent pas la mobilite, 
a savoir, I'agent de localisation et les autres agents residents. 
• « Mobility » : 
Situee sur la meme couche que «resident», cette bibliotheque contient les codes 
sources et les classes des agents mobiles, a savoir les agents aidants. 
• Communication: 
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Situee sur la meme couche que «resident», cette bibliotheque fournit les APIs 
liees a la communication, a savoir, les ontologies que nous avons definies pour 
notre systeme. 
• Util: 
Situee aussi sur la meme couche que «resident», cette bibliotheque fournit les 
classes utilitaires pour tous les agents. 
• Client: 
Elle constitue la couche la plus haute de notre architecture. Cette bibliotheque 
fournit les interfaces graphiques des agents que nous implantons. 
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Figure 27: Architecture logicielle de notre systeme 
7.2 Les messages 
Nous utilisons les messages de type ACL avec un CODEC en langage SL pour la 
version J2SE de notre systeme. Les messages ACL encodes en langage SL sont dans 
un format lisible par I'humain. Les figures 24 et 25 presentent des exemples de 
messages en langage SL. Les messages que nous utilisons dans la version J2ME CDC 
de notre systeme sont aussi des messages de type ACL cependant ils sont encodes 
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avec le CODEC LEAP avec lequel les messages sont encodes en octets pour des 
raisons d'efficacite et de contrainte de ressources, les messages ne sont done pas dans 
un format lisible par I'humain. 
Pour qu'un agent puisse decoder un message, il faut que le langage du message soit 
connu. Quand bien meme le langage utilise dans le message est connu, il faut que 
I'agent qui le regoit soit configure pour lire ce message. Tous les agents de notre 
plateforme utilisent le meme langage, le meme CODEC et la meme ontologie afin de se 
comprendre. Si nous sommes dans un environnement embarque, nous utilisons le 
LEAPCodec et dans le cas contraire, le SLCodec. 
7.3 Les types d'agents 
Notre systeme comprend trois types d'agents que nous avons implantes et deux types 
d'agents qui viennent avec JADE (I'AMS et le DF). Voici une breve description des 
agents que nous implantons : 
• les agents residents sont tous du meme type, a savoir, de la classe 
« ResidentAgent» ; 
• I'agent de localisation, qui possede une instance unique dans le systeme, 
represents une instance de la classe « LocalizationAgent» ; 
• les agents mobiles, qui sont au nombre de trois, sont tous du meme type, soit de 
la classe « CareGiverAgent ». 
7.3.1 Agent resident 
Les agents residents integrent deux types de comportements cycliques, une machine a 
etats finis qui permet de savoir si le patient est entre dans une piece ou en est sorti et un 
autre pour detecter que le patient est devant un appareil. 
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7.3.1.1 Comportements: Implantation de la machine d'etat de 
localisation dans une piece 
La figure 28 nous montre I'implantation du graphe d'etats servant a detecter I'entree ou 
la sortie du patient d'une piece. Dans la conception, par rapport a la section 6.4, nous 
ajoutons un etat supplemental qui permet de garder la machine d'etats dans un etat 
initial qui est un etat de repos lorsqu'aucun signal n'est recu. 
Transition par defaut 
Transition par defaut 
i-ors Of: \a 
o-i-ce 
BIR1: Barriere Infrarouge 1 
BIR2: Barriere Infrarouge 2 
CBIR: Coupure de la barriere 
Infrarouge 
Figure 28: Machine d'etats finie implantee pour la detection de I'entree ou de la sortie d'une piece de 
I'habitat 
Avec cet etat supplementaire, il nous faut ajouter une variable supplementaire, 
initialisation, pour marquer les transitions qui passent par I'etat initial. Si une transition 
est generee a partir de I'etat initial, la variable initialisation prend la valeur « vraie ». Les 
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transitions par defaut sont celles qui se font automatiquement sans qu'une variable ne 
change de valeur. Par exemple quand on passe a I'etat« hors de la piece », on retoume 
a I'etat d'initialisation sans condition. 
Dans I'etat initial, si aucun signal n'est pergu, on ne sait pas ou le patient se trouve. Si le 
patient traverse la barriere pour la premiere fois, a partir de cet instant, le patient est 
localise par les etats correspondants. 
7.3.1.2 Comportement: implantation de la detection du patient 
devant un appareil 
Pour detecter le patient devant un appareil, nous observons en permanence I'objet 
logiciel Contexte. Cette observation du Contexte nous emmene a utiliser une classe qui 
implante les comportements de type cyclique, a savoir «CyclicBehavior» qui est une 
classe existant dans JADE et une sous-classe de la classe «Behaviour». 
Contrairement aux autres classes de types comportementales dont I'execution a une fin, 
celle-ci execute sa tache en boucle. II faut noter que les classes de type 
comportementales qui implantent des machines a etats finie telles que «FSMBehaviour» 
sont aussi de type cyclique, a savoir, «CyclicBehaviour». 
7.3.2 Agent de localisation 
Du point de vue de la communication reseau, I'agent de localisation est le point central 
de notre systeme. II est aussi le centre de traitement des informations. Lorsqu'un agent 
resident detecte le patient devant un appareil, il en informe I'agent de localisation via un 
message ACL. De meme, quand le patient rentre dans une piece de I'habitat ou en sort, 
un agent resident informe I'agent de localisation via un message ACL. 
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Attente bloquante d'un 
message provenant d'un 
agent resident 
Arrivee d'un message en 
provenance d'un agent 
resident 
Envoie du message ACL 
a I'Agent aidant 
Creation d'un message de 
type ACL avec I'objet de 
type Action comme 
parametre 
Figure 29: Algorithme implante dans I'agent de localisation 
Afin que I'agent de localisation soit trouve dynamiquement par les autres agents du 
systeme, il s'enregistre aupres du DF. C'est par le nom du service offert que les agents 
retrouvent son AID chez le DF. Le nom du service enregistre est unique et est forme par 
une chaTne de caracteres constante dont la valeur est «Localisation». 
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II faut mentionner que I'agent de localisation integre une interface graphique. C'est un 
tableau a deux dimensions dans lequel il affiche I'identifiant du conteneur JADE de 
I'agent resident qui est la source du message, I'AID de I'agent resident en question, la 
date de I'evenement, le nom de la piece, I'information selon laquelle le patient a besoin 
d'aide ou non et le type de mouvement effectue, a savoir, sur place, sortie ou entree. 
L'agent de localisation possede un seul comportement cyclique dans lequel il realise les 
activites decrites plus haut. L'algorithme de ces activites est presente a la figure 29. 
7.3.3 Agent aidant 
Les agents aidants sont un autre type d'agent que nous implantons dans notre systeme, 
a savoir, «CareGiverAgent». Ce type d'agent, a savoir I'agent aidant, est represents par 
trois instances. Une premiere instance a pour role de suivre les evenements d'entree ou 
de sortie du patient d'une piece donnee de I'habitat, une deuxieme instance est chargee 
de suivre les evenements lies aux appareils et enfin la derniere instance est liee a tous 
les evenements concernant le patient. II faut noter que la troisieme instance migre 
toujours avec I'une ou I'autre des deux premieres instances, c'est comme un message 
d'acquittement de la migration des agents mobiles. En fait, il faut savoir que, si un agent 
resident detecte la presence du patient, il envoie un message dont le contenu est en 
relation avec la situation eprouvee par le patient a I'agent de localisation. Si I'evenement 
est un evenement d'entree ou de sortie, I'agent de localisation envoie le message a la 
premiere instance de I'agent aidant, dans le cas ou I'evenement est lie a un appareil, 
I'agent de localisation contacte la deuxieme instance de I'agent aidant si cela s'avere 
necessaire. 
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Altente d'un message 
provenant de I'agent da 
localisation 
Arrivee d'un message en 
provenance de I'agent de 
localisation 
Execution de I'aide-: 
Fermeture de la fenetre 
graphique 
Amorce de la migmtlon; 
Affichage de la fenetre 
graphique 
Arrivee dans le conteneur 
de destination 
Figure 30: Algorithme de I'agent aidant 
Lorsque les trois instances de I'agent aidant sont demarrees, nous pouvons leur 
attribuer les roles susmentionnes en les configurant a travers leur interface graphique 
respective. 
Le type «CareGiverAgent» etant le type de base de tous les agents aidants, ceux-ci 
possedent tous le meme comportement de base. Chaque agent aidant observe en 
permanence sa boTte de message qui est configuree pour ne recevoir que les messages 
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de I'agent de localisation. Si un message provient de I'agent de localisation et que ce 
message est de type «Request» alors le contenu du message est extrait. Si le contenu 
du message est un objet de type «MoveAction» alors I'objet de type «Location» qui 
represente I'adresse de destination de I'agent y est extraite. L'agent teste alors si la 
destination donnee par I'objet de type «Location» est differente de I'adresse ou il se 
trouve. Si c'est le cas, il migre vers la destination mentionnee pour executer I'aide, dans 
le cas contraire, I'agent reste sur place pour porter assistance. 
L'algorithme de I'agent aidant est presente a la figure 33. 
7.4 Securite 
Dans le contexte actuel ou I'acces Internet souleve des questions de securite 
informatique, il est difficile de concevoir un logiciel sans tenir compte de cet aspect. 
Notre systeme est base sur la communication, d'ou un risque eleve d'intrusion. Une 
tierce personne peut demarrer un conteneur et joindre notre plateforme pour y lancer un 
agent intrus en vue de s'emparer des donnees sensibles en se faisant passer pour un 
agent legitime. 
JADE propose une architecture de securite integree [46] basee sur le modele de 
securite de Java [47] que nous n'avons pas implantee. Elle est valable aussi bien pour 
les machines de bureau que pour les systemes embarques. Cette architecture permet 
de definir les permissions de chaque agent, notamment sur les ressources auxquelles il 
accede. En plus d'offrir des types d'authentification avec des certificats bases sur 
« Secure Socket Layer» (SSL), chaque conteneur JADE qui rejoint une plateforme 
ayant deploye une politique de securite exigeant I'authentification doit s'authentifier 
avant d'etre autorise a rejoindre la plateforme. Chaque administrateur d'une plateforme 
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a la possibility de definir sa propre politique de securite, par exemple en utilisant des 
messages ACL encryptes avec SSL. Bien entendu, il existe d'autres moyens pour mettre 
en oeuvre une politique de securite en utilisant par exemple un reseau prive virtuel (RPV, 
«Virtual Private Network, VPN»). JADE etant une infrastructure ecrite en Java, on peut 
aussi utiliser directement des aspects de securite de Java pour mettre en place une 
politique de securite, notamment les zones de permission et les objets proteges [47]. 
Concernant I'acces au reseau de I'habitat intelligent, nous recommandons une 
architecture de securite basee sur un serveur de type « Authentication, Authorization 
and Accounting » (AAA) que nous avons deploye pour les experimentations. Un 
exemple de serveur de type AAA est le serveur « freeradius ». Pour les terminaux sans 
fils, nous recommandons une architecture «Wireless Protected Access» (WPA) 
entreprise basee sur une authentification de type EAP/IEEE 802.1x (((Extensible 
Authentication Protocol») dont un schema de I'architecture est presente a la figure 31. II 
faut noter que la technologie WPA entreprise repose sur un serveur de type AAA, 
« freeradius » dans notre cas. 
Container-; 
Container-4 
Autentification de type 802.1X FreeRadius AAA server 
Figure 31: Architecture de securite basee sur un serveur de type AAA 
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L'architecture WPA que nous proposons est constitute d'un reseau filaire et d'un autre 
reseau sans fil. Les points d'acces sans fils (AP) etendent le reseau filaire en question 
pour la mobilite des utilisateurs. Les utilisateurs accedent au reseau filaire via les points 
d'acces sans fil qu'on appelle « Network Access Server» (NAS). Le cceur de cette 
architecture est le serveur de type AAA qui authentifie les utilisateurs et les autorise a 
acceder au reseau. Cette authentification a lieu a deux niveaux. Le premier niveau, c'est 
avec le NAS, qui va ensuite transferer les informations au serveur AAA. Dans 
l'architecture WPA, les utilisateurs accedent au reseau via un tunnel crypte. Pour 
autoriser une personne a acceder au reseau via cette architecture de securite, 
I'administrateur doit lui creer un compte sur le serveur AAA (« Accounting ») associe a 
un mot de passe. Lorsque cette personne souhaite se connecter, elle doit activer le 
protocole IEEE 802.1x sur son interface reseau. C'est ce protocole qui met en ceuvre la 
methode d'authentification aupres du serveur AAA selon le protocole que va deployer le 
serveur AAA pour identifier les informations d'authentification. Les points d'acces aussi 
appele NAS doivent etre configures avec « WPA entreprise » comme methode de 
securite. Dans la configuration des NAS, il faut indiquer I'adresse IP du serveur AAA, qui 
est le serveur d'authentification. Le serveur d'authentification que nous utilisons est 
«freeradius», une implantation du protocole « Remote Authentication Dial In User 
Service » (RADIUS) et un logiciel libre. II fonctionne avec une base de donnees MySQL 
contenant les comptes des usagers. L'authentification au niveau du serveur freeradius 
est possible via le protocole EAP. Le serveur freeradius possede un module EAP qui 
nous sert a deployer le protocole EAP. Lorsqu'un utilisateur veut se connecter au 
reseau, il est d'abord invite a s'authentifier («Authentication») aupres du NAS avec son 
nom d'utilisateur et son mot de passe. Une fois que ces informations sont entrees par 
I'utilisateur, le NAS suit le schema du protocole EAP en verifiant ces informations aupres 
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du serveur freeradius, en d'autres termes le NAS authentifie I'utilisateur aupres du 
serveur freeradius. Si les informations sont en adequation avec un compte utilisateur 
enregistre dans la base de donnees MySQL, alors I'utilisateur est autorise 
(«Authorization») a se connecter au reseau via un tunnel crypte. Le tunnel crypte est mis 
en place par le protocole «Tunneled Transport Level Security » (EAP-TTLS). Une fois 
connecte, I'utilisateur peut faire une requete « Dynamic Host Configuration Protocol » 
(DHCP) pour obtenir une adresse IP. Le deploiement des architectures de securite de 
JADE et de «WPA entreprise» permettent d'assurer la securite a deux niveaux : 
• Securite d'acces : Toutes les personnes s'authentifient afin d'acceder au reseau 
via un tunnel crypte. 
• Securite interne : Une fois les personnes authentifiees via leur machine, elles 
peuvent demarrer un conteneur JADE, cependant pour connecter le conteneur 
au conteneur principal qui se trouve dans le reseau, I'usager doit encore 
s'authentifier. Une fois le conteneur JADE authentifie, les agents communiquent 
via des messages cryptes par le protocole SSL. 
7.5 Conclusion 
JADE est une infrastructure logicielle qui offre de nombreux aspects (concepts 
implantes) aux developpeurs et permet une implantation rapide des systemes multi-
agents du au fait que les composants de base sont deja presents. Cependant, le fait que 
nous abordons un autre concept, a savoir celui des agents, une bonne connaissance de 
Java et une bonne documentation sur I'infrastructure JADE s'avere necessaire pour 
implanter un systeme multi-agents. 
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Concernant la migration des agents au niveau des plateformes embarquees. La 
migration de deux agents sur un PDA pose probleme, c'est-a-dire, si un agent migre sur 
un PDA oil un autre agent est entrain de s'executer, la migration est avortee. 
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Chapitre 8 
Les jeux d'essais 
Dans un projet de genie logiciel, les tests font partie integrante du processus de 
developpement. Les activites de tests commencent en amont pour tester le modele 
jusqu'en aval pour tester les livrables. Ici, dans ces jeux d'essais, il s'agira 
essentiellement des tests en aval. 
Nous aurions pu mettre en annexe les jeux d'essais mais vu leurs importances dans le 
processus, nous estimons que ce chapitre constitue une partie integrante de notre 
memoire. Ces jeux d'essais n'etant pas exhaustifs, nous testons seulement les elements 
essentiels de notre systeme. 
Dans ces tests, Junit (« Java Unit Testing Framework ») n'est pas a I'ordre du jour, tout 
simplement parce qu'il a ete concu pour tester les systemes et les applications concues 
avec une approche orientee objets. Comme mentionne dans le chapitre 3, les objets et 
les agents sont fondamentalement differents. De ce fait, les methodes de tests sont 
aussi differentes. A cet effet, nous utilisons une bibliotheque de tests fournie par JADE, 
JADE Test Suite. 
Nous procedons en trois phases, d'abord nous definissons notre strategie de test pour 
ensuite aborder I'environnement dans lequel nous executons les tests. Finalement, nous 
definissons les differents tests implantes. 
Vu le caractere particulier du test des agents, nous consacrons un point special pour 
expliquer la construction des tests automatises. 
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8.1 Strategie de test 
La definition de notre strategie est la premiere phase des activites de tests. Elle consiste 
a tester d'abord les composants les plus importants, a savoir I'infrastructure de 
communication sans laquelle les agents ne peuvent communiquer, pour ensuite tester le 
contenu des messages. Finalement, nous testons les agents qui sont les composants de 
base de notre systeme. II faut noter que le test des agents se resume essentiellement 
au test de leurs comportements. Pour evaluer le degre de portability de notre systeme, 
nous allons faire les tests susmentionnes dans les environnements Linux, Windows XP 
et Windows Vista. 
8.2 Definition de notre environnement de tests 
La definition de notre environnement de tests represents la deuxieme phase des 
activites de tests. Dans cette partie, nous presentons I'infrastructure du reseau, les 
systemes d'exploitation ainsi que les machines utilisees. 
Comme infrastructure reseau, nous utilisons deux reseaux IP (LAN), un reseau cable et 
un reseau sans fil qui sont interconnects via un routeur sans fil equipe de cinq ports 
Ethernet commutes. Le reseau cable est base sur Ethernet (IEEE 802.3) et le reseau 
sans fil est un reseau WLAN (IEEE 802.11 b/g). 
Rappelons que les systemes d'exploitation que nous utilisons sont Linux, Windows XP 
et Windows Vista. 
Concemant les machines, nous utilisons trois ordinateurs dont un ordinateur de bureau 
et deux ordinateurs portables. L'ordinateur de bureau est equipe d'un processeur de 
type Intel Pentium 3 et une memoire vive d'une capacite de 512 Mo. Les deux 
ordinateurs portables sont equipes de processeurs Intel Pentium 4 (Centrino) a double 
coeurs et d'une memoire vive de capacite de 1024 Mo. 
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8.3 Definition des essais 
Cette etape est la demiere phase des tests ou nous definissons les essais a implanter. 
Nos jeux d'essais sont constitues d'un ensemble de tests presentes au tableau 4. Dans 
les essais E1 a E12, nous testons I'infrastructure de communication et le contenu des 
messages pour savoir si la communication de nos agents est bien implantee. Ces tests 
consistent a lancer tous les agents du systeme, a savoir, les agents residents, I'agent de 
localisation et les agents mobiles. Nous simulons la detection du patient devant les 
appareils et I'entree ou la sortie du patient d'une piece de I'habitat. Cette simulation 
suscite renvoi de messages a I'agent de localisation par les agents residents. Lorsque 
I'agent de localisation regoit les messages, selon la circonstance, il donne I'ordre aux 
agents aidants de migrer vers le patient. De cette fagon, nous faisons migrer les agents 
d'un poste a un autre du reseau local. 
Les essais E15, E16 et E17 testent respectivement les comportements des agents lors 
de leur enregistrement aupres du DF, de I'agent de localisation et de I'agent aidant pour 
verifier effectivement que I'agent pages jaunes fait sont travail comme il faut. Les essais 
E13 a E15 se concentrent sur le comportement des agents residents a savoir la 
detection de presence devant un appareil et la detection des mouvements d'entrees ou 
de sorties du patient d'une piece de I'habitat. Les resultats de ces comportements 
peuvent etre constates dans le tableau d'affichage de I'agent de localisation comme 
nous pouvons le voir a la figure 32. Cette demiere nous donne les informations 
suivantes: 
• AID : AID de I'agent qui envoie le message; 
• Container-ID : conteneur dudit agent; 
• Place : nom de la piece ou a lieu I'evenement; 
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• Date : date a laquelle a lieu I'evenement; 
• Assistance : informe I'agent de localisation du besoin d'assistance; 
• Deplacement: informe du mouvement d'entree ou de sortie de la piece; 
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Figure 32: Affichage de I'agent de localisation 
La figure 32 nous presente I'interface graphique de I'agent de localisation. Des que la 
presence du patient est detectee, I'agent de localisation met a jour en temps reel, le 
tableau de son interface graphique pour nous informer de la date a laquelle le patient a 
ete detecte, le lieu, I'agent qui I'a detecte et s'il a besoin d'assistance. On aurait pu 
mettre a la place de ce tableau un plan de I'habitat pour signaler de facon visuelle le 
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Tableau 4: Definition des essais 
8.4 Synthese des resultats 
Le tableau ci-dessous, le tableau 5, presente les resultats des tests automatiques de 
notre systeme. Ces tests s'effectuent dans plusieurs environnements, a savoir, Linux et 
Windows. Nous testons tous les agents de la plateforme au moins sept fois ainsi que 
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Tableau 5: Synthese des resultats de test 
RAS : Rien A Signaler 
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La reussite des tests E1 a E3 signifie que notre systeme fonctionne bien sur les 
plateformes Linux et aussi dans un reseau LAN et WLAN. Le probleme a Tissue du test 
E4 signifie que I'interface graphique de I'agent de localisation peut rencontrer des 
problemes de fonctionnement sur les plateformes Windows. Les tests E5 a E17 nous 
confirment aussi un bon fonctionnement de notre systeme sur les plateformes Linux et 
Windows. 
8.5 Tests automatiques 
Les tests automatiques constituent une partie importante des jeux d'essais parce qu'ils 
permettent de tester un grand nombre de fonctionnalites en un temps record et sans 
intervention exterieure. Dans notre cas, les tests automatiques servent a tester les 
agents de notre plateforme JADE. 
Etant donne que nous avons une machine d'etat implantee dans le comportement des 
agents residents, il est interessant de passer par tous les etats de la machine afin 
d'observer le comportement de I'agent. 
Avec JADE Test Suite, il existe deux types de tests, les tests fonctionnels et les tests 
atomiques. Les tests fonctionnelles doivent etre decrits dans un fichier XML nominee 
«testerList.xml» et les tests atomiques dans un autre fichier XML que nous sommes libre 
de nommer. Les emplacements de ces fichiers de descriptions XML doivent se trouver 
aux emplacements illustres par la figure 36. Les tests fonctionnels permettent de tester 
le « comportement » des agents et les tests atomiques de tester des types, c'est-a-dire 
la valeur des types primitifs et la classe des objets. Les tests doivent heriter de la classe 
Test comme illustre a la figure 34. Tous les tests doivent etre regroupes dans une classe 
qui herite de la classe TesterAgent comme illustre a la figure 35. II faut noter que la 
classe Test est un composant de la classe TesterAgent, c'est elle qui regroupe tous les 
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tests d'un agent. Pour tester I'agent de localisation, par exemple, nous creons un 
dossier que nous nommons «localization». Ce dossier contient d'autres sous-dossiers 
de tests que nous presentons plus loin, le test fonctionnel et le groupe de tests de 
I'agent de localisation. En principe, dans le sous-dossier «test» du dossier «localization» 
devraient etre crees les tests atomiques et leurs descriptions dans le fichier XML 
IzTesterAgent.xml. Cependant, dans le comportement («behaviour») de I'agent de 
localisation, nous testons essentiellement le contenu des messages, c'est-a-dire les 
types d'objets contenus dans les messages provenant des agents residents, alors, la 
creation des tests atomiques n'est done pas necessaire. 
8.5.1 Configuration et demarrage des tests 
La mise en ceuvre des tests automatiques requiert un ensemble de configurations et de 
la programmation. Nous abordons, dans nos explications, la configuration ensuite la 
programmation des tests des agents. 
La figure 33 presente notre fichier XML de configuration, a savoir, «TesterList.xml». Les 
sections delimitees par les balises «<Tester>» et «</Tester>» correspondent a la 
description des tests de differents agents. II y a autant de sections dans la balise 
«Tester» qu'il y a d'agents a tester. Tous ces tests sont regroupes a I'interieur de la 
section delimitee par les balises racines «<TesterList>» et «</TesterList>». A I'interieur 
de la description des tests, la balise «ClasseName» nous indique le nom de la classe 
Java qui implante le test de I'agent. La balise «Description» donne une breve description 
du test a executer. Enfin, la balise «TesterListRif» indique le chemin d'acces au fichier 
XML de configuration des tests atomiques. 
La figure 34 nous presente le code d'une classe Java qui a pour but de charger le 
«comportement» de I'agent de localisation. La premiere methode nommee, «load», cree 
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une instance du comportement de I'agent et la retourne. La deuxieme methode, «load», 
appelle la premiere et retourne le comportement d'agent. La creation de la deuxieme 
methode a pour objectif de nous conformer a la signature exigee par ('infrastructure de 
test. 
La figure 35 nous presente le code d'une classe Java, TesterAgent. Elle regroupe 
I'ensemble des tests d'un agent. Une classe de ce type doit etre creee pour chaque 
agent a tester. Dans le corps de la methode getTestGroup, nous creons une instance de 
la classe TestGroup avec, comme parametre, le nom du fichier XML qui decrit les tests 
atomiques de I'agent. Ensuite, nous creons une instance de la classe presentee a la 
figure 35, a savoir, « LocalizationAgentTester» et nous I'initialisons dans la methode 
« initialize*. 
La figure 36 illustre I'arborescence du repertoire de tests auxquels nous devons nous 
conformer pour que les programmes puissent s'executer. Le dossier « common » 
contient les classes de JADE Test Suite qui sont utilisees pour programmer les tests. Le 
dossier« localization » contient les tests de I'agent de localisation et le fichier XML de ce 
dossier contient la description des tests atomiques. 
La figure 37 nous presente les resultats des tests automatiques. La barre de progression 
en couleur verte indique que les tests ont reussi. Les agents de la plateforme sont testes 
par un seul agent, dont I'AID est «test-suite@testPlateform» qui s'execute dans un 
conteneur auxiliaire, le conteneur-1. Nous pouvons voir que tous les agents de la 
plateforme que nous avons testes figurent dans la liste des tests «TesterList». Le 
conteneur principal Main-container contient I'AMS, le DF et le RMA (Remote 
Management Agent). Le RMA est I'agent qui nous montre interface graphique de la 
plateforme avec les conteneurs et tous les autres agents. C'est par lui que nous 
pouvons manipuler graphiquement les agents d'une plateforme JADE. 
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<?xml version=''1.0*Venqoding="1JTF-8^?;> 
Docuraeat : testerList. KKIi 
Created on : 15 luillet 2008, 11:59 
Author ;labial Arsene Bougouyou 
Description: 
Purpose of the document follows. 
B <TesterList> 
[H <Tester naine=" test Agent Aidant" skip="false"> 
! <ClassName>test.mobility.mobilityTesterAgent</ClassName> 
j 
| <Description> test de 1'agent aidant</Description 
j <TestListRif>test\\terterList.xml</TestLi3tRif> 
i - </Tester> 
H <Tester name="Agent de Localisation" skip="false"> 
<ClassMame>test.localization.lzTesterAgent</ClassName> 
<Description> test de l'agent de localisation ACL</Description> 
<TestListRif>test\\terterList.xml</TestLi3tRif> 
</Tester> 
H <Tester name="AgentResidentUn" skip="false"> 
<ClassName>test.resident.one.RsdTesterAgent</ClassName> 
<Description> Test de la FSM</Description> 
<TestListRif>test\VterterList.xml</TestListRif> 
</Tester> 
H <Tester naine="AgentResidentDeux" skip="false"> 
<ClassName>test.resident.two.RsdTesterAgent</ClassName> 
<Description> test patient devant les appareil</Description> 
<TestListRif>test\\terterList.xml</TestListRif> 
</Tester> 
H <Tester narne="Enregistrement" skip="false"> 
<ClassName>test.registerindf.RegisterInDFTesterAgent</ClassName> 
<Description> test d1enregistrement aupres du DF</Description> 
<TestListRif >test\ \ terterList. xmK/TestListRif > 
</Tester> 
L </TesterList> 
Figure 33: Contenu du fichier TesterList.xml 
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package test.localization; 




 import test.common.Test; 
* 
* @author Yablai Arsene Bougouyou 
L */ 
public class LocalizationAgentTester extends Test { 
Fj public Behaviour load(LocalizationAgent lza) < 
Locali zationAgent. 
ReceivingHessageBehaviour 
behaviour = lza. 





R public Behaviour load (Agent a) { 
Behaviour b = load(new LocalizationAgent()); 
return b; 
*- } 
Figure 34: Test du comportement de I'agent de localisation 
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package test.localization; 







 ^author Yabiai Arssne Eougouyou 
*/ 
public class lzTesterAgent extends TesterAgent { 
private LocalizationAgeatTester lzaTe3ter;|: 
H protected TestGroup getTest&roup() { 
y TestGroup testgroup = new Te3tGroup("localiratioriTest3Lisc,xm].") { 
(^ Override 
Q public void initialize (Agent a) throws TestException { 





Figure 35: Groupe de tests pour I'agent de localisation 
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Figure 36: Arborescence du dossier de test 
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Figure 37: Interface graphique des tests 
8.6 Conclusion 
L'infrastructure de tests proposee par JADE est plus simple a programmer mais difficile 
a executer a cause des problemes techniques rencontres lors de I'execution. Un des 
problemes embetants que nous avons eprouve etait la presence d'un caractere 
d'espacement dans le chemin d'acces au repertoire de I'environnement de 
developpement. Finalement, tous les tests automatiques ont ete executes. Le test du 
systeme sur des plateformes heterogenes s'effectue sans probleme majeur, cependant 
avec Linux, le demarrage des plateformes est impossible si le nom de domaine 
« Domain Name System » (DNS) n'est pas configure ou n'existe pas, cela s'explique par 
le fait que la requete RMI, emise par les conteneurs JADE auxiliaires en vue de se 
connecter au conteneur principal, donne lieu a une resolution de nom DNS. 
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Conclusion 
Ce projet sur lequel nous avons eu I'opportunite de travailler nous a permis d'acquerir 
une demarche scientifique rigoureuse, d'apprendre et d'approfondir le concept des 
systemes multi-agents, en particulier celui des agents mobiles. II nous a aussi donne 
I'occasion d'appliquer une nouvelle methodologie de developpement, a savoir, Gaia. 
Comme savoir-faire, ce projet nous a permis d'approfondir le langage Java, de s'en 
servir pour implanter un systeme multi-agents et surtout d'acquerir les competences 
necessaires a la programmation des agents en se servant de I'infrastructure JADE. 
II faut aussi noter que ce projet a ete I'occasion pour nous d'apprendre a travailler sous 
la direction d'un superviseur dans un cadre academique. 
Contributions 
Notre travail est un composant (sous-systeme) qui vient s'ajouter au systeme de I'habitat 
intelligent qui tend a ameliorer I'autonomie des personnes en deficience cognitive. Le 
systeme que nous avons developpe et implante integre les fonctionnalites de 
localisation du patient a tout moment afin de lui porter assistance quand cela s'avere 
necessaire. Cette localisation du patient devant les appareils et a I'interieur d'une piece 
quelconque de I'habitat est possible grace a la collaboration des agents de notre 
plateforme. II faut aussi noter que notre systeme affiche les references de localisation du 
patient en temps reel dans I'interface graphique de I'agent de localisation. La detection 
des personnes a I'interieur d'une piece est implantee au travers d'une machine a etats 
finis que nous avons congue. Elle evolue en fonction des signaux qu'envoient les 
capteurs a infrarouge que nous mettons en place. L'apport de I'aide au patient se fait par 
I'intermediaire des agents mobiles qui migrent vers lui quand cela s'avere necessaire. 
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La conception d'un tel systeme de localisation des personnes a I'interieur d'une piece 
permet au corps medical de suivre le deplacement quotidien des patients dans leurs 
habitats et certaines de leurs activites. 
Critique du travail 
Dans notre systeme, toutes les communications passent essentiellement par I'agent de 
localisation ce qui fragilise le systeme entier, car si ce dernier est detruit, notre systeme 
est paralyse. II est vrai que I'infrastructure JADE integre la possibility de mise en ceuvre 
de la redondance, cependant ameliorer notre concept reste une option non negligeable. 
Concemant les conteneurs JADE, nous ne controlons pas leur capacite, c'est-a-dire le 
nombre d'agents qu'ils peuvent accueillir en fonction des ressources de la machine sur 
lesquelles ils sont installes. Cette situation peut entraTner un dysfonctionnement du 
systeme si un agent migre vers un conteneur qui n'est plus capable de I'accueillir, la 
migration d'un agent dans ce cas est avortee. 
Travaux futurs de recherche 
Dans le cadre de I'assistance aux personnes en deficience cognitive, plus precisement 
dans le cadre de notre projet, plusieurs extensions sont possibles, notamment la logique 
decisionnelle sur laquelle nous nous basons pour faire migrer les agents aidants reste a 
etre amelioree. Cette logique est la suivante, si le patient se trouve devant un appareil 
pendant quarante secondes sans agir, nous supposons que celui-ci a besoin d'aide. 
Cette logique reste un point fondamental et complexe de I'habitat, elle peut faire I'objet 
d'un autre travail, a savoir, etudier le comportement du patient en vue d'etablir des 
regies d'inferences logiques et construire une base de connaissances permettant de 
deduire si le patient a besoin d'aide dans une situation donnee. 
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La construction d'une telle logique decisionnelle integrant une base de connaissances 
est possible en restant dans le cadre de I'infrastructure JADE. La bibliotheque JSA 
(«JADE Semantics Add-ons») est une bibliotheque JADE congue a cet effet [29]. 
L'utilisation d'un autre moteur de regie integrable a JADE est aussi possible, notamment 
JESS [21,22]. Quand bien meme JESS n'est pas gratuit, il est disponible dans le cadre 
de la recherche universitaire sous certaines conditions. 
Une autre extension possible serait de concevoir un module de gestion de la capacite 
des conteneurs JADE en fonction des ressources des systemes sur lesquels ils sont 
installes. Une fois le conteneur lance, le module de gestion integre au systeme doit 
pouvoir informer les agents de leur possibility d'y migrer, ou de le quitter quand les 
ressources commencent a faire defaut. 
Perspectives 
Au-dela des habitats intelligents pour les personnes souffrant de deficience cognitive, la 
question de securite des personnes a une place tres importante dans la societe, de ce 
point de vue, notre systeme pourrait etre utilise pour la surveillance des personnes dans 
les batiments, voire des enfants. 
Par ailleurs, notre systeme peut aider a fournir des services dans les reseaux de 
telecommunications. Par exemple, un fournisseur d'acces Internet peut deployer le 
systeme dans ses reseaux pour offrir des services personnalises aux clients tels que la 







Tous les agents residents de notre systeme integrent une interface graphique qui sert a 
simuler le contexte. Cette interface graphique integre deux boutons dont les evenements 
de souris (« die ») servent a simuler la coupure des barrieres infrarouges et deux autres 
boutons qui servent a simuler la presence du patient devant un appareil de I'habitat. Un 
champ de type texte permet de saisir le temps en millisecondes que passe le patient 
devant un appareil. L'interface graphique est presentee a la figure 38. 
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Figure 38: Interface graphique d'un agent resident 
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Annexe B 
Etant donne qu'un agent resident peut etre dans une piece quelconque de I'habitat, 
nous avons integre la possibility de configurer le nom de la piece, le nom du service et 
de nommer deux appareils de la piece en question. Les noms des deux appareils 
servent a identifier les boutons qui vont simuler la presence du patient devant ces 
appareils. Cette interface graphique de configuration est presentee a la figure 39. 
Firhier Rlition Aiiie 
["" I'TpforrPiii-ct - | ~" ! X | 
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Figure 39: Configuration du service d'un agent resident 
118 
Annexe C 
La figure 40 presente I'interface graphique des agents aidant. Toute interface permet de 
configurer les services en choisissant pour chaque agent un service parmi trois. Ces 
services sont les suivants, « Assistance aux appareils », pour les evenements lies aux 
appareils, « Detection des entrees », pour les evenements lies a I'entree du patient dans 
une piece ou « Service de tragage », pour la migration vers I'un des deux premiers 
agents cites. Nous pouvons inserer une signature a chaque fois que I'agent passe sur 
un poste dans le seul champ inscriptible de I'interface. 
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Figure 40: Interface graphique des agents mobiles 
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Annexe D 
La figure 41 nous presente, a droite, les agents de notre systeme. L'agent « rsdAgent » 
est un agent resident heberge sur un telephone intelligent emule, le Nokia S80. 
L'interface graphique a gauche est celui de l'agent de localisation (IzAgent) dans la 
version embarquee de notre systeme et en « splitter-mode ». L'interface graphique, 
presentant une arborescence des agents est l'interface de gestion des agents. Tous les 
agents de la plateforme y sont listes. L'administrateur peut, instancier, nommer ou 
detruire un agent de la plateforme a travers cette interface. Dans la rubrique «tools», 
nous pouvons lancer l'interface graphique de l'agent pages jaunes pour voir le contenu 
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Figure 41: Notre systeme en "splitter mode" 
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Annexe E 
La figure 42 montre les interfaces graphiques de notre systeme en version embarquee. 
Le telephone a gauche nous montre 1'interface graphique d'un agent resident et celle de 
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Figure 42: Notre systeme en version embarquee 
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Annexe F 
La figure 43 nous presente I'interface graphique d'un agent resident dont le conteneur 
est heberge dans un telephone intelligent, c'est I'agent associe a I'evenement d'entree 
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Figure 43: Interface graphique d'un agent aidant 
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