ABSTRACT The gap between the software industry and software engineering education was first mentioned three decades ago, in 1989. Since then, its existence has been regularly reported on and solutions to close it have been proposed. However, after thirty years this gap resists all efforts for closure. In this study we assert that the gap between industry and academia exists for several reasons that are related and intertwined. To take a broader look at the problem from the perspective of all related entities, we (i) provide a detailed overview of the profession and identify the entities, (ii) extract the causes that stem from these entities and discuss what each entity should do, (iii) report and analyze the results of a questionnaire that has been conducted with students and recent graduates, (iv) emphasize the highlights of the interviews conducted with students, recent graduates and academics, (v) and compile a list of skills that are sought by the industry by analyzing the software engineering job advertisements. We further contribute to finding solutions by considering all entities involved, which provides an opportunity to access all of them, so that each can find out what they can do to acknowledge and narrow the gap. Our study concludes that the gap requires constant attention and hard work for all of the entities involved, and therefore all should be on the lookout for new technologies, learn to embrace the changes and adapt to them, so that the gap is kept at a minimum.
I. INTRODUCTION
Software engineering is a challenging profession in many aspects. The foremost challenge stems from the nature of the software itself. Compared to other engineering disciplines, the software product is not tangible and does not obey any physical laws which makes it rely on good practice rather than a fundamental theory [1] . This abstract nature also affects its design, since as the size of software increases, so does its design complexity, which puts a strain on the shoulders of software engineers [2] . Another challenge arises from its manufacturing process. On top of the complexity of design and implementation, human factors such as communication and teamwork, come into play during the software development process [3] .
Students who take up the challenge of becoming software engineers complete a set of courses, develop course projects, complete their internship, and demonstrate their capabilities with a capstone project [4] . However soon after graduation,
The associate editor coordinating the review of this manuscript and approving it for publication was Haider Abbas. they notice that real life projects are of a different breed from the ones they have handled during their education [5] . This situation creates the famous gap between industry and software engineering education. In a very broad sense, we can define the gap as the differences between software engineering education and the software industry that are reflected in the associated entities. The industry expects competent graduates [6] , while the students emphasize that their initial experiences in industry have been rather different than their education [5] .
The gap is acknowledged in other engineering disciplines, too. Alboaouh emphasizes the two to three years of time required for the recent graduates to gain experience in the engineering profession [7] , while Goold finds out that the engineering students are trained more in theory than in practice [8] . Software engineering, in this regard, has its own challenges that creates its own unique case. As mentioned, the foremost challenge is handling the intangible and highly malleable nature of the software which makes it rely on good practice rather than laws of nature [1] . Even though the students grasp the theory and apply it to problems that VOLUME 7, 2019 This work is licensed under a Creative Commons Attribution 4.0 License. For more information, see http://creativecommons.org/licenses/by/4.0/ are tailored for a course, more experience is needed for handling real life projects with ambiguous specifications. On the other hand, as a profession, software engineering is not only a young but also a rapidly changing industry with a vast range of applications. The advances in associated technologies create new and more capable hardware devices, which in turn create new platforms, programming languages, libraries, development environments, novel software processes, and specialized jobs while the student is still working towards a typical four-year degree in software engineering. Perhaps the most relevant examples would be the introduction of smart phones a decade ago which became devices more personal than personal computers, and the more recent introduction of Internet of Things (IoT) which redefined the meaning of a host in the Internet as not only a computer but any device which has networking capabilities. In this regard, developing a mobile application is considerably different from developing an IoT system that is made up of several systems and devices, since the platforms, target users, and objectives are significantly different in both cases, while the profession is still the same. It is not surprising, then, to have a gap between the software industry and the world of academia considering the intangible nature of the software and the rapid changing state of the profession. The gap is mentioned as early as 1989, in the opening sentences of Ford and Gibbs' recommendations on a master of software engineering curriculum, at a time when an undergraduate degree in software engineering was not offered because the discipline was considered immature [9] . Almost a decade later, Beckman et al. proposed a model for collaboration between industry and academia to close the gap between them [10] . The model suggests the formation of an advisory board of industrial representatives to identify common objectives and goals. By doing so, the activities can be planned to meet these objectives. The progress should be regularly measured and feedback should be given. Around the same time, Shaw proposed a road map for software engineering education in which she has emphasized keeping education current with the rapid changes in the field [11] . Her foresightful suggestions include the consideration of open source development for keeping up with practice and encouragement of continuous self-learning. Also, Parnas has proposed a curriculum for software engineering education that is radically different than computer science education in its curriculum philosophy, course style and content, and topic coverage [12] . Another decade later, Begel and Simon have reported the results of their ethnographic study about the struggles of the new software developers [13] . They found out that while new developers were capable of design and implementation, their communication, teamwork and orientation skills were lacking. Consequently, the authors suggested a reform in the curriculum of computer science education. Today, the gap is still a relevant topic of interest as the recent study by Craig et al. reports the analyses of interviews of twenty early career developers [5] . Apparently the gap resists closure after three decades of its existence in spite of several analysis, reports, suggestions and applications.
As academics with industrial experience, it is impossible not to notice the fact that most of the students will struggle in an industrial environment when their exams and course projects are evaluated. Although formal feedback of students is received regularly via the mechanisms that are inherent in the system, casual and informal conversation can provide more insight because the matter can be tracked by asking follow up questions immediately in the vicinity of the session. Such conversations with students, as well as fellow academics, lead to the conclusion that the gap still exists, and will continue to exist because of several causes.
In this study we assert that the gap between industry and academia exists because
• there is no single source of the problem, • the software engineering profession is able to quickly react to new platforms and trends that require the acquisition of new skills while academia is not,
• academia is not quick enough to incorporate the changes in the profession into its curriculum,
• it is challenging to create realistic experiences in engineering education,
• lack of realistic experiences make it more challenging for the students to acquire soft skills that are needed for the collaboration to develop large-scale software projects. We contribute to the literature about our assertion of the persistent gap by offering the following to narrow and close it:
• analyzing the gap from various different perspectives that involves all related entities,
• using questionnaires and conducting interviews with students, recent graduates and academics to get comments and views on the problem,
• compiling a list of skills that are sought by the software companies, composed by careful inspection of fifty software engineering position advertisements,
• presenting our own conclusions and discussing proposed methods that will help students and software engineers to bridge the gap. The remainder of this paper is structured as follows. Section II presents an overview of the software engineering profession to identify its major and minor entities on different dimensions. In Section III, various perspectives on the gap are discussed in detail. Section IV includes the feedback from students, recent graduates and academics. This section also includes a survey of skills sought in software engineering by analyzing current software engineering job advertisements, and includes remarks of industry practitioners from the existing studies in the literature. In Section V, we give a summary of what each entity should do to identify, acknowledge and narrow the gap. The paper concludes with comments on the current status and the future of the gap in Section VI.
II. AN OVERVIEW OF SOFTWARE ENGINEERING
We asserted that the gap between the industry and the education exists because there is no single source of the problem. It is then necessary to take a step back and look at the field from a higher point of view. In Figure 1 we identify several entities that form and shape the profession along with their connections to either the academia or the industry. The arrows show binary relations, while the diamonds are used to represent multiple relations. The distinction between the academia and the industry are not always clear cut for some entities and practices. However, it is essential to point them out because the gap is between them, by definition.
FIGURE 1.
A view of the entities that form and shape software engineering. Both the industry and the academia contribute to the body of knowledge of the profession, while the hard and soft skills are the abilities of the students and software engineers. The arrows show binary relations, while the diamonds are used to represent multiple relations. Figure 1 contains the entities that are in the academia and the industry, as well as two additional dimensions that are orthogonal to each other and to the dimension of the entities. Software Engineering Body of Knowledge (SWEBOK) is composed of fifteen Knowledge Areas (KA) along with seven related disciplines [14] . It is bound neither to the academia nor to the industry, since it encompasses and affects both of them while also being affected by both. It includes everything about the profession which makes it, in a sense, the profession itself. The skills dimension represent the abilities of students and software engineers. They are acquired by both education and experience, depending on their type and the context. The figure includes their categorical view; the hard skills are also called technical skills, such as programming, while the soft skills are also called social skills, such as written and oral communication. They are essential because a student becomes a software engineer by getting education via a software engineering program in order to gain and improve their relevant and related skills. They are also essential in the sense that they are used to evaluate software engineers when they are considered for a position in the industry.
As can be seen in the Figure 1 , every entity is related to others without a clear hierarchical structure. This creates a challenge for those who want to study them in isolation, while they should be studied as a whole. We define students as candidates who are getting an education in a software engineering program that follows the guidelines in Software Engineering Education Knowledge (SEEK) in order to become software engineers. The academic institutions and accreditation agencies for software engineering programs follow SEEK, which in turn is recommended by SWEBOK [4] . Students are expected to acquire both hard and soft skills to make them competent in the profession. They do so by completing their education, developing personal projects, contributing to free and open source software (FOSS), and acquiring freelance jobs from customers, as the arrows represent in the figure.
Students become software engineers when they are awarded a degree from the software engineering program. The figure intentionally refers to them as early career software engineers (ECSE) because they will, hopefully, bridge the gap when they become senior engineers. The same sources of experience are also valid for the ECSE, however, there are cases where companies choose to apply pre-employment or post-employment training to software engineers to improve the skills of their employees [15] , often using a curriculum based on SWEBOK [16] , [17] .
The academia has two major contributions to the profession; the first one is to train and educate students to become software engineers. The second contribution is provided by the academics, who do novel research in the foundations of computer science, mathematics and engineering. The academics are the executors of the teaching process while also being voluntarily engaged in industrial projects to keep track of the current practices in the field.
The software engineering industry is where the software production takes place. It mainly contributes to the profession by producing its own practices. Its most important entity is the software itself which requires a development process that must overcome the challenges in realizing an abstract product. The customer can commission the development of software via a company that employs software engineers, or by hiring software engineers as part of its own infrastructure, or by students who are looking for freelance jobs.
FOSS enables collaborators from all around the world to develop software that is publicly available [18] . Naturally, it created novel practices that proved their worth by producing high quality software. For the students, software engineers, companies, customers, and all who are involved in software, FOSS proves to be a useful resource not just by providing free and open software, but also by providing an opportunity to get experience in the development processes with minimal costs. The overview of the profession shows us that in such a connected profession, it is not possible to close the gap by considering only some of the entities. A change in one of the entities create a ripple that reach other entities that require a revision to software processes, skill sets of the software engineers, new topics in academia, and finally an update to the profession that will be reflected in SWEBOK. These ripples are common in the ever vibrant field of software engineering as exemplified earlier.
III. PERSPECTIVES ON THE GAP
The gap is defined as the differences between software engineering education and the software industry that is reflected in the associated entities. We have defined these entities in Section II as the ones that make up the industry and the academia. We have mentioned that SWEBOK encompasses and affects all the entities, and is affected by all of them. Also, we have defined the skills as the abilities of both students and software engineers.
To analyze the gap from all perspectives, we have categorized these entities into three major groups: SSE, industry and academia. The first group is labeled as SSE, since it is made up of the student and software engineer entities. They are placed in the same group because we perceive them as the same entity being represented at different points in time. Additionally, they embody the skills dimension within themselves. The other two groups are the remaining entities in industry and academia, respectively, and they are labeled as such.
The first part of the perspectives include the self analysis of each group. The second part of the perspectives discusses the causes of the gap, and how they involve the related groups. An overview of these causes, their solutions and references are given in Table 1 .
A. SELF ANALYSIS OF GROUPS
The first set of perspectives considers each of these groups on their own. We have identified the causes that stem from the elements in these groups, how they contribute to the gap, and how they can be mitigated, or if possible, removed.
1) THE INDUSTRY
How does the software industry contribute to the gap? The software industry explores and conquers new horizons that appear frequently thanks to the technological advances in associated fields. In Section I two of these new platforms were discussed, the mobile platform and the IoT. Another one is the current state of the JavaScript frameworks [40] , their problems [41] , [42] , and how to pick one [43] .
Such technologies can create a paradigm shift which challenges all aspects of software. It is self evident that programming languages, libraries, data types, data storage, software distribution, software processes and anything related are subject to change. The new paradigm could take over the industrial practices while the student is still studying at a software engineering program, which typically takes four years to complete. The software industry widens the gap between itself and the academia, but it has no choice, because it has to adopt these new technologies to survive economically. Its adoption is also essential because it expands our knowledge and experience in this relatively young discipline.
Alboaouh asserts that while both the industry and academia contribute to the advances in research, the feedback from the industry to the educational bodies is missing [7] . Since the recent graduates are missing practical knowledge, the industry favors graduates with high GPA to reduce their training time. He also asserts that the industry is not enthusiastic about reforming the education process because training new engineers is much cheaper. While his comments are about the engineering disciplines in general, we believe that the advances, methodologies, and techniques that are developed in the software industry emerge too often and they need time to mature until they can be included in the curriculum. However, it should also be stated that the industry should be involved with the education of professionals through institutions and organizations such as IEEE. As Beckman et al. have proposed, a board of industrial representatives can help academia to define common objectives and goals [10] .
2) THE ACADEMIA
The academia has two major entities, the software engineering program, which is typically the undergraduate programs in the universities, and the academics who both teach and contribute to the body of knowledge with novel research.
The academia is well aware of the expectations of the software industry, however, it is not quick enough to make a course correction at the same speed. It cannot afford trial and error in education, therefore, it has to take its steps more carefully and slowly. Nevertheless, there are cases where the academia makes significant updates to its curriculum to catch up and to educate and train software engineers with skills that are relevant in the industry.
Software engineering programs follow SEEK, the guideline recommended by the SWEBOK [4] . SEEK contains guidelines on the design and delivery of a curriculum. We would like to emphasize the ones that we find relevant to narrowing the gap before we discuss the existing and new solutions. The curriculum guidelines put emphasis on both the basic principles of software engineering and the usage of current tools, so that the education will not be out of date. Another guideline states that the curriculum should have a significant real life basis by incorporating case studies, project-based activities, a capstone project, practical exercises, and student work experience. These activities help the students to gain experience by handling larger projects as a group. The student work experience, which is commonly executed as an internship, allows the student to experience real life projects with real stakeholders and users. The guidelines also state that the curriculum should consider various approaches in teaching and learning, such as problem-based learning (PBL), just-in-time learning, learning by failure, and technology-enhanced learning. Among them, problem-based learning is a common approach in many fields and disciplines such as computer engineering when integrated with content-based learning in [44] , and software engineering education is no exception.
In PBL, the students learn during the process of solving a problem that is put forward either by the lecturer or the stakeholders involved, such as real customers. It has been successfully applied to software engineering since several studies report that they have implemented it [21] - [23] , while some point out the limitations, such as the difficulty of starting a project before learning about the topics in the course [45] , or the cost of setting up a software development system and its environment [46] .
Although not listed in the SEEK guidelines, there are other approaches that can help the gap to narrow. One of them is the studio-based learning (SBL) where a group of students work together to solve a problem in a defined space, such as a laboratory or a studio, as the lecturer mentors them and gives lectures only when necessary. While the idea is borrowed from arts and design departments, software engineering can make use of it since it is also a creative activity. Nurkkala and Brandle report that in their case the admission to the SBL track requires the permission of the instructor who assesses the prospective students by interviewing them [24] . The students who can perform well without constant oversight are more likely to be admitted. The program uses Scrum in the in-class lab sessions and use team software development for projects. Other studies have also reported successful implementations [25] - [27] .
Another example is the holistic approach by Ellis et al. which discusses the usage and incorporation of FOSS into the software engineering curriculum [47] . They report that the students have gained more experience in software engineering knowledge and experience in areas such as gathering requirements and understanding software quality.
While a major update to the curriculum using a holistic approach is lacking in software engineering departments, there are studies in electrical and computer engineering departments. Rashid and Tasadduq propose a holistic approach to computer engineering curricula by introducing the component level courses, and then merging them into system-level courses using Y-chart methodology [20] . The authors emphasize the forward and backward references of these courses which helps the students to see the bigger picture by either forward referencing an important topic in a future course, or by backward referencing an acquired knowledge to build on top of it. Maciejewski et al. make a bold move with the support of a five-year grant and approach the electrical and computer engineering education in a holistic fashion by stressing knowledge integration, collaboration among faculty and students, and making use of thematic threads [19] . The authors discuss their partial results which report that the students, while hesitant at first, have enjoyed the hands-on and collaborative approach. Although these studies are meant for computer engineering education, we believe that software engineering has close ties to computer engineering and a software engineering program may follow the suit.
Luukkainen et al. have worked for three years and updated their curricula gradually to fine tune it in order to improve the student's readiness for the practices in the industry [28] . The resulting curriculum has courses that are linked strongly together, building on a theme of ideas across them. The authors state that the success depends largely on a specific course called Extreme Apprenticeship which improves the programming skills of students under the guidance of more experienced programmers.
Curriculum design and delivery is a major undertaking which is under the regulation of a set of bodies, such as accreditation agencies, laws on higher level education, and the regulations of the universities. Therefore it is not possible to make significant alterations immediately. However, the courses, their learning outcomes, and their connections can be improved gradually.
An important cause of the gap is that the software engineering education is made up of courses that are connected and built on top of each other, but the students fail to see their connection. It is also common for the academics to focus on the topics related to the course and overlook other topics. Students get proficient in each topic, but they never develop complete applications where every topic is used at the same time. If the course is a data structures course, the project evaluation may overlook the graphical user interface, if the course is about human computer interaction, then the evaluation may overlook the data representation, or the object oriented principles. We propose a solution that requires the course project to include topics in the previous prerequisite courses. This solution may also require an update to the prerequisite course list of some courses in the existing curricula. It also requires each project to be more comprehensive which will create a gradual increase in difficulty and complexity, so that the transition from programming to software engineering can be handled more gracefully.
Craig et al. report that they have found some of the academics to be out of touch with industry, and list it as one of the causes of the gap [5] . They propose, as a solution, summer internships at the industry so that the academics can catch up. We also would like to add that the academics can get involved in industrial projects to get back to the reality of the industry.
3) STUDENTS AND SOFTWARE ENGINEERS (SSE)
Students become software engineers after their graduation, and they are the ones who feel the gap the most. They become aware of the gap either when they are employed at a company, or when they first experience the industry environment as a student, probably during their internship. They are the most unfortunate of the three major groups because they have less experience than the entities in both the industry and the academia, but they are expected to bridge the gap as soon as possible.
The gap is reflected directly in the skill sets of SSE. They are the realization or the embodiment of the gap. From this perspective, they can affect the gap in both directions; they can narrow and close it, or they can make it wider.
The evaluation of the industry shows us that there will be new technologies even after the graduation, so the student should be always vigilant and ready to learn them. The evaluation of the academia shows us that students who are interested in the profession are more likely to succeed. Falkner et al. have reported the success of their students who were able to master the self-regulated learning skill, which lets the students set their goals, and organize their resources to achieve their goals [29] . The guidelines in SEEK also emphasize the importance of continued learning and self learning [4] .
These findings point out that the individual SSE has to be involved in several software projects to improve both their hard and soft skills, while learning how to learn on their own, and to find out ways to overcome the problems and difficulties when they face them. We believe that, just as the industry has to fill the software void created by the new associated technologies, SSE has to be ready to embrace new technologies, quickly adapt to them, and update themselves with new skills.
While the following suggestions can apply to recent graduates as well, we believe they are more appropriate for the students. On top of the list, the students should be motivated to contribute to the projects they are involved in. While this largely depends on the project and the personal preference of the student, they should consider the benefits in the long run where each project brings in more experience. Involvement in projects also increase the time invested in programming which is a good sign of gaining experience.
B. CAUSES OF THE GAP
We have identified several causes of the gap which originate in one or more of the major groups and collected them under related categories that follow.
1) THE SOFT SKILLS
Although there are many studies that stress the importance of soft skills in software engineering [3] , [48] - [53] , they are also the most popular cause of the gap since early career software engineers report that they do not feel they are prepared for communication and teamwork, where the soft skills will be the most useful [5] .
The common solution to close the gap for this cause is to have projects that incorporate teamwork [30] . Capretz emphasizes that software engineering has human factors in its processes [54] , and with Ahmed they make a call to promote soft skills in software engineering [31] . We extend their proposition and make a call to software engineering programs to advertise software engineering not only as technical, but also a sociotechnical practice. Software engineering is most related to computer science and computer programming which has stereotype individuals as being very good at technical skills but awkward in social situations. Studies on stereotypes in engineering in general is surprisingly low. Bailey et al. stress that engineering and computer science is male dominated [55] , while other studies focus on the introvert stereotype of engineers [56] , [57] . Studies show that people underperform when they are under situations that cause a stereotype threat and there are ways to reduce it [58] . Therefore, we think that the software engineering programs should appeal to a wider range of prospective students if it is promoted as a more sociotechnical practice, turning the profession into a more social one and overcoming the perception of introvert male stereotype.
Another proposed solution is also made by Capretz, who suggests having an entire course on the human aspects of software engineering [54] . Sedelmaier and Landes propose a body of skills, SWEBOS, akin to SWEBOK, which describes the required skills for software engineering [32] .
The requirement for soft skills are widely acknowledged but very rarely emphasized in software engineering programs. We hypothesize that the academics acquire these skills on their own, either by their industrial experience, or because of their research environment which is collaborative by nature. Therefore, they expect the students to acquire these skills when an environment for collaboration, such as a team course project is provided for them. The academics should also be involved, either directly or indirectly via teaching assistants or more experience programmers to demonstrate how a team should operate and help the students gain team experience and sharpen their social skills.
2) REALISM IN COURSE PROJECTS
The software engineering programs provide practical experience through laboratory work, course projects, and a final capstone project in which the students demonstrate all their skills, as recommended in SEEK [4] . These projects are also expected to provide the students with the opportunity to gain and improve their soft skills, as discussed in the previous cause.
Early career software engineers and students report that they do not find the course projects as realistic as the real industrial projects [5] , [37] . These projects are usually called toy projects, because they are smaller in scope compared to the real projects, their requirements are well defined, and the academics act as both the customer and the mentor. Simpson and Storer report that the students find the lecturer acting as an uncertain customer to be malevolent and implausible [37] . They also state that the teams are made up of all novice engineers, which strips them of the benefits of good leadership that might be provided by experienced engineers. However, mentoring all teams does not scale well, the academics cannot handle large classes because of time constraints.
Realism in course projects is the most studied cause of the gap because the skills required to handle real life projects are expected to improve with a hands-on approach, and failing to provide realism deprives the students of valuable experience. The most common solution to this cause is to incorporate FOSS projects [33] - [36] . This approach is successful in most cases, but it does not remove the problem completely. Studies report that it is not that easy to find appropriate projects, students may not be able to get involved in FOSS communities [35] , and the features that will be implemented for a FOSS project may be considered as toy features by the student [34] .
Simpson and Storer state that they have introduced real customers for the course project, and have started a leadership course where senior students acted as mentors for these industrial projects [37] . They report having convincing results for the students, since they had a realistic experience, the mentor students got their chance to pass on their experiences, and the customers were more than happy to get quality software at very low costs.
Other studies have reported that software maintenance and quality should be emphasized [38] , [39] . Szabo states that they use a code base for software maintenance that is developed by students in previous semesters. This brings down the quality of the code to a level that is appropriate for software maintenance, which makes it realistic.
The realism of the course projects are illusionary because they are tailored for the course and the students will be finished with those projects as soon as the course is over. It might be possible for the lecturers to gain their attention by starting interesting projects that use recent and up-to-date technologies. While these would not be a course project, they would be a project developed within the lecturers supervision. Such projects would benefit both the lecturer and the students. The lecturer would stay current with recent developments in the industry, the students would have the chance to volunteer for a real project that is supervised by an experienced engineer. While the project could be developed in an open source fashion, it does not necessarily have to be that way. We believe it could be useful as long as the students could be involved, have regular meetings, design sessions, and have the ability and the opportunity to contribute to the source code.
3) INDUSTRIAL TRAINING
Since the gap exists, the software companies have to find a way to deal with the reality that new software engineering graduates have gaps in their skill sets. In order to overcome this problem and improve the skills of their employees, they consider either pre-employment or post-employment training.
The pre-employment training is detailed in the study of Tuzun et al. where they identify key knowledge areas which their candidate employees are lacking in skill [16] . They create a ''summer school'' and train the graduates in these knowledge areas using the curricula presented at the universities, whose curriculum are guided by SEEK. They hired several of the candidates according to their performance. The candidates reported back that they found the summer school useful, even if they are not hired, because they have improved their skills.
The post-employment training was done at least once at Microsoft [15] . Brechner reports that Microsoft stopped all development on Windows for months to train over eight thousand employees on writing secure code.
With several new software engineers being trained every year, we believe that companies will require more scrutinized interviews when hiring, or will make use of trial periods before they will hire new talents.
IV. INTERVIEWS, QUESTIONNAIRES, SURVEYS
We have gathered insights, comments, and data from the major bodies we have defined earlier using various approaches to compare them to the existing research discussed in Section III.
The first set of data comes from an online questionnaire that is sent to several students and recent graduates of at most two years from three different universities using personal contacts and word of mouth. For the second set of data, we have used our personal contacts to interview students and recent graduates either face-to-face or online. For the set of data that involves the views of academics, we again used faceto-face and online interviews. The final set of data comes from the current job advertisement on software engineering. We have compiled a list of skills that are sought for software engineering positions in these advertisements.
A. THE QUESTIONNAIRE
The questionnaire has reached 78 students and recent graduates. It is made up of ten questions that are either multiple choice, multiple answers, or open ended. The questions are thematically about the self evaluation of their soft and hard skills.
The questions and the replies provided are detailed in Tables 3 and 4. The first question, ''What is your year of study in the software engineering education program?'', helps us to differentiate current students and graduates. The answer is given in a multiple choice list, years ''1'' to ''4,'' with ''4+,'' and ''graduate'' being the final choices. The years corresponds to freshman, sophomore, junior and senior years in other countries. The questionnaire is only sent to at least third year students, but we have kept the options for the first two years just in case the word of mouth reaches them. The 4+ students are those who still study after four years of standard curriculum because they still have to complete the courses or internship.
The replies were divided evenly among the students and the graduates. Having the same number of two types helped us to see if there are any differences between recent graduates and students without being biased against one type.
The second question is ''How competent do you feel in programming?'' and wants to find out how they evaluate themselves about the most important and needed technical skill [6] . The answers are a list of multiple choices: ''Not competent at all,'' ''a little competent,'' ''average,'' ''good,'' and ''very good''. The most chosen answers are ''average'' and ''good'' with 31 and 27 replies, respectively. Only 7 replies say that they are ''very good,'' and 10 of them find themselves ''a little competent''. The final option was chosen by 3 students, who find themselves ''not competent at all.'' This answer shows that most students believe that they have acquired this skill, either during education, or with hands-on experience.
The next question is ''How many software projects have you developed?'' which is expected to correlate with the previous question. The answers are multiple choice, with answers 0, ''1 to 3,'' ''4 to 6,'' ''7 or more''. The most common answers are ''1 to 3'' and ''4 to 6'' with 30 answers each. There are 15 replies for ''7 or more,'' and 3 replies for zero projects. The replies to ''1 to 3'' and ''4 to 6'' are in good correlation with the number of replies to ''average'' and ''good'' of the previous question. The answers indicate that the more projects they complete, the more they feel competent at programming.
The fourth question wants to find out the hardest challenges they faced in a list of technical tasks and soft skills when the students have moved on from small projects to relatively larger ones. We have provided the following set of skills with the challenge level changing from 0: no experience, 1: easiest, up to 5: hardest. The list of tasks and skills, and their responses are
• Requirements analysis; most found it challenging at level 2 with 21 replies,
• Software Design; most found it challenging at level 4 with 21 replies,
• Software Development; most did not find it very challenging at level 2 with 26 replies,
• Software Tests; the replies are almost evenly distributed, however the most found it a challenge at level 2 with 18 replies, The results are interesting; communication is surprisingly at a low challenge level, while software design is as challenging as it is expected to be. The results are further analyzed by grouping the student answers and graduate answers, and conducting a Mann-Whitney U test to determine if any of the skills are statistically significant between these groups. The tests are run by filtering out the replies for the ''No Experience'' choice, since its numeric value can alter the results, and without experience their contribution should be removed. As the results in Table 2 show, the replies to the ''Communication'' by the students and the graduates are significantly different. When the replies are analyzed groupwise, 19 graduates found communication with team members easy, while only 11 students had the same evaluation. Students have found it more challenging on levels 3, 4 and 5, with 8, 6 , and 4 number of replies, respectively, while all these levels have 3 replies for the graduates. This also shows that, as the experience increases, communication soft skill also feels much easier. These results indicate that the new software engineers are still on their path to be different from students. From the students point of view, it is possible that the projects they consider as larger may still be relatively non-challenging compared to the industry standards, and they feel that they can handle these tasks.
The next questions asks ''In which of the following did you acquire more of your project development skills other than programming?'' with replies being ''with engineering education,'' and ''without engineering education''. The replies are 66.7% for learning them outside engineering education. The follow up multiple answer question asks how they acquired these skills if they were acquired during their engineering education. We have provided two answers along with an optional input for customized answers. The answers provided are ''in theoretical courses'' and ''in practical courses, or in courses with projects.'' The replies are overwhelmingly with the second option with 93.3%, as expected. The other follow up question is the same question for the answers who picked the ''without engineering education.'' We have provided multiple answers as ''by working with experienced engineers,'' ''by using resources (such as books, videos) on project management and software development,'' and ''by my personal effort.'' Most selected answer was the ''personal effort'' with 48 replies. The second one was ''using resources'' with 35 This part analyzes how the students and graduates acquire their skills and how much of it comes from education. It is not surprising to find out that personal efforts and projects have come on top. Alongside personal projects, the next most common way to acquire these skills are is to be involved in a part-time or full-time job.
The next question directly relates to the second question: ''How competent do you feel as a software engineer?'' with the same answers. More than half of the replies, 40 to be exact, have replied with the ''average'' option. Almost a quarter of the replies have chosen the ''good'' option. A relatively smaller percentage of 19.2% have chosen ''a little competent''. Two replies found themselves to be ''very good'' while three replies felt ''not competent at all''. When compared with the second question, which enquires about the self-evaluation of their programming skills, they feel more ''average'' as engineers, while they feel ''good'' for being competent in programming.
Another Mann-Whitney U test has been conducted to determine if there were differences in the graduates and students about their self-evaluation of their competence in programming and software engineering. The test show that, there is no significant difference between these groups for the programming competence (U = 915.5, p = 0.102), however, there is a statistically significant difference for their self-evaluation of competence in software engineering with a score of U = 946, p = 0.044.
The final question required an open ended answer for any remarks they wanted to make and only eight of them did so. The general highlights, as translated to English, are as follows;
• The projects at the university are way different from the projects in real life. Also, the projects are not complete because everyone in the team are novice and they try to manage the project and develop it at the same time.
• The project teams are not evenly balanced and an experienced student might take away the experience that could be gained by others by trying to do everything on their own. The second item brings a lot to the table; team projects have their pros and cons. The comment refers to the cons; how can we provide an environment where the students can improve their soft skills such as team work and communication? There are a lot of factors, such as balancing the team members abilities and grading individual effort. There are studies on increasing team work efficiency, but it requires a longitudinal study to extract their effect on the gap.
The results of the questionnaire are in alignment with existing literature. The study by Falkner et al. reports that self-regulated learning skill help students to achieve their goals [29] , just as the students have reported to have picked up their skills by personal effort. For the students and recent graduates who have completed the questionnaire, the communication skill has been found to be significantly different, which is an evidence that recent graduates have found themselves lacking in soft skills, similar to existing studies [48] , [51] . Several solutions are suggested in Table 1 .
B. INTERVIEWS WITH STUDENTS AND RECENT GRADUATES
We have interviewed thirteen students and recent graduates. The interviews are mostly conducted via e-mail with the following questions in the first part, and a set of follow-up questions in the second part. Face-to-face interviews took around 30 minutes to 90 minutes, depending on the answers of the respondent.
The first set of questions warm up the respondent by letting them consider their own personal process first and track it to team projects and soft skills. 1) What is your personal software development process? 2) If the problem at hand is a large software project, how does it change your personal process? 3) Even though the project is developed with a team and a software development process, you will be doing the development on your own; how does your process change then? 4) If you are given the chance to pick your software development team for a software project in a course, what would be your selection criteria? 5) Software development requires skills alongside programming, such as teamwork and communication.
How do you think you acquired these skills? The personal process is mostly not necessary for our purposes, however, contrasting it with the second question helps us identify how their process changes when they move on to a relatively larger project. The answers point out that they mostly spend more time on design, requirements, or both to handle the project. In one interview, the respondent remarked that he wasn't always involved with individual projects before he gained experience in large projects, and his large-scale development experience was reflected on his personal software development process, and he didn't feel any overhead.
The team selection question is asked to check if the students value soft skills. Not surprisingly, almost all respondents emphasized that the team members should have good communication skills, should be a team player and that they should be motivated and be willing to contribute. Some have asked for technical skills, reasoning that these skills matter for the success of the project.
Acquiring and improving skills is a skill within itself and the respondents have acquired or improved their skills in various ways. Some remarked that they have improved their soft skills after being employed professionally, some emphasized self learning, and some mentioned that the university has provided them with great opportunities to develop these skills.
After these sets of questions, we have directed these follow-up questions to the respondent who either have graduated or have experience in developing real life projects. 1) When you were a student, how hard was it for you to design and implement relatively larger programs? Do you remember the challenges you have faced, and how you overcome those challenges? 2) When you were a student, were the practical courses enough? How much time did you invest in your own self study? 3) Do you think that the projects you were assigned were similar to real life projects? In what aspects were they different?
4) Did your experiences in course team projects help you to develop your soft skills? 5) Did you have any problems when you got your first job? If yes, what were they? If no, why do you think you did not have any problems? The first question directly asks what the second question in the first set of questions wants to ask. The most common answer is the difficulty of the design process of the software. One interviewee remembers that she didn't know where to start, and that designing and putting everything together was the most challenging of all. She overcame the problem by researching on her own, and remarked that practical courses helped in this regard. Another challenge emphasized by respondents is collaboration, since no one in the team had experience of running a project as a team.
The answers to the second question agree that while the course hours are adequate, they still had to invest a lot of time in their personal development because the projects are either not interesting or small in scale. All the answers to the third question stated that the course projects were not like real life projects, because they were small in scale and were very well defined in a controlled environment.
The respondents felt very differently for the course team projects. Some have remarked that they have not acquired any skill because the group was focused on the grades, rather than the project. Some have learned important life lessons, such as bad things could happen in a real life project, too. Some say that they have improved their soft skills. One student claimed that their project team had acquired the software development process so well that he was able to point out the mistakes in the process in his job. Consequently, the projects were full of hits and misses.
The most important question is the one that asks if they have faced any problems when they got their first job. More experienced graduates expressed that they did not have any problems. Others noted that they did not have any experience in working on large projects so they had problems with the configuration tools of the system, and figuring out the tasks the software should perform on different components of the system.
Several points made by the students are also reflected in existing literature. The students, at least for the course projects, are aware of the importance and value of the soft skills, as in studies [48] , [51] . These projects are also evaluated on their realism, which is a common source of the gap, as discussed in [5] , [37] . Also, self-learning has been mentioned once again, which provided the students a good opportunity to sharpen their skills [29] . Proposed solutions are discussed in Section III-B2, as well as listed in Table 1 .
Overall, we have come to the conclusion that having experience during education clearly helps the student to narrow or close the gap. It is also beneficial to the students if they figure out how to learn on their own while they are studying to earn their degree. VOLUME 7, 2019
C. INTERVIEWS WITH ACADEMICS
It is a regular task for the academics to review their courses at the end of each semester, and the curricula at the end of each academic year. Therefore, they are already aware of several problems that are associated with the gap. We have interviewed six academics from four different universities to find out their views on the following questions. The interviews were mostly done online. Face-to-face interviews took around half an hour to one hour. We have compiled their replies to the following questions to provide a list of their suggestions and observations. While it would be generous to generalize these replies, we believe that they have correlations with the limited existing literature on the perspective of the professors, one being the study by Pinto et al. [35] .
1) What are the problems that you face in the projects and homework you assign to your students? 2) Can you think of anything that could be done to better prepare the student for the industry? 3) Do you think the students get their competency in the profession during the courses, or in the projects they involve in outside of courses? How competent do you think they are when they graduate? One common theme the academics see in the projects and homework assignments in reply to question 1 is the inability of the students to articulate their work in their reports. Communication is an essential soft skill, and its two basic forms, written and spoken communication, is severely lacking. Another problem is that the students are not interested in programming; many times, a professor remarks, even though it will bring them extra points, they refrain from implementing the bonus section of an assignment that adds an improvement to the program. It should be noted that one student also complained about this, however, from their point of view, the student stated that most of the projects were not interesting at all, and like him, most of his friends did not feel like working on it anymore.
The academia has always been aware of the gap. They have put forward several methods, as mentioned previously, to incorporate industrial experience into their courses in reply to question 2. Our respondents have come up with the following suggestions to prepare the students for the industry.
The most obvious answer, as expected, is to have collaborations with the industry. A professor put forward the idea of extending the internship: starting in summer and continuing through the following semester as a part-time job. The job should be part of a course that provides credits towards the graduation of the student. One pointed out that the companies that offer internships should also provide financial compensation. Another proposition was that a guest from the industry should be invited to project presentations to get their comments on the code and the project. The academics did also mention that the students should have experience working on an existing code base.
On the final question, the academics see eye to eye that the students should improve their skills more by involvement in real life projects. Students are more motivated to complete these projects because they are either compensated financially, or because they volunteer for the task.
As a conclusion, the academics agree that industry must be represented more than just the internship, the students should be involved in real life projects, and the academics should choose the projects in their courses not for only the comprehension of the topic, but also as an interesting real life problem.
D. INDUSTRY REQUIREMENTS
We have interviewed the students, recent graduates, and the academics. In order to get an idea of what the industry wants, we considered the current job applications available online. A search in a popular employment website in Turkey for the position of ''software engineer'' returns 144 results. Out of the 144 results, we have randomly reviewed fifty up-todate advertisements. Table 5 and Table 6 show the desired technical and soft skills, respectively. As the list for the number of occurrences of hard skills show, all of the positions require at least a B.S. degree in software engineering or related disciplines, such as computer engineering. All advertisements require proficiency in a programming language; the list aggregates them all under ''Programming.'' A large portion of the advertisements require comprehension of software engineering concepts, such as the software processes. Another important item in the list is that 15 of them look for at least 1 or 2 years of experience.
On the table for the number of occurrences of soft skills, proficiency in the English language is almost always required. The advertisements emphasize this requirement for the candidate to be able to stay up-to-date with the current technologies. The runner-up is Team Work, since more than half of the advertisements list this skill as required. The other skills that are listed alongside team work are problem solving and analytical thinking which are required to overcome several unforeseen problems. Self learning and communication are also required by the advertisements.
There are studies that analyze the needs of the industry either by reviewing advertisements [59] or by surveying the practitioners in the industry [60] . Lethbridge has surveyed 200 software developers and managers on about 75 educational topics and wanted to find out how important each topic is to their career. The results show that the participants believe the programming related topics are the most important. Lethbridge states that this might be because of the developers tendency to start implementation immediately without extensive requirements analysis or design, or because they spend most of their time in development and other tasks are distributed to various members of the team. Soft skills are also high on the list as the developers indicate the importance of technical writing and giving presentations. Radermacher et al. have interviewed 23 personnel from software companies to find out the areas in which the recent graduates struggle the most [61] . The participants have reported that the recent graduates lack project experience, which is also reflected in their usage of software tools. The new employees have reported that they have not either not used the software tool at all, or did not use it in a production environment. They also report that the graduates find it hard to communicate with their colleagues and customers.
While our own survey brings out the results in Turkey, it has apparent correlations with the findings reported in existing literature. These statistics and the related work in the literature show that the industry value the software engineering degree, because it gives the candidate a set of technical skills that make them desirable in the employment market. The industry clearly wants to stay up-to-date with the current technologies, thus makes English a top priority in the advertisements. The other soft skills are in alignment with the data we gathered from the existing studies; team work, communication and self learning make it to the list with large shares in the requirements.
The results also show that the academia and the students should focus on the soft skill set. While a degree in software engineering and comprehension of related concepts are achievable by graduating from the program, the soft skills might still require additional effort for acquisition and improvement.
V. MIND THE GAP
We have analyzed the gap from various perspectives along with the views from the industry, academia and the software engineers. When all related entities are studied together, it is possible to see that the causes of the gap are distributed among all of them. In the current state of the profession, the gap is inevitable and it depends on all of the entities involved.
By considering all entities, our study provides a unique opportunity to access all so that each can find out what they can do to acknowledge and narrow the gap.
A. THE SOFTWARE INDUSTRY
From the perspective of the industry, the recent graduates are not competent enough to do well in the real life projects. They lack in the usage of current tools, they have poor soft skills, and they struggle at the beginning of their career. Therefore, the industry favors the students with high GPA, so that they can quickly train them, or the students who have experience because they have been involved in several projects, commercial or open source.
While they are right to look for competent engineers, they should also be aware that the software industry, unlike any other industry, is relatively young and agile. As new technologies arrive, new platforms are created that require new methodologies, programming languages, software distribution channels, and so on. The industry, therefore, has the following options.
• Favor recent graduates with high GPA so that they can be trained before or after they are employed, or graduates with experience in commercial or FOSS projects, and graduates that have the motivation and the self-learning skill. This will require a thoroughly scrutinized interview process. More details are provided in Section III-A1 and in Section III-B3.
• Get involved in the education of professionals via organizations such as IEEE, or via the advisory boards of universities, to set the software engineering program outcomes. This was proposed by Beckman et al. in [10] and is detailed in Section I.
• Invest or get involved in course projects so that they can be developed by students who need real life experience. Similar propositions were made by the professors we have interviewed in Section IV-C, as well as in studies such as [37] .
• Maintain ties with the academia by accepting students via internship, and help train students with current tools.
• Be aware that with the current speed of advancements, some methodologies and techniques require time to reach the academic curriculum. Publish and share the experiences gained, so that it would be easier to gain the attention of the academia. We believe that the industry is the main driving force in creating the gap, and the academia and the students are trying to catch up with them in the practicalities of the profession. They should also be aware that while the academia aims to deliver students that have strong understanding of the underlying and enduring principles of software engineering, they rely on the continued learning skills of students for new technologies that come up.
B. THE ACADEMIA
The academic perspective has a lot of challenges; the most apparent one is to balance the curricula with courses that can improve both the hard and soft skills of students. The academia has recognized the gap early on and tried to adapt to close or narrow it. While it has been successful in some aspects, the constant advances in the profession has kept the gap open for three decades. The academia may consider the following options to keep an eye on the gap and do its own share to narrow and close it.
• The curricula of software engineering programs should consider different approaches in teaching and learning, such as problem-based learning. Several cases are reported in [21] - [23] , [46] as discussed in Section III-A2.
• The courses in the curriculum can have strong links between them, such as backward and forward references, so that the students can see the larger picture, and recognize their connection. Such holistic approaches are discussed in Section III-A2, and in studies such as [19] , [20] , [47] .
• The academics should be involved in industrial projects to keep up with the new methodologies in the profession.
• Industrial contacts can be invited to project exhibitions and presentations. Similar suggestions were made by professors in our interviews, as discussed in Section IV-C.
• The realism in course projects can be provided by inviting real customers, collaborating with the industry, or by getting involved in FOSS projects. Involving FOSS is a common approach and is applied in several cases [33] - [36] as discussed in Section III-B2 along with other approaches.
• The academics should come up with interesting projects to attract students so that they would be motivated to work on them. This option has two sides to it; the student's point of view is discussed in Section IV-B, and the academics point of view is discussed in Section IV-C.
• The academia should promote the program as technical and sociotechnical practice. This is discussed in detail in Section III-B1.
• The academia should accept a diverse range of prospective students to remedy the technical male stereotype of software engineers, as discussed in Section III-B1. We agree with Craige et al. in their view that the aim of academia should not be vocational training, but a middle ground can be found to balance the fundamental principles with the practicalities of the profession [5] . As will be discussed, the middle ground can only be found with the help of all entities.
C. THE STUDENTS AND RECENT GRADUATES
The perspective of the students and recent graduates is the most important, since they are the entities most affected by the gap. The case for students is more challenging because it is possible that they will not be aware of the gap until they start their internship at a company. Therefore, we believe that our study would benefit the students the most. It provides an overview of the profession and a detailed analysis of the gap which would give them a heads up before their graduation.
Recent graduates will be well aware of the gap once they are employed. Depending on their career, they will need to keep their skills sharp by continuously learning new technologies.
Both the students and recent graduates have the following options to keep the gap at a minimum.
• Be aware of the gap and invest in developing their skills by getting involved in commercial or FOSS projects to improve hard and soft skills. This option has been analyzed in Section III-A3.
• Acquire the self-learning skill and appreciate the importance of continued learning, while having a strong knowledge in the basic principles of software engineering. Self learning has been emphasized in SEEK [4] , as discussed in Section III-A3. The interviews with students also bring out its importance in Section IV-B.
• Be motivated to contribute to projects and realize that students and graduates will benefit in the long run. Although this list looks brief compared to other entities, their work requires the most effort. The students are not as experienced as the entities in the industry or the academia, and they need to invest a lot of time and effort to become proficient in software engineering. To their advantage, it is relatively easier than other engineering disciplines to gain experience during their education. We believe that gaining the self-learning skills early on would be greatly advantageous in the long run, since the profession constantly faces new advances.
D. MINDING THE GAP
It can be noticed that it is a challenge to talk about the gap without considering other entities involved. Therefore, we would like to express how these entities relate and can work together to handle the gap.
The industry, being aware of the gap, should improve its involvement with the academia, passing as much information as possible about the latest methodologies. The market inclinations are vital in the determination of technologies that gain popularity and the industry can help itself and the academia to be proactive in this regard. On the other hand, the academia can strengthen its ties to the industry by academic collaboration of projects and therefore creating an environment for real life experience for its students. This will balance the fine line between fundamental principles and the practicalities of the profession.
The academia has immediate access to students and graduates. The academics can come up with interesting projects that make use of current platforms and methodologies that would attract the attention of students, while the students can motive themselves to complete the projects even though they know that they are toy projects, investing for a time in the near future to reap the benefits. The academia can be the binding agent between the students and the industry if and when they have stronger connections to it.
Engineering is a social activity and software engineering is no exception. The academia should also promote the software engineering program as a sociotechnical profession and try to appeal to a wider range of prospective students to change the introvert male stereotype of engineers. This promotion can also help existing students to be more social so that they can compete with their rivals for job positions.
The students can turn their disadvantage of lack of experience into an advantage if they are aware of the current status of the profession and the gap. Acknowledging the gap, their first priority should be gaining experience to improve their hard and soft skills, so that they can apply for an industrial software engineering position upon their graduation. During their education, they have several options to be involved in real life projects, such as FOSS, and learn the latest tools and platforms while improving their knowledge in basic software engineering principles. The students will be observing the requirements of the industry, the sociotechnical promotion of the profession, how the hard and soft skills are used in a team project, and the constant need of self-learning as new technologies emerge. We believe that these will change their perception of the profession and will help the most essential entity of the gap, students and recent graduates, to take action to close it as much as possible until their graduation. Nevertheless, this requires the efforts of other entities as well, and we believe that it will not be possible for all students to be able to achieve it.
VI. CONCLUSION
In this study, we have analyzed the gap from the point of view of three major groups, the industry, the academia, and SSE. We have considered the gap from their own perspectives, and also listed the causes that we have observed and that were also reported in the literature.
A questionnaire is conducted with the students and the recent graduates to find out the magnitude of challenges they have faced when they have moved to relatively larger projects. We have reported and analyzed its results and found out that although there is no difference between the two groups statistically, there is a difference that is statistically significant to their replies of the challenge of communication, and of how competent they feel as software engineers.
We have interviewed students and recent graduates either online or face-to-face to extract more information about these challenges. This resulted in the conclusion that experience is the best cure to narrow the gap. They have reported that even though they had some challenges when they moved to relatively larger projects, they have overcome them as they had more experience. The interview with the academics was also very fruitful because they have provided novel ideas for narrowing the gap, such as improving industrial collaboration and providing more engaging projects for the students to develop.
The job advertisement survey shows us that the companies look for candidates who can keep up with the current state of the profession, and therefore require proficiency in the English language and the ability to learn on their own. They are also looking for engineers who can work as a member of the team and solve the problems they face on their own. The technical skills are not much different; a degree in software engineering and programming is always required. Proficiency in software engineering concepts are also a sought skill.
Finally we have considered all entities on their own, as well as together, as to how they can acknowledge and close the gap, and propose a list of suggestions for all.
We conclude that the gap is not going to close any time soon, at least for some of the recent graduates. The industry will innovate new practicalities and the academia needs to balance the hard and soft skills with realistic projects. It requires constant attention and hard work for all of the entities involved. Therefore, we extend the suggestions for the students to all of the entities in the field: we all should be aware of the gap, and to keep it at a minimum we should be on alert for new technologies, learn to embrace that change, adapt to it, and be successful as the technological advances take us to new platforms.
