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Työssä kehitettiin ConSight Oy:lle sovellusta, jolla pystytään hallinnoimaan 
rakennustyömaan tarkastuksia ja dokumentointia sekä seuraamaan työmaan turvallisuuden 
kehittymistä. Sovellukseen kehitettiin palvelinsovellus ja mobiilisovellus. 
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työmaalla. 
 
Työssä käydään aluksi läpi sähköisen järjestelmän etuja ja haittoja verrattuna kynä-paperi -
menetelmiin. Työssä selvitetään myös, minkälaisia sovelluksia rakennusyritykset käyttävät 
ja miksi ConSight-sovellus on tarpeellinen. 
 
Palvelinsovellus on tehty käyttäen Python-ohjelmointikieltä ja Django-sovelluskehystä. Se 
on suunniteltu toimimaan Apache-palvelinympäristössä. Työssä käydään läpi 
palvelinsovelluksen web-käyttöliittymän rakennetta ja toiminnallisuutta. Tarkastelu keskittyy 
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mobiilisovelluksen tärkeimmät osat sekä selitetään niiden käyttötarkoitus. 
Sovelluskehitysosassa käydään läpi Android-sovelluksen kehitystä yleisellä tasolla. Lisäksi 
selitetään mobiilisovelluksen kannalta tärkeiden ominaisuuksien kehitystavat. 
 
Lopuksi työssä käydään läpi ConSight-sovelluksesta saatua palautetta. Lisäksi mietitään, 
miten palaute ja testauskokemukset ovat vaikuttaneet sovelluksen kehitykseen ja käydään 
läpi palautteesta aiheutuneita ongelmatilanteita. 
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Lyhenteet ja käsitteet  
Android Mobiililaitteissa käytetty käyttöjärjestelmä. 
Apache  http-palvelinohjelma, jolla palvelinsovellus pyörii. 
API  Application Programming Interface - Rajapinta, jonka 
sovellus tarjoaa muiden sovellusten käyttöön. 
APK Android Package. Android sovelluksen asennuspakkaus. 
Client-sovellus Sovellus, joka vaatii palvelinsovelluksen toimiakseen. 
CSS  Cascading Style Sheets. Tekniikka verkkosivun ulkoasun ja 
tyylien määrittämiseen erillisessä tekstitiedostossa. 
CSV Comma Seperated Values. Taulukkodatan esitysmuoto, 
jossa solujen data erotellaan värimerkillä, esimerkiksi pilkulla 
tai puolipisteellä. 
Django  Pythonin sovelluskehys tietokantapohjaisten 
palvelinsovellusten tekemiseen.  
HTML  Hypertext Markup Language. Verkkosivujen ulkoasujen 
toteutuskieli. 
Java  Ohjelmointikieli, jota käytetään Android-sovellus 
kehityksessä. 
JavaScript  Verkkosovellusympäristössä käytettävä komentosarjakieli, 
jolla sivustolle voidaan lisätä dynaamista toiminnallisuutta. 
JSON  JavaScript Object Notation. Avoimen standardin 
tiedostomuoto tiedonvälitykseen. 
   
MVR-mittaus Maa- ja vesirakennustyömaan työturvallisuuden 
havaintomenetelmä. Mittausten avulla seurataan työmaan 
työturvallisuuden kehitystä. 
MySQL  Relaatiotietokantaohjelmisto. 
Projekti  ConSight-sovelluksessa projektit ovat toisistaan 
riippumattomia kokonaisuuksia, jotka sisältävät työmaahan 
liittyvät tiedot 
Python  Ohjelmointikieli, jolla palvelinsovellus on toteutettu.  
SQLite   Relaatiotietokantajärjestelmä, joka on integroitu osaksi sitä 
käyttävää ohjelmaa. 
Tarkastus Työmaalla suoritettava tarkastus, jossa varmistetaan, että työ 
on tehty suunnitelman mukaan asetuksia noudattaen. 
TR-mittaus Talonrakennustyömaan työturvallisuuden 
havaintomenetelmä. Mittausten avulla seurataan työmaan 
työturvallisuuden kehitystä. 
XML  eXtensible Markup Language. Merkintäkieli, joka määrittää 
säännöt dokumentin muodolle, jotta sekä ihminen, että kone 
pystyy lukemaan dokumenttia.  
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1 Johdanto 
Suomessa käytetään tietotekniikkaa, jossakin muodossa, lähes jokaisella 
elämänalueella ja useimmissa ammateissa. Rakennusalalla tarkastuksia tehdessä ei 
kuitenkaan ole käytössä tarkastusten suorittamiseen tarkoitettua sovellusta. 
Tarkastukset suoritetaan edelleen paperisia tarkastuslistoja hyväksi käyttäen. Tästä 
johtuen tarkastusten dokumentaatio on usein puutteellista ja sitä on vaikea ylläpitää. 
Lisäksi manuaalisesti laadittujen dokumenttien perusteella on vaikea siirtää 
korjausvastuu eteenpäin sekä jäljittää tehtyjä toimenpiteitä. Tästä syystä ConSight Oy 
on alkanut kehittämään sovellusta, joka helpottaisi tarkastusten suorittamista ja 
dokumentoimista. Sovelluksen tavoitteena on automaattinen dokumentointi 
tarkastuksen suorittamisen yhteydessä. 
ConSight Oy on vuonna 2013 perustettu rakentamisen ja kiinteistöpidon toiminnan 
ohjauksen ja valvonnan IT-palveluja tuottava yritys. Palvelujen ja sovellusten keskeinen 
tarkoitus on mobiilisovellusten avulla helpottaa asiakkaiden työtä työmaalla oltaessa. 
Sovellukset räätälöidään asiakkaan tarpeiden mukaan. Tarjottavat järjestelmät 
keskittyvät käyttäjän päätöksenteon rekisteröintiin, niiden dokumentointiin ja osapuolten 
yhteistoimintaan lyhyen aikavälin toiminnan suunnittelussa ja ohjauksessa. 
ConSight-sovelluksen ensimmäiset kaksi prototyyppiversiota tehtiin Metropolia 
ammattikorkeakoulun innovaatioprojekteina. Innovaatioprojektien jälkeen käynnistettiin 
jatkokehitysprojekti, johon tämä työ keskittyy. Sovellus koostuu kahdesta osasta: 
palvelinsovelluksesta ja siihen liittyvästä mobiilisovelluksesta. Näistä kahdesta 
palvelinsovellus on koko sovelluksen pohja ja mobiilisovellus siihen liittyvä client-
sovellus. 
Työssä tarkastellaan, miksi tällainen järjestelmä on tarpeellinen ja tarkastellaan yhtä 
toteutusvaihtoehtoa sekä käydään läpi toimintaympäristön asettamia haasteita ja 
vaatimuksia. Lisäksi tarkastellaan, millaisia etuja sähköinen järjestelmä tarjoaa 
verrattuna vanhoihin menetelmiin sekä käydään läpi sovelluksessa käytetyt 
menetelmät, tekniikat ja ohjelmointikielet. Lopuksi kerrotaan, minkälaista palautetta 
sovelluksesta on saatu ja miten se on vaikuttanut sovelluskehitykseen.  
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2 Rakennustyömaan hallinta- ja tarkastussovellukset 
Rakennusalalla on perinteisesti käytetty paperisten lomakkeiden täyttämiseen 
perustuvia järjestelmiä projektien dokumentointiin sekä tarkastusten suorittamiseen. 
Tässä luvussa tarkastellaan sähköisen järjestelmän tarjoamia etuja ja haittoja verrattuna 
perinteisiin paperipohjaisiin menetelmiin. Luvussa käydään myös läpi markkinoilta jo 
löytyviä sovelluksia, joita voidaan rakennusalalla käyttää. Lisäksi tarkastellaan, millaisia 
kilpailijoilta puuttuvia ominaisuuksia ConSight-sovellus tarjoaa käyttäjälle. 
2.1 Sähköisen järjestelmän edut ja haitat 
Sähköinen järjestelmä tarjoaa useita etuja verrattuna perinteisiin kynä-paperi-
menetelmiin. Suurimpana etuna on tietojen säilytys. Tiedot löytyvät yhdestä paikasta. 
Niiden selaaminen ja esimerkiksi lomakkeen etsiminen on helpompaa ja nopeampaa 
kuin käydä läpi laatikoita tai hyllyjä löytääkseen haluamansa. Sähköisessä muodossa 
täytetyt lomakkeet ovat myös selkolukuisia riippumatta siitä, kuka on täyttänyt ne. 
Esimerkiksi rasti ruudussa on selvä, eikä sitä pysty tulkitsemaan väärin, vaan rasti joko 
on olemassa tai ei. Jos sähköistä lomaketta täyttäessä tulee tehtyä virhe, on kirjoitettu 
teksti tai rasti ruudussa helposti poistettavissa ilman, että siitä jää lomakkeeseen jälkiä. 
Rakennusalalla ja varsinkin rakennustyömaalla oltaessa on helpompi kantaa mukana ja 
käyttää mobiililaitetta kuin kantaa mukana paperia, kynää ja mahdollisesti pyyhekumia 
ja jotain kovaa pintaa, jota vasten voi kirjoittaa. Lisäksi sähköisessä muodossa oleva 
tieto on helpompi yhdistää rakennuskohteen ja yrityksen tietoihin.  
Vaikka sähköiset järjestelmät ovatkin helpompikäyttöisiä monella tavalla, niillä on myös 
huonot puolensa. Internetyhteyden kaatuessa tai laitteiston rikkoutuessa sähköiseen 
järjestelmään ei pääse käsiksi. Tämä voi johtaa siihen, että joudutaan tukeutumaan 
perinteisiin kynä-paperi-menetelmiin esimerkiksi sähkökatkon takia. Lisäksi sähköisessä 
muodossa oleva lomake antaa käyttäjän täyttää lomakkeen ainoastaan järjestelmän 
antamalla tavalla. Esimerkiksi täysin vapaa kenttä lomakkeessa, johon voisi vaikka 
piirtää kynällä, olisi sähköisessä muodossa vain tekstikenttä. Tämä voi olla varsinkin 
rakennustyömaalla ongelma, kun esimerkiksi rakennusvirheestä pitäisi saada pelkällä 
tekstillä selitys. 
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2.2 Hallinta- ja suunnittelusovellukset 
Markkinoilta löytyy ohjelmia rakennusalan osien hallinnointiin, suunnitteluun ja 
laskelmien tekemiseen. Tällaisia sovelluksia ovat muun muassa projektien ajoitusten ja 
budjettien suunnittelu- ja seurantasovellukset, erilaisten rakenteiden suunnittelu- ja 
mitoitussovellukset, sekä kaksi- ja kolmiulotteisten mallien luontiin tarkoitetut 
sovellukset. Työmaan dokumentointiin ja tarkastamiseen löytyy kuitenkin huomattavasti 
vähemmän sovelluksia. 
Erilaiset yritykset tarvitsevat erilaisia sovelluksia. Esimerkiksi rakenteita suunnitteleva 
yritys tarvitsee sovelluksia, joilla voi suunnitella malleja. LVI-yritykselle on tärkeämpää 
projektin suunnittelu ja laadunvalvonta. Projektin pääurakoitsijalle on tärkeää pystyä 
hallinnoimaan koko työmaata. Esimerkiksi Autocad tarjoaa CAD- eli Computer-aided 
design -ohjelmia erialisiin tarkoituksiin. Projektin- ja laadunvalvontaan liittyviä ohjelmia 
löytyy muun muassa Microsoftilta. 
Projektien ajoitusten ja budjettien suunnitteluun sekä seurantaan käytettyjä sovelluksia 
löytyy paljon. Tähän on syynä se, että lähes jokaisella alalla tarvitaan jonkinlaista 
projektin suunnittelua ja ylläpitoa. Tästä syystä projektien ajoitukseen ja hallintaan 
liittyviä ohjelmia ei ole vaikea löytää markkinoilta. 
Osa sovelluksista on erikoistunut rakennusalan projekteihin. Täyttämällä rakennusalaan 
keskittynyttä sovellusta tai palvelua voi saada käyttöön ominaisuuksia, joita ei muista 
sovelluksista löydy. Vaikka sovellukset eivät olisikaan erikoistunut rakennusalan 
projekteihin, niitä voi käyttää myös rakennusalalla. Esimerkiksi Capterra on luonut listan 
eniten käytetyistä projektinhallintasovelluksista. Listan mukaan yksi eniten käytettyjä 
projektin hallintasovelluksia on Microsoft Project [1]. Project tarjoaa kaikki tarvittavat 
ominaisuudet projektin suunnitteluun ja hallintaan, kuten graafisen käyttöliittymän 
projektin aikajana suunnittelua varten. Useissa projektinhallinta ohjelmista löytyy 
projektin aikajanan luonti ominaisuus. Kuvassa 1 näkyy, miltä Microsoft Projectin 
vastaava ominaisuus näyttää. 
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Kuva 1. Projektin aikajana Microsoft Project -sovelluksessa auttaa havainnollistamaan projektin 
kulkua 
Projektin aikajana kertoo käyttäjälle, missä vaiheessa projekti kulkee ja mitkä projektin 
osat ovat jääneet aikataulusta jälkeen. Aikajanaa on helpompi ja nopeampi lukea kuin 
esimerkiksi listaa. 
Rakennusalan suunnitteluun kuuluu projektin suunnittelun lisäksi myös rakenteiden 
suunnittelu. Tähänkin työhön löytyy työkaluja. Työkalut auttavat luomaan malleja 
rakenteista, sekä laskemaan tarvittavat materiaalin ominaisuudet tai esimerkiksi palkin 
leveyden. Tällaisia ohjelmia kutsutaan CAD-ohjelmiksi. Näiden ohjelmien tarkoitus on 
auttaa käyttäjää rakentamaan kaksi- tai kolmiulotteisia malleja. Mallien avulla käyttäjä 
voi käydä läpi eri muotoiluvaihtoehtoja, visualisoida konsepteja totuuden mukaisten 
mallien avulla ja kokeilla mallin toiminnallisuutta. [2.]  
2.3 Tarkastukset ja dokumentointi 
Työmaan dokumentointi tehdään nykyään suurimmaksi osaksi paperille eikä 
dokumentointia helpottavia sovelluksia löydy useita. Tarkastuksiin ja dokumentointiin 
liittyvien sovellusten tarkoitus on siirtää paperidokumentit sähköisiksi, jotta niiden 
ylläpito ja hallinta helpottuu. Tällainen sovellus voi esimerkiksi tallentaa tiedot 
työntekijöistä, työmaan työvaiheista tai muista tärkeistä tiedoista sähköiseen 
muotoon, jolloin paperidokumentointia ei tarvita. Dokumentoinnin lisäksi sovellukset 
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voivat esimerkiksi helpottaa tarkastusten suorittamista, turvallisuuden kehityksen 
tarkastelua ja työvirheiden havainnointia ja korjausta. 
ConSight on yksi sovellus, jonka tarkoitus on pitää projektin tarkastukset ja 
dokumentointi helposti hallittavissa. Sitä pystyy käyttämään selaimella ja Android-
laitteella, ja se tallentaa sovelluksen tiedot pilveen [3]. Kuvassa 2 näkyy ConSight-
sovelluksen perustoiminnallisuus. 
 
Kuva 2. ConSight-sovelluksen toiminta [3] 
Sovellus helpottaa tiedonvälitystä eri osapuolten välillä sekä antaa asiakkaalle työkalut 
työmaan hallintaan. Palvelinsovelluksen kautta asiakas voi lisätä yleisiä tietoja ja luoda 
projekteja. Työmaalla toimivat henkilöt työnjohtajasta aliurakoitsijaan pääsevät käsiksi 
projektien tietoihin mobiililaitteella. Kun projekti etenee, voidaan palvelinsovelluksen 
kautta tulostaa raportteja projektin tiedoista. Sovellus keskittyy lakisääteisten 
tarkastusten ja turvallisuusmittausten suorittamiseen. Edellä mainitut ominaisuudet ovat 
kuitenkin vain osa ConSight-sovelluksen ominaisuuksista. 
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3  Sovellus  
ConSight-sovellus on kaksiosainen ja koostuu sekä palvelin- että mobiilisovelluksesta. 
Tässä luvussa käydään läpi ensiksi sovelluksen käyttötarkoitusta ja käyttötarkoituksen 
muutosta kehitysprosessin aikana. Tämän jälkeen tarkastellaan sovelluksen osien 
ulkoasua ja toiminnallisuutta sekä palvelin- että mobiilisovelluksen näkökulmasta. 
3.1 Sovelluksen käyttötarkoitus 
Sovellus koostuu palvelin- ja mobiilisovelluksesta, joista molemmilla on oma 
käyttötarkoituksensa. Palvelinsovellus on sovelluksen sisältämän tiedon hallintaa varten, 
ja mobiilisovelluksen päätarkoitus on helpottaa kentällä tehtävien tarkastusten 
suorittamista. 
Alkuperäinen sovelluksen käyttötarkoitus oli pystyä luomaan palvelinsovelluksesta 
tarkastuksia, joille määritettiin kohde, tarkastaja ja aika. Valittu tarkastaja pystyi tämän 
jälkeen lataamaan hänelle asetetut tarkastukset mobiilisovellukseen ja käydä työmaalla 
suorittamassa tarkastukset. Käytännössä tämä tarkoitti sitä, että tarkastaja kirjoittaa 
laitteella muistiin, mikä on oikein ja mikä väärin, ottaa mahdollisesti kuvia 
tarkastettavasta kohteesta ja tämän jälkeen merkkaa tarkastuksen hylätyksi tai 
hyväksytyksi. Tämän jälkeen tiedot lähetetään palvelimelle. Palvelinsovelluksen avulla 
pystytään hallinnoimaan eri tarkastajien tarkastuksia sekä tulostamaan niistä raportteja. 
Ajan myötä sovellus on kuitenkin laajentunut huomattavasti, ja uusia ominaisuuksia on 
lisätty runsaasti. 
Palvelinsovellusta käytetään järjestelmän hallinnointiin ja siellä pystytään lisäämään, 
poistamaan ja muokkaamaan käyttäjiä, työmaita, työvaiheita, yrityksiä, tarkastuksia, 
tarkastussuunnitelmia, TR- ja MVR-mittauksia sekä muita sovelluksen kannalta tärkeitä 
tietoja. TR-mittaus on työturvallisuuden mittausta varten suunniteltu mittaus, jota 
käytetään yleisesti rakennusalalla. Sen tarkoitus on pitää kirjaa siitä, miten 
työturvallisuus on työmaan aikana edennyt, ja usein mittaus suoritetaan kerran viikossa. 
MVR-mittaus on toiminnaltaan lähes samanlainen kuin TR-mittaus, mutta sitä käytetään 
maa- ja vesirakennustyömaalla. Se sisältää eri osa-alueet kuin TR-mittaus, mutta muita 
eroja ei ole. Suurin osa palvelinsovelluksen ominaisuuksista on varattu ylläpitäjille. 
Tarkastaja voi lisätä ja muokata vain omia tarkastuksiaan sekä TR- ja MVR-mittauksiaan. 
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Palvelinsovelluksen avulla pystytään myös tulostamaan raportteja tarkastuksista, 
havainnoista sekä TR- ja MVR-mittauksista. Palvelinsovellus myös huolehtii mobiiliin 
lähetettävien tietojen suodatuksesta, jotta mobiilisovellukselle siirtyy vain haluttu data. 
Mobiilisovellus sisältää tarkastusten suorittamisen lisäksi TR- ja MVR-mittausten 
suorittamisen ja rakentamiseen liittyvien havaintojen sekä niistä aiheutuvien 
korjauskehotusten luomisen. Mobiilisovellus tarjoaa myös mahdollisuuden havaintojen 
ja korjausten suorittamiseen. Sovellus tarjoaa käyttäjälle mahdollisuuden tehdä 
työmaalla tapahtuvista tilanteista ja virheellisistä tai viallisista asioista raportin. Sitä 
kutsutaan sovelluksessa havainnoksi, joka vastaa kysymyksiin, kuka, mitä, missä ja 
milloin. Lisäksi tehdyt havainnot voidaan osoittaa korjattavaksi tietyille henkilöille 
korjauskehotuksilla. Valittu henkilö saa laitteeseensa tiedon hänelle olevasta 
korjauskehotuksesta, eli tieto saadaan kulkemaan helpommin ja nopeammin 
sovelluksen avulla ja lisäksi asioista jää merkintä muuallekin kuin työntekijöiden muistiin. 
Näin työmaan johto pystyy helposti pitämään kirjaa esimerkiksi turvallisuuspuutteista tai 
työn laadusta. 
Koska alkuperäinen tarkoitus on ollut luoda ainoastaan sovelluksen prototyyppi, on 
käyttöliittymä, sekä mobiili- että palvelinsovelluksessa, suurilta osin yksinkertainen. 
Käyttöliittymään on rakennettu ne elementit, jotka ovat sovelluksen käytön kannalta 
tarpeellisia, mutta ulkoasuun ei ole panostettu. Joitakin käyttöliittymän ulkoasun 
muokkauksia on tehty kehitystyön myöhemmässä vaiheessa, jotta sovellus saataisiin 
näyttämään enemmän oikealta sovellukselta kuin prototyypiltä. 
3.2 Palvelinsovelluksen käyttöliittymä 
Käyttäjän tulee ensiksi kirjautua sisälle palvelinsovellukseen tunnuksillaan, jonka jälkeen 
hän pääsee etusivulle. Etusivun ulkoasu riippuu käyttäjän käyttöoikeustasosta. 
Ylläpitäjätason käyttäjällä näkyy enemmän vaihtoehtoja kuin tarkastajatason käyttäjällä. 
Kuvassa 3 näkyy näiden kahden käyttäjätason ero etusivunäkymässä. 
8 
  
 
Kuva 3. Ylläpitäjän ja tarkastajan etusivut 
Ylläpitäjän ja tarkastajan näkymissä erona on käyttäjälle annetut ominaisuudet. 
Ylläpitäjällä on pääsy käsiksi kaikkiin ominaisuuksiin, eli hän pystyy hallinnoimaan koko 
sovellusta. Tarkastajalle ominaisuuksia on rajattu. Hän pääsee käsiksi ainoastaan niihin 
ominaisuuksiin, joita tarvitaan tarkastusten suorittamisessa. 
Sivustolla navigoidaan ylärivin valikkopalkin avulla, jonka avulla käyttäjä pääsee 
siirtymään sivuston osiosta toiseen. Sivustolla on käytössä kaksitasoinen valikko. Kun 
ylemmän tason palkista valitaan osio, avautuu alle alemman tason valikko, josta löytyvät 
kyseisen osa-alueen toiminnot. Päätason valikko on näkyvissä melkein jokaisessa 
sivuston näkymässä, joten osiosta toiseen siirtyminen on helppoa. Päätason valikko 
jakautuu 8 osioon, joita ovat 
 projektit 
 tuotteet 
 yritykset 
 raportit 
 käyttäjät 
 asetukset 
 oma profiili. 
Edellä mainituista osioista yritykset, käyttäjät ja asetukset ovat vain ylläpitäjän 
käytettävissä. 
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Projektit-välilehti on sekä tarkastajan että ylläpitäjän eniten käytetty osio 
palvelinsovelluksessa. Kun välilehdelle tullaan ensimmäistä kertaa, tulee käyttäjän valita 
listalta projekti. Kun projekti on valittu, ilmestyy projektit välilehden alivalikko näkyviin. 
Projektit-alivalikko jakautuu kuvassa 4 näkyviin 9 osioon. 
 
 
Kuva 4. Projektit-osion alivalikko, kun projekti on valittu 
Projektit-välilehdellä alivalikossa ylläpitäjä voi hallinnoida projekteja, sekä sen tuotteita 
ja asiakirjoja. Ylläpitäjä voi myös vaihtaa projektin luonnostilaa luonnoksen ja julkaistun 
välillä painamalla luonnos-sarakkeen linkkiä, jolloin tila vaihtuu luonnoksesta julkaistuksi, 
tai toisin päin. Luonnostilaa käytetään hyväksi tietojen lähetyksessä mobiilisovellukselle. 
Jos projekti on luonnostilassa, mitään siihen liittyvää ei lähetetä. Välilehdellä pystyy 
myös valitsemaan aktiiviseksi projektin, jota hän haluaa palvelinsovelluksessa käsitellä. 
Aktiivisen projektin valinta onnistuu myös valikkopalkin oikeassa reunassa olevasta 
alasvetolistauksesta. Kaikkien projektit alivalikon osioiden tiedot liittyvät aina aktiiviseen 
projektiin.  
Kohteet-välilehdellä ylläpitäjä voi hallinnoida projektin kohteita. Kohteet ovat työmaahan 
liittyviä alueita tai rakennuksen osia, joihin tarkastuksia ja havaintoja voidaan liittää. 
Esimerkiksi makuuhuone tai etupiha voivat olla kohteita. Kohteet-välilehti on kuvattu 
kuvassa 5.  
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Kuva 5. Kohteet-välilehti, ylläpitäjä 
Sekä tarkastaja että ylläpitäjä voivat lisätä tiettyyn kohteeseen liittyviä tarkastuksia. 
Kohdelistaus on hierarkkinen ja kohteen alikohteet tulevat näkyviin sisennettyinä 
kohteen alle kohdetta painettaessa. 
Työvaiheet-välilehdellä ylläpitäjä voi hallinnoida työvaiheita ja tarkastussuunnitelmia 
sekä muokata työvaiheiden asiakirjoja. Esimerkiksi uuden työvaiheen luonti tai 
työvaiheen ajoituksen muuttaminen onnistuvat tältä välilehdeltä. Työvaihelistaus on 
hierarkkinen, ja ulkoasultaan se vastaa Kohteet-välilehteä. Työvaihetta klikkaamalla 
avautuu listaus työvaiheen alityövaiheista sekä tarkastussuunnitelmista sisennettyinä. 
Tarkastussuunnitelmaa painamalla käyttäjä pääsee tarkastussuunnitelman 
tarkastuslistaukseen. Näkymässä pystytään hallinnoimaan tarkastuksia, sekä 
hyväksymään ja hylkäämään niitä. Näkymästä päästään myös katselemaan 
yhteenvetoja tarkastuksista. Yhteenvedossa nähdään tarkastukseen liitetyt havainnot 
sekä tarkastukseen liittyvät alitarkastukset.  
Tarkastukset-välilehdellä voidaan katsella yleiskuvaa projektin kaikista tarkastuksista. 
Tarkastukset ovat toimenpiteitä, jotka koostuvat tarkastettavasta kohteesta sekä laatu- 
tai muista vaatimuksista, jotka kohteen tulee täyttää. Vaatimuksia voisivat olla 
esimerkiksi lattian betonin lujuuteen tai kosteuteen sekä kylpyhuoneen lattian kaatoon 
liittyvät raja-arvot. Kuvassa 6 näkyvät välilehden ulkoasu sekä suodatusmahdollisuudet. 
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Kuva 6. Ylläpitäjän tarkastukset -sivu 
Oletusasetuksilla tarkastuslistauksessa näkyvät kaikki projektin ylimmän tason 
tarkastukset. Listauksessa näkyviä tarkastuksia voidaan suodattaa sivun yläosassa 
olevilla suodatusvaihtoehdoilla. Tältä sivulta tarkastuksille löytyvät samat toiminnot kuin 
työvaiheen Tarkastussuunnitelma-näkymässä. Tätä tarkastusnäkymää käytetään, kun 
halutaan yleiskuva projektin tarkastuksista eikä haluta katsella tarkastuksia 
tarkastussuunnitelmittain. 
Osallistujat-välilehdellä voidaan liittää yrityksiä ja henkilöitä projektin osallistujiksi. 
Projektiin liitettyjä henkilöitä pystytään asettamaan tarkastajiksi ja vastuuhenkilöiksi 
tarkastuksille, TR- ja MVR-mittauksille sekä havainnoille ja toimenpiteille. Projektiin 
liitettyjä yrityksiä voidaan asettaa havaintoihin vastuullisiksi yrityksiksi. 
Turvallisuus-välilehti sisältää projektiin liittyvät turvallisuusasiat. Se on jaettu osiin 
seuraavasti 
 TR-mittaukset 
 MVR-mittaukset 
 tapaturmat 
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 läheltä piti-tilanteet. 
TR-mittaukset-osiossa nähdään listaus projektin TR-mittauksista. Kuvassa 7 näkyy TR-
mittausten listausnäkymä. 
 
Kuva 7. TR-listaus, ylläpitäjä 
Näkymässä voidaan tarkastella TR-mittauksia tarkemmin sekä hallinnoida niitä. 
Näkymässä voidaan myös tarkastella TR-mittauksiin liitettyjä havaintoja. TR-
mittauslistausta voidaan suodattaa samalla tavalla kuin tarkastuksia niiden listauksessa. 
MVR-mittaus-osio vastaa TR-mittaus-osiota. Tapaturma-osiossa listataan projektissa 
tapahtuneet tapaturmat ja näkymässä voidaan hallinnoida tapaturmailmoituksia. Läheltä 
piti-tilanne -näkymä vastaa tapaturmaosiota. 
Piirustukset-välilehdellä pystytään hallinnoimaan ja tarkastelemaan projektiin liittyviä 
piirustuksia. Piirustuslistauksessa näkyvät piirustuksesta pieni esikatselukuva, 
piirustuksen nimi sekä kohde, jota piirustus kuvaa. Painamalla esikatselukuvaa 
saadaan piirustus auki koko ruudun kokoisena. 
Havainnot-välilehdellä näytetään listaus kaikista projektiin liittyvistä havainnoista. 
Ulkoasultaan Havainnot-välilehti on samankaltainen kuin Tarkastukset-välilehti, 
kuten kuvasta 8 näkyy.  
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Kuva 8. Ylläpitäjän Havaintolistaus-näkymä  
Listausta voidaan suodattaa yhdellä tai useammalla hakuehdolla. Osiossa voidaan myös 
hallinnoida havaintoja, tarkastella havaintojen kuvia sekä valita havainnot, jotka 
näytetään pohjapiirroskuvissa.  Havainnot voidaan näyttää pohjapiirroskuvissa joko 
yksitellen, tai vaihtoehtoisesti voidaan valita useampi havainto kerrallaan ja painaa 
“näytä piirustuksissa” -painiketta. Tällöin saadaan lista valituista havainnoista sekä 
niiden alle kaikki piirustukset, joihin havainnot liittyvät kohdistusmerkkeineen. Havainnot 
voidaan myös linkittää uusiin luotaviin korjauksiin tai tarkastuksiin valitsemalla halutut 
havainnot listalta ja painamalla “luo korjaus”- tai “luo tarkastus” -painiketta. 
Korjaukset-välilehdellä nähdään listaus projektiin tehdyistä korjaustoimenpiteistä. 
Listalla olevia korjauksia pystytään suodattamaan hakuehdoilla. Välilehdellä pystytään 
myös hallinnoimaan korjauksia. 
Tuotteet-välilehdellä nähdään listaus projektiin liittyvistä materiaaleista ja tuotteista. 
Välilehdellä pystytään hallinnoimaan tuotteita sekä niiden rakennetta. Tuote voi rakentua 
useamman tason alituotteista. Esimerkiksi seinäelementti voi koostua laudoista, 
ruuveista ja ikkunasta. Listauksessa pystytään avaamaan tuotteen rakennehierarkia 
painamalla tuotteen nimeä: hierarkia aukeaa yksi taso kerrallaan. 
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Yritykset-välilehdellä hallinnoidaan järjestelmässä olevia yrityksiä. Listauksessa näkyviä 
yrityksiä voidaan linkittää projektiin osallistuviksi yrityksiksi projektin osallistujat -osiossa. 
Raportit-välilehdellä voidaan tulostaa useita erilaisia raportteja projektiin liittyen. Tällaisia 
raportteja ovat 
 tarkastusraportti 
 MVR-mittausraportti 
 TR-mittausraportti 
 havaintoraportti 
 korjausraportti. 
Tarkastusraporttia tulostettaessa valitaan ensiksi projekti, josta raportti halutaan 
tulostaa. Seuraavassa vaiheessa saadaan esille tarkastukset-sivua vastaava näkymä, 
jossa tarkastuksia voidaan suodattaa. Lisäksi voidaan valita, mitä tietoja tarkastuksista 
halutaan saada raporttiin mukaan. Kuvassa 9 näkyy tarkastusraportin tarkastusten 
suodatus-sivu. 
 
Kuva 9. Tarkastusraportin suodatus ja tietokenttien valintanäkymä 
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Tarkastuksille voidaan ottaa mukaan niihin liittyvät havainnot sekä havaintojen kautta 
niihin liittyvät korjaukset, jolloin ne näkyvät raportissa tarkastukseen liittyvinä alemman 
tason osina. Oletusarvona raporttiin tulevat lisäksi listattuna työvaiheet, joihin 
tarkastukset liittyvät sekä osio tarkastajien allekirjoituksille. Näiden lisäksi raporttiin 
voidaan listata tarkastusten vaatimukset, tarkastuksiin liittyvät tuotteet ja materiaalit sekä 
lista tarkastukseen liittyvistä asiakirjoista. Mikäli raporttiin otetaan korjaukset mukaan, 
pystytään korjauksille tekemään samanlaiset tietovalinnat kuin korjausraportissa. Jos 
havainnot otetaan mukaan, pystytään havainnoille tekemään korjausraporttia vastaavat 
tietovalinnat. Kun listalle on suodatettu halutut tarkastukset, niistä valitaan raporttiin 
tulevat tarkastukset. 
MVR- ja TR-mittausraportit vastaavat toisiaan. Kuvassa 10 on esimerkkinä TR-
mittausraportin valinnat -näkymä. 
 
Kuva 10. TR-raportin valinnat -näkymä 
Raporttia luodessa valitaan projekti ja aikaväli, jolta raportti halutaan. Myös raportin 
esitysmuoto valitaan. Raportti pystytään näyttämään selaimessa taulukkona tai 
kuvaajana sekä lataamaan CSV-tiedostona. 
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Havaintoraportti toimii pääosin samalla tavalla kuin tarkastusraportti. Ensiksi valitaan 
haluttu projekti, jonka jälkeen havaintoja voidaan suodattaa. Suodatuksen jälkeen 
valitaan, mitä tietoja havaintoraporttiin halutaan. Havaintoihin voidaan ottaa mukaan 
kuvat. Kuvat voidaan ottaa mukaan joko pieninä tai kokosivun levyisinä kuvina. Lisäksi 
raporttiin voidaan ottaa mukaan kohdistuspiirustukset merkkeineen. Havaintoraportissa 
valitaan raporttiin otettavat tiedot samalla tavalla kuin tarkastusraporteissa. Listalta 
valitaan raporttiin halutut havainnot. 
Korjausraportti toimii vastaavasti kuin havainto- ja tarkastusraportit. Korjaukselle voidaan 
ottaa vaihtoehtoisesti mukaan niihin liittyvät havainnot. Raporttiin voidaan valita halutut 
korjauksen tiedot. Tämän jälkeen valitaan listalta halutut korjaukset, joista tulostetaan 
raportti. 
Käyttäjät-välilehteä käytetään sovelluksen käyttäjien hallintaan. Hallinnan lisäksi sivulla 
voidaan siirtää valitun käyttäjän tarkastukset tietyltä aikaväliltä toiselle käyttäjälle. 
Esimerkiksi sairausloman yhteydessä voidaan sairastuneen tarkastajan tarkastukset 
helposti siirtää toiselle tarkastajalle ilman, että tarvitsee erikseen käydä muokkaamassa 
jokaista tarkastusta. 
Asetukset-välilehdellä voidaan muokata yleisiä tietoja, joita käytetään kaikissa 
projekteissa, kuten vaatimuksia, tarkastuspohjia, tarkastusryhmiä ja kommenttikenttiin 
sijoitettavia vakiotekstejä. Myös tarkastusten, korjauskehotusten ja havaintojen 
luonnissa käytettäviä vakiotekstejä voidaan muokata ja lisätä asetukset-sivuilta. 
Vakiotekstien tarkoitus on helpottaa luontiprosessia tarjoamalla käyttäjälle yleisiä 
tapauksia valmiiksi kirjoitettuna. Vakiotekstejä voivat olla lauseet kuten “Henkilökohtaiset 
suojaimet puuttuvat” tai yksittäiset sanat kuten “Ylimaalataan”. 
Tiedostot-välilehteä käytetään tiedostojen hallintaan, välilehdellä voidaan ladata 
palvelimelle tiedostoja sekä nähdään listauspalvelimella jo olevista tiedostoista. 
Tiedostojen hallinta on tarpeen, sillä asiakirjoja varten niiden tarvitsemien tiedostojen 
pitää löytyä verkosta. Tiedostoja on kahdenlaisia. Projektikohtaisia tiedostoja, jotka 
liittyvät tiettyyn projektiin, ja projekteihin liittymättömiä yleisiä tiedostoja. 
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3.3 Mobiilisovelluksen käyttöliittymä 
Ennen kuin mobiilisovellusta pääsee käyttämään, vaaditaan sisäänkirjautuminen.  Kun 
käyttäjä on onnistuneesti kirjautunut sisään sovellukseen, päästään etusivunäkymään. 
Etusivunäkymästä, eli etusivulta, pääsee käsiksi sovelluksen kuuteen osioon, jotka ovat 
 asiakirjat ja tiedot 
 havainnot 
 korjaukset 
 tarkastukset 
 turvallisuus 
 uusien luonti. 
Osa näistä kuudesta osiosta sisältää muutamia pienempiä kokonaisuuksia, jotta 
käyttöliittymä pysyisi selvempänä. Etusivunäkymä, joka on esitetty kuvassa 11, on 
mobiilisovelluksen toiminnan ydin. Sen kautta pääsee käsiksi sovelluksen eri 
toimintoihin, pystyy lataamaan palvelimelta tiedot ja lähettämään muokatut tai luodut 
tiedot palvelimelle. 
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Kuva 11. Etusivunäkymä. 
Etusivunäkymän yläreunassa, eli sovelluksen yläpalkissa, on esillä sovelluksen logo, 
nimi ja versionumero, tiedon lataus- ja lähetys-painikkeet sekä asetukset-näkymä 
ohjaava ratas-painike. Yläpalkin alta löytyy alas avautuva lista projekteista, joilla 
sovellukseen sisään kirjautunut henkilö on osallisena. Näiden lisäksi etusivulta löytyvät 
painikkeet, joista käyttäjä voi siirtyä sovelluksen eri osioihin. Korjaukset, tarkastukset ja 
havainnot painikkeissa on merkitty kuinka monta korjausta, tarkastusta tai havaintoa 
käyttäjällä on tässä projektissa. 
Asiakirjat ja tiedot -osio pitää sisällään projektitiedot, asiakirjat ja projektin henkilöiden 
listauksen, kuten kuvasta 12 näkyy. 
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Kuva 12. Projektin tiedot -näkymä 
Projektitiedot-näkymä näyttää projektin osoitteen ja muut tiedot, jotka sille on 
palvelinsovelluksessa syötetty. Tiedot toimivat myös oikotienä. Esimerkiksi jos käyttäjä 
haluaa lähettää sähköpostin projektin työnjohtajalle, hän voi napsauttaa näytöllä olevaa 
sähköpostiosoitetta, joka ohjaa käyttäjän hänen valitsemaansa sähköpostisovellukseen. 
Asiakirjat-näkymässä näytetään lista palvelinsovelluksen kautta projektille asetetuista 
asiakirjoista. Asiakirjoja ei ole ladattu mobiilisovellukseen, vaan ne ovat linkkejä 
verkkosivuille, joilta asiakirjat löytyvät. Projektin henkilöt sisältävät listan projektissa 
olevien henkilöiden yhteystiedoista. Kuten projektitiedot-näkymässä työnjohtajan 
yhteystiedot, myös kaikkien projektin henkilöiden yhteystiedot antavat käyttäjälle 
mahdollisuuden soittaa tai lähettää sähköpostia valitulle henkilölle. 
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Havainnot-osio antaa käyttäjille mahdollisuuden luoda merkintä asioista, kuten 
toimintavirheistä tai turvallisuuspuutteista. Tämän jälkeen merkinnän, eli havainnon, voi 
liittää tarkastukseen tai korjauskehotukseen, eli korjaukseen. Korjausten ja tarkastusten 
avulla tieto havainnoista saadaan liikkumaan eteenpäin. Yhteen korjauskehotukseen tai 
tarkastukseen voi liittää tarvittaessa useita havaintoja. Käyttöliittymässä havainto-
näkymä on yksinkertaisuudessaan lista havainnoista, jossa näytetään havainnon tiedot 
ja annetaan käyttäjälle mahdollisuus merkitä havainto suoritetuksi. Suoritetuksi 
merkitseminen tarkoittaa sitä, että havainnossa esitetty vika on korjattu. 
Korjaukset-osio ei eroa Havainnot-osiosta suuresti. Suurin ero on, että korjauksille 
asetetaan vastuuhenkilö, joka on vastuussa siitä, että korjaukset, ja niihin liittyvät 
havainnot, merkitään suoritetuiksi. Kuten havainnoilla, myös korjauksilla on vastaava 
listanäkymä, jossa näytetään korjauksen tiedot. Korjauksen voi merkitä suoritetuksi. 
aivan kuten havainnonkin 
Kuvassa 13 on esitetty Havainnot- ja Korjaukset-osioiden näkymät. Kuvassa näkyvät 
myös suodatusmahdollisuudet. 
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Kuva 13. Korjaukset ja havainnot -näkymät  
Jos havaintoja tai korjauksia kertyy paljon, niitä voidaan suodattaa. Kohteet voivat olla 
rakennuksia, huoneita tai vaikka yksittäisiä rakenteita. Isolla työmaalla kohteita voi olla 
erittäin paljon ja tästä syystä kohteita pystyy suodattamaan kirjoittamalla kohdevalinnan 
vieressä olevaan vapaamuotoiseen tekstikenttään suodatusehdon. 
Tarkastukset-osio on sovelluksen kattavin osio. Se sisältää tarkastusten ja niihin 
liitettyjen vaatimusten merkitsemisen suoritetuksi sekä muiden tarkastukseen liittyvien 
tietojen katselun. Lisäksi tarkastusten kautta voidaan luoda uusintatarkastuksia. Kun 
etusivulta siirrytään tarkastusosioon, ensimmäinen näkymä sisältää tarkastusten 
listauksen ja tarkastusten suodatusmahdollisuudet. Koska usein tarkastuksen 
suoritetaan kohteittain, esimerkiksi huone kerrallaan, listaus-näkymässä saa esille 
työmaan pohjapiirustuksia, joista kohteen voi valita. Kuvassa 14 on esimerkki 
pohjapiirustuksesta Kohteen valinta -näkymässä. 
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Kuva 14. Pohjapiirustusnäkymä 
Kohteen valinta tapahtuu koskemalla sormella kohdetta, eli esimerkiksi huonetta. Kun 
kohde valitaan, käyttäjälle näytetään kaikki valitun kohteen tarkastukset. Tarkastuksia 
voi myös suodattaa päivämäärien ja työvaiheen mukaan. Käyttäjä valitsee listasta 
haluamansa tarkastuksen ja siirtyy tarkastuksen suorittamiseen. Kuvassa 15 on esitetty 
Tarkastuslistaus ja Tarkastusten suoritus -näkymät. 
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Kuva 15. Tarkastuslistaus ja tarkastuksen suoritus -näkymät 
Tarkastuksen suoritus -osio koostuu useasta näkymästä. Näkymien välillä siirrytään 
näytön yläreunassa olevan valikon avulla. Valikossa on mahdollista olla viisi eri 
näkymää: Tiedot, Alitarkastukset, Vastuuhenkilöt, Asiakirjat ja Tuotteet. Tiedot-
näkymässä on mahdollisuus luoda havaintoja, korjauskehotuksia sekä uusintatarkastus, 
hyväksyä tai hylätä tarkastus ja siirtyä katselemaan tarkastukseen liittyviä vaatimuksia. 
Kuvassa 16 on esimerkki vaatimusnäkymästä. 
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Kuva 16. Vaatimusnäkymä 
Jotta tarkastus voidaan hyväksyä, on kaikki sen vaatimukset käsiteltävä. Vaatimuksille 
voidaan asettaa arvot, joilla määrätään vaatimuksen hyväksymiskriteerit. Jos jotakin 
vaatimusta ei voida merkitä hyväksytyksi, esimerkiksi työvirheen vuoksi, tarkastusta ei 
voi hyväksyä ja siitä tulisi luoda uusintatarkastus. Tällaisessa tapauksessa on suotavaa 
luoda virheestä myös havainto ja liittää tämä havainto korjauskehotukseen, jotta asia 
tulisi korjattua. Uusintatarkastuksista, havainnoista ja korjauskehotuksista jää polku, joka 
näyttää, miten tarkastuksen suoritus on edennyt ja mitä ongelmia matkan varrella on 
esiintynyt. 
Alitarkastukset-näkymä sisältää listauksen valittuun tarkastukseen liittyvistä 
alitarkastuksista. Usein ylimmän tason tarkastukset ovat yleisen tason tarkastuksia. 
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Tarkastus voisi olla esimerkiksi kylpyhuoneen tarkastus ja sen alle tulisi alitarkastuksina 
yksityiskohtaisemmat tarkastukset. Tällainen alitarkastus voisi olla esimerkiksi 
laatoitukseen tai putkistoon liittyvä tarkastus. 
Vastuuhenkilöt-näkymä sisältää listan kaikista projektiin osallistujista. Kun tarkastus 
suoritetaan, tässä näkymässä merkitään paikalla olevat henkilöt osaksi tarkastusta. 
Myöhemmin voidaan tarkastaa, ketkä tarkastuksessa ovat olleet mukana. Tämä voi olla 
hyödyllistä esimerkiksi, jos tarkastuksessa on tehty jotain väärin. 
Asiakirjat-näkymä antaa listan projektin, työvaiheen ja kohteen asiakirjoista, jotka 
käyttäjä voi halutessaan ladata laitteeseen.  Asiakirjoja voivat olla esimerkiksi pohja- ja 
LVI-piirustus sekä käyttöohjeet. Asiakirjoista voi saada selville, missä vesiputkiston tulee 
kulkea tai minkälainen lavuaari kylpyhuoneessa pitäisi olla. 
Tuotteet-näkymässä on listaus tarkastukseen liittyvistä tuotteista, jotka voivat olla 
kaikkea huonekaluista seinäelementteihin. Tuotteita voi tarvittaessa vaihtaa, jos käyttäjä 
toteaa, että tuote on merkitty väärin. Viidestä mahdollisesta palkista tiedot ja 
vastuuhenkilöt ovat aina näkyvissä. Alitarkastukset, tuotteet ja asiakirjat näkyvät 
valikkopalkissa vain silloin, kun niitä on asetettu osaksi tarkastusta. 
Turvallisuus-osio on mobiilisovelluksen toiseksi suurin osio. Toistaiseksi se sisältää TR-
mittauksen ja MVR-mittauksen. Jatkossa myös muita turvallisuuteen liittyviä mittauksia 
olisi tarkoitus pystyä suorittamaan sovelluksen avulla. Mittauksessa käydään läpi eri 
kategorioihin, kuten putoamissuojaukseen tai koneisiin liittyviä asioita työmaa-alueella. 
Jokaisesta tiettyyn osa-alueeseen liittyvästä havainnosta tehdään oikein- tai väärin-
merkintä. Kun mittaus on suoritettu loppuun, siitä lasketaan niin kutsuttu TR-indeksi, joka 
kertoo, miten työmaan turvallisuus on projektin aikana muuttunut. Kuvassa 17 on 
esimerkki TR-mittauksen listaus- ja suoritusnäkymät. 
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Kuva 17. TR-mittaus lista- ja suoritus-näkymä 
Etusivulta turvallisuusosio on jaettu kahteen osaan: TR- ja MVR-mittauksiin. 
Molemmissa osioissa on sama toiminnollisuus, mutta niissä käsitellään eri mittauksia. 
Siirryttäessä toiseen osioista käyttäjälle näytetään lista hänelle osoitetuista mittauksista. 
Jos käyttäjällä ei ole yhtään mittausta, hänelle annetaan mahdollisuus luoda uusi. 
Suoritusikkunassa käyttäjälle näytetään mittauksen osa-alueet sekä plus- ja 
miinuspainikkeet, joilla nostetaan väärin ja oikein merkintöjen määrää. Käyttäjä voi luoda 
havaintoja, jotka liitetään mittaukseen. Näytön alareunasta löytyy kentät, joihin käyttäjä 
voi merkitä viikon aikana tapahtuneiden tapaturmien ja läheltä piti -tilanteiden sekä niistä 
johtuneiden sairauslomatuntien määrän. 
Mittauksella on kolme tilaa: kesken, suoritettu ja lukittu. Kun mittaus on kesken, sitä voi 
vapaasti muokata ja siihen voi lisätä havaintoja. Suoritettu-tilassa olevaan mittaukseen 
ei voi merkitä oikein ja väärin havaintoja, mutta siihen liittyviä havaintoja voi luoda ja 
luotuja havaintoja voi muokata. Käyttäjälle näytetään indeksi vasta sen jälkeen, kun 
mittaus on merkitty suoritetuksi. Kun mittaus lukitaan, siihen ei voi enää tehdä 
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minkäänlaisia muutoksia. Näiden tilojen tarkoitus on estää käyttäjää huijaamasta. Jos 
mittauksen indeksi olisi alhainen, käyttäjälle saattaisi tulla mieleen käydä lisäämässä 
muutama oikein-merkintä indeksin nostamisen takia. Kun mittauksen tiedot on lähetetty 
palvelimelle, siitä voidaan aukaista mobiililaitteen verkkoselaimella raportti, jonka voi 
halutessaan tallentaa PDF-tiedostona. 
Android-laitteita on olemassa useita eri kokoja ja laitteiden näytön pikselimääräkin 
vaihtelee. Kuvassa 18 on esimerkki siitä, miten erilaiselta sovellus voi näyttää tablet-
laitteella. 
 
Kuva 18. TR-mittaus seitsemän tuuman tablet-laitteella 
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Laitteesta riippuen sovellus voi näyttää jonkin verran erilaiselta. Esimerkiksi isommilla 
tablet-laitteilla näytölle mahtuu kerralla enemmän asioita kuin puhelimen näytölle. 
Sovellus on pääsääntöisesti suunniteltu käytettäväksi isommilla laitteilla, koska pienellä 
laitteella on esimerkiksi vaikeampi käsitellä isoja pohjapiirustuksia. Myös jotkin näkymät, 
kuten esimerkiksi mittausten suoritusnäkymät, ovat helpompi käyttöisiä isolla laitteella. 
Tämä johtuu näytölle tulevan tiedon määrästä. Vaikka kohteena ovat olleet isommat 
laitteet, kaikki ominaisuudet toimivat laitteen koosta huolimatta. 
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4  Teknologiat 
Tässä luvussa käydään läpi ConSight-sovelluksen toteuttamisessa käytettyjä 
teknologioita. Ensiksi tarkastellaan palvelinsovellusta, jonka jälkeen tarkastellaan 
mobiilisovelluksen toteuttamiseen liittyviä teknologioita. 
Palvelinsovellus on tehty Pythonilla käyttäen Django-verkkosovelluskehystä. Sovellus 
käyttää MySQL-tietokantaa, ja se tarjotaan käyttäjälle Apache-verkkopalvelinta käyttäen. 
Palvelinsovellus toimii järjestelmän tietovarastona, eli kaikki tiedot tallennetaan aina 
palvelinsovelluksen tietokantaan, josta se voidaan hakea mobiililaitteille. 
Mobiilisovellus on tehty Android-käyttöjärjestelmälle käyttäen Java-ohjelmointikieltä ja 
SQLite-tietokantaa. Käyttöön on otettu kevyempi SQLite-tietokanta, koska Android ei tue 
MySQL-tietokannan käyttöä. Alustaksi valittiin Android-käyttöjärjestelmä, koska Android-
käyttöjärjestelmä on laajalti käytetty ja sovelluksen rakentaminen sekä jakaminen, on 
helpompaa kuin muilla mobiililaitteiden käyttöjärjestelmillä.  
4.1 Python 
Python on yleiskäyttöinen olio-ohjelmointikieli, jonka ensimmäinen versio julkaistiin 
vuonna 1991. Pythonin koodia ei tarvitse erikseen koota suoritettaviksi tiedostoiksi, vaan 
palvelinsovellus osaa lukea koodin suoraan tiedostoista, jolloin käynnissä olevan 
sovelluksen päivittäminen on hyvin helppoa. Päivittämiseen riittää, että vanhat 
kooditiedostot korvataan uusilla tai käydään vain muokkaamassa kooditiedostoa. Tämän 
jälkeen käsketään palvelinsovellusta (Apache) käynnistämään Python-sovellus 
uudelleen, jolloin muutokset tulevat saman tien voimaan. Python on myös siitä mukava 
ohjelmointikieli, että virheet ohjelmakoodissa eivät koskaan aiheuta segmentation fault -
virhettä, vaan ohjelma heittää aina jonkin virheen. Mikäli virhettä ei käsitellä, tulostaa 
ohjelma automaattisesti virheen stack-tracen. Koska Python-ohjelmaan tehdyt 
muutokset on niin nopea ja helppo saada näkyviin, on paras ja helpoin tapa 
ohjelmakoodin debuggaukseen yleensä lisätä koodiin tulostuslauseita ja katsoa, mitä 
ohjelma tulostaa. [4.] 
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4.2 Django web-sovelluskehys 
Django on vapaasti käytettävä avoimen lähdekoodin sovelluskehys Pythonille [5]. Se on 
suunniteltu helpottamaan tietokantapohjaisten web-sovellusten toteuttamista. Django-
sovellus rakentuu viidestä osasta, jotka ovat  
 models 
 views 
 templates 
 forms 
 urls. 
Models-tiedostossa määritellään sovelluksen käyttämän tietokannan oliot. 
Sovelluskehittäjä määrittelee tietokantataulut ja niiden sisällöt olioina. Django hoitaa olio-
relaatiomuunnokset, sekä tietojen tallennuksen ja haun taustalla olevasta tietokannasta 
automaattisesti. 
Views-tiedosto sisältää ohjelmalogiikan funktioina. View-funktiot ovat yleisesti lyhyitä 
funktioita, jotka vastaavat verkkosivujen toiminnallisuudesta. View-funktio saa 
palvelimelta pyynnön (web request) ja palauttaa vastauksen (web response), yleensä 
joko verkkosivun tai uudelleenohjauksen.  
Templates-tiedostot ovat HTML-tiedostoja, joissa määritellään sivuston ulkoasu. 
Djangon template-kieli ei mahdollista monimutkaisen toiminnallisuuden kirjoittamista 
template-tiedostoon, vaan rajoittaa käytettävän syntaksin if- ja for-lauseisiin sekä 
olioiden metodikutsuihin. Template-kieli ei esimerkiksi tue muuttujien luomista template-
tiedostossa. Jos kehittäjä haluaa käyttää monimutkaisempia rakenteita tai muuttujia, 
tulee hänen käyttää jotain script-kieltä kuten JavaScriptiä HTML-tiedostossa. 
Forms-tiedostossa määritellään sovelluksen käyttämät lomakkeet. Lomakkeita on 
kahdenlaisia: tavallisia lomakkeita sekä model-form-lomakkeita. Seuraavassa 
koodiesimerkissä on esitetty molemmat lomaketyypit.  
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Tavalliselle lomakkeelle kehittäjä määrittelee itse kaikki kentät ja niiden tyypit forms-
luokassaan. Model-form-lomakkeille kehittäjä määrittelee model-attribuutilla 
tietokantaolion, jota käytetään lomakkeen perustana sekä kentät, jotka oliosta otetaan 
lomakkeelle mukaan fields-attribuutilla. Näiden lomaketyyppien suurin keskinäinen ero 
on siinä, että model-form lomakkeen tiedot voidaan tallentaa suoraan olioksi 
tietokantaan, kun taas tavalliselta lomakkeelta tiedot täytyy poimia yksitellen ja sijoittaa 
olioon, jos ne halutaan tallentaa tietokantaan.  
Urls-tiedostoa käytetään liittämään funktiokutsuja verkko-osoitteisiin. Seuraavana on 
esimerkki Urls-tiedoston sisällöstä.  
  
 
Urls-tiedostossa syötetään funktiokutsut ja verkko-osoitteet pareina url_patterns-
muuttujaan. Annettuun verkko-osoitteeseen merkitään myös ne osoitteen kohdat, joista 
funktio saa parametrinsa. Parametrit voivat olla numeroita, kirjaimia tai pidempiä 
merkkijonoja. Hyvin suurten sovellusten, joissa on satoja osoitteita, urls-tiedostoa 
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luodessa tulee ottaa huomiin se, että pythonin funktiot voivat ottaa vastaan vain 255 
parametria kerrallaan. Jos sovellus sisältää enemmän kuin 255 verkko-osoitetta, tulee 
osoitteet lisätä muuttujiin useassa erässä. 
4.3 MySQL 
MySQL on verkkosovelluksissa yleisesti käytössä oleva tietokannan hallintasovellus. 
Esimerkiksi Google ja Facebook käyttävät sitä. MySQL on joustava ja hyvin skaalautuva 
tietokantajärjestelmä, joten se sopii myös hyvin suurien ja paljon tietoa tuottavien 
sovellusten tietokannaksi. [6.] 
MySQL-tietokannat ovat rakenteeltaan relaatiomallisia. Tämä tarkoittaa sitä, että tiedot 
tallennetaan erillisiin taulukoihin, eikä kaikkea tietoa tallenneta yhteen suureen 
tietovarastoon. Käytössä oleva looginen moduuli koostuu muun muassa tietokannoista, 
tietokantatauluista, objekteista, riveistä ja sarakkeista. 
Käyttäjä voi itse määritellä säännöt tauluille ja tietueille, kuten many-to-many- tai one-to-
many-relaatiot. Lisäksi MySQL on Open Source -projekti, eli kuka tahansa voi muokata 
siitä omiin tarpeisiinsa sopivan. [7.] 
ConSight-verkkosovelluksessa on käytössä MySQL:n ilmainen Community Edition. 
Tämä versio ei tarjoa yhtä paljon ominaisuuksia kuin maksulliset versiot, mutta siitä 
löytyvät kaikki tarvittavat ominaisuudet sovelluksen rakentamiseen. 
4.4 Apache 
Apache on vapaasti käytettävissä oleva vapaan lähdekoodin HTTP-palvelinsovellus, jota 
käytetään verkkosivujen hostaamiseen [8]. Se on käytössä sadoilla miljoonilla 
verkkosivustoilla ympäri maailmaa ja on kaikkein käytetyin verkkosivujen hostaamiseen 
käytetty palvelinsovellus [9].  
Yksi Apachen vahvuuksista on se, että sitä voidaan ajaa useissa 
käyttöjärjestelmäympäristöissä kuten Windows, Unix/Linux ja OS X. Apache on myös 
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ilmainen, joten sen käytöstä ei koidu yritykselle mitään kuluja. Sitä myös kehitetään 
jatkuvasti. [10.]  
Koska Apache on vapaan lähdekoodin sovellus, sen lähdekoodi on vapaassa jaossa.  
Yritykset pystyvät muokkaamaan palvelinsovelluksen omiin tarpeisiinsa, mikäli 
perusversio ei täytä heidän tarpeitaan. Apachelle on myös saatavilla suuri määrä 
lisäosia, kuten esimerkiksi mod_rewrite, jota käytetään verkko-osoitteiden 
automaattiseen uudelleenohjaukseen palvelimella. 
Apache on yhteensopiva monien verkkosovellusten tekoon käytettyjen ohjelmointikielien 
kanssa, kuten esimerkiksi PHP:n, Pythonin ja PERL:n kanssa, kunhan Apacheen vain 
asennetaan kyseisen ohjelmointikielen lisäosa. Apachen kyky ajaa useita VirtualHosteja 
mahdollistaa useiden verkkosovellusten ajamisen samalla palvelimella ilman, että 
palvelinkoneella tarvitsee olla useita palvelinsovelluksia käynnissä yhtä aikaa. 
ConSightin tapauksessa eri yrityksille luodut verkkosovellusversiot löytyvät palvelimelta 
eri porteista.  
4.5 Android 
Koska Android-sovellukset kirjoitetaan käyttäen Java-ohjelmointikieltä, on Android-
sovelluskehityksen oppiminen erityisen helppoa, jos Java on ohjelmointikielenä 
tuttu.  Sovelluskehitysympäristönä voi käyttää useita eri ohjelmia, joista monet ovat myös 
ilmaisia. Androidin verkkosivuilla on ladattavissa Eclipse-niminen ohjelma tarvittavien 
Android-pakkausten kanssa yhtenä pakettina. Eclipseä on käytetty myös ConSight 
ohjelman kehityksessä. Android-sovelluksen kirjoittaminen on kuin Java-sovelluksen 
kirjoittamista, mutta Javan omien rajapintojen lisäksi käytössä ovat Android-rajapinnat.  
Kun Android-projekti käännetään ohjelmaksi, siitä luodaan APK-tiedosto. Siihen 
sisällytetään kaikki data ja resurssitiedostot, jotka ovat osa projektia. Saatu APK-tiedosto 
toimii Android-laitteella asennusohjelmana. Android-käyttöjärjestelmä toimii kuin Linux-
käyttöjärjestelmä, jossa jokainen sovellus ajetaan omassa 
turvallisuushiekkalaatikossaan. Käytännössä jokainen sovellus on oma käyttäjänsä ja 
ajetaan omassa virtuaalikone-ympäristössä. Tästä syystä sovellukset pääsevät käsiksi 
ainoastaan tarvittaviin osiin käyttöjärjestelmää. [11.] 
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Sovelluksen perustana ovat aktiviteetit, jotka määräävät sovelluksen toiminnan. Ne 
toimivat toisistaan erillisinä osina, mutta rakentavat yhdessä yhtenäisen 
käyttäjäkokemuksen. Aktiviteettien ulkoasut määritetään XML-tiedostoissa, mutta 
esimerkiksi Eclipse-ohjelmassa on myös visuaalinen näkymä ulkoasujen muokkaamista 
varten.  Aktiviteettien lisäksi jokaisella sovelluksella voi olla 
 palveluita (Services) 
 sisällöntarjoajia (Content Providers) 
 lähetysten vastaanottajia (Broadcast Receivers). 
Palvelut ovat taustalla ajettavia komponentteja, joilla ei ole käyttöliittymää. Niiden 
tarkoitus on pitää yllä sovelluksen toimintaa myös silloin, kun sovellus ei ole aktiivisena. 
Esimerkiksi musiikkisoittimen tulee soittaa musiikkia myös silloin, kun halutaan käyttää 
toista sovellusta musiikin kuuntelemisen kanssa samanaikaisesti. Tämä toiminnallisuus 
saadaan aikaiseksi palveluiden avulla. Sisällöntarjoajien tehtävä on tarjota sovelluksen 
tarvitsemien tietojen tallennustilat. Ne mahdollistavat tietojen tallentamisen ja lataamisen 
Android-käyttöjärjestelmän tiedostojärjestelmästä, SQLite-tietokannasta tai verkosta. 
Lähetysten vastaanottajat kuuntelevat laitteen viestejä ja reagoivat niihin halutulla 
tavalla. Suuri osa viesteistä tulee itse käyttöjärjestelmältä. Tällaisia viestejä ovat 
esimerkiksi akun tila, näytön sammuminen tai kuvan ottaminen.  [11.] 
Koko sovelluksen ytimenä toimii sovelluksen manifesti. Manifesti on XML-tiedosto, joka 
sisältää tiedon kaikista sovelluksen sisältämistä komponenteista. Jos sovellukseen 
luodaan uusi komponentti lisäämättä sitä manifestiin, sovellus ei osaa käyttää sitä. 
Komponenttien lisäksi manifestissa määritellään sovelluksen luvat, jotka määrittävät, 
mihin tietoihin sovellus pääsee käsiksi. Esimerkiksi verkkoyhteyden käyttöön tarvitaan 
lupa, jota ilman laite ei pysty muodostamaan verkkoyhteyttä. 
4.6  SQLite 
SQLite on eniten käytetty SQL-tietokantamoottori [12]. Se on public domainin alainen eli 
kaikissa maissa, joissa public domain katsotaan validiksi, SQLite tietokantamoottoria voi 
käyttää ilmaiseksi yksityisesti sekä kaupallisesti ilman lisenssiä [12]. Muun muassa 
Google käyttää SQLite-tietokantaa Android-käyttöjärjestelmässään. 
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SQLite-tietokanta on järjestelmäriippumaton, eli yhdellä laitteella olevan tietokannan voi 
vapaasti kopioida mihin tahansa laitteeseen, jossa on SQLite tietokanta. Tämä on yksi 
suurimpia syitä SQLite-tietokannan suosiolle. Tietokantamoottoriksi SQLite on erittäin 
kompakti ja riippuen käyttöjärjestelmästä voi viedä alle 500 kB levytilaa, kun kaikki 
ominaisuudet on otettu käyttöön, ja alle 300 kB, jos jätetään valinnanvaraiset 
ominaisuudet pois. Tämän takia SQLite on erittäin suosittu varsinkin pienissä ja 
kompakteissa laitteissa kuten matkapuhelimissa ja Tablet-tietokoneissa. SQLite 
tietokanta on omavarainen, eikä se tarvitse erillistä palvelinta toimiakseen, sitä ei tarvitse 
asentaa ja se on transaktionaalinen. [12.] 
Omavaraisuus antaa sen edun, että tietokanta ei tarvitse apua käyttöjärjestelmältä ja 
vaatii vain minimaalista apua ulkoisilta kirjastoilta [12]. Omavaraisuuden ansiosta 
SQLite-tietokanta on erittäin helposti käytettävissä kaikenlaisissa laitteissa. 
Transaktionaalisuutensa ansiosta SQLite-tietokannan tietokantakyselyt ovat 
jakamattomia (Atomic), johdonmukaisia (Consistent), eristettyjä (Isolated) ja kestäviä 
(Durable), vaikka kesken kyselyn sattuisi järjestelmä- tai laitteistovirhe [12].  
Koska SQLite-tietokanta sopii hyvin erilaisten laitteiden kanssa käytettäväksi ja on 
kompakti, se on erinomainen valinta käytettäväksi ConSight-sovelluksessa, jossa 
tietokannalta tarvitaan nopeutta ja pientä kokoa. Sovellus on erittäin tietokantaraskas, eli 
tietokantaa käytetään paljon. Tämä johtuu siitä, että sovelluksen yksi suunniteltu 
ominaisuus on kyky toimia myös silloin, kun verkkoyhteyttä ei ole käytettävissä, joten 
tietojen haku verkkopalvelimelta tarpeen mukaan ei ole aina mahdollista. 
4.7  JSON 
JSON eli Java Script Oriented Notation on kevyt tietomuoto, joka on erityisesti 
suunniteltu käytettäväksi tiedonvälityksessä. Se on tekstimuotoinen, ja tästä syystä 
ihmisen on helppo kirjoittaa ja lukea, sekä tietokoneen on helppo prosessoida sitä. Se 
on myös täysin ohjelmointikieliriippumaton, joten sitä voi käyttää minkä tahansa 
ohjelmointikielen kanssa. JSON rakentuu kahdesta rakenteesta: kokoelmasta nimi-arvo-
pareja ja järjestellystä listasta arvoja. [13.] Kuvassa 19 on kuvattu JSONObjectin ja 
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JSONArrayn rakenteet. 
  
Kuva 19. JSONArrayn ja JSONObjectin rakenne [13] 
Käytännössä ohjelmassa luodaan nimi-arvo-pari, josta luodaan JSONObject-olio. Luotu 
olio pitää sisällään tekstimuodossa arvon ja sen nimen [13]. Olio voidaan lähettää 
tällaisenaan esimerkiksi verkkoyhteyden välityksellä toiselle laitteelle, jossa oliosta 
voidaan nimen perusteella etsiä haluttu arvo. JSONArray voi sisältää useita 
JSONObject-olioita ja sen avulla saadaan siirrettyä esimerkiksi tietokantataulun sisältö 
helposti yhtenäisenä pakettina. 
Esimerkkinä JSONArraysta ja JSONObjektista toimii työmaataulu. Jos työmaataulu 
sisältää kolme työmaata, tarvitaan JSONArray, jonka nimi on ”tyomaat”. Tämän 
”tyomaat” nimisen JSONArrayn sisälle luotaisiin kolme JSONArrayta nimillä ”tyomaa1”, 
”tyomaa2” ja ”tyomaa3”. Jokaiseen näistä JSONArraysta voitaisiin sitten lisätä 
työmaiden tiedot, kuten nimi ja osoite JSONObjekteina. 
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5 Tietokannan rakenne 
Sekä palvelin- että mobiilisovellus käyttävät tietokantoja, jotka enimmäkseen vastaavat 
toisiaan. Palvelinsovelluksen tietokanta on mobiilisovelluksen tietokantaa laajempi ja 
sisältää myös tietoja, joita Mobiilisovelluksessa ei tarvita. Palvelinsovelluksen 
tietokannan tärkeimpiä osia ovat käyttäjien, työmaiden, tarkastusten sekä MVR- ja TR-
mittausten hallinta. Tässä luvussa käydään läpi palvelinsovelluksen tietokannan 
tärkeimpien osien rakenne sekä tarkastellaan mobiilisovelluksen tietokannan eroja 
verrattuna palvelinsovelluksen tietokantaan. 
5.1 Käyttäjien hallinta 
Käyttäjien hallintatietokanta koostuu Djangon auth-moduulin user ja user groups -
tauluista, joilla hallitaan käyttöoikeuksia sekä ConSight-sovelluksen omasta käyttäjä-
taulusta. Kuvassa 20 on esitetty tietokannan rakennekuva käyttäjistä. 
 
Kuva 20. Tietokannan rakennekuva käyttäjistä 
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Käyttäjä koostuu käyttäjätaulun sisältämistä henkilötiedoista sekä user-taulussa olevista 
käyttäjänimestä ja salasanasta. User_groups-taulu kertoo mihin käyttäjäoikeusryhmiin 
henkilö kuuluu. Ryhmiä sovelluksessa on tällä hetkellä kaksi: Admin ja Tarkastaja. 
Admin-ryhmällä on lähes rajoittamattomat oikeudet lisätä ja poistaa tietoja. Tarkastaja 
taas pystyy lisäämään ja muokkaamaan itsellensä tarkastuksia sekä MVR- ja TR-
mittauksia. 
5.2 Työmaiden hallinta 
Työmaiden hallintatietokanta koostuu työmaataulusta, josta löytyvät työmaan 
perustiedot, kuten osoite, projektin tyyppi (uudisrakennus, saneeraus), projektin tilaaja 
ja projektin ajoitus. Kuvassa 21 on esitetty työmaataulu ja siihen liittyvät taulut.  
 
Kuva 21. Tietokannan rakennekuva työmaista 
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Työmaa koostuu kohteista, kuten rakennuksista ja huoneista, joihin tarkastuksia voidaan 
kohdistaa. Kohteella on tyyppi, joka kertoo, onko kohde esimerkiksi rakennus vai huone. 
Kohde voi myös liittyä toiseen kohteeseen, jolloin sitä kutsutaan kyseisen kohteen 
alikohteeksi. 
Kohteiden lisäksi työmaahan liittyy työvaiheita. Työvaihe voi myös liittyä toiseen 
työvaiheeseen vastaavasti kuin kohde. Työvaihe voidaan myös kohdistaa johonkin 
tiettyyn kohteeseen, mutta tämä ei ole pakollista. Työvaiheeseen liittyy suoraan TR- ja 
MVR-mittauksia sekä tarkastussuunnitelmia.  
Työmaahan voidaan myös liittää pohjapiirustuskuvia, joille asetetaan kohde, jota 
piirustus kuvaa. Piirustuksia voidaan käyttää havaintojen kohdistamiseen, kun halutaan 
osoittaa, missä havainto on tehty. 
Työmaahan liitetään osallistujiksi sekä yrityksiä että käyttäjiä. Osallistujien tarkoituksena 
on vähentää projektin valintaikkunoissa näkyvien käyttäjien ja yritysten määriä 
näyttämällä vain projektiin liittyvät yritykset ja käyttäjät. Osallistuja-tauluun määritellään 
myös käyttäjän ja yrityksen asema kyseisessä projektissa, jolloin käyttäjä tai yritys voi 
olla eri rooleissa eri projekteissa. 
5.3 Tarkastukset 
Tarkastukset koostuvat ajankohdasta, jolloin tarkastus tulee suorittaa, kohteesta, jossa 
tarkastus suoritetaan, tarkastuspohjasta, tarkastajasta sekä päivämäärästä, jolloin 
tarkastus on suoritettu. Tarkastus kuuluu lisäksi tarkastussuunnitelmaan. Ne toimivat 
tarkastuksia ryhmittelevänä kokonaisuutena. Tarkastukseen liittyy myös vaatimuksia, 
jotka määrittelevät, milloin tarkastus voidaan hyväksyä. Kuvassa 22 on esitetty 
tarkastuksen ja siihen liittyvien taulujen yhteydet. 
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Kuva 22. Tietokannan rakennekuva tarkastuksista 
Tarkastussuunnitelmat sekä kokoavat tarkastuksia kokonaisuuksiksi että myös auttavat 
tarkastusten luonnissa. Tarkastussuunnitelmia voidaan käyttää monipuolisesti 
kokoamaan esimerkiksi tietyn tarkastajan tarkastukset tai tietyn tyyppiset tarkastukset 
kokonaisuudeksi. Suunnitelmia voidaan käyttää myös ajalliseen ryhmittelyyn 
sijoittamalla tietyn aikajakson tarkastukset yhteen tarkastussuunnitelmaan. 
Tarkastussuunnitelman oletus-tarkastuspohja-kenttä avustaa käyttäjää tarkastuksia 
luodessa. Mikäli tarkastussuunnitelmalle on valittu tarkastuspohja, ehdotetaan kyseistä 
tarkastuspohjaa kaikille tarkastussuunnitelmaan luotaville tarkastuksille oletusarvoksi. 
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Tarkastuspohja toimii mallina tarkastukselle, jonka pohjalta tarkastukselle luodaan 
vaatimukset. Tarkastusta luotaessa valitaan tarkastuspohja, josta vaatimukset 
kopioidaan tarkastukselle tarkastuksen vaatimuksiksi. Tarkastuksen vaatimukset 
koostuvat tarkastuksesta, sanallisesta kuvauksesta, mahdollisista minimi- ja 
maksimiarvoista sekä linkeistä, mikäli vaatimukseen halutaan liittää tarkempia tietoja 
hyväksymisen kriteereistä. Lisäksi vaatimuksella on tilakenttä, joka ilmoittaa, onko 
vaatimus hyväksytty. Tarkastus voidaan hyväksyä, kun kaikki sen vaatimukset on 
hyväksytty. 
Tarkastusta suoritettaessa siihen voidaan liittää havaintoja. Havainto koostuu 
sanallisesta kuvauksesta ja päivämäärästä, milloin havainto on tehty, havaitsijasta ja 
päivämäärästä, jolloin havainnon osoittama virhe on kuitattu korjatuksi sekä käyttäjästä, 
joka on kuitannut havainnon osoittaman virheen korjatuksi. Havainnolla on myös 
vastuuhenkilö ja vastuuyritys. Mikäli havainnolle asetetaan vastuuyritys, tulee 
vastuuhenkilöksi kyseisen yrityksen korjauksista vastaava henkilö. Vastuuhenkilö on se 
käyttäjä, jonka tulee huolehtia, että havainnon osoittama virhe tulee korjatuksi. Lisäksi 
havaintoon voi liittyä yksi tai useampia kuvia. 
Havainnot voivat myös liittyä toimenpiteisiin. Käyttöliittymässä näistä käytetään nimitystä 
korjauskehotus, joilla voidaan osoittaa useita virhehavaintoja yhden käyttäjän 
korjattavaksi. Korjauskehotus koostuu korjaajasta (käyttäjä), päivämäärästä, johon 
mennessä korjaus tulee suorittaa, päivämäärästä, jolloin korjaus on suoritettu, sekä tila-
kentästä. Tila kertoo, onko korjaus suoritettu. Korjauksella on myös kuvauskenttä, johon 
voidaan antaa sanallinen selitys siitä, mitä pitää korjata ja miten. 
5.4 TR- ja MVR-mittaukset 
TR-mittaus koostuu työmaa-, työvaihe- ja tarkastaja-viittauksista sekä 7 osa-alueesta, 
joista jokaiselle on sekä hyväksytty että hylätty-kenttä. Näiden lisäksi hyväksytyille ja 
hylätyille on yhteismääräkentät sekä indeksikenttä, johon lasketaan TR-indeksi. Lisäksi 
TR-mittauksella on suoritettu-kenttä, joka kertoo onko mittaus jo suoritettu, sekä 
suoritusaika- ja päivämääräkentistä, jolloin mittaus tulee suorittaa. Näiden lisäksi TR-
mittauksella on tapaturmien ja läheltä piti -tilanteiden lukumääräkentät, jotka kertovat, 
kuinka monta tapaturmaa ja läheltä piti -tilannetta tapahtui TR-mittauksen viikon aikana. 
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MVR-mittauksella on 5 osa-aluetta ja siihen ei liity tapaturmia tai läheltä piti -tilanteita, 
mutta muuten se vastaa TR-mittausta. Mittauksiin voidaan liittää havaintoja välitaulujen 
kautta. Kuvassa 23 on esitetty mittausten ja niihin liittyvien taulujen yhteydet. 
 
Kuva 23. Tietokannan rakennekuva MVR- ja TR-mittauksista 
TR- ja MVR-havaintotaulut yhdistävät havaintoja mittauksiin. Lisäksi mittaukset liitetään 
aina johonkin työmaahan, ja jos halutaan, se voidaan liittää myös työvaiheeseen. 
5.5 Mobiilisovellus 
Koska sovellusta tulee pystyä käyttämään myös silloin, kun laitteella ei saada 
verkkoyhteyttä muodostettua, mobiilisovelluksen tietokanta on lähes identtinen 
verkkosovelluksen kannan kanssa. Isoimmat muutokset ovat joihinkin tauluihin lisätyt 
kentät, jotka kertovat, ovatko taulun tietueet luotu mobiililaitteessa vai ladattu 
palvelimelta, ja kentät, jotka kertovat, ovatko tietueet muuttuneet viimeisen suoritetun 
tietojen latauksen jälkeen. Koska tietoja lähetettäessä palvelimen ja mobiililaitteen 
tietojen ei haluta menevän sekaisin, on tärkeää pitää kirjaa, onko lähetettävä tietue luotu 
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mobiilista. Palvelimelta saatujen tietueiden tiedot halutaan ainoastaan päivittää. 
Mobiilisovelluksessa luodut tietueet lähetetään uusina tietueina. Lähetettävän datan 
määrää pienennetään lähettämällä vain muuttuneiden tietueiden tiedot. 
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6 Sovelluskehitys 
Tässä luvussa käydään läpi toimintaympäristön asettamia haasteita ja vaatimuksia sekä 
palvelin- ja Android-sovelluksen kehitystä. 
ConSight-sovelluksen sovelluskehitys jakautuu Palvelin- ja Android-sovellusosioon, 
jotka jakautuvat useampaan pieneen kokonaisuuteen. Vaikka palvelin- ja Android-
sovelluksen sovelluskehitykset eroavat toisistaan, niillä on sama pohja. Molemmissa 
sovelluksissa rakennetaan sovelluksen ulkoasun lisäksi sovelluksen toiminta. 
Sovellukset toimivat vain tietyt vaatimukset täyttävissä ympäristöissä. Esimerkiksi 
verkkosovellus vaatii toimiakseen verkkoyhteyden. Lisäksi sovellusten kehitys ja niiden 
yhteistoiminnan rakentaminen on tuottanut joitakin haasteita.  
6.1 Toimintaympäristön asettamat haasteet ja vaatimukset 
ConSight-sovelluksen suurimpana rajoituksena on verkkoyhteys. Palvelinsovellus vaatii 
toimiakseen pysyvän verkkoyhteyden, ja nykyinen versio mobiilisovelluksesta vaatii 
verkkoyhteyden silloin, kun sovellukseen kirjaudutaan sisään ja kun tietoja ladataan tai 
lähetetään palvelimelle. Ensimmäisissä versioissa mobiilisovellus vaati pysyvän 
verkkoyhteyden toimiakseen, mutta tästä todettiin tulevan ongelmia, jos työmaalla ei 
mobiilisovellus saisikaan yhteyttä verkkoon esimerkiksi rakennuksen kellarissa. 
Mobiilisovellus on ollut sovelluskehityksen aikana rajoittava tekijä, koska mobiililaitteella 
on rajoitetumpi suorituskyky. Tämä on tullut eteen varsinkin kuvien ja pohjapiirustusten 
käsittelyssä sekä tietojen synkronoinnissa. Kuvien kokoa on rajoitettu, jotta ne eivät veisi 
liikaa levytilaa. Pohjapiirustuksia pienennetään, kun ne ladataan näkyviin, jos ne ovat 
liian isoja. Suurin ongelma suorituskyvyn kautta on kuitenkin tietojen synkronointi. 
Ensimmäisissä versioissa tiedonmäärä, joka siirtyi mobiilisovelluksen ja 
palvelinsovelluksen välillä oli erittäin pieni eikä tästä syystä synkronointia tarvittu. Kaikki 
tiedot ladattiin aina uudestaan. Kun sovellus laajeni ja mobiilisovellukseen tuli lisää 
toiminnallisuutta, alkoi tietojen siirtoon vaadittu aika kasvamaan huomattavasti. Vaaditun 
ajan kasvu johtui mobiilisovelluksen rajoittuneesta kyvystä käsitellä suuria tietomääriä. 
Esimerkiksi, jos palvelimella kesti sekunti hakea ja lähettää tiedot, saattoi mobiilisovellus 
käyttää kaksikymmentä sekuntia tietojen vastaanottamiseen ja tallentamiseen. Tästä 
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syystä tietojen siirtoon otettiin käyttöön aikaleima, joka kertoo, mitkä tiedot 
mobiililaitteesta jo löytyvät ja mitkä tiedot ovat uusia tietoja, jotka tulee lähettää 
mobiililaitteeseen. 
Yksi mobiilisovelluksen asettama haaste oli saada käyttöliittymä kevyeksi ja samaan 
aikaan tarjota käyttäjälle paljon eri ominaisuuksia. Kun sovellusta käytetään kentällä, 
käyttöliittymän tarvitsee olla yksinkertainen ja nopea käyttää. Jos esimerkiksi jokainen 
toiminto olisi omalla sivullaan, käyttäjän olisi helppo eksyä sovellukseen. Tästä syystä 
käyttöliittymässä on pyritty luomaan sivuja, joilla on kaikki tarpeellinen toiminnallisuuden 
kannalta, mutta ilman liikaa sekavuutta. Sovellus voi tästä huolimatta olla ensimmäisellä 
käyttökerralla hämmentävä, mutta sen käytön oppiminen on nopeaa. 
ConSightin palvelinsovellus vaatii verkkoselaimen, joka tukee JavaScriptiä. Laitteiston 
tehoiksi pitäisi riittää mikä tahansa nykypäiväinen tietokone. Mobiilisovellus vaatii 
toimiakseen vähintään Android 4.0 -käyttöliittymää käyttävän laitteen. Sovellusta voi 
käyttää sekä älypuhelimella että tabletilla, mutta tablet laitteen käyttö on kuitenkin 
suositeltua. Joillakin vanhemmilla tai halvemmilla Android-laitteilla mobiilisovellus 
saattaa hidastella joidenkin ominaisuuksien käytön yhteydessä. Hidastelu johtuu 
laitteiden vähäisistä tehoista. 
6.2 Palvelinsovelluksen kehitys 
Palvelinsovellus koostuu useasta moduulista sekä pääohjelmasta, joka huolehtii 
moduuleiden kokoamisesta toimivaksi ohjelmaksi. Python-moduuli on kansio, joka 
sisältää yhden tai useamman Python -lähdekooditiedoston. Kansion tulee sisältää 
__init__.py-tiedosto, joka voi olla tyhjä, jotta Python-tulkki tunnistaa kansion moduuliksi. 
Tässä luvussa esitellään sovelluksen perusrakenne sekä käydään läpi sovellusta varten 
kehitettyjä ominaisuuksia. Lisäksi käydään läpi lyhyesti se, kuinka ohjelma saadaan 
toimimaan Apache-verkkopalvelimella. 
6.2.1 Pääohjelma 
Päätason ohjelman tärkeimmät komponentit ovat settings.py-, urls.py- ja wsgi.py-
tiedostot. Seuraavana on esimerkki settings.py-tiedoston rakenteesta.  
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Settings-tiedostoon on määritelty sovelluksen käyttämän tietokannan tietokantamoottori, 
nimi, osoite sekä käyttäjätiedot. Settings-tiedostoon on myös määritelty moduulit, joista 
sovellus koostuu, sekä urls-tiedoston tiedostonimi. Urls-tiedostossa puolestaan on 
määritelty verkko-osoitteiden ja funktioiden yhteys, jotta HTML-tiedostoissa oleville 
linkeille saadaan toiminnallisuus. Wsgi-tiedosto on tiedosto, jonka avulla palvelinsovellus 
käynnistää Django-sovelluksen [14]. Kun sovellus käynnistetään, wsgi-tiedostossa oleva 
funktio käynnistää ohjelman käyttäen settings-tiedoston tietoja. 
6.2.2 Palvelinsovelluksen tietokanta 
Verkkosovelluksen tietokanta rakentuu Shared-moduulin models-tiedostosta. Shared-
moduuli toimii yhteyskerroksena tietokannan ja ohjelman välillä. Koska Django huolehtii 
automaattisesti sovelluksen olio-relaatio -muunnoksista, voidaan tietokanta määritellä 
täysin käyttäen models-tiedoston luokkia., joista on esimerkki alla.  
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Luokalle annetaan parametriksi models Model, jolloin Django tulkitsee luokan 
tietokantaolioksi. Tietokanta-luokilta löytyy save-metodi, joka tallentaa olion 
tietokantaan. Sovelluksessa jokaisen luokan save-metodi ylikirjoitettiin muuttamaan 
tietueen aikaleimaa aina, kun olio tallennetaan. Tällä varmistettiin, että aikaleima on aina 
oikein. 
Python pystyy itse asiassa luomaan tyhjän tietokannan, josta tarvittavat taulut löytyvät. 
Luonti tapahtuu models-tiedoston avulla antamalla komentorivillä “python manage.py 
syncdb” -komento. Syncdb-komentoa voidaan käyttää myös tietokannan päivittämiseen, 
jos tietokantaan halutaan lisätä uusi taulu. Syncdb ei kuitenkaan osaa muokata jo 
olemassa olevia tauluja, joten niiden muokkaus on käyttäjän vastuulla. Sovellusta 
kehittäessä tuli usein eteen tilanne, että tietokannan rakennetta jouduttiin muuttamaan. 
Muutokset saadaan vietyä tietokantaan joko manuaalisesti MySQL-tietokanta 
komennoilla tai vaihtoehtoisesti ottamalla ensiksi muutettavan taulun tiedot ulos pythonin 
dumpdata-komennolla, jonka jälkeen muokattava taulu poistetaan tietokannasta. Tämän 
jälkeen taulu voidaan luoda uudelleen syncdb-komennolla, ja vanhat tiedot voidaan 
syöttää takaisin tauluun loaddata-komennolla. Dumpdata- ja loaddata-komentojen 
käytössä on kuitenkin rajoituksia, esimerkiksi jos tietokantatauluun on lisätty kenttä, tulee 
kentän sallia tyhjä arvo, jotta vanhat tiedot pystytään syöttämään takaisin tauluun.  
6.2.3 Palvelinsovelluksen ulkoasu ja sen rakentaminen 
Palvelinsovelluksen ulkoasu koostuu Web-moduulin Templates- ja Static-kansioiden 
sisällöistä. Verkkosivun ulkoasu on rakennettu käyttäen Bootstrap-kehystä. Bootstrap on 
muokattava verkkosovelluskehys responsiivisten käyttöliittymien luomiselle 
48 
  
verkkosovelluksiin. Bootstrapilla saadaan aikaiseksi käyttöliittymä, joka toimii sekä 
mobiililaitteilla että tietokoneilla ilman, että eri laitetyypeille täytyisi kehittää erillisiä 
käyttöliittymiä [15]. Bootstrappiin kuuluu sekä sivuston ulkoasun määrittelyyn käytettyjä 
CSS-tiedostoja että valikkojen toiminnallisuuteen ja ulkoasun responsiivisuuteen liittyvät 
JavaScript-tiedostot. Sivuston toiminnallisuuteen liittyvät JavaScript-tiedostot sekä 
ulkoasun määrittelyyn käytetyt CSS-tiedostot löytyvät Web-moduulin static-kansiosta. 
Templates-kansio sisältää Djangon template-tiedostot. Template-tiedostot ovat HTML-
tiedostoja, joilla esitetään sovelluksen antamat tiedot käyttäjälle. Seuraavana on 
esimerkki template-tiedostosta. 
 
Template-tiedostoihin saadaan hieman toiminnallisuutta Djangon template-kielellä, joka 
sisältää yksikertaiset if- ja for-lauseet. Template-komentojen lisäksi HTML-tiedostoihin 
saadaan lisää toiminnallisuutta käyttämällä JavaScriptiä tai jotain muuta vastaavaa 
script-kieltä. ConSight-sovelluksen template-tiedostot on rakennettu niin, että sivun 
perusrakenne, joka sisältää yläosan valikkopalkit ja sivun yleisen ulkoasun, löytyvät 
base.html-tiedostosta. Muut template-tiedostot periytyvät tästä base-tiedostosta, jolloin 
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perusrakenteet tarvitsee määritellä vain kertaalleen. Tietojen listaukseen käytettävät 
template-tiedostot sisältävät taulukon, johon for-lauseessa sijoitetaan saadusta 
taulukosta tietueet. Tietojen muokkaukseen ja lisäykseen käytettävät template-tiedostot 
taas sisältävät taulukon, jonka sisälle on sijoitettu yksi tai useampi lomake.  
6.2.4 Palvelinsovelluksen toiminnallisuus 
Verkkosovelluksen käyttötarkoituksena on sovelluksen tietojen hallinta ja 
työmaaprojektien suunnittelu sekä raportointi. Verkkosivujen varsinainen toiminnallisuus 
löytyy Web-moduulin views-tiedostosta. ConSight-sovelluksen views-tiedosto jakautuu 
pääosin neljän tyyppisiin funktioihin, jotka ovat 
 tietojen listaus 
 tietueen lisäys ja muokkaus 
 tietueen poisto 
 raportointi. 
Tietojen listaus -funktioissa noudetaan halutut tiedot tietokannasta ja järjestetään ne 
yhden tai useamman kentän perusteella järjestykseen. Listaus-funktiot voivat käsitellä 
vain joko yhtä tietokantataulua tai useampaa taulua kerrallaan. Tietokantahaun jälkeen 
funktio lähettää noudetut tiedot template-tiedostolle, joka esittää tiedot käyttäjälle. 
Seuraavana on esimerkki siitä, miten Yleiset asetukset -sivun listaus muodostetaan ja 
lähetetään HTML-tiedostolle. 
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Tietueen muokkaus ja lisäys on pääsääntöisesti toteutettu samassa funktiossa. Funktio 
päättää luoko se uuden tietueen vai hakeeko se olemassa olevan tietueen 
muokattavaksi sen perusteella, saako se parametrina tietueen ID-numeron. Seuraavana 
on esimerkkinä kohdetyypin muokkausfunktio. 
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Sovelluksessa päädyttiin käyttämään samaa funktiota sekä tietueen lisäämiselle että 
muokkaamiselle. Tämä yhteiskäyttö vähensi huomattavasti tarvittavien funktioiden 
määrää. Yhteiskäyttöisillä muokkaa- ja lisää-funktioilla tarvitaan toiminnallisuuksien 
erottamiseen lyhyt if-else-rakenne, jolla päätetään, haetaanko tietokannasta olemassa 
oleva tietue vai luodaanko uusi. Tätä eroa lukuun ottamatta suurimmassa osassa 
tapauksia muokkaus- ja lisäys-funktiot olisivat olleet identtisiä, joten muutaman 
ylimääräisen rivin sijaan olisi jouduttu kirjoittamaan kaksi melkein samaa funktiota. 
Tietueiden poisto tapahtuu poista-funktioissa, jotka saavat poistettavan tietueen ID 
parametrinaan. Djangon oletusarvoinen ”cascade on delete” -toimintamalli aiheutti 
ongelmia tietojen poistossa. Esimerkiksi jos tietokannasta poistettiin kohdetyyppi, poistui 
tietokannasta jokainen kohde, jolla kyseinen kohdetyyppi oli käytössä. Ongelma 
ratkaistiin niin, että olioviittauskenttien, jotka saavat olla tyhjiä, arvoksi asetetaan None 
(tyhjä), kun viitattava olio poistetaan. Mikäli arvo ei saa olla tyhjä, estetään viitattavan 
olion poistaminen ja annetaan virheilmoitus, että käytössä olevaa tietuetta ei voi poistaa. 
Jotta käyttäjä ei vahingossa virhepainalluksella poistaisi tärkeitä tietoja, lisäsimme 
kaikkiin poistoihin pop-up varmistuksen, jossa kysytään käyttäjältä, haluaako hän 
varmasti poistaa tietueen. 
Raportointi toteutettiin siten, että ensiksi käyttäjä valitsee, mistä ja millaisen raportin hän 
haluaa. Kun raporttiin tulevat kentät ja tiedot on suodatettu, rakentaa Web-moduulin 
raportti-funktio raportin rivi riviltä unicode string-muodossa taulukkoon. Tämän jälkeen 
funktio lähettää valmiiksi muotoillun raporttitaulukon raportin tulostamiseen käytettävälle 
template-tiedostolle, joka tulostaa raportin rivi kerrallaan HTML-tiedostoon. Koska 
raportti on taulukossa valmiiksi muotoiltuna, jouduttiin tulostus-templatessa HTML-
koodin autoescape-ominaisuus kytkemään pois päältä. Autoescape on ominaisuus, joka 
normaalisti estää HTML-tagien toiminnan, kun ne luetaan muuttujasta. Tämä on 
tietoturvaominaisuus, joka estää esimerkiksi lomakkeella syötetyn JavaScript-koodin 
suorittamisen, kun HTML-tiedosto avataan. 
6.2.5 Tiedonsiirron rakentaminen 
Tiedonsiirrossa tärkeää oli rajoittaa siirrettävän tiedon määrää mahdollisimman paljon, 
jotta tiedonsiirto ei kuormittaisi Android-laitetta liikaa. Siirrettävän tietomäärän 
kasvaessa, Android-laitteen tietojen käsittelyyn ja tallentamiseen tarvitsema 
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prosessointiaika kasvoi räjähdysmäisesti. Niinpä tiedonsiirron kehittämisessä painopiste 
on koko ajan ollut lähetettävän tiedon määrän rajoittamisessa.  
Tarkastuspohjien vaatimusten käsittely vei Androidilta erittäin paljon aikaa, joten sovellus 
lähettää Androidille tarkastuspohjat ilman vaatimuksia. Tästä johtuen, kun 
mobiilisovelluksessa luodaan tarkastus, tarkastus pitää ensin lähettää palvelimelle. 
Palvelin-sovellus liittää tarkastukselle tarkastuspohjan mukaiset vaatimukset. Kohde-
taulu oli myös hyvin suuri, joten Android-laite kulutti paljon aikaa sen käsittelyyn. Suurella 
työmaalla oli satoja tai jopa tuhansia kohteita, mutta koska kohteita tarvitaan 
mobiilisovelluksessa, niiden lähetystä ei voida estää. Myös suuren tarkastusmäärän ja 
niiden vaatimusten käsittely Android-laitteella vei huomattavasti aikaa. Pahimmillaan 
tietojen käsittelyyn latauksen jälkeen saattoi mennä 5-10 minuuttia. Järjestelmälle 
asetettu vaatimus siitä, että sen tulee toimia ilman jatkuvaa verkkoyhteyttä, esti sen, että 
tiedot olisi tarvittaessa noudettu palvelimelta. Koska kaikkien ominaisuuksien piti toimia 
myös offline-tilassa, piti tietojen lataus suorittaa kerralla kokonaan. 
Tietomäärästä tullut ongelma ratkaistiin kompromissilla. Kun käyttäjä lataa tiedot 
ensimmäisen kerran laitteelleen, suoritetaan täysi tietojen lataus, joka voi kestää pitkään. 
Seuraavilla latauskerroilla mobiilisovellus lähettää edellisen latauksen ajankohdan 
palvelimelle aikaleimana, jonka avulla palvelin suodattaa lähettävää dataa ja lähettää 
mobiililaitteelle vain tietoja, jotka on lisätty käyttäjän edellisen latauksen jälkeen. Näin 
saatiin vähennettyä lähetettävän tiedon määrän murto-osiin entisestä. Uusien tietojen 
latauksen prosessointiin menee Android-laitteelta muutamista sekunneista minuutteihin 
riippuen saatavan tiedon määrästä. 
6.2.6 Sovelluksen ajaminen Apache-palvelimella 
Sovelluksen ajamiseksi Apache-palvelimella piti Apacheen ensiksi asentaa lisäosat 
pythonia ja wsgi-sovelluksia varten. Kun lisäosat oli asetettu, saatiin palvelin ajamaan 
sovellus lisäämällä Apachen mods_enabled-kansioon konfiguraatiotiedosto, johon 
määritellään sovellusta varten VirualHost. Seuraavana on esimerkki konfiguraatio-
tiedostosta, jossa sovellus on asetettu löytyväksi portista 10000. 
53 
  
 
Konfiguraatiotiedostoon määriteltiin ensiksi VirtualHost, jotta samalla palvelimella 
voidaan ajaa useampaa versiota samasta sovelluksesta. VirtualHost-määrityksissä 
käytettiin portteja, eli eri sovellusversiot löytyvät palvelimelta eri porteista. 
VirtualHostin sisälle piti määritellä kansiot, joita sovellus käyttää, sekä kertoa, millaisia 
oikeuksia missäkin kansiossa käytetään. Kansioita käskettiin käyttämään kaikkia niille 
annettuja oikeuksia. Lisäksi tiedostoon piti määritellä aliakset sekä static- että media-
kansioille. 
Viimeinen askel oli määritellä Apachen WSGIDaemon-prosessille nimi, sekä polku, josta 
suoritettava Python-ohjelma löytyy. WSGI-prosessiryhmälle tuli myös määritellä nimi. 
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Kun nämä määritykset oli tehty, sovellus lähti käyntiin, kun Apache käynnistettiin 
uudelleen. 
6.3 Mobiilisovelluksen kehitys 
ConSight-mobiilisovellus koostuu useasta eri näkymästä. Näitä näkymiä kutsutaan 
aktiviteeteiksi. Niille rakennetaan ulkoasu XML-tiedostoon ja toiminallisuus Java-
luokkaan, joka on Androidin Activity-luokan aliluokka. Tässä luvussa käydään läpi 
Android-sovelluksen kehitystä yleisellä tasolla. Lisäksi selitetään ConSight-sovelluksen 
kannalta tärkeitä menetelmiä, kuten sovelluksessa käytetty tiedonsiirtotapa ja 
tietokantayhteys. 
6.3.1 Ulkoasun rakentaminen 
Android-sovelluksen ulkoasu koostuu layout-tiedostoista. Layout-tiedostot ovat XML-
tiedostoja, jotka määrittävät, minkälaisia ja kokoisia objekteja laitteen näytöllä näkyy, 
sekä missä ne ruudulla näytetään. Seuraavassa XML-muotoisessa tiedostoesimerkissä 
on Layout-tiedosto, joka sisältää yhden tekstinäkymän ja yhden painikkeen.  
 
Jokainen layout-tiedosto sisältää yhden View- tai ViewGroup-näkymän, jonka sisälle 
asetetaan muut halutut näkymät [16]. View- tai ViewGroup-näkymiä ovat esimerkiksi 
LinearLayout tai GridLayout. Muita näkymiä ovat esimerkiksi painikkeet, tekstikentät, 
listat tai alas aukeavat -valikot. View- ja ViewGroup-näkymät voivat sisältää myös View- 
ja ViewGroup-näkymiä. 
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Layout-tiedostoja voi joko kirjoittaa käsin tai rakentaa graafisella kehitystyökalulla. Ne 
alkavat aina XML-julistuksella, jossa kerrotaan käytettävän XML-version numero 
ja merkistöstandardi. Tämän jälkeen määritetään ylimmän tason View- tai View Group -
näkymä alkavaksi ja sen sisälle määritellään loput näkymät, joiden jälkeen suljetaan 
ylimmän tason näkymä. Kaikki layout-tiedostot tallennetaan Android-projektin res/layout/ 
-kansioon, jotta ne toimisivat oikein [16]. 
6.3.2 Aktiviteetit 
Android-sovellus koostuu aktiviteeteista, jotka määrittävät sovelluksen 
toiminnallisuuden. Jokainen aktiviteetti kutsuu automaattisesti tiettyjä metodeja 
käynnistyessään ja sulkeutuessaan. Näitä metodeja kutsutaan aktiviteetin elinkaaren 
aikana eri tilanteissa.  
Aktiviteetin onCreate-metodissa määritellään, mitä layout-tiedostoa kyseinen aktiviteetti 
käyttää, ja luodaan muuttujat layout-tiedostossa määriteltyjä View-olioita, kuten 
painikkeita, varten. ConSight-sovelluksen jokaisessa aktiviteetissa onPause-metodiin on 
lisätty tietojen tallennus, jos aktiviteetissa muokataan tai luodaan tietueita tietokantaan. 
Koska tiedot tallennetaan aina automaattisesti onPause-metodissa, käyttäjän ei tarvitse 
erikseen käyttää “tallenna”-painiketta. Vastaavasti onResume-metodissa päivitetään 
toisessa aktiviteetissa muokatut tiedot näytölle. Tällaisesta tapauksesta esimerkkinä on 
havainnon luonti, jonka yhteydessä kohteen voi käydä valitsemassa pohjapiirustuksesta. 
Kun siirrytään pohjapiirustus-aktiviteettiin, havainnon luonti -aktiviteetti menee taustalle. 
Kun pohjapiirustuksesta valitaan kohde, palataan havainnon luontiaktiviteettiin ja 
kutsutaan onResume-metodia. OnResume-metodi huolehtii siitä, että luotavalla 
havainnolla näkyy oikea kohde valittuna. 
ConSight-sovelluksessa on yli kolmekymmentä aktiviteettia. Osa aktiviteeteista on 
erittäin pieniä, kuten sisäänkirjautuminen-aktiviteetti, josta löytyy kaksi tekstikenttää ja 
sisäänkirjautuminen painike. Jotkut aktiviteetit ovat suurempia ja niistä löytyy useampia 
tekstikenttiä, painikkeita, listoja ja alas avautuvia valikkoja. Joitakin aktiviteetteja 
käytetään useassa paikassa, kuten kohteen valintaa pohjapiirustuksesta, mutta jokainen 
aktiviteetti on omanlaisensa. 
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6.3.3 Fragmentit 
Fragmentit esittävät aktiviteetin toiminnallisuuden tai ulkoasun osaa. Fragmentin 
toiminnallisuus on hyvin samantapainen kuin aktiviteetin, mutta fragmentti ei voi toimia 
yksinään, vaan se tarvitsee aina aktiviteetin toimiakseen. Fragmentin elinkaari seuraa 
aktiviteetin elinkaarta, eli jos aktiviteetti pysäytetään, myös sen sisältämät fragmentit 
pysäytetään. Yhdessä aktiviteetissa voidaan käyttää useita fragmentteja. Esimerkiksi 
valikkopalkin toiminnallisuus voidaan tehdä käyttäen fragmentteja. Jokaista valikkopalkin 
valintaa varten voidaan tehdä oma fragmenttinsa. Kun käyttäjä vaihtaa valintaa, 
näytetään hänelle valintaa vastaava fragmentti. Tällä tavalla ei jouduta lataamaan uutta 
aktiviteettia jokaista erilaista näkymää varten. [17.] 
Fragmenttien avulla sovellukseen voidaan lisätä helposti dynaamisuutta. Niiden 
toimintaa voidaan muuttaa riippuen käytössä olevan Android-laitteen koosta, kuten 
kuvassa 24 on esitetty. 
 
Kuva 24. Fragmenttien toimintaesimerkki erikokoisilla laitteilla [18] 
 
 Tablet-laitteella voi mahtua kaksi fragmenttia vierekkäin samaan aikaan, kun 
pienemmällä laitteella saatettaisiin joutua siirtymään kahden aktiviteettien välillä. 
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ConSight-sovelluksessa fragmentteja on käytetty valikkopalkkien yhteydessä. Niiden 
avulla pystytään pitämään kameralla otettu kuva ja siihen tehtyjen merkintöjen 
kommentit eri näkymissä, mutta samassa aktiviteetissa. Kuvan ja kommenttien tiedot 
pidetään yllä aktiviteetissa, joten molemmilla fragmenteilla pystytään käsittelemään 
samaa tietoa sen sijaan, että tietoa siirrettäisiin kahden aktiviteetin välillä. 
6.3.4 Manifesti 
Jokaisella Android-sovelluksella on olemassa manifesti-tiedosto. Kuten layout-tiedostot 
myös manifesti on XML-tiedosto. Manifestissa määritellään sovelluksen perusasioita, 
kuten nimi, vaadittu minimi Android-versio sekä sovelluksen versionumero ja kaikki 
käytössä olevat aktiviteetit ja fragmentit. Seuraava esimerkki XML-tiedostosta näyttää, 
miten luvat ja aktiviteetit määritellään. 
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Jos aktiviteetteja ja fragmentteja ei lisätä manifest-tiedostoon, sovellus ei pysty 
käyttämään niitä. Yksi aktiviteetti määritetään pää-aktiviteetiksi eli aktiviteetiksi, joka 
käynnistetään, kun sovellus aukaistaan. 
Näiden lisäksi manifestiin lisätään tieto sovelluksen vaatimista oikeuksista. Oikeuksiin 
kuuluu esimerkiksi luku- ja kirjoitusoikeudet laitteen muistiin ja internetyhteyden 
käyttäminen. Jotta sovellus voidaan asentaa Android-laitteelle, on käyttäjän 
hyväksyttävä kaikki manifestiin määritetyt oikeudet. Yksinkertainen sovellus ei tarvitse 
yhtään oikeuksia, mutta isommassa sovelluksessa niitä voidaan tarvita useampia. 
Esimerkiksi ConSightin mobiilisovellus vaatii oikeudet kameraan, luku- ja 
kirjoitusoikeudet levylle ja kalenteriin, internetin käyttöön ja internetin tilan lukemiseen. 
6.3.5 Mukautetut näkymät 
Mukautettu näkymä, eli Custom View, on käyttäjän luoma tai alkuperäisestä muokkaama 
näkymä. Se voi olla esimerkiksi muokattu painike, johon lisätään jokin pieni toiminto. Tai 
näkymään voidaan luoda kaikki ulkoasusta näytön kosketusten hallintaan alusta asti itse. 
Uutta mukautettua näkymää lähdetään tekemään luomalla Androidin View-luokan 
aliluokka. Jos halutaan luoda esimerkiksi mukautettu painike, voidaan luokka asettaa 
periytymään Button-luokasta, joka periytyy View-luokasta. ConSight-sovellukseen luotiin 
kaksi mukautettua näkymää: kameralla otettuun kuvaan piirtämisen salliva näkymä ja 
työmaiden pohjapiirustusten katseluun tarkoitettu näkymä. 
Piirtonäkymä antaa käyttäjän piirtää nelikulmioita tai vapaata viivaa kameralla otettuun 
kuvaan. Näkymä antaa käyttäjälle mahdollisuuden korostaa esimerkiksi 
rakennusvirhettä tai huonosti maalattua kohtaa kuvassa. Se on toteutettu ylikirjoittamalla 
View-luokan onDraw-metodi ja kirjoittamalla kuuntelijat laitteen näytön 
kosketuksia varten. OnDraw-metodissa kanvaasille asetetaan näkyviin kameralla otettu 
kuva ja käyttäjän piirtämät merkinnät. Android pystyy erottamaan kosketusten tyypin, 
aloituksen, lopetuksen sekä edellä mainittujen koordinaatit. Käyttämällä Androidin 
onTouch-metodia ja tarkastelemalla kosketuksen tyyppiä ja koordinaatteja pystytään 
piirtämään käyttäjän osoittamaan kohtaan. Kuvan tallennusvaiheessa kameralla otettu 
kuva sekä kaikki tehdyt merkinnät tallennetaan JPEG-muodossa kuvaksi Android-
laitteen muistiin ja tietokantaan lisätään tieto kuvasta ja sen tiedostopolusta. 
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Pohjapiirustuksien katselu -näkymästä on sovelluksessa kaksi versiota. Toista versiota 
käytetään kohteen valitsemiseen ja toista havaintojen kohdistamiseen. Molemmissa 
versioissa perustoiminnallisuus on sama. Havainnon kohdistaminen -näkymässä 
piirretään käyttäjän osoittamaan kohtaan nuppineula ja kohteenvalitsemisnäkymässä 
palautetaan tieto valitusta kohteesta. Perustoiminallisuuteen kuuluu pohjapiirustuksen 
luku SVG-tiedostosta XML-parseria käyttäen ja pohjapiirustuksen piirtäminen 
kanvaasille sekä kosketusten toiminnallisuus. 
Pohjapiirustusten katselussa tarvitaan monipuolisempi kosketusten käsittely kuin piirto-
näkymässä, koska pohjapiirustukset voivat olla isoja ja niitä saattaa tarvita zoomata, jotta 
niistä saa selvää mobiililaitteen ruudulla. Piirtonäkymä implementoi Androidin 
onToucListener-luokkaa, joka antaa pääsyn käsiksi onTouch-metodiin. 
Pohjapiirustusten katselu -luokka implementoi kolmea Android-luokkaa, joiden avulla 
päästään käsiksi esimerkiksi onScale- ja onDoubleTap-metodeihin. Implementoidut 
luokat ovat 
 GestureDetector.OnGestureListener 
 ScaleGestureDetector.OnScaleGestureListener 
 GestureDetector.OnDoubleTapListener. 
Edellä mainittujen luokkien avulla pystytään luomaan zoom- ja pan-toiminnot helpommin 
kuin rakentamalla omia kuuntelijoita. OnGestureListenerin tarjoamia kuuntelijoita 
käytetään pan-toiminnon luomiseen sekä kohteitten valintaan ja havainnon 
kohdistamiseen. Esimerkiksi onSingleTapConfirmed-metodia kutsutaan silloin, kun 
käyttäjä koskee näyttöä yhdellä sormella, ja kosketus on tarpeeksi nopea. Tämän 
metodin sisällä tarkistetaan, onko kyseessä havainnon kohdistus vai kohteen valinta-
aktiviteetti ja merkitään havainto tai palautetaan valittu kohde. OnScroll-metodia 
käytetään pan-ominaisuuden luontiin. Metodissa katsotaan kosketuksen paikka sekä 
kosketuksen siirto. Näiden kahden tiedon avulla voidaan laskea, kuinka paljon piirustusta 
tulee kanvaasilla siirtää ja mihin suuntaan. 
OnScaleGestureListenerin tarjoamaa onScale-metodia kutsutaan, kun laite tunnistaa 
kahden sormen koskettavan laitteen näyttöä ja liikkuvan toisiaan päin tai toisistaan 
poispäin. Metodi antaa koodaajalle parametrina ScaleGestureDetector-olion, joka 
sisältää esimerkiksi skaalauksen muutoksen suuruuden sekä kahden sormen välisen 
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keskipisteen x- ja y-koordinaatit. Näillä tiedoilla voidaan luoda halutun tapainen zoom-
toiminto. 
Myös OnDoubleTapListenerin onDoubleTap-metodia käytetään zoom-toiminnossa. Jos 
kaksoisnapautus havaitaan, kun piirustus on normaalitilassa, eli sitä ei ole zoomattu, 
pohjapiirustus lähennetään kolminkertaiseksi kaksoisnapautuksen määräämään 
kohtaan. Zoomatussa tilassa olevaa piirustusta kaksoisnapauttamalla päästään takaisin 
alkuperäiseen normaaliin näkymään. 
6.3.6 Tietokantayhteys 
Mobiilisovellus käyttää SQLite-tietokantaa tietojen ylläpitoon. Kun sovellus 
käynnistetään ensimmäisen kerran, tietokanta luodaan SQL-skriptillä. Se sisältää tiedon 
kaikista tarvittavista tietokantatauluista ja taulujen kentistä. Mobiilisovellus hakee 
tietokannasta tai tallentaa tietokantaan tietoja lähes jokaisessa aktiviteetissa. Tästä 
syystä sovellukseen rakennettiin Database-niminen luokka, joka helpottaa 
tietokantakyselyiden käyttöä. Database-luokka sisältää tietokantaolion, tietokannan 
aukaisu- ja sulkemismetodit ja kaikki tarvittavat metodit tietojen tallentamiseen, hakuun 
ja poistoon.  
Database-luokan lisäksi tarvitaan Model- eli malli-luokat, jokaista tietokantataulua 
kohden. Malli-luokka on ConSight-sovelluksen yhteydessä tavallinen Java-luokka. 
Esimerkiksi työmaa-tietokantataulu sisältää kolme kenttää: id, nimi ja osoite. Työmaan 
malli-luokka sisältäisi yhden numero muuttujan ja kaksi teksti muuttujaa, constructorin ja 
set- ja get-metodit muuttujille, kuten alla olevassa esimerkki luokassa on esitetty. 
61 
  
 
Kun tietokannasta haetaan tietoja, ne asetetaan malli-luokan muuttujiin. Tämän jälkeen 
koodissa on helppo käsitellä tietoja, ja muutosten jälkeen mallin tiedot tallennetaan 
takaisin tietokantaan. 
Kun tietokantataulu ja vastaava malli-luokka ovat olemassa, Database-luokkaan voidaan 
luoda metodit tallentamista, hakua ja poistoa varten. Metodien tarkoitus on, että 
koodaajan ei tarvitse kirjoittaa SQL-kyselyä joka kerta, kun hän haluaa tehdä jotain 
tietokantataululle, vaan voi sen sijaan kutsua Database-luokan metodeja. Seuraava 
koodi esittää tyomaa-olion tallentamisen tietokantaan. 
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Tallennus-metodit ottavat parametrina tallennettavan malli-luokan ja asettavat malli-
luokasta löytyvät tiedot ContentValues-muuttujaan, joka puolestaan annetaan yhtenä 
parametrina SQLiten tallennusmetodille. Jotta tietokantayhteyttä voidaan käyttää, se 
pitää ensin aukaista ja käytön jälkeen on suositeltavaa sulkea se, jotta se ei jää turhaan 
auki taustalle. Lisäksi metodin koodi on try-catch-lohkon sisällä, jotta mahdollisista 
virheistä ei tapahdu sovelluksen kaatumista ja virheet olisi helpompi löytää. 
ConSight-sovelluksessa on käytetty insertWithOnConflict-metodia, jotta konfliktit 
voitaisiin käsitellä helposti. insertWithOnConflict-metodi tarvitsee parametrina myös 
tietokantataulun nimen ja konfliktin ratkaisijan. 
Konfliktin ratkaisija määrittää mitä tehdään, jos tallennuksen yhteydessä tulee esiin 
konflikti, eli annetulla id:llä on jo olemassa tietokannassa tietue. Tällaisessa tapauksessa 
konfliktin ratkaisija kertoo, tallennetaanko uudet tiedot vanhan tietueen päälle, 
päivitetäänkö muuttuneet tiedot vai jätetäänkö tallentaminen tekemättä kokonaan. 
Metodi palauttaa numerona id-kentän arvon, jolla tiedot tallennettiin tai -1, jos tallennus 
jostakin syystä epäonnistui. 
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Database-luokan poisto-metodit kutsuvat execSQL-metodia, joka ottaa vastaan 
parametrina SQL-kyselyn. Kuten tallentamisessa, tietokanta on ensin avattava ja se 
suljetaan kyselyn suorittamisen jälkeen. Poistometodeja on sekä kokonaisten 
tietokantataulujen tyhjentämiseen, että yksittäisten tietueitten poistamiseen. Molemmat 
poistometodit ovat lähes samanlaiset. Yksittäisen tietueen poistossa tarvitaan 
tietokantataulun nimen lisäksi tieto poistettavan tietueen id:stä, joka löytyy malli-luokan 
muuttujasta. Alla oleva koodi esimerkki esittää yksittäisen työmaan poiston. 
 
Tietojen haku tehdään käyttäen query-metodia. Query-metodi ottaa vastaan seitsemästä 
yhteentoista parametria, joista se vaatii tietokantataulun nimen. Loput parametrit voidaan 
antaa null-arvona, jolloin niillä ei ole mitään merkitystä. Parametreilla voi kertoa 
esimerkiksi, minkä kentän mukaan haku järjestetään tai mitkä kentät haetaan tai rajoittaa 
hakua esimerkiksi hakemalla kaikki työmaat, joiden osoite alkaa jollakin kirjaimella. 
Query-metodi palauttaa Cursor-olion, joka sisältää kaikki haun tulokset. Tämä Cursor-
olio käydään läpi, ja kaikki sen sisältämät tulokset luetaan malli-luokkiin, jotka asetetaan 
ArrayList-olioon. Esimerkiksi työmaiden haku -metodi palauttaa ArrayList-olion, joka 
sisältää yhden tai useamman tyomaa-luokan olion. 
Cursor-olion lukeminen malli-luokiksi tapahtuu metodilla read, jossa Cursor-oliosta 
haetaan tiedot ja asetetaan ne malli-luokkien muuttujiin. Read-metodi ottaa parametrina 
Cursor-olion ja hakee siitä löytyvät tiedot tietokantataulujen kenttien nimien avulla. 
Seuraavaksi on esimerkkikoodi työmaiden hakumetodista. 
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6.4 Tiedonsiirto sovellusten välillä 
Tiedonsiirto verkkosovelluksen ja Android-sovelluksen välillä tapahtuu JSON-tietomallia 
käyttäen. Sekä palvelin- että Android-sovelluksessa tiedot haetaan tietokannasta ja 
muutetaan JSON-muotoon tietoja lähetettäessä ja parsitaan JSON-muodosta 
tietokantaan tallennettavaan muotoon tietoja vastaan otettaessa. 
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6.4.1 Tietojen lähetys ja vastaanotto palvelinsovelluksessa 
Tiedonsiirto verkkosovelluksessa tapahtuu Api-moduulin avulla. Api-moduulissa on 
funktiot sekä tiedon lähetykseen että vastaanottamiseen. 
Tietojen lähetys tapahtuu apin Load-funktiota käyttäen. Load tarkistaa ensiksi 
mobiilisovellukselta saamansa kirjautumistiedot. Mikäli käyttäjän autentikointi onnistuu, 
siirtyy funktio hakemaan tietoja tietokannasta. Jos autentikointi epäonnistuu, palautetaan 
mobiililaitteelle access forbidden -virhe. Tietojen lähetys on toteutettu niin, että kaikki 
mobiilisovelluksen tarvitsema tieto lähetetään yhdellä kertaa JSON-muodossa. 
Kun verkkosovellus saa mobiilisovellukselta tietojen latauspyynnön, haetaan 
tietokannasta työmaat, joihin latauksen aloittanut käyttäjä kuuluu ja jotka sopivat 
mobiilisovelluksen asetuksissa annettuun aikaikkunaan. Aikaikkuna on 
mobiilisovelluksen asetuksissa tieto, joka kertoo, millaiselle aikavälille kuuluvat tiedot 
käyttäjä haluaa ladata itsellensä. Esimerkiksi jos käyttäjä on asettanut aikaikkunaksi -7 
päivää ja +14 päivää ja hän suorittaa latauksen 10.1., saa hän itsellensä muun muassa 
ne työmaat, jotka ovat käynnissä aikavälillä 3.1. - 24.1. Aikaikkunaa käytetään myös 
työvaiheita, tarkastuksia, MVR- ja TR-mittauksia haettaessa. 
Tietokannasta noudettuihin työmaihin haetaan seuraavaksi niihin liittyvät kohteet, 
työvaiheet ja tarkastussuunnitelmat. Mukaan otetaan myös käyttäjälle osoitetut 
keskeneräiset tarkastukset, MVR- ja TR-mittaukset sekä kaikki haettuihin tarkastuksiin 
liittyvät vaatimukset sekä tarkastuksiin, MVR- ja TR-mittauksiin liittyvät 
havainnot.  Käyttäjälle osoitettujen MVR- ja TR-mittausten lisäksi tietokannasta 
noudetaan kaikki haettuihin työmaihin liittyvät suoritetut MVR- ja TR-mittaukset 
aikaikkunasta ja käyttäjästä riippumatta, jotta mobiilisovelluksessa voidaan tarkastella 
MVR- ja TR-indeksejä. Lisäksi haetaan tietokannasta kaikki yleiset tiedot, kuten 
vakiotekstit, niiden tyypit, tarkastuspohjat ja havaintojen tyypit. 
Kun tiedot on haettu tietokannasta, suoritetaan aikaleimalla suodatus, mikäli 
mobiilisovellukselta saatiin aikaleima. Jos aikaleimaa ei saatu, eli mobiililaitteessa 
suoritettiin kaikkien tietojen lataus, ei haettuja tietoja suodateta. Tämän jälkeen kaikki 
tieto muunnetaan taulukkomuotoon, joka voidaan syöttää JSON-olioon ja taulukoista 
muodostetaan JSONObject-olio, joka lähetetään mobiilisovellukselle. Jotta kaikki 
työmaan tiedot siirtyvät myös siinä tapauksessa, kun käyttäjä lisätään uuteen 
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työmaahan, lähettää mobiilisovellus verkkosovellukselle listan työmaista, jotka löytyvät 
mobiilisovelluksen tietokannasta. Aikaleimasuodatuksen yhteydessä tarkistetaan, 
löytyykö kyseisen tietueen työmaa saadulta listalta. Mikäli työmaata ei löydy listalta, 
otetaan tietue mukaan aikaleimaan katsomatta. 
Tiedot vastaanotetaan Api-moduulin save_and_load -funktiossa. Save_and_load -
funktio tunnistaa JSONObject-olion taulukon nimestä, minkä tietokantataulun oliosta on 
kyse. Funktio lähettää tunnistetun oliotyypin sekä JSONista saadun datan eteenpäin 
dict_to_model-funktiolle. Se hoitaa muunnoksen String-muotoisesta datasta 
tietokantaolioksi, joka voidaan tallentaa tietokantaan. Mikäli saadusta datasta löytyy ID-
kenttä, on kyse tietokannassa jo olemassa olevasta tietueesta, jolloin dict_to_model -
funktio noutaa tietueen tietokannasta ja päivittää siihen uudet tiedot. Mikäli ID-kenttää ei 
löydy vastaanotetusta datasta, on kyseessä mobiililaitteella luodusta tietueesta, joka 
pitää luoda uutena tietokantaan. Kun tietue on onnistuneesti tallennettu tietokantaan, 
palauttaa load_and_save -funktio mobiililaitteelle HTTP-vastauksena “ok”. 
6.4.2 Tiedonsiirto mobiilisovelluksessa 
Mobiilisovelluksessa tiedonsiirron käsittely tapahtuu Webclient-nimisen luokan avulla. 
Webclient-luokkaan on kirjoitettu metodit tiedon vastaanottoa ja lähetystä varten. 
Tietojen lataus ja lähetys ovat käytännössä toistensa vastakohdat. Tietoja latauksen 
yhteydessä JSON-muodossa palvelimelta saatu tieto parsitaan malli-luokiksi, jotka sitten 
tallennetaan tietokantaan. Tietojen lähetyksen yhteydessä tietokannasta haetaan 
lähetettävät tiedot -malliluokkiin, jotka muutetaan JSON-muotoon ja lähetetään 
palvelimelle. Sekä tiedon latauksen että lähetyksen yhteydessä palvelimelle lähetetään 
käyttäjän käyttäjänimi ja salasana, jotta voidaan varmistua siitä, että käyttäjällä on oikeus 
käyttää sovellusta. 
Palvelimelta saadaan tietojenhakukyselyyn vastauksena JSONArray, jonka sisällä on 
useampi JSONArray, jotka sisältävät JSONObjecteja. Vastauksena saatu JSONArraysta 
tarkistetaan sen sisältö if-ehtolauseita käyttäen. Jos esimerkiksi todetaan, että 
vastauksena saadussa JSONArray:ssa on sisällä toinen JSONArray, jonka nimi on 
tyomaa, siirrytään parsimaan JSONObjecteista tyomaa malliluokkia. Parsimisessa 
JSONObjectista haetaan samannimiset ja tyyppiset muuttujat kuin malliluokassa on 
määritelty. Seuraavana on esimerkki tyomaa-olioiden vastaan otosta. 
67 
  
 
Koska mobiilisovelluksessa ei pysty muokkaamaan kaikkia tietoja vain muokattaville 
tietokantatauluille on kirjoitettu lähetysmetodit. Esimerkiksi tyomaa-olion lähetys 
onnistuu seuraavan esimerkin mukaisesti. 
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Tiedon lähetyksen yhteydessä tietokannasta haetaan lähetettävä data. Jotta tietojen 
lähetys ei täysin epäonnistuisi siinä tapauksessa, että yksi tietue epäonnistutaan 
lähettämään, lähetetään jokainen tietue erikseen. Jos tietue epäonnistutaan 
lähettämään, annetaan käyttäjälle viesti, joka kertoo, mitä ja miksi epäonnistuttiin 
lähettämään. 
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7 Käyttäjäkokemuksia 
ConSight-sovellus on ollut testauksessa ja käytössä useammalla työmaalla. Sitä on 
testattu suurissa ja pienissä yrityksissä. Sovellus on otettu vastaan hyvin ja siitä on 
pidetty. Sovelluksesta on saatu paljon hyvää palautetta, mutta myös korjaus- ja 
parannusehdotuksia on saatu. Nämä palautteet ovat ohjanneet sovelluksenkehitystä. 
 Rakennustyömaat ovat vaihdelleet parkkipaikoista talonrakennustyömaihin. Koska 
sovellusta on käytetty erilaisilla työmailla, sovelluksesta saatu palaute on ollut 
vaihtelevaa. Turvallisuuteen liittyvät ominaisuudet ovat olleet tärkeitä jokaisella 
työmaalla, mutta muut sovelluksen osat ovat saaneet eri tärkeysasteen erilaisilla 
työmailla. Esimerkiksi parkkipaikkatyömaalla tarkastusominaisuuksia ei ole katsottu yhtä 
tärkeiksi kuin omakotitalorakennustyömaalla. Sovelluksen kehityksessä keskityttiin 
aluksi talonrakennus puoleen, mutta käyttäjäkokemusten myötä myös perusteiden ja 
muun maarakennuksen huomattiin olevan tärkeää. Sovellukseen alettiin lisäämään 
maarakennukseen liittyviä asioita, kuten MVR-mittaus. 
Sovelluskehityksessä on kuitenkin pitänyt ottaa huomioon, että kaikkien käyttäjien 
toiveita ei voida toteuttaa. Joissakin tapauksissa jokin ominaisuus on katsottu yhdessä 
yrityksessä turhaksi, mutta toisessa yrityksessä se on katsottu tarpeelliseksi. Esimerkiksi 
mobiilisovelluksessa pystyi alun perin luomaan tarkastuksen TR- ja MVR-mittausten 
kautta. Käyttäjät olivat kuitenkin sitä mieltä, että tämä on turha ominaisuus, ja se on vain 
edessä. Tästä syystä ominaisuus poistettiin. Myöhemmin saatiin palautetta, että 
poistettu ominaisuus olisikin tarpeellinen, joten ominaisuus palautettiin sovellukseen. 
Vaikka sovelluksen alkuperäinen tarkoitus oli helpottaa tarkastusten suorittamista 
työmaalla, useimmat yritykset ovat aloittaneet sovelluksen käytön turvallisuuteen 
liittyvistä ominaisuuksista. Tästä syystä TR- ja MVR-mittausten ominaisuuksia on 
paranneltu enemmän kuin muita ominaisuuksia. Sovellukseen on esimerkiksi lisätty 
erilaisia raportteja ja kaavioita, joista näkee työmaan turvallisuuden muutokset 
mittauksiin perustuen. Lisäksi on tehty helpommaksi ja monipuolisemmaksi kohdistaa 
työmaan kohteisiin mittauksissa tehtyjä merkintöjä ja havaintoja. Kohdistus antaa 
käyttäjälle tiedon siitä, missä päin työmaata suurimmat turvallisuuspuutteet ovat. 
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8 Yhteenveto 
Nykypäivänä mobiilisovellukset ovat yleistyneet. Niitä käytetään vapaa-ajalla ja niistä voi 
olla suurta hyötyä työelämässäkin. Kaikilla aloilla mobiilisovellukset eivät kuitenkaan ole 
vielä löytäneet asiakaskuntaansa. Rakennusalalla työmaalla käytetään usein 
mieluummin perinteisiä kynä-paperi-menetelmiä, vaikka vaihtoehtoina löytyisi erilaisia 
sovelluksia. ConSight yhdistää useita ominaisuuksia työmaan hallinnasta yhteen 
sovellukseen ja keskittyy rakennusalan tarpeisiin. Tämä tekee ConSight-sovelluksesta 
helpommin lähestyttävän rakennusalan työntekijälle. 
ConSight-sovelluksen tarkoitus on helpottaa ja nopeuttaa työmaan ylläpitoa sekä 
erityisesti lakimääräisten tarkastusten ja turvallisuuden seurantaa. Lisäksi sovellus 
auttaa edellä mainittujen asioiden dokumentoinnissa. Sovellus koostuu palvelin- ja 
mobiilisovelluksesta. Palvelinsovellus on tehty Pythonia sekä Djangoa käyttäen ja 
mobiilisovelluksesta on tehty ainakin toistaiseksi vain Android-sovellus. Molemmissa 
sovelluksissa tarvitaan tietokantayhteyttä. Palvelinsovelluksessa käytetään MySQL-
tietokantaa ja mobiilisovelluksessa kevyempää SQLite-tietokantaa. 
ConSight-sovellus ei ole valmis tuote vaan sitä kehitetään edelleen. Varsinkin 
mobiilisovelluksen käyttöliittymä on vielä keskeneräinen. Käyttöliittymä ei ole kaikilta osin 
yhdenmukainen, ja esimerkiksi animaatioiden puute saa käyttöliittymän joiltakin osin 
tuntumaan ja näyttämään huolimattomasti tehdyltä. Myös lisäominaisuuksia on jatkossa 
suunnitteilla. Sovelluksen kehityksessä on otettava huomioon asiakkaiden eli käyttäjien 
palaute. On kuitenkin mahdotonta tehdä sovellusta, jossa kaikki ominaisuudet olisivat 
kaikkien käyttäjien mielestä täydellisiä. 
Alkuperäinen tarkoitus oli, että palvelinsovellusta käytettäisiin tietojen ylläpitoon sekä 
projektien suunnitteluun ja mobiilisovellusta käytettäisiin työmaalla, eli kentällä 
tarkastusten ja turvallisuusmittausten suorittamiseen ja virhehavaintojen tekoon. 
Käyttäjiltä saatiin kuitenkin palautetta, jossa useita ominaisuuksia, jotka löytyivät 
palvelinsovelluksesta, haluttiin myös mobiilisovellukseen. Osa halutuista 
ominaisuuksista on lisätty mobiiliin, mutta kokonaisuutena sovellus vaatii edelleen sekä 
palvelin- että mobiilisovelluksen, jotta sitä voitaisiin käyttää. Kaikkia ominaisuuksia ei ole 
katsottu järkeväksi siirtää mobiilisovellukseen, koska ominaisuuksien käyttö olisi hidasta 
ja vaikeaa mobiililaitteella. Lisäksi joidenkin ominaisuuksien luonti mobiilisovellukselle 
olisi hankalaa. Tarvittaessa käyttäjä voi käyttää palvelinsovellusta mobiililaitteensa 
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verkkoselaimella, jolloin hän pystyy käyttämään kaikkia palvelinsovelluksen 
ominaisuuksia. 
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