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Abstract
The Functional Genomics Experiment data model (FuGE) has been developed to increase the consistency and
efficiency of experimental data modeling in the life sciences, and it has been adopted by a number of high-pro-
file standardization organizations. FuGE can be used: (1) directly, whereby generic modeling constructs are
used to represent concepts from specific experimental activities; or (2) as a framework within which method-
specific models can be developed. FuGE is both rich and flexible, providing a considerable number of model-
ing constructs, which can be used in a range of different ways. However, such richness and flexibility also mean
that modelers and application developers have choices to make when applying FuGE in a given context. This
paper captures emerging best practice in the use of FuGE in the light of the experience of several groups by:
(1) proposing guidelines for the use and extension of the FuGE data model; (2) presenting design patterns that
reflect recurring requirements in experimental data modeling; and (3) describing a community software tool
kit (STK) that supports application development using FuGE. We anticipate that these guidelines will encour-
age consistent usage of FuGE, and as such, will contribute to the development of convergent data standards in
omics research.
1
Introduction
I
T IS NOW COMMONPLACE in biomedical research for labora-
tories to perform large-scale studies of genes, proteins, and
metabolites, in an effort to understand the complete picture
of biological systems rather than focussing on individual
mechanisms. The size and complexity of data produced by
such experiments creates a major challenge for researchers
both in archiving results and metadata locally, and in shar-
ing information with collaborators or more broadly with the
community as a whole when a study is published. Several
efforts are well underway to standardize results reporting
for functional genomics to facilitate both the storage and dis-
semination of data. These efforts include minimum infor-
mation reporting guidelines (Brazma et al., 2001; Taylor et
al., 2007) and data standards (Herjmakob et al., 2004; Spell-
man et al., 2002), which have been released by official stan-
dards bodies such as the Microarray and Gene Expression
Data Society (MGED) and the Proteomics Standards Initia-
tive (PSI) (Orchard et al,. 2007). In addition, research orga-
nizations have made proposals for de facto standards that
have gained varying degrees of support (Jones et al., 2004;
Pedrioli et al., 2004; Taylor et al., 2003). One of the challenges
in this rapidly changing landscape is that proposals have
tended to focus on a specific technology, although many lab-
oratories use multiple experimental techniques to analyze
their sample of interest. As a result, the proposals frequently
have several areas of overlap, such as the representation of
sample processing and experimental design details, which
have been modeled using different terminologies and levels
of detail, making the process of combining data from differ-
ent techniques more onerous than necessary.
The approach of the Functional Genomics Experiment
(FuGE) model is different, in that it attempts to generalize
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the modeling constructs that are shared across many omics
techniques (Jones et al., 2007). The model is designed for
three purposes: (1) to represent basic laboratory workflows,
(2) to supplement existing data formats with metadata to
give them context within larger workflows, and (3) to facil-
itate the development of new technology-specific formats.
To support (3), FuGE provides extension points where de-
velopers wishing to create a data format for a specific tech-
nique can add constraints or additional properties. Exten-
sions to FuGE are being created to support transcriptomics
(by MGED (http://www.mged.org/Workgroups/MAGE/
mage.html)), proteomics (by the PSI in GelML (Jones and
Gibson, 2007) and AnalysisXML (http://www.psidev.info/
index.php?q5node/319), metabolomics (by the Metabolomics
Standards Initiative (MSI Board Members, 2007)), flow cy-
tometry (Spidlen et al., 2006), RNA interference (http://miare.
sourceforge.net/), and e-Neuroscience (http://www.carmen.
org.uk/).
In 2007, the FuGE specification completed a standardiza-
tion process, resulting in the release of an official Version 1.0
(http://www.psidev.info/index.php?q5node/299). FuGE
comprises an object model in the Unified Modeling Lan-
guage (UML) (Booch et al., 1999), specification documents,
and an XML Schema (http://www.w3.org/XML/Schema)
defining the format for data transfer in XML. FuGE provides
packages that, among other things, support the description
of: (1) investigations—the purpose and overall design of an
experiment, including the experimental variables; (2) proto-
cols—the specific procedures followed when carrying out an
experiment or analyzing its results, including descriptions of
the equipment used; (3) materials—the organisms, samples,
and solutions that are used within applications of the pro-
tocols; and (4) data—the recordings made by instruments or
produced by analyses.
In late 2007, a workshop was held at the University of
Manchester, bringing together several different groups
working on technology-specific extensions to the FuGE
model. This paper has been written by the participants in the
light of the discussions at the workshop, with a view to pro-
viding guidelines on how to deploy FuGE in practice. This
paper assumes familiarity with class diagram notation of the
Unified Modeling Language (Booch et al., 1999), and will be
more easily understood by readers who have some famil-
iarity with FuGE (http://www.psidev.info/index.php?q5
node/299; Jones et al., 2007).
Results
Running example
Throughout this section, FuGE constructs are illustrated
with reference to running examples in proteomics (Jones and
Gibson, 2007) and flow cytometry, the latter provided by The
Flow Informatics and Computational Cytometry Society
(FICCS). The FICCS connects people sharing interest in new
software tools, methods, and standards for flow cytometry
(http://www.ficcs.org). Ongoing work by members is the
development of minimum information guidelines and data
format standards of relevance to flow cytometry, including
FuGEflow, a FuGE-based object model for cytometry data.
Several examples of models developed by FICCS are given
as examples of good practice for building extensions to
FuGE. It should be noted that they do not represent the cur-
rent status of the FlowCyt model, which is undergoing con-
tinued development.
Flow cytometry (FCM) is a technique for counting and sort-
ing microscopic particles, usually cells, suspended in a stream
of fluid (Spidlen et al., 2006) using an optical/electronic FCM
Instrument. As the cells flow through the instrument, multi-
parametric measurements of the cells’ surface or intracellular
marker (analyte) characteristics are made: individual light
sources excite each fluorescent reagent subcomponent analyte
detector (fluorescent conjugate), while the emissions are mea-
sured by an optical detector. This combination of scattered and
fluorescent light makes it possible to extrapolate the size and
granularity of the cells as well as the relative composition of
each analyte that describe the phenotype of the populations.
Thus, FCM can be used for identifying cell populations as well
as for physically sorting and separating the cells. The princi-
pal parts of FCM that need to be represented in a data format
are:
1. Experiment Overview: purpose, experiment variables, or-
ganization, primary contact.
2. Flow Sample/Specimen Details: the sample specimen mate-
rial, treatment, and fluorescent reagent descriptions.
3. Instrument Details: manufacturer, model, configuration,
and settings.
4. Data Analysis Details: data files, compensation, and set-
tings.
Modeling guidelines
One of the purposes of FuGE is to provide extension points
from which developers can create additional model con-
structs that are appropriate for their application. For exam-
ple, GelML extends FuGE by adding technology-specific de-
tails for gel electrophoresis experiments (Jones and Gibson,
2007). Extensions may restrict the possible data types, val-
ues or cardinalities, provide particular named attributes to
reflect the terminology used within the application domain,
or create new associations between objects. FuGE also has
generic versions of several elements that can be used with-
out being extended. These generic elements can be instanti-
ated with ontology terms or free text to describe the required
concepts. In this section we introduce guidelines for the use
of several FuGE classes, in particular, differentiating between
situations in which generic FuGE classes and extensions to
FuGE classes seem most appropriate. These guidelines, al-
though expressed as rules, do not affect compliance with the
FuGE model, but rather seek to guide modelers in the use of
FuGE constructs.
Protocol. The Protocol class is intended to capture the
specification of laboratory protocols, standard operating pro-
cedures, and data analysis pipelines. Complex procedures
can be represented by building nested protocols. Protocol
should be extended with an application-specific subclass un-
der the following circumstances:
1. To represent a complex procedure by referencing specific
types of sub-Protocol (an example complex procedure
from GelML is shown in Jones et al. (2007).
2. When the Protocolmust be associated with specific sub-
classes of Equipment or Software (example in Fig. 1).
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3. Where specific types of Parameter must be captured (ei-
ther as subclasses of Parameter or using Generic-
Parameter); see below for Parameter usage guidelines.
An example of an extension of Protocol is shown in Fig-
ure 1. In all figures, classes from FuGE are in darker shade.
By contrast, the existing GenericProtocol class can be
used effectively:
1. Where additional documentation will be released or val-
idation tools created to constrain what should be captured
about the Protocol in the future, allowing the model to
be extensible as technology evolves.
2. Where no additional constraints are required or con-
straints are difficult to implement. For example, certain
procedures may vary to such a degree between laborato-
ries that a more constrained model cannot be developed.
An example would be sample processing, where the pro-
tocol employed is dependent on the type of sample being
analyzed.
Equipment. The class Equipment represents any instru-
ments or hardware used in an experiment. Equipment can
be associated with Software, with Parameters, and with
other instances of Equipment to specify subcomponents.
Equipment should be extended in the following circum-
stances:
1. If specific types of Parameter must be captured (either
as subclasses of Parameter or using GenericParame-
ter), beyond the make, model and type of equipment,
which are provided by FuGE (e.g., see Fig. 3).
2. If the Equipment needs to be associated with a specific
type of Software.
3. If specific types of subcomponent Equipment need to be
specified (e.g., the assembly of parts of a flow cytometer
are illustrated in Fig. 2).
An extension of Protocol can be associated with mul-
tiple pieces of Equipment to represent the use of equipment
in a protocol, either by building associations to each type of
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FIG. 1. The GenericAcquisitionProtocol from flow cytometry. The extension of Protocol is required to associate the
Protocol with a specific type of equipment (Cytometer), a named type of generic software (ControlSoftware), and an
extension of Action called SampleLoadingAction. SampleLoadingAction has been created to specify the association to
a specific subclass of Parameter (FlowRate), which is required by the corresponding minimum information guidelines.
Equipment if the instruments are separate, or by creating a
single association to an extension of Equipment represent-
ing an assembly of subcomponents.
Parameter. A Parameter describes a property of a con-
cept that may take different values under different circum-
stances, can be associated with the classes Protocol, Soft-
ware, Equipment or Action (a step within a Protocol),
and can be supplied with a default value. A Parameter in
FuGE cannot have additional attributes beyond its value, and
thus, Parameter should be used to model only a simple
property of another element that has a potentially replace-
able value. More complex properties should be modeled as
a sub-Protocol, an Action or a type of Equipment/
Software as appropriate. For example, in flow cytometry,
a model is required to represent a light source, which has a
setting of excitation wavelength. The LightSource should
be modeled as a subclass of Equipment (following the rules
specified above) and ExciteWavelength should be mod-
eled as a subclass of Parameter, allowing a default value
and unit to be specified, as illustrated in Figure 3. Where
multiple instances of Parameter must be associated to-
gether, extension developers should create a [Parame-
ter]Set that references the group of related parameters. In
Figure 3, a LightSource may have multiple pairs of exci-
tation wavelength/power, so these parameters are grouped
within a WavelengthParameterSet.
If the concept to be represented is not atomic then it
should not be represented as a parameter; it may be
amenable to modeling as a Protocol, an Action within
a Protocol, or a piece of Equipment, depending on its
nature. FuGE also has a class, GenericParameter, which
can be instantiated with a controlled vocabulary term to
give the parameter type. The Parameter class should be
extended when it is important that a particular type of 
parameter is provided, for example, to indicate that it is
required by a reporting guideline document. If there is
variability in the types of parameter required, Generic-
Parameter should be used with an ontology term. This
mechanism allows the model to be extended by adding
new parameter types to the ontology. Such extension is
more difficult if a model has been fixed with extensions of
the Parameter class.
ProtocolApplication. ProtocolApplication represents
the running of a protocol, allowing runtime parameter val-
ues to be supplied, and specifying the input and output ma-
terials and data. ProtocolApplication should be ex-
tended in most cases wherever a procedure is run, in
particular to specify (example in Fig. 4):
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FIG. 2. An example from flow cytometry that shows how an assembly of multiple equipment types can be specified. Here
the model has been developed to support the requirement that specific types of subcomponent Equipment must be spec-
ified.
1. That particular types of Material or Data are inputs or
outputs, either subclasses or GenericMaterial/Data.
2. That a particular type of Protocol is being run, either a sub-
class of Protocol or a named type of GenericProtocol.
GenericProtocolApplication should only be used to
represent the running of procedures where an alternative
mechanism, such as additional documentation or ontologies,
will be specified to add constraints on what should be cap-
tured or, for example, to represent simple laboratory proce-
dures that require no additional constraints.
Material. The Material class is intended to represent all
physical materials in an experimental workflow, such as bi-
ological samples, substrates, analytes, reporters, and chemi-
cals. The FuGE specifications indicate that a Material can
have a self-association for specifying a parent Material
with subcomponents (given by an abstract association on
Material—see specification document), (URL), such as a
population and each individual in a population. For exam-
ple, in gel electrophoresis a stacking gel that comprises sev-
eral component gels with different properties can be repre-
sented as illustrated in Figure 5. The Material class should
be used in the following circumstances (either by instantiat-
ing GenericMaterial or by extending Material):
1. If a ProtocolApplication may act on the Material
as an input, converting it to a different type of Material
as an output, and some property of the Material is
changed by the ProtocolApplication.
2. If the Material is a component of another Material,
and additional descriptors are required.
Material should be extended in the following circum-
stances:
1. If the Material should be associated with a specific type
of subcomponent Material.
2. If the Material requires additional properties to be spec-
ified, for example by adding associations to the Mea-
surement or OntologyTerm classes.
If there is variability in what might be an input to a Pro-
tocolApplication, or the extension developer does not
know in advance what properties should be captured about
a Material, GenericMaterial should be used.
Extension developers should not:
1. Use Material to represent substances that are funda-
mentally unchanged (or in which no change can be mea-
sured) by the ProtocolApplication; possible exam-
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FIG. 3. A model of a LightSource in flow cytometry. The LightSource has pairs of excitation wavelength parame-
ters, beam dimensions, and geometry. The figure illustrates both individual parameters (e.g., Polarization) and 
parameter sets (e.g., WavelengthParameterSet and BeamDimensionSet).
FIG. 4. An AcquisitionProtocolApplication model in flow cytometry. A subclass of ProtocolApplication has
been created to model the roles of the input and output Material and Data that must be captured (and one example ex-
tension of Material is shown). Material and Data appear twice on the figures to show their different roles; inputs are
left of center and outputs are right of center.
FIG. 5. A part of the model of Gel, from GelML. A Gel can be represented as a kind of Material that is associated with
other instances of Gel (ComponentGels) to represent a stacking gel in which an overall gel is composed of more than one
gel with different properties.
ples include buffers and solutions, which can, in most
cases, be adequately represented in protocols (see Design
Patterns section).
2. Add a “type” association to a Material subclass; instead,
the inherited MaterialType association to Ontol-
ogyTerm should be used.
3. Add an association for the manufacturer of the substance;
instead, the inherited association to ContactRole should
be used.
Data. The FuGE Data class is intended for representing
all types of data produced in an experiment; it has two sub-
classes, InternalData and ExternalData, that indicate
whether data will be modeled within FuGE or stored exter-
nally. There are two main cases that are handled differently:
(1) discrete multidimensional data (as produced by mi-
croarrays), and (2) data with a nonregular shape, or contin-
uous data, where the model developer cannot predict the
size or type of data dimensions in advance, such as raw mass
spectra.
If the data types are discrete and multidimensional, the
Data representation has two separate components: (1) the
data values themselves stored in matrices (either internally
or in a separate format), and (2) a specification of the con-
tents of each data axis (by extending Dimension and Di-
mensionElement). For nonregular multidimensional data
or nondiscrete data, extension developers should:
1. Extend the InternalData class with the required at-
tributes, for example creating associations to the Mea-
surement class.
2. Use an external format, captured as ExternalData.
ExternalData can be used to specify a data format out-
side of FuGE, using standard URI notation. It can be anno-
tated with a specification of the file format, and the location
of documentation. It should only be extended if additional
metadata must be captured that cannot be retrieved easily
from the file. If a vendor-specific data format must be cap-
tured, the file should be referenced as ExternalData. Ex-
tension developers may create a wrapper for nonstandard
formats by extending ExternalData and adding additional
attributes where required (Fig. 6).
ConceptualMolecule. The ConceptualMolecule class
represents database entries on molecules, such as biological
sequences, metabolites and lipids, in contrast to the Mate-
rial class that represents physical materials. FuGE also has
a DatabaseReference class, which can store an accession
and location in an external repository. ConceptualMole-
cule should be extended, rather than using Database-
Reference, if there is additional metadata to be stored
about a molecule within the FuGE representation that is not
simple to retrieve from an external database, as illustrated
in Figure 7.
Ontology usage. The sections above describe how FuGE
can be extended to capture technology-specific details. In ad-
dition, developers can create ontologies or controlled vo-
cabularies and use these in conjunction with generic instan-
tiations of FuGE. As an example, a GenericProtocol
could be created, and ontology terms used to describe the
type of protocol, actions within the protocol and the types
of parameter used (GenericParameter). The following ex-
ample illustrates how FuGE can be used in this way with-
out extension, while still allowing the format to be compre-
hensible, through the use of controlled terminology.
Controlled vocabulary terms in this example are obtained
from sepCV (http://www.psidev.info/index.php?q5node/
312), PATO (http://obofoundry.org/cgi-bin/detail.cgi?qual-
ity) and units of measurement CV (http://obofoundry.
org/cgi-bin/detail.cgi?id5unit).
GenericProtocol R types 5 “enzyme digestion” (sep:00142)
GenericParameter R parameterType 5 “molar volume”
(PATO:0001680)
R AtomicValue 5 12
R Unit 5 “millimole” (UO:0000040)
GenericParameter R parameterType 5 “enzyme composition”
(PATO:0000030)
R AtomicValue 5 “trypsin”
Design patterns
In this section we describe several concepts that have been
modeled in different FuGE extensions, and as such are likely
to be widely applicable. We hope that the documentation of
these scenarios will simplify the development of new FuGE
extensions by allowing reuse and providing examples of how
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FIG. 6. Part of the ImageAcquisition package from
GelML. An extension of ExternalData has been created to
capture additional properties of an image (bit depth, di-
mensions, resolution, and scanning wavelength), which are
not simple to extract from all types of image files.
specific concepts can be modeled. In addition to the exam-
ples presented here, a wiki has been created on the FuGE
Web site (http://fuge.sourceforge.net) where common de-
sign patterns, such as image acquisition, detection protocols,
and particular molecule types, can be contributed and dis-
cussed.
Modeling biological samples. FuGE extensions are under
development for several types of technology, including
metabolomics, flow cytometry, RNA interference, proteomics,
and microarrays. The important properties to be captured of
a biological sample under investigation are not technology-
dependent, and as such, data formats for each of these tech-
nology types should not have different representations of the
source material. We recommend that the source material in
all model extensions should be modeled by a reference to
the abstract Material class (Fig. 8). This allows users of any
of the formats to specify the important characteristics of 
their sample using ontology terms (e.g., as annotations on
GenericMaterial). In addition, organism-specific com-
munities may choose to develop external models that extend
from Material, which cut across all technology, and would
therefore be accessible to all technology-specific extensions.
For laboratories performing more than one experimental
technique, this design has the added advantage that only one
model of the sample is required, which would be compati-
ble with each technology-specific data format.
Representing buffers and solutions in a Protocol. FuGE
has separate concepts for Protocol and ProtocolAppli-
cation to represent the definition and use of a protocol, re-
spectively. One issue with this design is how to express the
concept of solutions and buffers. The input to a Protocol-
Application can be an instance of Material, for exam-
ple, to describe the main sample on which a procedure is
performed, but Material could also be used to represent
buffers and simple solutions. However, this may not be the
optimal design because the constituents of the solution have
to be reported for every instance of a ProtocolApplica-
tion. We observe that experimentalists tend to view solu-
tions as part of the written protocol specification rather than
as an important detail of running of the protocol; as the de-
tails rarely change across protocol runs, it is intuitive to rep-
resent such details in Protocol.
A model has been created in spML (a FuGE extension for
sample processing and separations (http://www.psidev.
info/index.php?q5node/90)), which allows the constituents
of buffers and solutions to be represented in a single instance
of a Protocol, as shown in Figure 9. When the corre-
sponding protocol is run (represented using ProtocolAp-
plication), a single reference can be provided to the par-
ent Protocol instead of reiterating the information about
the solution in each ProtocolApplication.
SubstanceMixtureProtocol represents the entire
mixture, to which a name and a type can be provided. Indi-
vidual components of the mixture are represented by Sub-
stanceAction, which can also record how the mixture was
created. SubstanceAction can be used to specify the sub-
stance name as free text or an ontology term. Additional
characteristics of the material can be provided with ontology
terms. The Volume, Concentration, or Mass can be cap-
tured, and if the creation of the mixture is being captured,
any timings associated with the addition of particular com-
ponents can be recorded using TimeParameter. If, for ex-
ample, the concentrations of solution components change in 
different experiments, these can be encoded as runtime pa-
rameter values.
Buffers and solutions can often be captured using this type
of design unless the substance has some properties that may
be measured, or if it is altered by the running of a protocol
(and the alteration needs to be recorded). In this case, the
substance should be modeled as a GenericMaterial (or
extension of Material) for each ProtocolApplication.
Setting instrument control parameters. The FuGE model is
able to represent parameters on instruments, software, or
protocols; however, there is no specific model for pairing a
Parameter with a time and an action, for example, to capture
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FIG. 7. An extension of ConceptualMolecule, to add additional properties for a Gene of GoTerm and GeneName from
a draft model for RNAi.
parameters that control the running of an instrument or soft-
ware. The model in Figure 10 for setting control parameters,
from spML, may be applicable to other models with similar
requirements.
Tooling
The FuGE Software ToolKits (STKs), which are available
from the FuGE web site (http://fuge.sourceforge.net), use
model-driven software development techniques (Schmidt,
2006) to support recurring aspects of application develop-
ment in FuGE. The following types of STK are currently pro-
vided:
• FuGE XSD STK: supports the generation of XML Schemas
from the FuGE UML model.
• FuGE Database STK: supports the generation of database
schemas and associated helper classes from the FuGE
UML model.
In essence, given the FuGE UML model, the software de-
velopment kits provide a configurable starting point for the
development of applications that capture, store, and manip-
ulate data modeled using FuGE.
XSD STK
The FuGE XSD STK uses the AndroMDA (http://www.
andromda.org/) model-driven architecture and code gen-
eration system to generate XML Schema definitions (XSD)
from FuGE UML. AndroMDA has limited XML support,
and cannot yet automatically generate FuGE XML docu-
ments that can be validated against the schema. Therefore,
the STK also includes a JAXB (http://jaxb.dev.java.net/)
subproject that automatically builds XML-binding Java
classes based on the autogenerated XML schema. Syntac-
tic validation of XML documents based on the generated
XSD can be performed using this JAXB code. Example Java
classes are also provided to show developers how to in-
MANAGING EXPERIMENTAL DATA USING FuGE 9
FIG. 8. Part of the sample loading package from GelML. The starting sample is simply a reference to a measured quan-
tity of any kind of Material; no attempt is made to model attributes of the starting material.
put, output, validate, manipulate, and generate validated
random output.
Database STKs
Each database toolkit provides a database and persistence
layer, based on the FuGE Object Model, together with other
helper classes, over which tools and applications can be devel-
oped that access and manipulate potentially large FuGE data
sets. The generated databases can also be extended by specific
communities to produce extension-specific database imple-
mentations. There are currently two types of database STK:
• Hibernate (http://www.hibernate.org) 1 Spring (http://www.
springframework.org/) Database STK, and
• EJB 3.0 (http://java.sun.com/products/ejb/) Database
STK.
Both Database STKs consist of a combination of automat-
ically generated and manually written code, organized
around the core FuGE Object Model, and include all com-
ponents of the XSD STK. Once downloaded and compiled,
the Database STKs provide:
• a FuGE-structured relational database,
• an object-relational persistence and query layer,
• a set of Java classes representing FuGE constructs, and
• a set of Java classes that facilitate access to the classes rep-
resenting FuGE constructs.
A persistence layer bridges the gap between a relational
database and Java objects, abstracting the low-level data-
base code by providing the programmer with an object-
oriented interface. The main difference between the Data-
base STKs is the underlying technology frameworks used.
The more mature Hibernate and Spring cartridges are part
of the AndroMDA core distribution, while the EJB3 car-
tridge, which is under active development, is part of the
AndroMDA Plugins Project. Further, the mapping be-
tween the JAXB classes and persistence classes generated
by the cartridges is handled differently in the two STKs.
The only currently available mechanism is to manually
write the mapping code. The Hibernate 1 Spring Database
STK provides handwritten mapping code between the
JAXB classes and the Hibernate cartridge-generated Java
classes. The EJB 3.0 Database STK does not yet have XML
persistence capabilities, although work is underway on a
new AndroMDA cartridge, which functions on top of ei-
ther the Hibernate or EJB3 cartridges, that automatically
generates the mapping code between JAXB classes and per-
sistence classes.
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FIG. 9. The SubstanceMixtureProtocol model from spML can represent the constituents of mixed substances, and
means by which the mixture was created, for example to represent buffers and solutions for use in other instances of Pro-
tocol.
Discussion
Although FuGE shares with other standards, the fact that
it has been developed in an open forum and validated
through the procedures of a standards organization (Viz-
caino et al., 2007), its purpose differs significantly from that
of other biological data standards. Typically, a format stan-
dard seeks to provide a canonical representation for data on
a particular type of experiment. By contrast, FuGE seeks to
provide a framework within which such canonical repre-
sentations can be developed. As a result, the question as to
how the standard should be applied in practice is much more
open to interpretation than is the case for other data stan-
dards. This paper has sought to identify common ground in
the use of modeling constructs, the sharing of common
model fragments, and the provision of tool support. Other
areas have been identified that stand to benefit from con-
sensus being reached on best practice, but in which there is
insufficient experience to allow concrete conclusions to be
drawn. These include validation and version management.
Validation
The FuGE XSD Software ToolKit (STK) provides syntactic
validation of FuGE-ML documents based on the FuGE Ver-
sion 1 XML Schema. If the syntax of a given XML file is valid,
then a developer can check that the XML file is consistent
with all of the rules stated in the schema using the JAXB gen-
erated Java classes. However, the FuGE model contains a
number of features for which syntactic validation, although
necessary, is not sufficient; these features are listed in Table
1. The table identifies properties (Unique in Document, Not
Dangling, and Type Correct) that may be required of con-
structs in FuGE models (Instances of Identifiable, On-
tologyTerm and ExternalData), but which are not vali-
dated by XML tooling. These are now considered in turn.
1. Instances of Identifiable. Many FuGE classes extend from
the Identifiable class. In essence, to avoid repeating
document fragments, Identifiable elements can be
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TABLE 1. VALIDATION REQUIREMENTS FOR IDENTIFIERS,
ONTOLOGY TERMS, AND EXTERNAL DATA
Unique in Not Type
document dangling correct
Instances of Validation Validation Validation
identifiable Candidate Candidate Candidate
Ontology N/A Validation Validation
terms Candidate Candidate
External N/A Validation Validation
data Candidate Candidate
FIG. 10. The SetPropertyAction model from spML allows a GenericParameter to be associated with an action and
a TimeParameter.
referenced within a FuGE document. An instance of iden-
tifiable should be:
a. Unique in Document: the identifier attribute of each
instance of Identifiable should be unique within
its XML document.
b. Not Dangling: each reference to an instance of Iden-
tifiable should be resolvable to an element in the
document, or in special cases to external elements as
agreed with a predetermined consumer of data. For ex-
ample, a reference could be made to an object already
present in a database to which a new data set is being
transferred.
c. Type Correct: each reference to an instance of Identi-
fiable should refer to an element that is consistent
with the type specified in the FuGE UML model.
2. Ontology Terms: Many FuGE classes have associations
with OntologyTerm, to encourage consistent use of ter-
minology. An OntologyTerm should be:
a. Not Dangling: the OntologyTerm should exist in the
stated OntologySource.
b. Type Correct: the OntologyTerm should represent a
concept that is appropriate for the FuGE construct that
is being described. The basic FuGE model does not pre-
scribe which ontologies should be used where, but ex-
tensions may (e.g., Jones and Gibson, 2007).
3. External Data: FuGE allows data from experiments or
analyses to be modeled explicitly or referenced in an ex-
ternal file. When referenced from within FuGE, Exter-
nalData should be:
a. Not Dangling: the data should exist at the URI speci-
fied as the location of the ExternalData.
b. Type Correct: the data should contain values that are
appropriate for the FuGE construct that is being de-
scribed. The FuGE model does not prescribe which ex-
ternal file formats should be used where, but exten-
sions could do so.
Specific validation requirements differ between deploy-
ments, but stand to benefit from tool support. Generic tech-
nologies exist that can be used to supplement the checking
of XML documents (e.g., http://www.schematron.com/)
and validators have been developed for use with specific bi-
ological file formats (e.g., http://eddie.thep.lu.se/prodac_
validator/validator.pl).
Version management
Version management models and controls the evolution
of data sets (Katz, 1990). Systematically recording the evo-
lution of experimental data resources is important, in that it
enables references to be made to specific stable representa-
tions, makes explicit when changes have taken place, and
enables the nature and, in some cases, the reason for changes
to be captured. In some instances, such information may be
essential for fulfilling regulatory requirements, for example,
during drug development or in medical trials.
The role and requirements for such tracking are diverse,
including: (1) the versioning of complete databases between
public releases; (2) the versioning of complete experiment
descriptions, for example, to reflect a change in the algorithm
used for data analysis; (3) the representation of managed
changes within an experiment description, for example, to
indicate that a data set has been subject to a specific form of
quality control; and (4) the logging of individual edits, for
example, to capture the provenance of the contents of a
shared document.
FuGE provides support within the model for several of
the above requirements, in that the information required to
represent the outcome of certain versioning tasks can be cap-
tured directly in FuGE. In particular, the Audit package can
be used to record changes to FuGE objects, including the na-
ture of the change and the Person or Organization with
which it is associated. This can be used to record the ver-
sioning of complete experiment descriptions [case (2) above]
at the level of a FuGE Investigation (a summary of an
experimental study), or to record finer grained changes [as
in cases (3) and (4) above].
While the Audit package provides data modeling support
for the outcome of a versioning activity, FuGE is silent as to
the policies with which such auditing information may be
accumulated. As a result, the provision of support for poli-
cies that determine who has the authority to make changes
and what status they have can be seen as implementation is-
sues. At present, there is some limited experience with ver-
sion management in FuGE, but no overall agreement that
could guide a best practice guideline. Minimally, a complete
FuGE XML document can be versioned by including the
provider and stating the provider’s name, date, and version
of the document. An example in XML, along with further
discussion of the issue, is provided on the FuGE wiki.
FuGE implementations
Several groups are developing applications based on
FuGE, utilizing the software toolkits described above, in-
cluding: SyMBA (http://symba.sourceforge.net), developed
originally at Newcastle University and now a multigroup
project hosted on SourceForge, and sysFusion, developed at
the Friedrich Miescher Institute for Biomedical Research.
Both systems offer similar capabilities in that they comprise
a relational database back-end, a persistence layer and a user
interface. They differ in the technology used to generate the
system, and the way in which data is presented to users, as
follows.
SyMBA is based on the Hibernate 1 Spring Database STK,
and provides a versioned database, Web front-end, and XML
input/output. SyMBA is a flexible data repository, originally
designed to support primary data storage for systems biol-
ogy projects, but now capable of storing and viewing any
FuGE-compliant experiment. For instance, the CARMEN
project (http://www.carmen.org.uk/) has recently adopted
SyMBA for neuroelectrophysiology data. SyMBA also fea-
tures general and expert user interfaces, and uses a Life Sci-
ence Identifier (LSID) Resolution and Assigning service to
uniquely identify objects and provide programmatic access
to the database (Clark et al., 2004).
The Friedrich Miescher Institute for Biomedical Research
is developing an enterprise data management system, sys-
Fusion. The project is developed using the EJB3.0 Database
STK, and it includes the database back-end, persistence and
query layer from the STK, a rich Web-based user interface,
a Web services API for programmatic access and integration,
an LSID authority, and FuGE XML input/output services.
The project also plans to integrate upcoming FuGE exten-
sions from various domains (microarray, deep sequencing,
mass spectrometry, etc.) as they become available.
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In addition to these two applications, the European Bioin-
formatics Institute (EBI) is developing a tab-delimited for-
mat (ISA-TAB) to collect and communicate complex meta-
data from studies employing a combination of technologies
(Sansone et al., 2008). Mappings have been developed to con-
vert FuGE, and several FuGE extensions, into ISA-TAB for-
mat. ISA-TAB formatted files are more human-readable than
XML, and ultimately will be used to upload metadata to EBI
databases.
Conclusions
The effective modeling of biological data and systematic
classification of terminology are important to bioinformat-
ics, as they underpin many archiving, searching, sharing, and
integration activities. Efficient progress depends, at least to
an extent, on coordinated development activities, in which
consistent strategies, techniques, and tools reduce the un-
helpful diversity that has sometimes characterized data man-
agement activities in the life sciences. FuGE is a community
modeling framework that encourages consistent practice in
the representation of experimental processes; a complemen-
tary activity for biological ontologies is the OBO Foundry
(Smith et al., 2007). However, although FuGE is now being
used in a number of standards bodies and bioinformatics
groups, getting started with FuGE is nontrivial; the model is
both rich and flexible, and the development of tools to sup-
port its use is still at an early stage. This paper reports on
the experiences of FuGE users, by pulling together the con-
clusions emerging from the first FuGE Users Workshop,
which was held at the University of Manchester on Decem-
ber 13 and 14, 2007. The principal contributions of the paper
are modeling guidelines that inform decision making in the
application of FuGE modeling constructs, model fragments
that are expected to be reusable in many different domains,
and an introduction to software tools that are currently avail-
able to support application development over FuGE models.
Although the FuGE model is now stable in Version 1.0, an
active development community and mailing list can be con-
tacted through the FuGE Web site (http://www.fuge.source-
forge.net), where further information can be obtained on the
design and use of FuGE.
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