The web services framework is specially conceived for integrating, in an easy way, different internet services from different providers. Web services have been widely adopted in business applications using PC-based servers as their main implementation platform. However, the nowadays growing computational and communication power of the FPGA devices allows its implementation taking advantage of the special features that those platforms offer. In this work we propose a reconfigurable architecture to support web services that reduces the cost and maintenance of the system and increases the security and robustness of the service. The feasibility of our approach is demonstrated by developing a specific service, called WoLI, which allows the remote wake up of network nodes over internet. The prototype has been proved and tested in a real environment where the service is accessible from any client able to support standard communication with a web server.
INTRODUCTION
The services provided by Information and Communication Technologies are usually supported by a crowd of small services, generally standardized that are in the charge of repetitive and well defined tasks. When these programmable services are accessible over the Internet we call them web services. Domain name service (DNS), clock synchronizers, router services, network configuration and monitoring services are all system administration functions that have been exposed to the outside world as web services. These web services can be standalone or linked together to provide enhanced functionality. Because every small service encapsulates its own complexity, scalability becomes an intrinsic feature facilitating the management and the maintenance of the services.
The web services architecture [1] (WS) provide a loosely coupled infrastructure, consists of several standard and protocols, which enables the easy integration of different services from different providers independently of every technological support (java, .net, etc ... ).
As shown in figure 1, WS is a Service Oriented Architecture (SOA) [2] . A service broker publishes a repository of available services and providers for the location of these by the service requesters, and after being located, a service provider may [6] , or Digi ConnectMe [7] . These systems, generally based on 32bits microprocessors, implement a whole web server with software written TCP/IP stack, all of them supported by an embedded operating system. These low cost solutions present clear drawbacks in terms of performance and liability because of the software complexity. In the same way it can be found several web service development kits like J2ME [8] , eSOAP [9] or gSOAP [1O] , that simplify the building of applications, but invariably increases the necessity of hardware resources and computational power.
In this work we propose a novel architecture based on FPGA devices for developing whardware cores. The adoption of FPGAs for implementation purposes adds the following advantages to the traditional solutions: 
WS RECONFIGURABLE ARCHITECTURE
The proposal consists of a network device, called WSRP (Web Service Reconfigurable Platform), which provides a service, or set of compatible services, with the Web Service technology. It includes a discovery server through which the device will announce its capacities, how it will offer them and, mainly, how they must be solicited to him. The clients (compatible with WS) who request the service supplied by the device, complete the scenario (figure 2).
Next we will describe and analyze its architecture. In a first level of detail, the platform consists of three blocks: * A communication module with the Network Interface Card (NIC) that provides physical access to the TCP/IP network. * An external storage memory that lodges so much the hardware configurations necessary to offer the services like the information used by these services and the platform. This memory is divided in two independent logical partitions, one for each kind of data. * The WSoC (Web Services on Chip), the device kernel that also provide a hardware framework with all the functional elements needed by a web service to register itself in a UDDI server, to activate and to offer their services under demand to any connected WS client over Internet.
The WSRP is structurally composed by modules ( figure  3 ) classified according to their functionality that will be described in subsequent sections. This module implements a TCP/IP stack so that the platform works correctly over this kind of networks. It allows make requests of basic network configuration using DHCP, BOOTP or uPnP protocols. It also implements the necessary protocols to contact and communicate with clients or other services by SOAP through HTTP protocol. It is also compatible with UDDI protocol so that the platform is able to communicate with UDDI register servers (service brokers).
PnP Manager
The PnP Manager obtains the basic network configuration parameters. It uses the protocols supplied by the Protocol Module (DHCP, BOOTP, PnP) for this aim. Once this job is accomplished the device can begin the communications over the data network. The File System Manager manages the I/0 of the File System located at the storage memory. It allows read/write file operations on the storage memory. The files can be of different types (html, wsdl, user parameters, etc...) depending on the nature of the service. As it is shown in the figure, it only accedes to the data partition where files reside and not to the reserved area for the services configurations.
Reconfiguration Manager
The module reads the available configurations of the storage memory and reconfigures the WS Reconfiguration Area to supply these services as web services. It <message name="wakeupRequest"> <part name="ip" type="xsd:string"/> </message> <message name="wakeupResponse"> <part name="return" type="xsd:string"/> </message> <operation name="wakeup"> <documentation>wake on lan over internet </documentation> <input message="tns:wakeupRequest"/> <output message="tns:wakeupResponse"/> </operation>
Prototype Architecture
The WoLI device is a subset of the architecture described in section 2, and includes the whole communication module, a simplified file system that manages the WSDL service description sheet, the UDDI auto-publication module and the complete logic for the WoLI web service (figure 4). The Celoxica RC203E board [12] Handel-C high level description language [13] was used for the system coding, allowing a fast and incremental development. Some libraries included in PDK v4. 1 (Platform Development Kit) were used as drivers for the external devices. The prototype does not support partial reconfiguration and the SmartMedia is used to store the bitstream of the whole design. The design uses nor microprocessor neither software. It is composed of the following processes:
Load and Storage process
It is in charge of load and store the service WSDL description sheet and works as a reduced file system. In the implementation, the load process consists in reading standard files from the Flash memory and storing them on RAM memory. To improve the performance of the sending process, the WSDL page is split in MTU size blocks and each one of them is stored with its length, checksum (16-bit sum) and a last block flag (see Table 2 ). 
PROTOTYPE EVALUATION
and WireShark software tools. As can be seen the performance is always superior in our prototype with a minor occupation of resources and a reduced clock rate. A more detailed description of the tests and results can be found in [4] . Table 4 shows the results obtained using TCPDUMP The service has been successfully tested using, on one hand, a PHP client using NuSOAP library [16] and, on the other hand, a command line standard client developed by Apache group called WSIF [17] . This standard client is able to use services through an invoker that only writing the function and the parameters and the address where de WSDL sheet is stored builds a correct call to the prototype service and show the obtained response. The process that the PHP and the WSIF clients follow, when the auto-registration process has finished is the following: * Firstly, the client seeks the service in the jUDDI server to obtain the address of the WSDL sheet that, in this case, is stored in the FPGA. * Secondly, the client requests the WSDL description sheet through a HTTP GET request. After that the FPGA replies with the WSDL sheet. * Once the WSDL description is obtained, the client builds valid SOAP requests that will be sent through HTTP POST messages to the FPGA web services server. And it will replay with the corresponding SOAP replies, according to the described WoLI commands.
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