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introducció
En les darreres dècades Internet i la Web han anat jugant, progressivament, un paper més important en les
vides de la gent. Amb l'aparició dels  smart phones, les  tablets, els  wearables i amb l'interès de les ciutats
d'impulsar el concepte de les smart cities, Internet s'ha impulsat d'una forma que abans era inimaginable.
Actualment ens trobem en un context on aquestes tecnologies, lluny de limitar-se a gestionar informació
en xarxa, tenen un espai cada cop més rellevant en la gestió de tasques a peu de carrer.
Tot i que la diversitat de maneres de connectar-se a la xarxa de xarxes és immensa, i tot i que especialment
l'aparició de nous dispositius ha fet creure que les aplicacions stand-alone podrien acabar amb ells, els nave-
gadors segueixen sent la porta d'entrada bàsica a la Web. És per això que una plataforma que originalment
es va plantejar com un lector de pàgines ha anat convertint-se en poc menys que un canal on executar apli -
cacions complexes, amb fluxos d'informació que escapen de les tradicionals recàrregues de pàgina (orienta-
des precisament a llegir i passar a una altra cosa).
És per això que les aplicacions web s'han convertit en un peculiar món on, a partir de tecnologies dissenya-
des amb ambicions molt més limitades, s'han acabat desenvolupant una sèrie d'eines, tècniques i en defini-
tiva:  un  software  amb  la  complexitat  que  anteriorment  només  s'esperava  d'una  aplicació  d'escriptori
(concepte que cada cop sembla tenir menys sentit).
Descripció del projecte
En  aquest  projecte  m'he  plantejat,  principalment,  fer  una  anàlisi  del  concepte  d'aplicacions  web  en
l'aspecte on gaudeix de més particularitats pròpies: el costat client. És a dir, faré poc èmfasi en els servidors i
el desenvolupament de codi en llenguatges com php amb una documentació i estudi més vast, i per contra
em centraré en els navegadors, els llenguatges responsables de dur a terme diferents tasques en aquests, i les
tècniques, patrons i projectes de software que s'han tornat imprescindibles pel desenvolupament d'aplica-
cions web, o que com a mínim que ara per ara són d'un ús general.
La part més rellevant d'aquesta anàlisi és el desenvolupament d'una aplicació web particular que serà, de
fet, un nou disseny i implementació des de zero d'una aplicació ja existent que vaig desenvolupar anys
enrere. D'aquesta manera podrem contrastar els canvis respecte a una època anterior, on el mitjà principal
seguia sent l'ordinador de sobretaula i  les tecnologies tàctils eren encara incipients, i  per tant, no gaire
prioritaris.
Alhora però, aquesta aplicació servirà per veure sobre la pràctica com es desenvolupa en l'actualitat una
aplicació web, i quins són els principals requeriments a acomplir avui, les necessitats del mercat, etc.
Motivació
El principal motiu pel qual he escollit aquest tema és perquè és la meva prioritat professional. Tot i que
considero que una major especialització té com a contrapartida la falta de versatilitat, cal veure que amb
ella es fa possible un major refinament de cadascú dels aspectes d'una tasca. En aquest cas, el món de les
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aplicacions web té una clara tendència a l'especialització cada cop més gran, de manera que cada cop hi ha
més persones que es concentren en millorar les tècniques i recursos d'aspectes concrets del seu procés de
creació. Amb aquest projecte vull fer una anàlisi d'un d'aquests aspectes: la part client; part que desperta
un gran interès en mi de cara a especialitzar-m'hi.
A més, d'ençà que he tingut oportunitat de dedicar-me professionalment a la informàtica ha sigut treba -
llant en el món del desenvolupament d'aplicacions i això em porta a voler investigar més sobre els seus
orígens, evolució i estat actual, també des d'una manera més general.
D'altra banda, m'ha semblat interessant aprofitar l'oportunitat de comparar una aplicació real feta anys
enrere per mi mateix amb una versió nova d'aquesta que desenvolupés en l'actualitat. Penso que és valuós
partir de comparacions amb exemples reals, ja que d'aquesta manera no només entren en consideració els
aspectes tècnics que valoraríem amb una simulació o exercici sinó també els que sorgeixen de la necessitat
real de desenvolupar aplicacions per unes necessitats particulars, i sobretot en un temps concret. I és que
considero que el temps de desenvolupament és un dels principals factors a tenir en compte, i això es reflec-
teix en la quantitat de recursos que s'han creat amb l'ànim d'agilitzar el procés de desenvolupament i fer-lo,
en definitiva, el més breu possible.
En aquest sentit, tot i que la nova versió de l'aplicació sí que és un exercici fet en motiu d'aquest projecte,
he volgut aplicar els mateixos criteris que se m'han demanat en entorns de desenvolupament professional,
fent especial èmfasi, com he dit, en els tempos.
Per acabar, una altra motivació que m'ha portat a centrar-me en el costat client en lloc de mantenir una
visió més global incloent client i servidor ha sigut que les tecnologies i tècniques del costat servidor tenen
més història i han estat més estudiades. Per contra, al costat client fa uns anys que s'hi està produint una
gran efervescència de tecnologies, tècniques, recursos... innovacions en general. Aquesta espiral de canvis
provoca que l'estudi d'aquestes innovacions sigui molt menor, i  per tant que els objectius del projecte
siguin més valuosos.
Cal destacar, però, una important excepció pel que fa a la menor innovació a costar servidor:  nodejs. A
aquesta tecnologia li dedicaré la meva atenció a la part final de la memòria, ja que considero que tot i que
escapa al plantejament del meu projecte, pot arribar a tenir una gran influència en la deriva del món de les
aplicacions web, i de fet ja està influint de diverses maneres al costat client, especialment al ser una tecnolo-
gia sobre la qual apareixen d'altres com grunt, de les que parlaré més endavant, i que són plenament deter-
minants en el transcurs del meu projecte.
Objectius
• Analitzar  l'evolució  de  les aplicacions  web:  Amb  l'aparició  de  la  web  el  concepte  amb  el  que
freqüentment ens referíem al seu contingut era «pàgines». No obstant, amb el pas del temps les
interaccions entre l'usuari i aquestes pàgines s'han anat tornant més complexes, fins que això ha
comportat l'aparició del terme «aplicació web». Però des d'aquell moment fins l'actualitat aques-
tes interaccions no han deixat de canviar i per tant existeix una evolució que fa que les primeres
aplicacions siguin ben diferents de les actuals. Analitzar aquesta evolució i els seus motius és un
dels objectius fonamentals d'aquest projecte.
◦ Analitzar l'evolució concreta de cadascuna de les tecnologies que conformen les aplicacions web a
costat client. Aquesta evolució general ha vingut possibilitada pels canvis que s'han produït en
les  funcionalitats  de  les  tecnologies  que  conformen  internament  les  aplicacions.  Des  dels
llenguatge de marcat (fonamentalment  html) fins als llenguatges de programació —i sense
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oblidar el cada cop més present llenguatge de fulls d'estil css— totes les tecnologies involucra-
des han hagut  d'adaptar-se  a  les  noves necessitats  de la  web.  Conèixer i  entendre aquestes
particularitats és condició necessària per assolir el primer objectiu general.
◦ Analitzar l'evolució en les tècniques de desenvolupament d'aplicacions. Paral·lelament als canvis
soferts en les tecnologies en sí mateixes, s'han anat generant noves tècniques de programació
que sovint només tenen sentit aprofitant aquestes noves funcionalitats, tot i que altres vegades
poden tenir altres justificacions, principalment l'eficiència, que possibilita fer la mateixa feina
en menys temps i per tant abaratir costos de producció.
• Desenvolupar la versió actual de l'aplicació web d'exemple: el navegador de teixits biològics. La part
més pràctica del projecte és el desenvolupament d'una aplicació d'exemple amb les tecnologies tal i
com les coneixem avui i fent us de tècniques de desenvolupament actuals.
◦ Investigar i conèixer les llibreries i recursos que s'empren en l'actualitat i comprendre quan són
pertinents en el desenvolupament d'una aplicació en particular. Davant la tasca d'un desenvolu-
pament concret cal anar un pas més enllà i veure quines són les llibreries i recursos que es fan
servir a nivell professional amb l'objectiu d'agilitzar i fer més eficient el procés, i també per
potenciar les funcionalitats de les tecnologies analitzades.
◦ Justificar els recursos emprats en el desenvolupament de la nova versió de l'aplicació d'exemple .
En un entorn de competència on les diferents llibreries i recursos sovint són alternatives per a
realitzar la mateixa tasca, o on hi ha una gran oferta enfocada a cobrir necessitats molt particu -
lars  és  important  saber  fer  una tria  per  aconseguir  que aquestes  eines  siguin efectivament
positives i no un llastre que endarrereixi el desenvolupament amb les seves corbes d'aprenenta-
tge.
• Contrastar els canvi que s'han donat en les aplicacions web comparant la versió antiga i l'actual de
l'aplicació d'exemple. Després de la realització d'una nova aplicació es fa possible comparar-la amb
la primera versió realitzada anys enrere, tasca que alhora permet veure quines són les conseqüèn-
cies  pràctiques dels  canvis  viscuts  a  tots  els  nivells  (aplicacions,  tecnologies,  recursos...),  des  de
d'utilitat de les noves funcionalitats fins a l'eficiència en el propi desenvolupament.
◦ Enumerar i contextualitzar les llibreries, recursos, tecnologies i tècniques emprades en la versió
antiga.
◦ Justificar els recursos emprats en el desenvolupament de la primera versió de l'aplicació d'exem-
ple.
Organització de la memòria
La memòria d'aquest projecte està dividida en diferents parts, força relacionades amb els objectius anterior-
ment descrits, però no d'una manera directa. Per tant es fa pertinent explicar-ne concretament la relació.
En una primera part, titulada Evolució de les aplicacions web, faré un repàs teòric de com han canviat les
aplicacions al llarg dels anys, tant des d'una perspectiva històrica com des d'un desglossament inspirat per
diferents punts rellevants d'aquesta evolució (navegadors, plataformes...) així com alguns canvis tecnolò-
gics que han marcat grans diferències (especialment  ajax). Desenvolupant aquest apartat vull acomplir
part del primer dels objectius, concretament la seva part més vinculada al repàs històric i l'anàlisi general.
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A continuació, acabaré de tocar els temes necessaris per acomplir aquest primer objectiu (i els seus sub-
objectius) amb un repàs específic de les tecnologies rellevants per al desenvolupament d'aplicacions web al
costat client. Per a fer-ho faré un repàs classificat segons els aspectes del desenvolupament en els que se
centren aquests recursos. Per cadascun d'ells en donaré una descripció acurada, una anàlisi contextualitza-
da, exemples d'ús, etc. En resum, aportaré la informació necessària no només per poder valorar cada recurs
en concret sinó també introduiré els pilars sobre els quals posteriorment hauré de decidir quines tecnologi-
es considero necessàries per implementar una aplicació en concret. D'aquesta manera doncs, també pre-
tenc acomplir gran part del segon objectiu, especialment del primer dels seus dos sub-objectius. És per això
que aquesta serà una de les seccions més extenses e importants de la memòria.
El següent apartat estarà dedicat íntegrament a la implementació de la nova versió de la web, i representarà
doncs la  secció més  enfocada al  treball  practic  del  projecte.  No obstant això,  necessàriament  la  secció
començarà amb una descripció de la versió antiga de l'aplicació per tenir una imatge més clara dels canvis
que es produiran en la nova. A partir d'aquí, una descripció del procés de disseny —on destacarà la selecció
de tecnologies introduïda amb anterioritat: possiblement un dels passos més rellevants en tot el projecte—
i  una  anàlisi  extens  dels  punts  més  determinants  de  la  implementació.  Al  final  de  l'apartat  faré  una
comparació entre ambdues versions de l'aplicació amb el que faré explicites totes les diferències, millores,
simplificacions, etc.  Amb aquesta secció abordaré la resta dels temes necessaris per completar el  segon
objectiu del projecte, i amb la seva part final abordaré el darrer dels objectius.
Com és pertinent en un projecte d'aquestes característiques, el darrer apartat de la memòria tindrà un
ànim conclusiu, on analitzaré com s'han acomplert els objectius proposats i on faré una serie de reflexions,
ja sigui de caire econòmic, de possibles millores basades en tecnologies incipients o simplement personals.
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evolució de les aplicacions web
L'aplicació web és un element que ha sorgit dins d'un context d'evolució ràpida i constant: el del món
d'Internet i la Web. El propi concepte d'aplicació va néixer sense estar planejat, ja que la idea inicial de la
web era la navegació per pàgines informatives. En aquesta secció veurem com els principals elements que
conformen aquest món van possibilitar una sèrie de millores tècniques que van fer que a part de pàgines, a
la Web s'hi poguessin donar interaccions amb l'usuari més complexes i que mereixien anomenar-se d'altra
manera.  També veurem com al final aquesta mena d'interaccions s'han fet tan populars i  han pres un
caràcter tan transversal que cada cop és més difícil marcar una frontera entre pàgines i aplicacions.
L'evolució dels navegadors
Una aplicació web està dividida en dues parts fonamentals: una és la que està allotjada a un servidor i l'altre
és descarregada per part de l'usuari i s'executa al seu ordinador o dispositiu mòbil. Així com al costat servi -
dor trobem fonamentalment la gestió de les dades de l'aplicació, al costat client és on hi ha el gruix visual
d'aquesta i on es dóna la interacció amb l'usuari. Aquesta part tan important, però, s'executa sempre sobre
una aplicació instal·lada als ordinadors dels usuaris: el navegador. És per això que els canvis que es van
produint en els navegadors web són fonamentals per l'evolució tècnica del món de les aplicacions web,
especialment per les seves possibilitats a costat client.
El primer navegador va anomenar-se WorldWideWeb (posteriorment Nexus) i va ser desenvolupat el 1990
pel mateix creador de la Web, Tim Berners-Lee. La idea amb la que va néixer aquest software va ser la
mateixa amb la que va néixer la mateixa web: fer que pàgines d'informació escrita fossin accessibles des de
molts punts dins d'una xarxa, i per això guardava més similituds amb un editor de text amb la funció de
compartir el resultat que amb el que avui en dia esperem d'un navegador.
Tot i que van aparèixer altres alternatives, va ser  Mosaic el navegador que va aconseguir popularitzar la
navegació per la  Web l'any 1993.  Amb ell  va arribar la  barra d'adreces,  les  fletxes  de navegació i  altres
elements que han caracteritzat els navegadors fins els nostres dies. Es va afegir, entre d'altres, la possibilitat
de navegar amb el protocol  ftp, però una de les seves característiques més emblemàtiques va ser la de
mostrar per primer cop les imatges junt amb el text de les pàgines, sense necessitat d'obrir-les en una altra
finestra. La seva popularitat va durar fins l'arribada de Netscape Navigator, desenvolupat en gran part pels
mateixos creadors de Mosaic, però refet des de zero per iniciar un negoci amb ell.
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Netscape va ser el navegador de referència fins més enllà de la meitat dels 90, però la irrupció de Microsoft
amb el seu  Internet Explorer va canviar la situació, i va acabar convertint-se en el navegador més usat a
finals dels 90 i ben entrat el nou mil·lenni. La competència entre navegadors va suposar un revifament en
les possibilitats dels navegadors però en aquell moment el desig d'adaptar-se exactament als estàndards de
l'html no era una prioritat. Lamentablement, el canvi de tornes entre Netscape i  Internet Explorer es va
produir principalment a causa de pràctiques monopolístiques per part de Microsoft i a principis de la
dècada dels 2000 Internet Explorer 6 va ser el navegador hegemònic,  i així seria fins força anys després. Les
possibilitats tècniques d'aquesta versió eren molt grans i de fet va ser el navegador que va incorporar una
funcionalitat que va marcar un abans i després en l'aparició de les aplicacions web: les crides asíncrones a
servidor.
Però curiosament caldria esperar a la relativa popularització dels nous navegadors per que la comunicació
asíncrona i les aplicacions web fessin acte de presència. Mozilla Firefox va ser l'hereter de Netscape un cop
les possibilitats comercials d'aquest van minvar i es va alliberar el seu codi. Aquest navegador va ser acollit
per la cada cop més creixent comunitat de desenvolupadors web per les seva superioritat tècnica i pel seu
ànim de fomentar els estàndards com una mesura per millorar la compatibilitat amb qualsevol navegador i
garantir la neutralitat tecnològica (impedint per exemple, que s'implantessin formats privatius, objectiu
que no ha sigut del tot exitós en última instància).
Malgrat tot, el canvi radical en l'evolució de les possibilitats web i que va fer possible l'actual vertiginós
ritme d'avenç va ser l'arribada de Google Chrome. Basat en el desenvolupament del navegador Chromium i
el seu motor Webkit,  Chrome es convertiria en un dels principals èxits de la gran empresa en alça després
del seu cercador. Chrome també era un navegador de codi obert com Firefox, i compartia la seva mateixa
filosofia de foment dels estàndards. Tot i que en el moment de la seva arribada Firefox ja comptava amb un
percentatge d'us força important aviat Chrome va superar aquesta quota i fins i tot va superar en pocs anys
fins llavor inqüestionable hegemonia d'Internet Explorer. Per a fer-ho es va valer d'un revolucionari siste-
ma d'actualitzacions silencioses amb el que els usuaris mantenien el navegador sempre actualitzat de mane-
ra pràcticament automàtica. Això, sumat al elevadíssim ritme d'actualitzacions que oferia  Google (amb el
que Mozilla no va poder competir) van propiciar-li l'èxit.
Sigui com sigui, des de la perspectiva de les aplicacions web i dels seus desenvolupadors aquesta situació va
ser molt positiva. Per fi els estàndards webs començaven a ser significatius, i la necessitat de programar amb
excepcions constants pels navegadors de  Microsof es va anar reduint. En part per la lenta però constant
desaparició de la versió 6 d'Internet Explorer però també en part perquè aquest canvi de paradigma va
propiciar que Microsof se sumés al carro del foment dels estàndards i millorés, en general, el seu producte
en posteriors versions.
Actualment  existeix  diversitat  de  navegadors  web  entre  els  que  destaquen  Mozilla  Firefox,  Internet
Explorer i Google Chrome. Opera i Safari (d'Apple) també són populars, però s'usen en molt menor mesura
i en qualsevol cas també estan basats en Webkit com Chrome, pel que el seu progrés i interpretació de les
webs és molt similar. En el context actual, per desenvolupar aplicacions web cal fixar-se més en els estàn-
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dards i la seva evolució ja que els navegadors han sabut implementar les seves millores de forma cada cop
més ràpida i eficient. Però tot i així són aquests navegadors els que acaben marcant la popularització d'unes
determinades funcionalitats, ja que són els elements que definitivament les implementen i escullen, per
exemple, els formats dels diferents tipus de multimèdia.
Usos inicials del JavaScript
JavaScript és un llenguatge de programació que s'interpreta fonamentalment en navegadors web. Nascut el
1995 dins  del  projecte  del  navegador  Netscape Navigator.  JavaScript  va  néixer principalment  com una
alternativa simple a Java, llenguatge que en entorns web es feia servir per a la programació d'applets: petites
aplicacions incrustades dins del navegador (i que per tant no eren aplicacions web, com tampoc ho serien
posteriorment les fetes amb  Flash). La idea de  Netscape era popularitzar un llenguatge lleuger i simple
enfocant-lo a programadors no professionals.
Aviat JavaScript va anar guanyant popularitat com al llenguatge per programar a costat servidor, ja que a
diferència de Java, no estava restringida la seva execució a aplicacions incrustades. Tot i el que pugui sem-
blar pel nom, JavaScript no guarda una relació especial amb Java, ja que també té similituds del mateix
grau amb altres llenguatges com c++, php, etc.
Els usos inicials de JavaScript estaven vinculats a la manipulació d'elements del navegador com la barra
d'estat i els menús contextuals i a petites modificacions del contingut, tot això a través de la interacció amb
el Document Object Model (dom). El dom es pot veure com un objecte de JavaScript definit convencio-
nalment des del qual es pot accedir a l'estructura del navegador i als principals elements del document
html.  La seva estructura  primordial  la  podem veure  a  la  imatge anterior,  tot  i  que els  elements més
destacats són  Window (per tasques com consultar i  manipular el posicionament i mida de la finestra),
History (per navegar a través de l'historial de navegació), Location (per consultar i modificar la URL en la
qual ens trobem) i el propi Document, on s'hi poden trobar els esdeveniments i els elements del contingut
de la Web.
A la pràctica, els usos més freqüents de JavaScript tenien un punt complementari, quan no directament
estètic. Sovint es feia servir per afegir informació addicional a les barres d'estat més enllà d'indicar la url
corresponent a un enllaç, modificar el comportament dels clics, canviar la mida i el posicionament de la
finestra de cara a donar-li especial rellevància o adaptar-la a les necessitats de disseny, etc.
Això no obstant, l'ús de JavaScript acabaria resultant fonamental de cara a processar i mostrar informació
que no provingués d'una comunicació síncrona amb el servidor, i  per tant la popularització d'ajax va
marcar un abans i un després en els seus usos.
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AJAX i el sorgiment de les aplicacions web
L'acrònim ajax significa JavaScript + xml, i vol emfatitzar la relació entre el llenguatge de programació i el
llenguatge de marcat del que es deriva html. Malgrat això, ajax no és una tecnologia concreta sinó un
conjunt de tècniques de programació que defineixen una nova manera d'interaccionar amb els usuaris a la
web, i que no es fonamenten concretament ni en JavaScript ni en xml, sinó en la capacitat de comunicar-
nos asíncronament amb el servidor.
La comunicació asíncrona és la que no es dóna quan fem una crida http al servidor provocada per una
demanda via url, sinó que la fem manualment des de codi en el moment que considerem convenient. Tot
i que sovint correspon a una interacció amb l'usuari, el que defineix la comunicació asíncrona és un objecte
que es pot manipular en el moment que es desitgi dins del flux d'un programa JavaScript: XMLHttpRe-
quest. Aquest objecte, introduït inicialment a la cinquena versió d'Internet Explorer, ens permet preparar
una crida http ja sigui de tipus get o post (amb els paràmetres a la mateixa url o a la capçalera http
respectivament), executar-la, i esperar-ne el resultat fins a rebre'l, tot dins del flux d'un programa. D'aques-
ta manera s'obre el ventall a actualitzar des del servidor part de la informació que estem mostrant en una
pàgina o aplicació sense necessitat de carregar de nou tot el que estem veient. En aquest procés, entren en
joc la resta de parts que conformen la tècnica ajax.
xml i  xlst van ser inicialment els llenguatges destinats a la manipulació de dades entre el servidor i el
client,  no  obstant  posteriorment  va  aparèixer  json,  una  convenció  per  representar  dades  de  manera
textual que combinada amb base64 —per poder representar dades binàries en text pla— va simplificar
substancialment la comunicació de dades. Sigui com sigui, un dels punts fonamentals d'ajax és l'envia-
ment i rebuda de dades processades, que ha de mantenir una coherència entre client i servidor.
D'altra banda, JavaScript és l'element encarregat d'iniciar la comunicació, gestionar la rebuda de dades i
posteriorment  interpretar-les  i  inserir-les  en  el  document.  Per  tant,  el  llenguatge  juga  un  paper
dinamitzador del procés.
Per últim, html i css són les tecnologies encarregades del procés de mostra de la informació, del com. Un
cop processada la informació al costat client, aquesta s'ha d'afegir dins d'un fragment de codi  html, ja
sigui un d'existent o un de creat per la ocasió. Aquest codi rep estil amb css, que pot estar ja definit des
d'un inici o pot modificar-se també en el procés d'una crida ajax per adaptar-se a les noves necessitats.
Amb l'arribada i popularització d'ajax es va trencar amb una de les grans fronteres que marcava l'ús de
navegadors: que la interacció amb l'usuari es limités a la lectura de la pàgina en la què es trobava i que
passés a una altra pàgina fent una nova crida http. Ara, s'obria la porta a establir una relació interactiva
pròpia de les aplicacions d'escriptori, fent que el lloc web reaccionés a petites interaccions i fos capaç de
mutar oferint-nos nova informació. És per això que ajax juga un paper fonamental en el sorgiment de les
aplicacions web. I és que sense la comunicació asíncrona només es podia oferir informació molt estàtica
fins a un canvi de pàgina o bé calia enviar des de costar servidor molta informació de cop en previsió de les
possibilitats de navegació de l'usuari.
Amb la possibilitat de crides asíncrones podem enviar, inicialment, la informació justa que volem mostrar,
i si l'usuari demana una mica més anar a buscar aquesta informació sense perdre el context inicial. En certa
manera es va aconseguir minimitzar l'impacte d'haver de descarregar la informació del servidor, en la mesu-
ra en que ara es podia ser més eficient demanant-la i fer-ho en petits fragments sense obligar a l'usuari a
esperar-se a rebre el resultat.
També amb ajax es va marcar certa tendència als widgets. Aquests elements es poden entendre com petites
aplicacions incrustades dins d'una pàgina, una mica a l'estil dels  applets de  Java, però que solen tenir un
funcionament i disseny molt integrat amb la resta del lloc web, aportant funcionalitats auto-contingudes.
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Patrons de programació per JavaScript
El procés amb el qual JavaScript va passar de dedicar-se a usos més aviat anecdòtics i amb finalitats decora -
tives a ser un llenguatge amb funcions destacades de cara a la interacció amb l'usuari i la creació d'aplica -
cions va fer que progressivament s'anés dedicant més atenció a les tècniques de programació amb les quals
es realitzaven les tasques.
Les aplicacions, al disposar de diferents parts que interaccionen entre elles, fan que un l'ús del llenguatge
des d'una perspectiva imperativa limités les possibilitats i embrutés el codi dificultant la seva manutenció,
entre d'altres problemes. Això va animar a treure tot el suc d'un llenguatge que no només estava orientat a
objectes sinó que n'era possiblement una de les característiques més rellevants. Es per això que van anar
sorgint diferents patrons de programació amb l'ànim d'organitzar el codi.
Com he dit, JavaScript és un llenguatge orientat a objectes, però a diferència de la majoria dels llenguatges
orientats a objectes que gaudeixen de major popularitat i us, no disposa de classes. No és doncs un llengua -
tge que parteixi de classes que defineixen tipus d'objectes, i de les quals posteriorment es creen instàncies
amb les que es pot treballar. A JavaScript definim directament objectes, i si ho desitgem els podem replicar,
però qualsevol de les copies és una instància utilitzable.
Malgrat això, un dels patrons que més popularitat va guanyar de cara a desenvolupar aplicacions web, i
que fins i tot ha sigut força promogut per Google, ha estat el que mitjançant certes convencions emula l'ús
de classes a JavaScript. Ha existit —i segueix existint— força controvèrsia entorn de JavaScript i les seves
peculiaritats, fins al punt que moltes de les característiques del llenguatge s'han arribat a considerar errors
de disseny per part d'alguns desenvolupadors reputats. Sigui com sigui, JavaScript no disposa d'una mane-
ra única i correcte de fer-se servir, i és lògic que algunes persones creguessin que el més pràctic era adaptar-
lo a la manera de programar que ja coneixien. Així doncs, el principal avantatge d'aquest patró —que s'ha
conegut amb el nom de pseudo-clàssic— és el d'aprofitar la nostra pràctica amb altres llenguatges com c+
+, Java o php5, que disposen d'un sistema de classes, minimitzant doncs la nostra corba d'aprenentatge.
function Animal(name) {
  this.name = name
}
Animal.prototype = { 
  canWalk: true,
  sit: function() {
    this.canWalk = false
    alert(this.name + ' sits down.')
  }
}
var animal = new Animal('Pet') // (1)
alert(animal.canWalk) // true
animal.sit()             // (2)
alert(animal.canWalk) // false
En l'anterior exemple podem veure com es defineix una «classe» amb aquest patró. La idea és aprofitar
una funció —creadora d'un nou context— com a funció creadora i on definirem els atributs de la classe. A
partir d'allà caldrà estendre el seu prototip amb els mètodes que creiem convenients. El prototip és una
característica de tots els objectes de JavaScript i és on es defineixen els mètodes que un objecte té associats.
Quan dupliquem un objecte el seu prototip també es duplica. D'aquesta manera, al cridar una funció i per
tant executar el codi que hi ha dins seu, estem definint unes variables amb uns valors determinats —que
sovint seran relatius als paràmetres de la funció— i com que una funció a JavaScript també és un objecte,
podem comptar que al prototip de la funció que cridem hi hauran associats els mètodes que hem definit.
function Rabbit(name) {
  this.name = name
}
Rabbit.prototype.jump = function() {
  this.canWalk = true
  alert(this.name + ' jumps!')
}
Rabbit.prototype = 
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inherit(Animal.prototype)
function inherit(proto) {
  function F() {}
  F.prototype = proto
  return new F
}
En aquest fragment de codi podem veure com funcionaria l'herència amb el patró pseudo-clàssic. La idea
es simplement la de fer que el prototip de la nova classe sigui assignat amb el prototip de la que assumirà el
rol  d'ancestre,  de  manera  que a  partir  de  llavors  podrem comptar  amb els  mètodes  d'aquesta  classe  i
estendre'ls o redefinir-los amb mètodes nous.
Una de les coses que pot cridar l'atenció d'aquest concepte de classes és l'absència de privacitat real en les
variables i mètodes. Tot i que podem assumir per convenció que certes variables no s'han d'accedir directa-
ment o que certs mètodes s'han de considerar privats (per exemple, els que comencin amb un guió baix), la
realitat és que res ens impedeix tenir accés a aquests recursos i modificar-los a voluntat. Aquest assumpte
no ha sigut vist amb gaire importància per certs sectors de la comunitat, que asseguren que, si es volen
mantenir les convencions, no hauria de ser important que de fet no existissin variables privades, però altres
sectors de la comunitat pensen que la privacitat ha de ser real per minimitzar les possibilitats d'error i
facilitar l'ordenació del nostre codi.
Des d'aquesta perspectiva es va popularitzar un patró per l'ús de JavaScript que mantenia l'ànim d'emular
el funcionament de classes però alhora afegia la possibilitat de disposar de recursos privats.
function exampleClass() {
  var priv1 = ...;
  var priv2 = ...;
  var method1 = function () {
    ...
  };
  var method2 = function () {
    ...
  };
  var self = {};
  self.methodPub = method2;
  return self;
};
var eC = exampleClass();
eC.methodPub(); //correcte
eC.method1(); //error
eC.method2(); //error
ec.priv1; //error
Com podem veure aquest patró disposa d'un aspecte més net i  intuïtiu. Alhora, la desitjada privacitat
s'aconsegueix evitant retornar la funció en sí mateixa sinó un objecte nou al que s'associen les referències
als mètodes —i variables, si volguéssim— que necessitem fer visibles, i només aquestes. A més, per como-
ditat, podem fer un tractament de la classe com si tots els mètodes fossin privats i només preocupar-nos de
determinar si són públics o no al final.
function inheritClass() {
  var parent = exampleClass();
  var priv3 = ...;
  var priv4 = ...;
  var method3 = function () {
    ...
    parent.methodPub();
    ...
  };
  var method4 = function () {
    ...
  };
  var self = parent;
  self.methodPub = method3;
  self.methodPub2 = method4;
  return self;
};
10
Com podem veure, el sistema d'herència és també molt intuïtiu. Tot semblen avantatges, però aquesta
metodologia ha sigut criticada per diversos motius. El primer d'ells és que no fa servir el prototip, que és el
mecanisme que JavaScript disposa per definir tipus d'objecte, i que vindria a ser el més similar a una classe
que té.  Llavors  quan creem diverses  instàncies  d'aquesta  pseudo-classe de  fet  estem redefinint tots  els
mètodes una vegada i una altra. Això pot suposar un problema de rendiment, especialment si necessitem
generar moltes instàncies de la nostra pseudo-classe, és a dir, si necessitem duplicar molts cops el nostre
objecte.
D'altra banda, el principal motiu de crítica és en realitat menys tècnica que filosòfic, i és que amb aquest
patró  s'està  negant  força  la  naturalesa  i  per  tant  el  potencial  de  JavaScript.  La  simplicitat  en  el  codi
s'aconsegueix a força de deixar de banda certs recursos com el  thi, o el  new, certament fonts de molts
maldecaps. Els entusiastes d'aquest patró —entre els quals em trobava— veien com un avantatge poder
prescindir  d'aquests  elements,  però  en  fer-ho  certament  s'estava  desaprofitant  certa  funcionalitat  que
afegeixen i que en diverses ocasions podia arribar a simplificar-nos el codi.
És per això que hem pogut viure una progressió des de l'ús de patrons que emulaven el funcionament
d'altres llenguatges a la cada cop més freqüent visió d'utilitzar JavaScript com un llenguatge propi amb una
manera de fer pròpia. De fet, l'evolució de l'ús i ordenació del codi JavaScript visibilitza amb claredat una
tendència des d'una certa despreocupació i desordre inicial, a una posterior tendència a ordenar el codi
segons  els  patrons  d'altres  llenguatges  —cosa  que  en  certa  manera  es  relacionava  amb  l'arribada  de
programadors experimentats  però sense experiència en aquest  llenguatge tan peculiar— per finalment
acabar culminant en una sèrie d'usos propis que aprofitaven el potencial del llenguatge i que corresponien
a l'aparició de programadors amb una vasta experiència justament en JavaScript.
Així doncs, els patrons d'ús més contemporanis inclouen l'herència per prototip, la definició d'objectes
que directament ja s'usen a l'aplicació. La duplicació d'objectes mitjançant la còpia de prototip, l'ús de
l'element thi com un mètode que ens informa de com s'ha cridat el mètode i no d'un enllaç a l'objecte en
qüestió, l'us conscient del new com un generador de noves referències a memòria, etc.
Al marge d'aquest procés hi ha hagut un patró que no s'ha preocupat tant de com organitzem les porcions
del nostre codi (classes, objectes...) sinó en donar certs rols a aquests elements de manera que definissin de
determinada manera el flux de l'aplicació. Parlem del patró Model-Vista-Controlador (mvc).
La idea del patró Model-Vista-Controlador és gestionar les aplicacions assumint que hi ha elements dedi-
cats a la manipulació del model de dades (base de dades), altres que s'encarreguen de preparar aquestes
dades per mostrar-les a l'usuari (vistes) i uns altres que atendran a les peticions dels usuaris i decidiran de
quina manera s'ha de procedir. Com podem veure a l'esquema superior, les crides de l'usuari les reben els
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controladors, que es comuniquen amb els models per obtenir o manipular dades i finalment el resultat es
trasllada a les vistes, que mostraran algun tipus de resultat.
En el món de les aplicacions web aquest patró es va aplicar amb força freqüència al costat servidor, però no
va ser fins fa relativament poc que es va començar a aplicar també a costat client. Sovint —tot i que sobre-
tot al costat servidor— se sol combinar amb el patró de Front Controller, que és una classe controladora
principal que fa de porta única d'entrada a les peticions de l'usuari i que es dedica a redirigir el tràfic de
peticions  als  controladors  pertinents.  Alhora,  aquest  patró  s'ha  començat  a  aplicar  recentment  amb
modificacions  (Model-Vista-Presentació),  especialment  des  de  la  popularització  d'alguns  recursos  pel
desenvolupament  d'aplicacions  web  que el  fan  servir,  però  d'això  ja  en parlarem més  endavant  en la
memòria.
Si alguna pega se li pot trobar a aquest patró —que s'ha popularitzat, sobretot, gràcies a la seva efectivitat
demostrada de cara a organitzar el codi en entorns d'aplicacions web— és que, si fem servir el concepte de
Model al costat client, estem exposant l'estructura de la nostra base de dades, de manera que en certs tipus
d'aplicacions  (com per  exemple  jocs,  en els  que és  possible  fer  trampes)  es  podria  prescindir  del  codi
JavaScript i fer crides a servidor que manipulessin valors concrets de la base de dades. Per impedir això
només és possible prescindir  del concepte de Model al  costat client i  dissenyar les crides a servidor de
manera que facin tasques concretes. Un exemple bàsic seria que si en un joc podem comprar un objecte, en
lloc d'una crida que actualitzi el valor d'objecte a +1 i el valor de diners a -1 (i que un usuari podria fer servir
per tenir diners infinits) tindrem una crida molt més semàntica que servirà per «comprar objecte» i ja serà
a nivell de servidor on s'actualitzaran correctament les dades.
Malgrat això, moltes aplicacions no necessiten impedir que l'usuari manipuli les dades que es es poden
tocar mitjançant les crides disponibles, i la funció de l'aplicació sustentada en JavaScript no és altre que la
de facilitat gràficament aquest procés. Per tant el patró de Model-Vista-Controlador és útil en la majoria de
les situacions.
Noves plataformes: Smartphones, Tablets...
Probablement, l'element que més ha revolucionat el món de les aplicacions web (i de fet, també de les
pàgines web convencionals) ha sigut l'aparició de nous dispositius des dels que accedir a la web més enllà
de l'ordinador convencional. Mentre que les diferències entre ordinador de sobretaula i ordinador portàtil
eren insignificants pel món de la web, l'aparició de dispositius mòbils, amb totes les seves peculiaritats, ha
suposat un canvi dràstic en la manera d'entendre el resultat i el procés de creació de les aplicacions.
El boom dels dispositius mòbils el va iniciar l'arribada de l'iphone. Un dispositiu que recordava al repro-
ductor de música ipod touch però que incorporava una targeta sim i per tant la possibilitat de connectar-se
a la xarxa telefònica mòbil. Des d'aquell moment en endavant, altres empreses es van sumar al carro dels
anomenats  smartphones,  estrany  apel·latiu  que  volia  mostrar  com  aquests  dispositius  no eren telèfons
mòbils convencionals, sinó que eren capaços de comportar-se com veritables ordinadors, cosa que incloïa
la navegació per internet. Posteriorment es va popularitzar el concepte de tablet, que era prou similar però
que augmentava la resolució de pantalla per facilitar certes tasques.
Una de les primeres característiques que sobta al desenvolupador d'aplicacions web entorn als dispositius
mòbils és la seva limitada mida de pantalla.  Acostumats fins llavors a haver d'adaptar els dissenys i  les
interfícies  d'usuari  a  pantalles  cada cop més grans,  l'aparició dels  smartphones va  suposar un canvi  de
paradigma radical.
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Davant d'aquest problema, les solucions que es van plantejar van ser bàsicament tres:
• Com que els sistemes operatius dels dispositius mòbils tenien la capacitat d'executar aplicacions
natives en diferents llenguatges de programació (principalment c++ i Java) en moltes situacions es
va  decidir  oferir  la  web  pels  dispositius  d'escriptori  i  preparar  aplicacions  específiques  per  els
dispositius mòbils.
• Davant de la necessitat de redissenyar l'aplicació en algunes situacions es va decidir crear una versió
alternativa de l'aplicació o pàgina optimitzada per dispositius mòbils. D'una banda tenia el benefici
de que era una tasca assumible per desenvolupadors web, però el problema era que seguia sent
necessari crear dues aplicacions diferents i a sobre no s'aprofitaven les possibilitats de les aplicacions
natives.
• Al voltant del  2010 va aparèixer  una tècnica  que explotava la  capacitat  dels  fulls  d'estil  de  les
tecnologies web d'aplicar estils en funció de condicions, com per exemple la mida de la pantalla.
D'aquesta manera el disseny d'una aplicació es podia adaptar segons la mida de la pantalla i tot i
que el procés creatiu i de disseny era força més complexe s'estalviava temps al no haver de fer dues
aplicacions separades.
Tot i  que encara té certa presència, la tendència ha sigut a no realitzar duplicitat d'aplicacions web en
funció del dispositiu i fer sempre que es pugui un disseny adaptatiu. De fet, les aplicacions natives no s'han
vist tant com una manera d'oferir el mateix contingut de la web però per a mòbils, sinó que sovint s'han
enfocat en oferir serveis diferents i específics. Per tant, molts llocs web que ofereixen una aplicació nativa
alhora  també  ofereixen un lloc  web  amb disseny adaptatiu,  ja  que són dos  productes  completament
diferents. De la tècnica de disseny adaptatiu en parlaré amb més profunditat a la secció de tecnologies.
L'altre punt més representatiu dels dispositius mòbils és l'absència del perifèric del ratolí, que per motius
obvis resultaria incòmode en aparells creats per a la mobilitat. Així com els ordinadors portàtils ofereixen
superfícies tàctils al costat del teclat per donar-nos la possibilitat de no dependre d'un ratolí, els dispositius
mòbils reinventen la interacció amb l'usuari a través de les pantalles tàctils,  que lluny de ser opcionals
eliminen el concepte de cursor.
D'aquesta manera els desenvolupadors d'aplicacions web havien de considerar una forma completament
nova d'interaccionar amb l'usuari. Tot i que arrossegar elements ja era possible amb els ratolins, l'aparició
de les pantalles tàctils ha fet que aquest tipus d'interacció guanyi molta rellevància. Igualment, l' scroll ha
sofert una revifada com a manera d'estructurar la informació, minimitzant d'aquesta manera el número de
clics necessaris per arribar a un punt a costa de mostrar més informació en una pàgina. Això està força
relacionat amb el fet que en escriptori fer  scroll es pot entendre com una tasca tediosa que depèn de les
característiques del nostre perifèric, però en un dispositiu tàctil es tracta d'una tasca molt més intuïtiva.
Amb les pantalles tàctils  s'obre també possibilitat de fer servir diversos dits alhora, cosa que amplia el
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ventall de gestos de cara a realitzar accions. Per exemple, sovint separar dos dits o ajuntar-los és un gest que
s'interpreta per ampliar o reduir imatges.
Deixant de banda aquestes dos principals característiques —la mida de la pantalla, i les pantalles tàctils—
els dispositius mòbils han reinventat les nostres costums en accedir a la web. Amb els ordinadors conven-
cionals navegar per la web era una tasca a la que sovint es dedicava un temps concret i deliberat, mentre
que amb els dispositius mòbils, al poder recórrer a ells ràpidament en quasi qualsevol moment, sovint es
dóna una navegació breu i recurrent, sovint inspirada per la necessitat de resoldre un petit dubte concret,
no per resoldre una tasca complexe.
Aquest  canvi ha provocat  una simplificació en les aplicacions web i  ha dotat de major importància el
disseny d'interfícies d'usuari. L'usuari, al tenir sovint un temps limitat de navegació marcat, per exemple,
per un viatge en transport públic, s'ha tornat més exigent i menys tolerant a aplicacions complexes que li
demanin un nivell d'implicació massa elevat. Això també s'ha vist potenciat per la mida de les pantalles,
que de fet exigeixen una reorganització de la informació, l'aparició (o més aviat, el retorn) de menús desple-
gables.  Per tant ens trobem davant d'una tendència a les aplicacions bàsiques,  simples i  que han estat
dissenyades dedicant molta atenció al lloc on es col·loquen els elements. Ja sigui per facilitar-ne l'accés amb
els dits de la mateixa mà que subjecte el dispositiu o simplement per millorar la coherència i lògica de
l'aplicatiu amb la intenció de facilitar la seva comprensió.
En  resum,  l'aparició  dels  dispositius  mòbils  ha  suposat  un  important  punt  d'inflexió,  però  les  seves
conseqüències no han aparegut repentinament, sinó que s'estan notant al llarg dels darrers anys, i no les
podem donar per acabades.  S'han pogut observar una tendència en l'increment d'us d'aquest tipus de
dispositiu que ha arribat a plantejar l'escenari  futurible en el  que els ordinadors de sobretaula quedin
limitats a poc més que usos professionals. Malgrat això, aquesta tendència no és 100% clara i costa preveure
com pot evolucionar el marcat, de manera que alhora costa predir com això pot afectar a les aplicacions
web.
Situació actual i futur
Després de veure com han canviat les coses entorn d'Internet i la Web, la principal conclusió a la que es pot
arribar és que el que pot passar d'aquí en endavant és impossible de dir amb total certesa; ara bé, és poden
fer algunes previsions.
Si els dispositius mòbils i tàctils han suposat una gran revolució, sembla que hi ha altres dispositius dispo -
sats que aviat poden suposar grans canvis: els anomenats wearables, principalment representat pels smart
watches. Com el mateix nom deixa entreveure es tracta de fomentar que els elements que vestim estiguin
informatitzats, oferint-nos funcionalitats de tota mena. Fins ara els rellotges intel·ligents funcionen com un
complement dels  dispositius mòbils  i  els  principals  usos que se  li  donen estan vinculats  amb alertes  i
controls ràpids. Ara bé, sembla que algunes empreses estan intentant trobar nous usos a aquests elements,
com per exemple la capacitat d'escriure mitjançant gestos en la petitíssima pantalla d'un rellotge. En aquest
sentit es pot posar a prova de nou la concepció de les aplicacions web i la seva capacitat per adaptar-se a
espais cada cop més claustrofòbics, cosa que pot obligar als desenvolupadors i dissenyadors a simplificar
encara més les seves interfícies d'usuari.
D'altra banda, no són els complements que vestim la única cosa que s'està tornant smart. Un nou concepte
en alça són les  smart cities, tema en el que precisament la ciutat de Barcelona és una de les que s'ho està
prenent de forma més seriosa. Darrera d'aquest concepte s'amaga la informatització d'elements propis de
l'entorn urbà, com l'enllumenat públic, els parcs infantils, etc. El principal canvi que això pot comportar
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pel món de la web és un canvi de costums, de la manera amb la que ens relacionem amb Internet; de la
mateixa manera que els dispositius mòbils han suposat treure internet de les nostres cases.
Per acabar també cal destacar la tendència a que els serveis web i les aplicacions (tant web com natives, però
vinculades amb Internet en qualsevol cas) a relacionar-se amb qüestions del món real. Un exemple clar
d'això seria la compartició de viatges de cotxe. La dinamització dels serveis que comporta la informatització
del nostre dia a dia i la interconnexió de les persones ha propiciat un nou ventall de possibilitats que fins i
tot eren impossibles, com en aquest cas la coordinació entre desconeguts per fer més profitosos trajectes en
cotxe.
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tecnologies
Una de les millors maneres d'entendre com ha canviat el món de les aplicacions web i especialment d'en -
tendre quina és la seva situació actual és analitzar una per una les tecnologies amb les quals cal desenvolu-
par-les.
La immensa majoria de tecnologies, recursos i tècniques que tocarem en aquesta secció són tècnicament
prescindibles, doncs és possible desenvolupar aplicacions web partint d'un editor de text en blanc i limi-
tant-se a escriure codi en els diferents llenguatges als que cal recórrer. No obstant, el seu ús està molt estès i
resulten molt importants a nivell pràctic. Això passa perquè el que aporten aquestes tecnologies no és la
capacitat de fer aplicacions, sinó majorment la capacitat de fer-les més de pressa, concentrant-se en les parts
peculiars i  confiant en l'automatització de les tasques més repetitives i habituals. Ara bé, també sovint
aporten altres coses, com l'eficiència d'execució i la lleugeresa del codi i els recursos multimèdia associats a
l'aplicació.
Però  davant  de  l'evident  utilitat  d'aquests  recursos,  es  fa  necessari  emprendre  una  anàlisi  acurat  de
cadascun d'ells. D'entrada, caure en una excessiva dependència envers d'una tecnologia en concret implica
confiar en que sempre la tindrem a la nostra disposició, cosa que no és certa, ja sigui per la vertiginosa
evolució en les tècniques,  llenguatges i  navegadors (cosa que podria provocar que es  tornés obsoleta),
perquè ens toqui concentrar-nos en una part d'una aplicació més gran i això ens condicioni en l'ús d'altres
recursos alternatius, etc. Parlant precisament d'aquest darrer punt, resulta important conèixer les diferents
alternatives que tenim per acomplir una tasca, a poder ser havent-les usat en casos pràctics. Això ens dóna
el coneixement necessari per escollir la tecnologia més útil pel nostre cas particular, o simplement aquella
amb la que ens sentim més còmodes.
JavaScript
Com hem pogut  veure,  el  JavaScript  és  una de les  parts  més característiques de les  aplicacions web, i
bàsicament la que més ens permet diferenciar-les del tradicional concepte de «pàgines web».
Al tractar-se d'un llenguatge de programació és possible aplicar-hi molts dels conceptes que tècnics desen-
volupats per altres llenguatges d'aquest tipus, especialment patrons per ordenar el  codi i  facilitar-ne la
escalabilitat, la facilitat de desenvolupament i la claredat del codi.
En aquest apartat anirem un pas més enllà i analitzarem els diferents «llibreries» que ajuden a agilitzar el
desenvolupament  en  JavaScript.  En terminologia  de  programació,  una llibreria  és  una porció  de  codi
desenvolupat per tercers que ens dóna eines generals i unes bases per desenvolupar tasques de determinat
tipus en un llenguatge concret1. Així doncs, parlem de porcions de codi que sumarem al que serà el nostre
codi i que, d'entrada, impliquen un augment del pes final del nostre programa. Tot i que moltes vegades
aquestes eines permeten ser dividides en mòduls amb l'ànim de que incloguem només les eines imprescin-
1 Tècnicament el terme que hauríem de fer servir és «biblioteca» ja que en anglès biblioteca es diu library, però jo em 
decanto per l'ús de la paraula llibreria ja que avui en dia gaudeix de més popularitat.
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dibles per dur a terme la tasca que volem, de vegades això no és possible o fins i tot no és desitjable, com
veurem més endavant.
Sigui com sigui, tot i aquest aparent contratemps, el que ens prometen aquestes llibreries és que al final
obtindrem un benefici, ja sigui en temps de desenvolupament, en eficiència d'execució o en la mida del
nostre programa. En l'actualitat la majoria d'aquests recursos poden presumir d'aconseguir pràcticament
totes aquestes coses alhora.
Però veiem en més detall que els diferencia. Primerament cal dividir-los entre els recursos que tenen com a
propòsit complementar el llenguatge JavaScript en sí mateix, i els que serveixen per millorar, facilitar o
guiar el desenvolupament d'aplicacions web. Per tant, el nivell d'abstracció entre els dos conceptes és dife -
rent, fins al punt que els segons molts cops assumeixen i integren l'ús dels primers. Com veurem, però, el
nivell d'abstracció entre llibreries del segon grup també es diferent, de manera que alguns serveixen fins i
tot per estendre les funcionalitats d'altres llibreries.
Al final veurem que tenim diverses opcions, i que podem fer un ús auster i limitat d'aquests recursos o que
per contra podem bolcar-nos en una complexa xarxa de codi extern fins al punt de que difícilment sembla-
rà que estiguem programant en JavaScript.  Decidir  en quin punt entre els  dos extrems ens situem no
dependrà només de preferències personals sinó que sovint hi tindrà molt a dir el tipus de projecte al que
ens enfrontem, la seva complexitat, les necessitats d'escalabilitat, els ritmes i temporalitats del treball, etc.
Per tant l'existència de tots aquests recursos està ben justificada.
Llibreries per millorar JavaScript: Protoype, jQuery...
Una de les principals problemàtiques que presenta JavaScript és que, no només existeix una diferència
força gran entre versions, sinó que, la manera en la que cada navegador implementa l'estàndard pot arribar
a ser significativament diferent, sobretot en alguns punts crucials com la selecció d'elements del dom o la
manera en la que ens registrem a esdeveniments del ratolí, teclat, etc.
Inspirats sobretot per l'ànim de solucionar aquesta problemàtica, alguns desenvolupadors van crear dife -
rents llibreries. La seva intenció era aconseguir que el nostre codi JavaScript es pogués desenvolupar sense
preocupar-nos de les particularitats de cada navegador, de manera  crossbrowser.  No obstant, la majoria
d'aquestes llibreries han volgut anar més enllà i han aprofitat la necessitat d'estendre el comportament del
llenguatge per, alhora, simplificar tasques o automatitzar mecanismes facilitant la creació d'animacions.
Una d'aquestes primeres llibreries és  PrototypeJS, que va gaudir d'una gran popularitat durant un llarg
període de temps des de que va ser creada el 2005 per Sam Stephenson. Una de les principals utilitats de
PrototypeJS era l'accés ràpid a elements del dom mitjançant la funció $.
$('element_id')
Amb un fragment de codi com l'anterior podem accedir via JavaScript a l'element dom que al codi html
seria identificat amb l'identificador element_id. No obstant, el retorn d'aquesta funció no es l'element de
dom sense afegits tal i com ho faríem amb la metodologia JavaScript habitual —i que hagués comportat
fer servir un fragment de codi diferent depenent del navegador pel qual estiguéssim programant— sinó un
objecte estès que conté diverses referències a funcions que s'aplicarien a l'element en qüestió.
$('comments').addClassName('active').show();
L'anterior línia de codi ens permetria accedir a l'element amb identificador  comments, afegir-li una nova
classe anomenada active a l'atribut class i per acabar afegir-li el codi CSS display: block; a l'atribut style, que
permet que un element sigui visible. En resum, es passaria d'una situació com aquesta:
<div id='comments' class='...' style='...'>...</div>
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A una com aquesta:
<div id='comments' class='... active' style='... display: block'>...</div>
Aquesta tècnica amb la qual es possible anar encadenant funcions rere funcions aplicables sobre un mateix
element s'anomena Method Chaining i va ser àmpliament popularitzada a JavaScript amb PrototypeJS i
llibreries posteriors. S'aconsegueix fent que cada funció (que en realitat seria una acció, però que en Java -
Script se solen conèixer simplement com a mètodes) retorni l'objecte de dom ampliat del que hem parlat
abans,  enlloc  de retornar  algun valor  pertinent o simplement no tornar  rés.  El  punt que veiem entre
funció i funció és l'accés a una referència d'aquest objecte, que és accessible perquè la funció anterior ens
l'acaba de retornar.
Amb aquestes funcions i moltes altres PrototypeJS agilitzava el desenvolupament d'aplicacions web d'una
manera revolucionària, i en cada funció s'aprofitava per abstreure les particularitats de les funcions natives
de les quals es feia ús, que com ja hem anat comentant sovint implicaven diferents mecanismes depenent
del navegador en el que s'haguessin d'executar.
No obstant,  PrototypeJS tenia algunes limitacions que altres llibreries van anar superant. Una de les més
notòries era que estenia el dom amb mètodes i recursos de tot tipus. Això vol dir que afegia i modificava
els objectes nadius de JavaScript i per tant un cop s'afegeix  PrototypeJS a un projecte JavaScript aquestes
modificacions seran presents al llarg de tot el programa. Això era comprensible en un context on una
llibreria JavaScript d'aquestes característiques era poc habitual, però amb el temps era més freqüent trobar-
se amb la necessitat de que diferents llibreries convisquessin en un mateix projecte,  que fessin ús dels
mateixos  recursos  i  per  tant  l'extensió  del  dom va  acabar  un  risc  potencial  d'incompatibilitat  entre
diferents llibreries.
D'altra bada  PrototypeJS no se centrava en generar animacions, tasca que delega en  Script.acoul.us, i no
permet modularitat, de manera que s'ha d'usar al complet. Com hem dit, moltes llibreries han resolt part
d'aquests problemes i han anat aportant a l'evolució de les llibreries JavaScript de tipus framework, però si
una ha aconseguit postular-se com la llibreria estàndard aquesta és JQuery. Creada per John Resig al 2006 i
ampliada al llarg dels anys per un extens equip de desenvolupadors, s'ha convertit en la llibreria de Java -
Script més utilitzada en l'actualitat. Per fer una comparació: mentre que és calcula que el 3% de les webs fa
servir PrototypeJS, es calcula que el 60% de les 10.000 pàgines més visitades d'Internet fa ús de JQuery en
alguna de les seves versions.
A banda de les qüestions no tècniques que sempre poden envoltar la popularitat d'un producte o altre, és
cert que  JQuery va saber aportar solucions a una sèrie de problemes que amb l'evolució del món de les
aplicacions web resultaven cada cop més rellevants. D'entrada, aquesta llibreria fa us de la tècnica de closu-
res per evitar modificar el dom. La tècnica parteix de la potencialitat de les funcions a JavaScript per aïllar
les definicions de variables. D'aquesta manera tota la llibreria està definida dins d'una funció, creant un
entorn segur on tot queda encapsulat dins d'objectes concrets (l'objecte JQuery o $).
També és important esmentar la nova concepció de la selecció d'elements del dom. Ara, en lloc de veure'ns
limitats per l'ús d'identificadors html podem fer servir selectors css per accedir a determinats elements.
Per exemple, amb la següent instrucció...
$('#element .block > div').addClass('bar');
...estarem afegint la classe  bar a les capes amb antecessor directa amb classe block sempre i quan estiguin
dins d'un element amb identificador element. És a dir, el resultat seria el següent:
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<div id='element'>
<div class='block'>
<div>
<div>foo</div>
</div>
</div>
<div class='block'>
<div>
<div>foo</div>
</div>
</div>
</div>
<div id='element'>
<div class='block'>
<div class='bar'>
<div>foo</div>
</div>
</div>
<div class='block'>
<div class='bar'>
<div>foo</div>
</div>
</div>
</div>
La gestió d'esdeveniments és una de les funcionalitats de JavaScript més importants de cara a generar un
flux d'aplicació en el costat client, ja que deixant de banda la comunicació síncrona amb el servidor —
provocada bàsicament clicant en enllaços i processant formularis— l'ús que fa l'usuari del teclat i sobretot
del ratolí i dels gestos en pantalles tàctils és la manera amb la que es crea la interacció entre aquest i el
programa. Irònicament, és un dels aspectes on més caos podem observar entre diferents navegadors i per
tant on és més útil unificar i simplificar el comportament amb una sintaxi simple i transparent.
$('#element').on('click', function (e) {
alert('click on element');
});
$('#element').off('click');
Aquest seria un exemple bàsic de com es faria aquesta gestió amb JQuery. Com és habitual, partim d'un
selector d'element —que podria ser molt més complex, és clar— especifiquem el tipus d'esdeveniment que
volem «escoltar» i descrivim amb una funció el que ha de passar un cop es produeixi. En la segona ins -
trucció desactivem aquesta escolta. És important mantenir l'ordre en el seguiment que fem dels esdeveni-
ments ja que aquests poden acumular-se, no només provocant que les accions post-esdeveniment s'execu-
tin  diverses  vegades,  sinó que  també provocant  problemes  de  rendiment.  Per  això  és  important  anar
desactivant les escoltes o aplicar tècniques com la delegació d'esdeveniments, que a més a més milloren
l'eficiència:
$('#parent-element').on('click', '.children', function (e) {
alert('children clicked');
});
En aquest exemple, el que volem és generar una alerta quan es cliqui en un element amb classe children
que  es  troba  dins  de  l'element  amb  identificador  parent-element.  Si  simplement  haguéssim  definit  el
selector  amb normalitat  s'hagués  definit  un seguiment d'esdeveniment  per  cadascuna de  les  instàncies
existents de children, i alhora si posteriorment creem una altra instància de children ja no hi haurà segui-
ment per ella. En canvi, amb aquesta sintaxi podem definir l'esdeveniment en un antecessor comú i delegar
en l'element que volem, provocant un comportament idèntic però amb la diferència de que només hi ha
un esdeveniment —molt més eficient i molt més fàcil de controlar— i que si esborrem o afegim instàncies
de children tot segueix funcionant.
Un altra dels punts claus que han determinat l'ampli ús de JQuery és la possibilitat de crear plugins que
estenguin el funcionament de la llibreria, de manera que els desenvolupadors d'aplicacions podem crear
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mecanismes per acomplir les nostres necessitats particulars, podem compartir-los amb una comunitat gran
i alhora ens resulta més fàcil trobar plugins fets per altres que funcionen ràpidament i que tenen en comú
la manera de fer de JQuery, amb la que ja estem familiaritzats. Això és especialment important de cara a
estalviar temps de desenvolupament.
Les animacions que inclou la llibreria no són totes les que podríem esperar d'una llibreria especialitzada
com GreenSock, però són suficients per generar transicions d'estat animades, indicadors d'esdeveniments
de ratolí, i altres comportaments que des de que els navegadors els poden executar fluidament han anat
guanyant més i més rellevància. Però si en un punt destaca aquesta funcionalitat sobre la que sol oferir una
llibreria especialitzada —i aquesta afirmació ja no seria certa per llibreries com l'esmentada GreenSock, que
tenen un comportament molt similar— és en la simplicitat semàntica amb la que es defineixen les anima-
cions, basades en propietats css.
$('#book').animate({
opacity: 0.25,
left: '+=50'
}, 5000, function() {
alert('animation complete');
});
Tot i que es disposa d'una serie de mètodes que encapsulen comportaments molt habituals com  fadeIn
(opacitat a 100% i display: block o inline-block, segons convingui) o slideUp (fa desaparèixer l'element amb
un lliscament cap amunt), en aquest exemple veiem el que seria una animació qualsevol definida per una
sèrie de propietats CSS a les que volem que l'element «muti» en el transcurs de 5 segons. Un cop acavat el
procés podem especificar una funció o callback (com s'anomenen les funcions executades un cop acabada
una tasca).
Aquests serien només uns exemples que pretenen il·lustrar com funcionen les llibreries tipus  framework
que serveixen per millorar —o millor dit, agilitzar— l'ús de JavaScript. Com es pot veure existeix força
similitud entre llibreries, i tot i que he fet molt d'èmfasi en JQuery per ser la més utilitzada en l'actualitat i
per que és, junt amb PrototypeJS, la que he pogut manipular en projectes reals en més ocasions, rés no
assegura que en un futur no puguin sorgir llibreries més populars, més efectives, o que simplement s'ade -
qüin més a les tasques particulars que necessitem dur a terme. Per exemple, existeix una llibreria anomena-
da ZeptoJS que replica l'api de JQuery però que internament està implementada per funcionar de forma
més àgils en dispositius mòbils fent ús, entre d'altres coses, d'animacions basades en CSS (les veurem més
endavant).
Llibreries pel desenvolupament d'aplicacions web: BackboneJS, AngularJS...
Pot semblar que amb les llibreries que acabem d'explorar el potencial que podem extreure de JavaScript ja
seria quasi il·limitat, i de fet aquesta és la sensació que s'experimenta mentre ens dediquem a fer un ús
complementari del llenguatge, usant-lo per acomplir tasques bàsiques i afegir cert dinamisme a una pàgina
web. No obstant, amb l'auge de les aplicacions web i la seva progressiva complexitat s'ha tornat imprescin -
dible recórrer a  patrons de programació i  d'arquitectura per poder crear un codi organitzat,  eficient i
escalable. El més popular d'aquests patrons ha sigut el Model-Vista-Controlador (mvc), del que ja hem
parlat en la secció anterior de la memòria, i és bàsicament d'aquest patró entorn al qual han anat sorgint la
majoria de llibreries dedicades no a estendre la funcionalitat del llenguatge, sinó a gestionar i agilitzar la
creació d'aplicacions web complexes.
La necessitat d'ús d'aquestes llibreries és més qüestionable que el de les llibreries que hem anat parlant.
Com explicaré en posteriors seccions, en la versió antiga de l'aplicació web d'exemple que vaig programar
no vaig recórrer a cap d'aquestes llibreries. Sent sincers, va ser bàsicament perquè no les coneixia i també
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perquè no estaven gaire esteses (o directament no existien encara) però el cas és que la necessitat d'estructu-
rar el codi i aplicar patrons de programació ja era ben real i vaig recórrer a un estil de programació que volia
emular l'ús de classes però des d'una perspectiva funcional. Ja aprofundirem en aquestes tècniques, però
ara és pertinent avançar que segueixen sent una alternativa vàlida a l'ús de llibreries, i que especialment si es
combinen amb gestor de tasques com  Grunt (també en parlarem més endavant) que generin plantilles,
poden arribar a ser prou àgils.
No obstant, l'ús de llibreries —populars— té molts avantatges. El més important de tots és que darrera
d'elles existeix una comunitat de desenvolupadores que expliquen com fer-les servir, aporten noves tècni-
ques d'us, i ens permeten veure, analitzar i entendre projectes reals que les fan servir. I per suposat, sovint
aporten funcionalitats que agilitzen i automatitzen tasques que d'altra manera serien molt feixugues. Seran
aquestes funcionalitats les que analitzarem a continuació.
A diferència del que hem pogut veure amb JQuery, que era la llibreria àmpliament més usada del seu tipus,
en aquest camp tenim moltes opcions, amb una popularitat força disputada. Una altra diferència és que les
similituds entre llibreries no son tan grans, i per tant no es possible fer una anàlisi tan general. He escollit
centrar-me en una d'aquestes alternatives, ja que és de les més usades, la que va generar més repercussió un
cop va aparèixer i de la que he tingut ocasió d'usar més en entorns reals. Posteriorment però, faré una breu
introducció a altres opcions que he pogut investigar i conèixer.
BackboneJS és una llibreria apareguda el 2010 de mans de Jeremy Ashkenas, creador d'altres llibreries força
populars com  underscorejs (de la que parlarem posteriorment) i també de  CoffeScript, un llenguatge de
programació que simplifica la sintaxi de JavaScript.  BackboneJS ens ajuda a aplicar el patró arquitectònic
Model-Vista-Presentació (mvp),  derivat  del  mvc.  La diferència entre ambdós patrons recau en aquí la
Vista assumeix certes funcions del controlador (altres quedaran al costat servidor) i les funcions de vista
queden dividides entre aquesta i la presentació, que tindria responsabilitats molt bàsiques com mostrar
valors de variables i fer iteracions.
var Sidebar = Backbone.Model.extend({
defaults: {
color: 'red'
},
promptColor: function() {
var cssColor = prompt("Please enter a CSS color:");
this.set({color: cssColor});
}
});
window.sidebar = new Sidebar;
sidebar.on('change:color', function(model, color) {
$('#sidebar').css({background: color});
});
sidebar.promptColor();
Per generar Models i Vistes pròpies hem d'estendre els objecte base que ens ofereix la llibreria amb la fun-
ció  extend.  Amb un objecte que assumeix el  rol de model definim valors per defecte i  podem associar
esdeveniments vinculats a la modificació del model. En l'exemple anterior demanem que es canvii el color
d'una sidebar, i quan l'usuari ho fa ens encarreguem de fer que aquest canvi es faci real escoltant l'esdeveni -
ment  de  canvi.  Per  suposat  aquesta  tasca  escapa  a  les  responsabilitats  del  model,  però  sí  començaria
d'aquesta manera.
La particularitat més important dels models és la seva capacitat de sincronitzar-se fàcilment amb el servidor
mitjançant una interfície json restful. Això implica que independentment de les tecnologies que escollim
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fer servir al costat servidor, si volem aprofitar el potencial de Backbone hem d'acomplir les convencions que
ens marca rest de cara a processar les crides de sincronització, ja que així és com rebrem els valors.
var UserModel = Backbone.Model.extend({
urlRoot: '/user',
defaults: {
name: '',
email: ''
}
});
var user = new Usermodel();
var userDetails = {
name: 'Thomas',
email: 'thomasalwyndavis@gmail.com'
};
user.save(userDetails, {
success: function (user) {
alert(user.toJSON());
}
});
En aquest exemple podem veure com es defineix una arrel —que habitualment es correspondrà amb el
controlador que, a costat servidor, es farà càrrec de la crida— i quin seria el procés més simple per crear un
usuari i guardar-lo. Al servidor arribaran els valors dels camps i la informació de que es vol desar un nou
usuari. La seva tasca serà guardar-lo a la base de dades generant una id que s'haurà de tornar al costat client
junt amb la resta d'informació de l'usuari. Al final, la alerta que executem com a retorn de la crida a servi -
dor hauria de mostrar no només el nom i el correu electrònic, sinó també la id del nou usuari.
<script type="text/template" id="search_template">
<label>Search</label>
<input type="text" id="search_input" />
<input type="button" id="search_button" value="Search" />
</script>
<div id="search_container"></div>
<script type="text/javascript">
SearchView = Backbone.View.extend({
initialize: function(){
this.render();
},
render: function(){
var template = _.template( $("#search_template").html(), {} );
this.$el.html( template );
},
events: {
"click input[type=button]": "doSearch"
},
doSearch: function( event ){
alert( "Search for " + $("#search_input").val() );
}
});
var search_view = new SearchView({ el: $("#search_container") });
</script>
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Amb l'exemple anterior podem veure quin és el funcionament de les Vistes i de la Presentació. Com es pot
deduir, la funció initialize s'executa al crear la vista, i aquesta ens porta a la funció render, on es defineix el
contingut que carrega i controla aquesta vista. En aquesta funció podem veure que es fa ús de JQuery i els
seus selectors per demanar el codi d'una plantilla que tenim definida al principi del fragment de codi. La
funció template precedida per un objecte amb un guió baix és part de la llibreria  underscore, que amb la
compilació de plantilles —que és el que està fent en l'exemple— juga un paper essencial relacionant i vistes
i presentació. En el següent apartat ho explicaré en més detall.
Una altra part interessant de les vistes és la seva capacitat de definir esdeveniments àgilment i relacionar-los
a funcions, com podem veure amb l'objecte  events i la funció  doSearch. A la darrera línia es crea la vista
propiament i se li diu que l'element search_container és on anirà el formulari definit a la plantilla.
Com podem veure,  BackboneJS fa un ús intensiu de JQuery i  UnderscoreJS2, cosa que demostra el seu
esperit d'anar un pas més enllà creant un nivell d'abstracció superior, en aquest cas entorn de la gestió
d'aplicacions web. Tot i així, aquesta llibreria es pot considerar de les més senzilles del seu tipus. Això
justifica l'aparició de MarionetteJS, una llibreria que treballa sobre BackboneJS amb l'ànim d'organitzar el
codi i agilitzar encara més la producció d'aplicacions, especialment enfocat a projectes de gran envergadura,
on es pot considerar que BackboneJS per si sol encara no ens estalvia tanta feina com podria.
No obstant, la llibreria que representa per excel·lència el concepte de gestora d'aplicacions web de gran
complexitat seria AngularJS, desenvolupada per l'equip de Google. Amb Angular, s'aplica el Model-Vista-
Controlador sense variants, i es donen eines per facilitat des del disseny de l'aplicació fins el testeig. La
filosofia d'aquesta llibreria resulta més familiar a qui estigui habituada a una aplicació més clàssica dels
patrons d'arquitectura, a la programació orientada a objectes amb classes, etc. Aquesta és una constant en
les llibreries JavaScript que ofereix Google.
Altres llibreries
Amb els apartats anteriors ens podem fer una clara idea de quins son els tipus de llibreries que ajuden a
estructurar el llenguatge JavaScript i també a dinamitzar el desenvolupament d'aplicacions web amb ell.
No obstant al món web hi ha una infinitat de llibreries que no encaixen en aquesta classificació i que, a
grans trets, serveix per acomplir tasques concretes d'una manera que ens ajuda a no cometre errors, a ser
eficients, i a obtenir els millors resultats. Ara bé, he volgut fer especial menció a dues llibreries que estan
força vinculades amb els anteriors apartats, tot i no encaixar ben be en ells.
UnderscoreJS és una altra de les creacions de Jeremy Ashkenas, i d'entrada pot semblar que ens trobem
davant d'una llibreria similar a JQuery. No obstant, la seva funció és complementar-lo, aportant un grup
d'eines addicionals. Destaquen diversitat de funcions per treballar amb col·leccions i  arrays, recursos per
resoldre problemes comuns de JavaScript (duplicació d'objectes, comprovar si un objecte és nul, etc.), I si
per una cosa ha destacat aquesta llibreria és per la seva gestió de plantilles, de la que abans hem pogut veure
una petita mostra.
<script type="text/template" id="search_template">
<label><%= label %></label>
<input type="text" id="search_input" />
<input type="button" id="search_button" value="<%= value %>" />
</script>
<div id="search_container"></div>
<script type="text/javascript">
var templateContent = $("#search_template").html();
1 Tècnicament podríem fer servir qualsevol altre llibreria similar en lloc de JQuery, però sí que és imprescindible que 
incloguem underscorejs.
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$("#search_container").html(_.template(templateContent, {
label: 'Search form:',
value: 'Search'
});
</script>
Torno a posar l'exemple de la plantilla que havia mostrat abans. En aquest codi —on he fet servir JQuery
per llegir i escriure contingut html— es pot veure quin és el potencial de les plantilles: l'ús de variables.
D'aquesta manera podem reutilitzar la mateixa plantilla en diferents contextos, fer-les servir per mostrar el
contingut de cadascun dels valors d'una llista (imaginem, per exemple, que volem mostrar una serie de
fitxes amb informació d'un conjunt d'usuaris), etc.
D'altra banda, també volia fer menció a  requirejs. Aquesta llibreria permet carregar recursos JavaScript
implementats seguint la convenció Asynchronous Module Definition (amd). Amb aquesta tècnica es pot
aconseguir que diferents recursos —com podrien ser altres llibreries— es carreguin en temps d'execució de
forma asíncrona,  de manera  que el  codi  que s'ha de carregar  inicialment serà  més  petit.  A més,  amb
requirejs es pot aconseguir un comportament del que JavaScript no disposa i que si ens pot resultar famili -
ar a programadors que venim d'altres entorns: la capacitat d'importar recursos que es troben definits en
altres arxius. Val a dir, però, que hi ha altres maneres d'aconseguir aquest comportament sense necessi tat
d'haver de fer importacions explícites, i no seria bona idea fer servir aquesta llibreria només per aconseguir
això. I és que carregar recursos asíncronament requereix la responsabilitat de controlar en quin moment és
carreguen i considerar que no sempre seran accessibles de de tot el codi.
require(["helper/util"], function(util) {
//code
});
En aquest exemple veiem que el funcionament és força simple; seguint la mateixa lògica de callbacks pròpia
del JavaScript veiem que cal definir una funció que es cridarà un cop les llibreries —en aquest cas:  util.js
dins de la carpeta helper— estiguin carregades. És important aclarir que quan es carreguen diferents recur-
sos  requirejs no assegura  l'ordre  de  càrrega  (sovint  relacionat  amb la  mida del  recurs  i  la  velocitat  del
servidor on el demanem) així que ho hem de tenir en compte si creiem que un és precondició d'un altre.
HTML5
El nucli de tota pàgina web son els fitxers  html que la composen. Siguin fitxers creats manualment (de
forma estàtica) o generats dinàmicament al servidor —habitualment amb php— és en l'html on deposi-
tem el contingut de les webs. No obstant, en la mesura en la que el món de la Web ha anat canviant s'ha fet
necessari incorporar noves funcionalitats al llenguatge, ja sigui per dotar-lo d'una major semàntica, o per
fer possible una millor compatibilitat nativa amb les noves necessitats multimèdia.
Fins fa no massa temps, la versió del llenguatge més utilitzada i amb la que probablement la majoria de
desenvolupadors ens hem format és  html4. Però des del 2004, el  World Wide Web Consortium (w3c),
encarregat de desenvolupar els estàndards de la web, va iniciar un procés per crear un nou estàndard que
s'adaptés a les necessitats abans esmentades. Curiosament, aquest procés va culminar fa molt poc, amb la
publicació de la cinquena revisió final el 28 d'octubre del 2014. Això no vol dir, però, que els navegadors
hagin esperat fins aquest moment per començar a implementar el nou estàndard; molt al contrari podem
dir que ens trobem en un punt on l'HTML5 ja està prou normalitzat com per aplicar-lo en qualsevol pro-
jecte de nova creació i tenir la seguretat de que les parts amb discrepàncies entre navegadors seran poques i
poc transcendentals (més enllà de formats audiovisuals).
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Nous elements
Un dels canvis més evidents que aporta el nou estàndard és l'aparició de noves etiquetes amb les que dotar
de millor semàntica als nostres llocs web, tant pàgines com aplicacions. En aquest aspecte destaquen les
següents:
• Header: Per definir capçaleres, ja sigui de tota el lloc, o d'una secció o article determinat.
• Footer: Defineix l'apartat d'informació final, de nou, ja sigui del lloc, secció o article. Està especial -
ment indicat per situar-hi informació relativa a l'autoria, drets d'autor, etc.
• Section: Serveix per definir cadascuna de les parts autònomes de la nostra aplicació o lloc web. Les
seccions  es  poden  combinar  amb  una  jerarquia  de  capçaleres  i  amb  conjunció  amb  aquestes
serveixen per definir l'estructura de l'aplicació.
• Article: S'entén per article cadascuna de les aportacions que formen el contingut de la nostra apli -
cació. En un bloc, per exemple, cadascuna de les entrades seria un article.
• Main: S'utilitza per indicar el contingut principal d'una aplicació o lloc web.
• Aside: Per definir un contingut que només està parcialment relacionat amb el contingut principal
de l'aplicació. Un apartat amb enllaços a altres aplicacions i projectes relacionats, informació sobre
xarxes socials, etc. en podria ser un exemple.
• Nav: Amb aquesta etiqueta podem definir un apartat de l'aplicació dedicat a la navegació entre
seccions, articles, etc.
Millores en els formularis
A més de nous elements, html5 incorpora nous atributs a elements ja existents. La llista podria ser molt
llarga però si hi ha un apartat del llenguatge que ha rebut canvis molt substancials aquesta és la dels formu-
laris. Tradicionalment, els formularis són una part vital en el món de la Web, i especialment són la princi -
pal via mitjançant la qual obtenim informació explícita per part de l'usuari. Potser precisament per això
resultava ser una de les parts del llenguatge en les que més visible es feia la necessitat de rebre millores.
Una de les millores més visibles en els formularis és l'aparició de placeholders. Tradicionalment tot camp de
formulari va associat a una etiqueta on s'explica breument —sovint amb una sola paraula— el que s'espera
de l'usuari al omplir-lo. Però algunes vegades resulta més clar o simplement més atractiu traslladar aquesta
informació dins del propi camp de formulari fins que l'usuari hi introdueix informació. També pot servir
per complementar més extensament la informació aportada per l'etiqueta exterior (per exemple, en un
camp de text que s'anomeni «descripció de la persona» pot servir  per especificar que s'han de donar
detalls físics, de caràcter, etc.).
<input name="user-name" placeholder="Nom d'usuari">
Abans de la proliferació del nou estàndard, aquest comportament es podia aconseguir mitjançant Java-
Script,  però ara els  navegadors  l'implementen automàticament.  És  tan senzill  com omplir  l'atribut  en
qualsevol element input amb el text que volem fer aparèixer.
Un altre dels comportaments que sovint s'aconseguia amb JavaScript era el d'aconseguir que, en una secció
d'una  aplicació  on  un  formulari  gaudia  d'una  importància  especial  —com  la  pàgina  principal  d'un
cercador, o una pàgina de registre—,  el primer camp del formulari estigués automàticament activat i llest
perquè hi escriguéssim, com si l'haguéssim clicat.
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<form>
<input name="q" autofocus>
<input type="submit" value="Search">
</form>
Ara podem fer servir l'atribut binari autofocus en el camp que volem que s'activi al carregar la pàgina.
D'altra banda, s'han aportat nous tipus de camp de manera que ja no cal sobrecarregar semànticament el
tipus  text  (que  servia  gairebé  per  tot).  Ara  tenim camps  de  formulari  tipus  email,  url,  search.  Arran
d'aquest benefici semàntic es fa possible que els navegadors implementin alguns canvis que faciliten l'ús
d'aquests camps. Per exemple, quan un camp és de tipus correu electrònic, els teclats virtuals que apareixen
als dispositius tàctils saben que han de prioritzar l'aparició del símbol @ enlloc d'altres símbols de puntua-
ció poc útils en aquesta situació; si és de tipus url prioritzaran l'aparició de / (alguns dispositius fins i tot
inclouen una tecla per «.com»). En el cas del tipus search els navegadors solen mostrar una petita creu a la
dreta que serveix per buidar un camp que està pensat per ser esborrat i reomplert diverses vegades.
Amb les millores per formularis d'html5 el tractament dels números pot ser més còmode per l'usuari en
certes  ocasions.  Tot  i  que  alguns  navegadors  ja  facilitaven  l'aparició  d'unes  spinboxes bàsiques  —que
consistien en unes fletxes a la part dreta del camp que servien per augmentar o disminuir el seu valor en
una unitat cada cop— ara aquestes es poden calibrar de manera més detallada.
<input type="number" min="0" max="10" step="2" value="6">
Amb aquests atributs estem dient que volem un número entre 0 i 10 i que només acceptem valors que
vagin de dos en dos (0, 2, 4, 6, 8 i 10). D'aquesta manera molts navegadors mostraran una  spinbox que
tindrà en consideració aquestes limitacions, i  tot i  que algunes plataformes no aniran tan lluny, com a
mínim els teclats virtuals sabran que han de mostrar les tecles numèriques en lloc de les lletres.
A més, amb el tipus range podem oferir a l'usuari la possibilitat d'escollir valors numèrics amb una barra
lliscant (slider).
<input type="range" min="0" max="10" step="2" value="6">
D'aquesta manera podem tenir un control més gran sobre les possibilitats de selecció per part de l'usuari i
simplificar l'experiència d'ús, sovint molt frustrant a causa dels errors de comunicació que provoquen que
l'usuari no tingui gaire clar com ha d'omplir un determinat camp de formulari.
A un nivell més complex, alguns camps de formulari també solien ser millorats a través de  widgets Java-
Script que oferien a l'usuari la comoditat d'una interfície més rica. Dos casos paradigmàtics són la selecció
de colors i especialment la selecció de dates. De nou, s'han creat nous tipus capaços de generar aquestes
interfícies de forma nativa, fent innecessari recórrer a  plugins, que sovint provoquen dependències inne-
cessàries amb llibreries que només necessitem per coses com aquestes.
Cal  considerar,  però,  que el  suport  d'aquests  tipus  en els  navegadors  actuals  encara  ha  d'avançar  fins
acomplir els requisits de l'estàndard.
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En les imatges superiors podem veure l'aspecte que mostren aquestes interfícies implementades pel propi
navegador, però no s'han de prendre al peu de la lletra ja que en definitiva depenen, no només del navega-
dor, sinó també del sistema operatiu on aquest és executat.
Per acabar aquest repàs per les millores dels formularis volia fer menció als avenços en validació de camps
de formulari, possiblement l'aspecte més important de cara a estalviar temps a l'usuari. Pot semblar que el
fet de que es millori la validació a costat client pot estalviar-nos feina de cara a programar validació al costat
servidor, però la realitat és que tècnicament el costat client pot ser sobrepassat amb múltiples tècniques i
per motius de seguretat, qualsevol validació que es faci al navegador s'ha de repetir necessàriament al costat
servidor. Sigui com sigui, la millora de l'experiència de formularis en les aplicacions web i l'estalvi de temps
en programar la validació al costat client (de nou, una tasca que de fer-se, es delegava al codi JavaScript) són
motius suficients per entendre aquest punt com una gran millora.
La millor part és que per implementar aquesta validació automàtica només hem de fer ús dels tipus que he
estat esmentant fins ara. És a dir, quan definim un camp de formulari com a tipus email, el navegador veri-
ficarà que el que ha introduït l'usuari és realment un correu electrònic un cop faci clic en el botó d'entrega.
El mateix comportament es pot esperar d'una url mal introduïa o d'un número fora del rang que hem es-
pecificat. Si volem desactivar aquesta funcionalitat podem indicar-ho amb l'atribut binari novalidate que
haurem de definir en l'element de formulari.
Seguint amb aquest mateix tema, podem fer que un camp qualsevol sigui obligatori afegint l'atribut requi-
red. Com si es tractés d'un error de validació, el navegador informarà a l'usuari que aquest camp no es pot
deixar en blanc.
Etiquetes audio i video
A nivell de multimèdia, html5 ha afegit dos nous elements que tenen com a principal propòsit fer inne-
cessària la necessitat de recórrer a plugins externs, com habitualment passa amb Flash i la reproducció de
vídeos. L'ús de  plugins és poc eficient, fa dependre als usuaris de productes d'empreses privades i és una
font d'inseguretats a causa de la seva autonomia a l'hora d'executar-se al marge de la configuració del nave -
gador.
No obstant, pel que fa a la implementació d'aquests nous estàndards per part dels navegadors ens trobem
amb un ball  de formats que ha generat no poques controvèrsies. Ja sigui per criteris de qualitat o per
prioritzar formats lliures que es puguin fer servir sense llicències, el resultat és que durant força temps no
hi ha hagut una coherència entre navegadors i ens vèiem en la necessitat d'oferir els vídeos i àudios en
diferents formats perquè cada navegador pugui escollir el que pot reproduir. Actualment aquesta neces-
sitat està desapareixent, però lamentablement ho ha fet a costa de prioritzar formats propietaris.
Formats d'àudio Formats de vídeo
Mp3 Wav Og Mp4 WebM Og
Internet Explorer Sí No No Sí No No
Google Chrome Sí Sí Sí Sí Sí Sí
Mozilla Firefox Sí Sí Sí Sí Sí Sí
Safari Sí Sí No Sí No No
Opera Sí Sí Sí Sí (>= v25) Sí Sí
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Com podem veure en aquesta taula, ara per ara tots els navegadors són capaços de reproduir àudio en mp3,
mentre que pel que fa al vídeo, només a partir de la versió 25 del navegador Opera podem dir el mateix pel
format Mp4. Tot i que ambdós formats són prou populars i accessibles, la llàstima és que els formats lliu-
res (Ogg i WebM) no gaudeixin d'un suport tan extens, cosa que fa que en molts contextos no valgui la
pena oferir-los als nostres usuaris —doncs igualment haurem de prepar els vídeos en Mp4 i els àudios en
Mp3 per poder satisfer a usuaris d'altres navegadors.
<video poster="/media/deep-impact-movie.png" controls>
<source src="/media/deep-impact-movie.ogg" type="video/ogg">
<source src="/media/deep-impact-movie.mp4" type="video/mp4">
</video>
<audio controls>
<source src="horse.ogg" type="audio/ogg">
<source src="horse.mp3" type="audio/mpeg">
</audio>
En les anteriors línies de codi es mostra com s'insereixen aquests formats multimèdia al codi HTML. Com
podem veure es poden afegir diferents fonts del mateix arxiu de cara a prioritzar el format que més ens
interessi. Si un navegador no es capaç de reproduir el primer de la llista, anirà a per el següent fins que
pugui. Amb l'atribut binari controls indiquem si volem que es mostrin controls per posar en pausa el re-
curs, saltar a un punt concret, etc.
APIs per HTML5
Fins el moment he parlat de components més o menys convencionals dins de la lògica de l'html, però un
dels aportaments més complexos i potents que ha aportat el nou estàndard són una sèrie d'apis amb les
que poder acomplir una serie de tasques més avançades. De fet, alguns dels elements que hem esmentat
abans com l'audio i el  video tenen  apis vinculades per permetre'n la manipulació des de JavaScript, així
com per generar controls del recurs personalitzats. Sigui com sigui, ens trobem davant d'un tema que seria
mereixedor d'un estudi més extens; de moment em limitaré a enumerar i introduir algunes d'aquestes
apis.
• Àudio/Vídeo:  Els  elements  abans  esmentats  venen  acompanyats  d'una  serie  de  funcions,
propietats i esdeveniments que ens permeten controlar el flux de reproducció, ser informats de
quin és l'estat de càrrega del recurs, obtenir la durada, canviar el volum, etc.
• Geolocalització: El nou estàndard ofereix la possibilitat de detectar quina és la posició geogràfica
de l'usuari, sempre que aquest tingui activada aquesta possibilitat al seu navegador. Si aquest és el
cas, mitjançant la navegació pel node del dom navigator.geolocation podem obtenir les coordena-
des de latitud i longitud.
• Drag & Drop: Especialment amb l'arribada dels dispositius tàctils, arrossegar element si deixar-los
anar en noves posicions és una manera molt intuïtiva de reordenar elements, desplegar capses de
contingut, etc. En aquest cas, la api està basada en esdeveniments, que podrem escoltar per saber
quan un element comença a arrossegar-se i on es deixa anar.
• Local  Storage:  Les  cookies són la  manera  habitual  d'emmagatzemar informació al  costat  client:
petites tires de text on podem desar-hi informació com el nom d'usuari, un identificador de la
sessió en curs, etc. Emmagatzemar informació al navegador és vital per mantenir la consistència
entre  diferents  crides  http,  ja  que aquestes  no mantenen l'estat.  Però si  el  que volem és  desar
informació d'una manera més organitzada, en un estil més similar a una base de dades necessitem
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aquesta nova api. Amb ella disposarem d'un objecte localStorage on podrem guardar informació
annexada a una etiqueta, que després podrem recuperar, tot a través de funcions específiques.
CSS3
Amb el pas dels anys, la Web ha passat de ser un lloc on el que més importava era mostrar contingut, a un
on també importa, probablement encara més, la manera en la que se'ns mostra. Tot i que als inicis de la
Web el  propi  html era l'encarregat  d'acomplir  aquesta tasca proporcionant-nos  uns  ara rudimentaris
mecanismes per aportar colors i altres atributs als nostres elements, els propòsits de separació per capes
d'abstracció impulsats pel w3c han fet de css el llenguatge especialitzat en la presentació del contingut del
nostre lloc web o aplicació.
En aquest apartat presentaré les millores que avui en dia ens ofereix aquest llenguatge, majorment arriba-
des en la seva versió tercera. De la mateixa manera que ha passat amb els avenços arribats amb l'html5, el
que ha marcat el ritme de l'aplicació i extensió de l'ús de les noves funcionalitats de CSS3 no ha estat el
propi consorci encarregat de desenvolupar l'estàndard sinó la presura amb la que els principals navegadors
—els que tenen més ús— s'han donat en implementar-los d'una manera estandarditzada.
Això ha portat a que algunes funcionalitats que de fet ja existien en anteriors versions del llenguatge no
s'hagin utilitzat extensivament fins avui. Aquest és el cas de la primera funcionalitat que vull esmentar: l'ús
de pseudoelements.
En principi, el funcionament bàsic de  css és el d'aplicar propietats estètiques i de posicionament a ele-
ments reals d'html, com capes, paràgrafs, etc. Alhora, idealment un element només ha d'existir per mo-
tius semàntics, de manera que s'hauria d'evitar crear, per exemple, una capa per aconseguir aplicar certs
estils que millorin l'estètica del nostre projecte. La intenció d'això és mantenir la major separació possible
entre la capa de contingut (html) i la capa de presentació (css). A l'hora de la veritat, però, sovint caiem
en la temptació de recórrer a la creació d'elements amb motius estètics —habitualment anidar capes inne-
cessàriament a les quals vinculem classes amb noms purament estètics— ja que prioritzem la capacitat de
crear l'efecte estètic desitjant per davant de la necessitat de mantenir un codi net i ben endreçat.. A vegades
pot ser una mala decissió provocada per la poca experiència o per la vagància, però a vegades pot ser una
decisió conscient que comporta assumir problemes d'escalabilitat, de canvis de disseny posteriors, etc. a
canvi d'obtenir un efecte estètic impossible de replicar per altres vies. Sigui com sigui, per evitar aquestes
situacions, o com a mínim per minimitzar-les, es van crear els pseudoelements; és a dir, elements creats
amb css per motius purament estètics.
p::first-line {
color: #ff0000;
font-variant: small-caps;
}
Amb el fragment de codi anterior podem aconseguir que la primera línia d'un paràgraf es vegi de color
vermell i en versaletes. Aquest comportament només seria replicable generant un element span per motius
purament estètics que abastés la primera línia dels paràgrafs i tot suposant que aquests elements tenen una
amplada fixe que ens permet deduir fins on s'allargarà la primera línia. Els pseudoelements son: first-letter
(especialment útil per crear lletres capitals), first-line, i especialment before i  afer. Aquests dos últims ele-
ments afegeixen dos elements imaginaris al principi i al final de l'element al que fan referència —anidats
dins d'ell—, i sovint serveixen per afegir contingut estètic (com podrien ser les cometes al principi i al final
d'una cita) o per crear capes purament decoratives a base de fons posicionats de manera absoluta, relativa a
la capa contenidora —l'element real.
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Les novetats de CSS3
Més enllà de la potència habitual de css, css3 ha permès portar més enllà les funcionalitats de les que ja es
disposava, i aportar-ne de noves per millorar les possibilitats de disseny del llenguatge, i anar perdent de -
pendència de l'ús d'imatges generades amb programes de disseny específics.
S'han afegit nous selectors i pseudoclasses que permeten referir-se a elements amb una presició major i que
alhora permeten minimitzar l'ús de classes amb motius purament de disseny, potenciant el factor semàntic
del codi html.
element[foo^="bar"] { ...
element[foo$="bar"] { ...
element[foo*="bar"] { ...
Amb aquests selectors podem referir-nos al valor dels atributs dels elements. Podem seleccionar elements
els quals a l'atribut foo tinguin un valor que comenci, acabi o contingui el fragment de text bar (respectiva-
ment).
elementA ~ elementB
Amb aquest combinador podem seleccionar un element B que estigui a continuació d'un element A però
no necessàriament immediatament després.
I pel que fa a les pseudoclasses, CSS3 n'aporta fins a 16 de nous, entre els que podríem destacar :nth-
child(n) amb el que podem seleccionar el node anidat dins d'un element que més ens convingui (referint-
nos a  ell  numèricament) o :empty, per referir-nos a elements sense nodes fill,  molt  útil  per donar un
comportament visual diferent a llistes buides, com per exemple amagant-les.
D'altra banda, si un aspecte ha estat molt cuidat en aquesta nova actualització del llenguatge, aquest ha
estat el tractament de les tipografies. Principalment, amb css3 s'ha permès fer una cosa que anteriorment
es podia fer de manera molt poc estandarditzada en alguns navegadors:  fer servir tipografies aportades
externament i que no estiguin necessàriament instal·lades a l'ordinador de l'usuari. Aquesta funcionalitat
ha estat molt important, no només de cara a millorar l'estètica dels nostres projectes, sinó també perquè al
veure'ns limitats a recórrer a tipografies instal·lades per la majoria d'usuaris s'acabava fomentant l'ús de
fonts privades pròpies dels sistemes operatius de Microsoft. Amb la popularització d'aquesta funcionalitat,
el mercat de fonts s'ha vist revitalitzat, i ha augmentat en quantitat i sobretot en qualitat el món de les
fonts de codi obert.
De la mateixa manera que en l'aspecte dels vídeos i àudios, amb les fonts també s'ha produït un important
ball de formats, principal aspecte en que els diferents navegadors divergeixen.
TTF/OTF WOFF SVG EOT
Internet Explorer 9.0 9.0 No 6.0
Google Chrome 4.0 5.0 4.0 No
Mozilla Firefox 3.5 3.6 No No
Safari 3.1 5.1 3.2 No
Opera 10.0 11.0 9.0 No
En la taula superior podem veure la versió de cada navegador a partir de la qual s'implementa la compatibi-
litat amb els diferents formats de font existents. Com es pot veure, curiosament el navegador de Microsoft
suporta l'ús de fonts personalitzades des de fa molt de temps (doncs la versió 6.0 és molt antiga i considera-
da obsoleta) però ho feia amb un format i funcionalitat pròpia no compartida per cap altre navegador, i no
ha sigut fins fa poc temps (la versió 9.0 és actual i només instal·lable a partir de Windows Vista, cosa que
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crea maldecaps per donar suport a usuaris del encara present Windows XP) que s'ha començat a imple-
mentar l'ús de formats moderns.
TTF i OTF són formats convencionals en l'ús de fonts a nivell d'escriptori, i la seva implementació a nivell
de navegador ha facilitat molt la expansió d'aquesta funcionalitat, però el format que es postula com a
estàndard als navegadors és WOFF: pensat per les particularitats d'aquestes plataformes té com a principal
atractiu la menor mida dels fitxers, qüestió sempre rellevant a Internet.
@font-face {
font-family: 'custom-font';
src: url('fonts/custom-font/custom-font.eot');
src: url('fonts/custom-font/custom-font.eot?#iefix') format('embedded-opentype'),
url('fonts/custom-font/custom-font.woff') format('woff'),
url('fonts/custom-font/custom-font.ttf') format('truetype'),
url('fonts/custom-font/custom-font.svg#custom-font') format('svg');
font-weight: normal;
font-style: normal;
}
Les anteriors línies, tot i que sorprenentment extenses, són necessàries per definir l'ús d'una font persona-
litzada de la manera més universal possible, és a dir, maximitzant la compatibilitat amb el major número
de navegadors possibles. Per suposat, és imprescindible disposar de les fonts en els diferents formats que
estem definint, cosa que sovint ens proporcionen els serveis web de descàrrega de fonts, ja siguin de franc o
de pagament. Cal destacar que tot i ser un format minoritari, és necessari posar EOT com a cap de llista tot
i que sistemàticament serà rebutjat per tots els navegadors menys Internet Explorer, si volem que les ver-
sions més antigues del navegador reconeguin la font.
Una altra de les funcionalitats més interessants relacionats amb el tractament de textos és la capacitat de
definir columnes automàticament pel text dins d'un element. D'aquesta manera ens evitem recórrer a la
creació de diferents elements per cada columna, cosa que atemptava contra la integritat semàntica del codi
html. Aquesta funcionalitat és cada cop més rellevant a causa de l'ampli ventall de resolucions al que ens
hem d'enfrontar, nascut de la diversitat de plataformes capaces d'accedir a la web (des d'un smartphone fins
a ordinadors de sobretaula amb pantalles immenses).
Més enllà del tractament de textos, les funcionalitats més visuals que ha aportat la nova versió de CSS són
les relacionades amb les animacions i transformacions de elements. Amb tres noves propietats (transition,
transform i  animation) CSS3 ofereix la possibilitat de generar transicions animades entre canvis d'estat,
aplicar transformacions de tota mena —rotacions, translacions, canvis tridimensionals, etc.— o fins i tot
de generar animacions complexes a  base de canvis  de propietats  i  configuracions  de temps.  Tot i  que
aquestes funcionalitats es coordinen al voltant de només tres propietats (sovint divisibles en subpropietats,
a l'estil background o border), el seu funcionament és substancialment complexe, i per tant es fa pertinent
una introducció detallada.
#element {
width: 150px;
transition: width 2s linear 1s;
}
#element:hover {
width: 300px;
}
Amb la pseudoclasse :hover aconseguim poder donar propietats a un element que es mostrin només quan
passem el cursor per sobre. En aquest cas, quan el cursor passi per sobre de l'element la seva amplada pas -
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sarà de 150px a 300px, i quan el cursor deixi de passar per sobre tornarà als 150px definits inicialment. La
propietat  transition definida en aquest exemple diu que quan l'amplada de l'element sigui modificada
s'iniciarà una animació que durarà 2 segons i que es farà de manera lineal —amb velocitat constant— però
que començarà després d'esperar-se 1 segon.
Les transformacions, en canvi, són més complexes, i poden ser de dos dimensions però també de tres,
considerant la profunditat com una variable més. Pel que fa a les de dues dimensions, venen definides per
les següents funcions: translate, rotate, scale, skew i matrix. La majoria tenen un nom prou descriptiu sobre
l'efecte que produeixen sobre l'element al que s'apliquen, però cal destacar la darrera funció, que serveix
per aplicar transformacions a través de matrius de transformació.
div {
transform: translate(50px,100px);
}
div {
transform: rotate(30deg);
}
div {
transform: scale(2,4);
}
div {
transform: skew(30deg,20deg);
}
D'esquerra a dreta i de dalt abaix podem veure l'efecte de les diferents transformacions  2d sobre un ele-
ment qualsevol.
Les transformacions 3d requereixen un estudi profund per poder-les explicar completament, però per fer-
ne una presentació que permeti entendre com funcionen parlaré de les funcions de rotació.
div {
transform: rotateX(120deg);
}
div {
transform: rotateY(130deg);
}
En tres dimensions, es considera el factor de la profunditat per fer possible efectes visuals de rotació com
els anteriors i també per definir en quin profunditat es troben els elements (cosa que podem fer a partir de
la propietat  perspective i també de  perspective-origin, que ens indica des d'on observaríem l'element). Les
transformacions, i especialment les transformacions tridimensionals, són de molta utilitat pel desenvolu-
pament d'aplicacions —com jocs— ja que permeten manipular en l'espai els elements html mantenint-ne
el control i per tant podent-los fer interactius (cosa que no passaria amb un vídeo).
En un altre ordre de coses, CSS3 ens permet un major ventall de decoracions i manipulació del color. Al-
guns exemples podrien ser el generar gradients de color, ombrejats per capses i lletres, colors amb transpa-
rència (no confondre amb la  opacitat  dels elements), l'acumulació de diferents imatges de fons en un
mateix element, etc.
Frameworks i altres recursos pel CSS
Així com altres tecnologies del desenvolupament web tenen llibreries o frameworks que potencien les seves
funcionalitats,  css també disposa d'alguns recursos en aquest aspecte. En aquest cas, la seva funció pri-
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mordial és agilitzar el procés de creació de fulls d'estil  css, sense modificar massa el seu aspecte, doncs
possiblement la maquetació amb fulls d'estil és una de les parts més lentes del procés de creació d'un pro-
jecte web, especialment per la seva falta d'automatització de tasques «per defecte».
Un dels recursos més bàsics dels que disposem són els arxius css amb propietats predefinides amb ànim
d'estandarditzar la interpretació dels elements html per defecte, que divergeix lleugerament depenent del
navegador. D'aquesta manera podem assegurar-nos que partim des d'un punt inicial comú i que no estem
aprofitant una configuració per defecte que només s'aplica a determinats tipus de navegador.
En aquest àmbit es va fer molt popular reset.css que partia de la idea de que les interpretacions per defecte
que fan els navegadors solen ser més molestes que pràctiques, i per tant estableix uns canvis força agressius,
més enllà d'unificar interpretacions, fent que, per exemple, qualsevol tipus de text se'ns mostra com un
paràgraf normal i corrent, independentment de si és una llista, una capçalera, etc. D'altra banda, actual-
ment  destaca  normalize.css,  que a  part  d'incloure  normalitzacions  per  als  nous  elements  html5,  té  la
filosofia oposada pel que fa a la seva agressivitat. El creador de normalize.css considera que les interpretaci-
ons per defecte que fan els navegadors són prou pràctiques, i per tant es limita a fer els mínims canvis
possibles per assegurar el consens entre tots els navegadors.
Un dels recursos més interessants que s'han anat fent cada cop més presents són una serie de programes
que  estenen  les  funcionalitats  de  css amb  la  principal  ambició  de  fer-nos  escriure  menys.  Aquests
programes  s'han  de  descarregar  al  nostre  ordinador  per  integrar-los  en  el  nostre  entorn  de  treball,  i
s'executen des de consola. En definitiva el que ens permeten és escriure en una versió modificada de css
que ens permet fer servir variables, funcions, anidar definicions de propietats per no haver de repetir parts
dels selectors, etc. Llavors des de consola podem demanar que es converteixin aquests fitxers en fitxers css
convencionals que puguin entendre els navegadors. El resultat final és css del de sempre però, una vegada
superada la pertinent corba d'aprenentatge, els haurem pogut escriure en molt menys temps.
$font-stack: Helvetica, sans-serif;
$primary-color: #333;
body {
font: 100% $font-stack;
color: $primary-color; }
@mixin border-radius($radius) {
 -webkit-border-radius: $radius;
 -moz-border-radius: $radius;
 -ms-border-radius: $radius;
 border-radius: $radius; }
.box { @include border-radius(10px); }
En aquests fragments de codi podem trobar dos exemples de funcionalitats que permet sass, un d'aquests
programes més populars. A l'esquerra podem veure la definició i ús de variables, molt útils per emmagatze-
mar colors o noms de font que farem servir al llarg del nostre codi. A la dreta, un exemple de funció que
encapsula  un fragment de codi  molt  recurrent i  que depèn d'una variable  d'entrada.  A sota,  es  crida
aquesta funció i el resultat serà el que veiem dins de la definició però amb el valor d'entrada assignat.
nav {
ul {
margin: 0;
padding: 0;
list-style: none;
}
li { display: inline-block; }
a {
display: block;
padding: 6px 12px;
text-decoration: none;
}
}
nav ul {
margin: 0;
padding: 0;
list-style: none;
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}nav li {
display: inline-block;
}
nav a {
display: block;
padding: 6px 12px;
text-decoration: none;
}
En aquest exemple podem veure com funciona el mecanisme d'anidament de propietats abans esmentat. A
l'esquerra veiem el codi que escriuríem amb sass, mentre que a la dreta trobem el codi generat en css pur.
Probablement aquesta és la funcionalitat més utilitzada d'aquesta mena de programes i la que fa estalviar
més temps, al no haver de reescriure una i altra vegada l'inici dels selectors, sovint comú en una gran part
de les definicions.
Per acabar, cal esmentar alguns recursos que volen anar més enllà de la simple extensió del llenguatge, ja
que es defineixen com a frameworks i serveixen per desenvolupar llocs web, aplicacions, etc. d'una manera
encara més àgil, doncs proporcionen peces de codi CSS predissenyades, elements premaquetats, etc.
Compass és un framework basat en sass, i que bàsicament es podria entendre com un recull de variables i
mixins (les funcions de sass que abans he mostrat) pensats per començar a treballar directament amb ells
de manera ràpida. D'aquesta manera, ens permet configurar les característiques bàsiques del nostre projec-
te, generar assets ràpidament (en parlaré a la secció dedicada a les imatges) i, en general, acomplir tasques
habituals de css de manera més àgil.
Bootstrap, per la seva banda, encara va més enllà, ja que de fet es defineix com un framework d'html, css i
JavaScript. Tot i així, és una definició un pel enganyosa ja que bàsicament és un framework orientat a la
maquetació, i  per tant,  davant de tot a  css.  Bootstrap ens ofereix  un conjunt de classes i  una serie de
definicions per aquestes perquè dissenyem el nostre projecte de manera ràpida, i ja el tinguem premaque-
tat. Tot i que necessitarem definir concretament l'aspecte de la nostra aplicació, si seguim la manera de fer
de  Bootstrap i tenim unes necessitats que no escapen del comú —com maquetar llocs web o aplicacions
que segueixen un flux de contingut lineal— obtindrem una maquetació responsiva (en parlaré en més
detall a la corresponent secció) i amb una serie de característiques estètiques ja definides: gestió de botons,
finestres modals, alertes, barres de progrés, etc.
Si no tenim grans necessitats estètiques, Bootstrap fins i tot ens ofereix temes per defecte. En general, aquest
recurs és molt interessant quan ens hem d'enfrontar a un projecte dins de la normalitat, i podria arribar a
portar-nos més maldecaps que beneficis si el que volem és desenvolupar una aplicació molt particular. A
més, al prioritzar tant la practicitat, fa us de classes orientades a la presentació, cosa que contradiu el princi -
pi de mantenir l'html a un nivell semàntic vinculat al contingut. El resultat és que un projecte dissenyat
amb  Bootstrap té  una  forta  dependència  en  aquest  framework,  i  si  calgués  fer  una  migració  seria
imprescindible refer el codi html, o com a mínim replantejar moltes de les seves classes.
Gestió de les imatges: assets, iconfonts, svg...
Les imatges són, amb el permís dels vídeos —que no considerem perquè sovint acaben allotjades en serveis
externs— la part més pesada d'una pàgina o aplicació web. És per això que cada cop van sorgint més tècni-
ques per fer més petita la seva mida, o fins i tot per substituir els clàssics formats habtiuals per formats de
tipus vectorial.
D'entrada es pot observar una proliferació d'eines dedicades a optimitzar les imatges jpg, png i gif que fem
servir, ja sigui en forma de serveis web o en forma de plugins per tecnologies com Grunt (un gestor de
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tasques del que parlarem més endavant) que ens permeten programar una tasca que vagi optimitzant
automàticament les imatges al construir una versió de prova o de producció del nostre projecte.
No obstant, el temps que implica carregar una imatge no és només el de descarregar-la, sinó també la crida
http que va associada per cada una d'elles. En ocasions les imatges poden arribar a ser tan lleugeres —en
gran part perquè tenen una mida molt petita, com les icones— que el temps implicat en la crida http de
cada una d'elles és clarament apreciable. Arran d'aquesta problemàtica neix la tècnica de generar assets. Els
assets son el resultat d'ajuntar el conjunt de les imatges més petites del nostre projecte en una sola imatge
de manera que el resultat és una imatge d'una mida més considerable, però una sola imatge al cap i a la fi.
D'aquesta manera aconseguim que la mida de les imatges sigui la mateixa (o lleugerament superior) i a
canvi hem reduït totes les crides http en una de sola.
Aquest procediment, com resulta evident, genera un nou problema; i és que en definitiva volem que les
imatges apareguin en llocs concrets i no totes juntes. D'alguna manera hem d'aconseguir trossejar la imatge
de nou per fer-la servir en el context del nostre projecte. Això ho podem aconseguir mitjançant css.
.atom-icon {
background-image: url('images/assets.png');
background-position: -80px -40px;
width: 40px;
height: 40px;
}
En aquest exemple podem veure a l'esquerra una petita imatge amb unes quantes icones. Com hem expli -
cat, en el nostre programa voldrem que aquestes icones surtin a llocs diferents, diverses vegades (seria el cas
del marker d'abaix a l'esquerra), etc. Suposem que volem mostrar la icona de l'àtom que hi ha a la segona
filera.  El  que  necessitem  és  una  capa  de  la  mida  de  la  icona  que  volem  mostrar;  en  aquest  exemple
suposarem que totes les icones estan separades per quadres de 40px d'alt i d'alçada al mig dels quals es
troba la imatge que volem.
Per tant crearem una capa de 40px de costat i li definirem com a fons la imatge dels assets. Si consultéssim
al navegador el resultat d'aquesta acció ens trobaríem que en la nostra capa hi apareix la icona de l'home i la
dona, ja que per defecte els fons comencen a mostrar-se des de dalt a l'esquerra. Observaríem també que no
apareix cap altra part de la imatge, de la qual cosa podem deduir que tot i que una imatge de fons sigui més
gran que l'espai on la volem mostrar, aquesta no sobresortirà —cosa que sí passaria si en lloc del fons
parléssim del contingut de la capa, és a dir, si haguéssim inserit la imatge amb un element img dins de la
capa.
Per canviar el comportament per defecte del posicionament del fons fem servir la propietat  background-
position, que a part de permetre'ns centrar la imatge o orientar-la a partir de la dreta i/o abaix, també ens
permet especificar una posició concreta en píxels. Queda clar que la icona que volem mostrar es troba a
80px des de l'esquerra i a 40px des de dalt, però necessitem posar els valors en negatiu perquè el que diem
és des de quin punt volem començar a mostrar el fons. En aquest cas volem que es mostri 80px des de
l'esquerra abans de l'inici de la capa i 40px des de dalt abans de l'inici de la capa.
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Un aspecte interessant que se sol tenir en compte en el disseny d'assets és l'ús de graelles. Com podem veure
en la imatge anterior3, independentment de la mida de les icones i altres imatges que vulguem incloure,
escollim dissenyar la nostra imatge d'assets seguint una graella d'una mida determinada. D'aquesta manera
quan estiguem maquetant les imatges amb css podrem deduir amb més facilitat quin és l'offset de cadas-
cuna de les imatges. En aquest exemple hem fet servir una graella de 50x50 píxels, de manera que sabem
que tots els offsets seran divisibles entre 50.
Com ja he explicat, una de les noves millores introduïdes per css i que amb els navegadors més actuals ja es
pot fer servir amb normalitat és l'us de tipografies personalitzades amb un ampli suport de tipus de fonts.
Tot i que l'ús principal d'aquesta funcionalitat és el de poder escollir el tipus de lletra que vulguem, a nivell
d'optimització d'imatges se li ha trobat una altra funcionalitat: les iconfonts.
Les iconografies no són un concepte nou, però fins ara no s'havien donat les condicions necessàries perquè
tinguessin un paper rellevant en el disseny web. Les fonts tipogràfiques són, al cap i a la fi, un conjunt
d'imatges vectorials; per tant, si som capaces d'aprofitar les limitacions del disseny vectorial i el fet de que
han de ser monocroms, les podem fer servir per incloure icones al nostre web. Curiosament, ens trobem
davant d'un dels exemples que mostren com en moltes ocasions els avenços tècnics tenen una influencia
sobre les tendències de disseny gràfic: i és que no per casualitat la tendència actual és la de fer dissenys flat
—sense relleu, molt més fàcils de dissenyar vectorialment— i pel que fa a icones petites fins i tot és habitu-
al optar per la simplicitat i efectivitat de dissenys monocroms.
Un dels factors que han facilitat la popularització de les iconfonts és que moltes de les icones que les desen-
volupadores ens veiem en la necessitat de fer servir en els nostres projectes són sempre les mateixes: símbols
de descàrrega, creus per tancar una finestra modal, símbols per etiquetar, editar camps de formulari, etc.
D'aquesta manera han proliferat tipografies concretes dedicades a acumular moltes de les icones d'ús habi-
tual que han facilitat que en puguem fer servir sense tenir que dedicar-nos a dissenyar les nostres pròpies
icones i generar una tipografia amb elles. En la imatge superior tenim una petita mostra de les icones inclo -
ses en la tipografia FontAwsome, una de les més populars. N'hi ha d'altres com Entypo o Iconic, i fins i tot
altres de propòsit més específic com Meteocons (dedicada a icones meteorològics), Zocial (amb logotips de
serveis de xarxes socials), etc. Fins i tot existeixen serveis web con fontello.com que inclouen un ampli catà-
1 A l'esquerra es veu com seria dissenyar l'imatge d'assets amb un programa com Gimp, mentre que a la dreta tindríem la 
imatge resultant, on lògicament la graella ja no es veu.
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leg de iconfonts i on podem generar una tipografia personalitzada formada només per les icones que neces-
sitem pel nostre projecte, barrejant icones de diferents iconfonts si així ho desitgem.
Pel que fa a l'ús d'aquestes fonts cal considerar dos conceptes de css que ja hem tocat amb anterioritat: les
fontfaces i els pseudoelements. Les iconfonts són fonts normals i corrents i per tant les hem de referenciar
amb les propietats de  fontface, però per motius semàntics, les icones no estan vinculades a caràcters d'ús
freqüent com podrien ser lletres o números, sinó que es vinculen a codis ascii d'ús poc habitual, i evita-
rem incloure'ls al nostre codi html com si fossin continguts qualssevol.
.icon-duckduckgo:before {
content: '\e800';
font-family: "fontello";
speak: none;
}
Aquest exemple suposa que el nostre codi html disposa d'un element amb la classe icon-duckduckgo que
romandrà buit i que tindrà la mida i posicionament que ens interessi. A aquest element afegim un pseudo-
element amb un contingut definit per el codi ascii de la nostra icona i indicant la font corresponent.
Com ja he dit, una de les limitacions més importants de les iconfonts és que les icones definides dins d'elles
han de ser monocromes. Tot i que han aparegut alguns projectes que, sobreposant hàbilment diferents
capes, eren capaços d'oferir icones policromàtiques, es tracta d'una solució un tan complexe i inestable que
no ha resultat gaire satisfactòria a la comunitat. Per contra, existeix una manera de seguir gaudint del po-
tencial de les imatges vectorials, disposant no només de la possibilitat de fer dissenys policroms, sinó també
amb ombres, degradats, etc. i a sobre amb l'afegit de que no forcem tant el sentit semàntic de les imatges
com ho fem fent servir fonts per representar icones: l'ús d'imatges en format svg.
Svg és un format d'imatge vectorial definit en format  xml, per tant, amb moltes similituds amb  html.
Això possibilita que les imatges —que segons com es miri no deixen de ser arxius de text — puguin inte-
grar-se amb la resta del codi de la web. De fet, el principal desavantatge d'aquest format és que el seu
suport en els navegadors actuals encara és relativament limitat, tot i que ja queda ben poc perquè pugui
fer-se servir amb normalitat. A part d'això, svg obra un ventall de possibilitats que ens possibiliten mini-
mitzar com mai l'ús d'imatges convencionals en els nostres projectes, i no només per petites icones suscep-
tibles de ser integrades en iconfonts o assets. No obstant, aquest ventall de possibilitats mereixeria un estudi
en sí mateix, i per tant aquí em limitaré a explicar com s'inclouria una imatge svg dins del nostre codi.
<body>
<svg class='hide'><defs>
<g id="shape-icon-1">
...
</g>
<g id="shape-icon-2">
...
</g>
...
</defs></svg>
...
<svg viewBox="0 0 100 100" class="icon 
shape-codepen">
<use xlink:href="#shape-icon-1"></use>
</svg>
...
</body>
A un nivell molt bàsic aquest exemple representa prou bé aquesta tasca —he usat punts suspensius per
suprimir parts que no serien rellevants. D'una banda, hem de definir en svg la imatge que volem crear, amb
les seves formes, colors, degradats, etc. Aquest codi ha d'estar integrat dins de l'html, i actualment per un
bug del navegador Google Chrome necessitem fer-ho just després de l'obertura de l'etiqueta body. D'altra
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banda farem servir l'etiqueta svg d'html per inserir la imatge on ens convingui, seguint la seva particular
terminologia.
Una de les parts més interessants de l'ús d'imatges en format svg és que tenim la possibilitat d'aplicar a les
seves formes (per separat) la majoria del potencial de les propietats  css. En l'imatge superior veiem que
seria possible fer que quan passem el cursor damunt de l'oval la forma reaccioni i canvii el color a marró i
apliqui un efecte de difuminat.
Disseny web adaptatiu o «responsiu»
L'any 2010 el dissenyador i desenvolupador web Ethan Marcotte va escriure una serie d'articles al lloc web
A List Apart, un portal força popular entre desenvolupadors web. En aquests articles Marcotte proposava
una sèrie  de tècniques de disseny i  maquetació enfocades a aconseguir  que un lloc o aplicació web es
pogués adaptar a qualsevol resolució sense necessitat de generar llocs web alternatius segons la mida de
pantalla o el dispositiu. Aquest recull de tècniques es coneix com a disseny web adaptatiu, tot i que per
derivació de l'anglès, se sol anomenar disseny «responsiu».
El disseny responsiu és una tècnica que guarda molta relació en la feina que han de realitzar els dissenya -
dors gràfics  d'una aplicació web, doncs requereix aplicar solucions de disseny pensades per a diferents
mides de pantalla, considerant qüestions com el funcionament físic dels dispositius als quals estan vincula-
des aquestes mides i fins i tot reformulant coses tan bàsiques com la jerarquia d'informació.
Malgrat això, la base d'aquesta tècnica està fonamentada en funcionalitats css i al final s'ha d'implementar
en aquest llenguatge. Per tant ens trobem en una d'aquestes qüestions que justifiquen un dels nous rols
professionals  en el  món del desenvolupament web: el  del maquetador,  fonamentalment amb coneixe-
ments d'html, css i lleugerament de JavaScript, però també amb una important base de disseny gràfic. Ja
sigui  perquè  ens  trobem  en aquest  nou  rol,  o  perquè  tenim entre  mans  la  tasca  d'implementar  una
aplicació  web  en col·laboració  amb  dissenyadors  gràfics,  conèixer  el  disseny responsiu  és  pràcticament
imprescindible en l'actual context de desenvolupament web.
El disseny responsiu es divideix en tres parts, la primera de les quals és crear un layout flexible. Per layout
entenem el disseny amb el qual definim la disposició del contingut i flexible, en aquest context, vol dir que
es tracta d'un disseny adaptat a un context on la mida de la pantalla pot variar completament.
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En la majoria de layouts, aquesta idea només afectarà a l'amplada, però sovint també pot afectar a l'alçada,
especialment en el cas de les aplicacions web —que sovint venen dissenyades de manera que no disposen
de barres de desplaçament verticals i intenten que tota la informació estigui a la vista. Per aconseguir tal
efecte caldrà dedicar atenció al nostre codi CSS i evitar que en ell es defineixin les mesures en píxels, o en
qualsevol altra mesura de tipus absolut. Per contra, cal recórrer a mesures relatives, com percentatges o em.
#page {
margin: 36px auto;
width: 960px;
}
.blog {
margin: 0 auto 53px;
width: 900px;
}
.blog .main {
float: left;
width: 566px;
}
.blog .other {
float: right;
width: 331px;
}
#page {
margin: 36px auto;
width: 90%;
}
.blog {
margin: 0 auto 53px;
width: 93.75%; /*900px/960px*/
}
.blog .main {
float: left;
width: 62.8888889%; /*566px/900px*/
}
.blog .other {
float: right;
width: 36.7777778%; /*331px/900px*/
}
En aquest exemple es veu com he substituït les mesures d'amplada en píxels per percentatges, calculats a
base de divisions, des de la substitució dels 960px inicials per 90% fins endavant. Cal considerar que les
mesures percentuals es calculen sobre l'ample de l'element en qüestió; així que si diem que una capa és el
90% de l'amplada de la pantalla, l'amplada percentual del contingut d'aquesta no es calcularà respecte
l'ampla de la pantalla sinó respecte l'amplada d'aquesta nova capa.
El segon pas pel disseny responsiu és fer que les imatges també siguin flexibles. La idea és aconseguir que la
mida de les imatges varii en funció de l'amplada de la finestra, però sense que això comporti una pèrdua de
la proporció que implicaria deformacions.
Les tècniques per aconseguir aquest objectiu varien segons si la imatge en qüestió forma part del contingut
semàntic del web  —i en aquest cas formaria part de l'html amb una etiqueta  img— o si, en canvi, es
tracta de part del disseny del projecte, situació en la que la imatge estarà definida des d'un fons.
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img {
max-width: 100%;
}
#element {
background-image: ...
background-size: cover;
}
En el primer dels casos faríem servir el codi de l'esquerra, i de fet probablement seria segur definir-lo de
manera global per a totes les imatges de la web (tot i que és també possible que en casos específics calgui
limitar l'abast de la propietat a la secció on de ben segur les imatges formaran part del contingut). Amb ell
li estem dient a les imatges que tinguin la mida que vulguin sempre i quan no sobrepassin el 100% de la
mida del seu contenidor. Per tant, si una imatge es troba definida dins d'un element amb un ample flexible
en funció de l'ample de la finestra, la imatge respondrà en conseqüència modificant la seva mida per encai-
xar. Al no fer cap menció a l'alçada, aquesta es mantindrà en mode auto, és a dir, mantindrà la seva propor-
ció respecte a l'amplada evitant deformacions.
En el cas de les imatges de fons, CSS3 proporciona noves propietats per definir la mida d'una imatge de
fons. Amb els valors cover i contain aconseguim que les imatges sempre ocupin, en el primer cas, tot l'espai
visible  de  l'element  on estan aplicats  com a  fons  fent  que aquestes  no es  vegin  del  tot  si  tenen una
proporció diferent a l'element o, en el segon cas, que les imatges estiguin exactament contingudes dins
d'aquest element.
La tercera part del disseny responsiu, i sens dubte la més definitòria, són les media queries. Explicat de la
manera més planera possible, les  media queries son definicions de CSS que s'executen només sota certes
condicions, en aquest cas, condicions relacionades amb la mida de la finestra del navegador. En disseny
responsiu es fan servir per modificar substancialment la manera en la que es mostra el contingut d'un lloc
web si la finestra es molt estreta (i per tant, probablement d'un smartphone), o molt ample.
Així aconseguim que les línies de text no siguin massa llargues al augmentar l'ample—augmentant la mida
del cos de la lletra, aplicant diverses columnes...— que les imatges no es vegin exageradament petites al
reduir l'ample —fent que les que es veien una al costat de l'altre passin a veure's en vertical...—, etc.
@media screen and (min-width: 1200px) {
#element .class {
...
}
}
Les media queries es defineixen d'una manera molt intuïtiva, com podem veure en l'exemple anterior. Cal
remarcar que el terme screen es refereix a que aquesta media query només s'aplicarà al veure's pel navegador
i no, per exemple, quan imprimim la pàgina.
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El disseny responsiu ha anat guanyant popularitat principalment perquè ha evitat la necessitat de dissenyar
diversos llocs webs depenent del dispositiu. Però lamentablement no és infal·lible, ja que si volem fer canvis
molt grans segons la mida de la finestra possiblement ens veure'm en la necessitat de duplicar alguna part
del contingut de la web i jugar a amagar una i mostrar l'altra segons ens interessi. El típic cas d'aquesta
situació és quan volem amagar un menú llarg i substituir-lo per un botó que desplega el menú. A vegades
podem desenvolupar una estratègia astuta per evitar duplicar contingut però d'altes no ens quedarà més
remei.
Agilitzant el desenvolupament: Grunt, Bower i Yeoman
Grunt,  Bower i  Yeoman son tres programes que, com l'anteriorment esmentat  sass,  s'executen des del
terminal del nostre sistema operatiu. Aquest típus de programes dissenyats en JavaScript i executables des
de consola són possibles gràcies a NodeJS, tecnologia de la que farem menció a la part final d'aquesta me-
mòria, ja que tot i que està íntimament vinculada amb el costat servidor (que escapa al camp d'estudi del
meu projecte) no deixa de tenir una important influència en el costat client i les eines que fem servir per
treballar-hi.  Els  tres  projectes  que esmentarem a  continuació són,  probablement,  el  principal  exemple
d'això.
L'ordre cronològic d'aparició d'aquestes eines, i sobretot de la seva popularització, és el que he donat en el
títol d'aquesta secció, l'invers al que podem veure en l'esquema superior. Això és perquè el que va comen-
çar com un projecte per l'automatització de tasques vinculades amb el procés de desenvolupar aplicacions,
s'ha anat expandint per la part inicial potenciant també l'automatització del procés de crear l'estructura de
les aplicacions a desenvolupar. Tot i que totes tres eines son independents, estan desenvolupades sota la
mateixa  filosofia  i  per  alguns  dels  mateixos  desenvolupadors,  com Addy Osmani,  Paul  Irish  o Sindre
Sorhus, vinculats al desenvolupament del navegador Google Chrome.
Grunt és un automatitzador de tasques vinculades al desenvolupament web. El que ens demana aquesta
eina és que instal·lem una serie de plugins especialitzats en gestionar tasques concretes, que poden anar des
de qüestions simples —moure fitxers, esborrar carpetes, unir diversos fitxers en un de sol— a tasques de
més complexitat —minimitzar codi JavaScript, css i html, compilar codi sass a css, optimitzar la mida
de les imatges, etc.—. Grunt disposa de dos fitxers bàsics: package.json, per establir les propietats bàsiques
del nostre projecte i llistar els  plugins que necessita per poder seguir amb el seu desenvolupament, i  el
GruntFile, que és l'arxiu JavaScript on podem configurar el funcionament especific de cada plugin (quins
fitxers copiem a quin lloc, on es troben les imatges que volem optimitzar...).
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{
  "name": "my-project-name",
  "version": "0.1.0",
  "devDependencies": {
    "grunt": "~0.4.5",
    "grunt-contrib-jshint": "~0.10.0",
    "grunt-contrib-nodeunit": "~0.4.1",
    "grunt-contrib-uglify": "~0.5.0"
  }
}
grunt.initConfig({
  pkg: 
grunt.file.readJSON('package.json'),
  uglify: {
    options: ...,
    build: {
      src: 'src/<%= pkg.name %>.js',
      dest: 'build/<%= pkg.name %>.min.js'
    }
  }
});
A l'esquerra podem veure un fitxer  package.json d'exemple, i a la dreta un fragment d'un fitxer  Grunt-
Config (a la pràctica és força més llarg, com és pot veure a l'annex). Un cop instal·lats els plugins i configura-
des les tasques, podrem recórrer al terminal i especificar quina tasca de grunt volem executar sobre el nostre
projecte. Fins i tot és possible instal·lar un  plugin que vigili  si  certs fitxers s'han modificat i  si  és el cas
executar una tasca de  grunt concreta. Això és especialment útil de cara a mantenir el nostre codi  sass
sempre compilat i llest per provar-lo al navegador.
Bower, per la seva part, es tracta d'un gestor de llibreries i dependències externes. La idea que roman darre -
ra d'aquest recurs és la de fer que les dependències estiguin definides d'una manera estàndard al nostre
projecte i siguin fàcilment actualitzables, descarregables i aplicables (en conjunció amb Grunt) de manera
automatitzada.
# registered package
bower install jquery
# GitHub shorthand
bower install desandro/masonry
# Git endpoint
bower install git://github.com/user/package.git
# URL
bower install http://example.com/script.js
El seu funcionament és molt intuïtiu i,  com es veu en les anteriors línies, es pot invocar de múltiples
maneres segons les nostres necessitats.  Bower disposa d'un ampli catàleg de llibreries que podem invocar
simplement posant-ne el nom, i a  GitHub, principal repositori de projectes d'internet, en podem trobar
quasi tots els que necessitem. En el pitjor dels casos, sempre es pot instal·lar via enllaç directe.
Yeoman és l'últim d'aquests recursos que va aparèixer. La seva funció és generar estructures d'aplicacions
automàticament, de manera que amb una simple comanda de terminal puguem tenir tots els fitxers bàsics
que necessitem i començar a treballar. Està pensada per a desenvolupadors o equips de desenvolupadors
que realitzen projectes similars habitualment, amb una sèrie de trets comuns. D'aquesta manera es poden
disposar  de  diversos  generadors  d'estructures  segons  les  necessitats  d'un projecte  concret,  i  agilitzar  el
sempre farragós procés d'inici. Alhora, si es fan servir els generadors més populars s'aconsegueix fomentar
certa estandardització en l'estructura dels projectes que facilita a altres programadors analitzar-los amb un
millor enteniment.
En general, tots tres recursos han aparegut en un context molt concret: la creació de projectes web de
manera col·laborativa entorn a comunitats com GitHub. Darrera dels fitxers de configuració de Grunt, dels
mecanismes d'instal·lació estandarditzats de  Bower i  dels generadors de  Yeoman si  amaga la intenció de
facilitar a altres programadors que es vagin el codi font del nostre projecte, l'entenguin i només analitzant
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els  fitxers  de  configuració  i  executant  unes  poques  comandes  puguin  instal·lar  totes  les  dependències
necessàries per començar a col·laborar en el projecte.
Alhora, però, també son eines útils per agilitzar el desenvolupament dins d'un grup tancat o fins i tot tre-
ballant en solitari. Especialment, els beneficis de Grunt son evidents en el moment en el que se'ns permet
automatitzar la majoria de tasques farragoses i poc creatives necessàries per fer proves o construir versions
de producció dels nostres projectes. És per això que la triada d'aplicacions està molt implantada en el món
del desenvolupament web.
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implementació
En l'anterior secció he analitzat el context tecnològic en el qual es desenvolupen aplicacions web actual-
ment. Com hem pogut veure, la quantitat de recursos que existeixen avui és aclaparant, fins al punt en que
la formació necessària per desenvolupar aplicacions web passa tant per tenir coneixements de les bases dels
llenguatges com per tenir experiència i domini de moltes de les eines esmentades.
Malgrat això, l'ús de totes aquestes eines, tècniques i recursos no és, ni molt menys, obligatòria. De fet, la
funció d'aquestes tecnologies és agilitzar el procés de desenvolupament; si ens trobem davant de la tasca de
desenvolupar  una  aplicació  concreta,  es  imprescindible  valorar  quines  tecnologies  realment  ens  estan
ajudant o quines són més un llast que un benefici. També cal considerar si ens trobem en un context on
estem desenvolupant una aplicació de forma aïllada, o pretenem guanyar experiència de cara a desenvolu -
par-ne de futures, de manera que podria arribar a valer la pena carregar amb una corba d'aprenentatge que
ens ajudés en futurs projectes.
En definitiva, gran part de la valoració i l'anàlisi del que significa avui desenvolupar aplicacions, requereix
d'endinsar-se en el procés de desenvolupar una aplicació concreta, i  això és el que explicaré en aquesta
secció. En aquest projecte he escollit implementar una aplicació enfocada a la navegació de teixits biològics
—animals o vegetals— a través de fer zooms en fotografies fetes amb lupa, microscopi i/o microscopi
electrònic; i també a través de series de fotos que giren entorn d'òrgans del cos humà, plantes, etc. i que es
poden navegar generant un efecte de rotació.
Versió antiga
El principal motiu pel que he escollit fer una aplicació sobre aquesta temàtica és perquè anys enrere ja
havia  desenvolupat  aquesta  mateixa  aplicació  quan  realitzava  convenis  de  cooperació  educativa  amb
GenomEdu.  D'aquesta  manera  puc  aprofitar  una  ocasió  única:  comparar  dues  versions  de  la  mateixa
aplicació, però fetes amb anys de diferència. Concretament, la primera versió de l'aplicació data aproxima-
dament del 2008, per la qual cosa ens situem uns 6 anys enrere. Com hem pogut anar veient al llarg d'a -
questa memòria, 6 anys son molt de temps en termes d'innovacions al món de les aplicacions web i per
tant podem esperar diferències substancials.
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Aquesta versió es troba inserida dins del portal de  GenomEdu,  on es poden trobar diferents grups de
fotografies de moltes parts del cos humà (sovint analitzades amb òrgans reals d'altres animals com ratolins
o porcs) i també de plantes. Tal i com està estructurat el portal, l'aplicació en sí estaria dividida en dues
seccions que comparteixen part del codi —la de les rotacions i la dels zooms— a les que s'accedeix des de
diferents apartats. Malgrat que, com dic, certes parts del codi eren compartides, el codi està duplicat, de
manera  que  les  actualitzacions  que  afectaven  a  aquestes  eren  un  pel  tedioses,  doncs  calia  recordar-se
d'actualitzar ambdues parts.
Els controls de l'aplicació difereixen lleugerament depenent de si estàvem en el mode de zoom o el de
rotació,  però  essencialment  són  els  mateixos.  El  funcionament  bàsic  es  dóna  a  través  de  la  barra  de
zoom/rotació  que  es  pot  veure  a  la  cantonada  inferior  dreta.  En  el  mode  de  rotació  aquesta  barra
s'encarrega d'indicar el punt de gir en el que ens trobem, mentre que en la de zoom, no només ens indica
que estem ampliant o reduint la vista, sinó que també ens informa sobre el tipus d'aparell amb el que s'han
fet les fotografies: lupa, microscopi o microscopi electrònic.
A la  cantonada inferior  esquerra es  troba el  menú informatiu.  Tot  i  que ens  permet  certa interacció,
bàsicament serveix per saber a quin animal pertanyia el teixit en qüestió —habitualment ratolí, porc o
humà—, el  nivell  de zoom corresponent  a  la  fotografia  ara mostrada (on 70x seria  una ampliació 70
vegades més gran que la real) i el llenguatge en el que veiem el contingut de les etiquetes. La interacció
abans esmentada és la que ens permet canviar la llengua de les etiquetes amb el multi-selector i també el
botó d'enllaç, d'especial utilitat per obtenir una url que ens porti directament a aquest nivell de zoom o
punt de rotació, i no a l'inicial.
En l'exemple superior —a l'esquerra— podem veure una serie de fotografies corresponents a un fetge, que
en aquest cas disposa de fotografies de tots tres tipus esmentats (la majoria de series amb les que vaig
treballar només disposaven d'un o dos tipus). El cursor de la barra indica que ens trobem en fotografies
fetes amb microscopi, i si ens fixem en el menú podem veure que el fetge pertanyia a un porc. L'exemple de
la dreta és molt més fàcil d'entendre, ja que bàsicament ens trobem amb un òrgan humà —uns pulmons—
que podem anar rotant i ampliant a un sol nivell de zoom (és la situació que podem veure a l'imatge,
d'altra banda veuríem l'òrgan sencer).
Cal esmentar que la navegació va més enllà de fer clic en la barra o arrossegar-ne el cursor. Els canvis de
zoom es poden fer amb doble clic a la pròpia imatge, amb gestos d'ampliació als dispositius tàctils —que
tenien una presència encara moderada al mercat— i també fent ús de la roda del ratolí.
Més  enllà  del  funcionament  bàsic,  l'aplicació  permet  col·locar  etiquetes  en  determinats  punts  de  les
fotografies  i  vincular-hi explicacions,  la  principal  utilitat  de les  quals  és  pedagògic.  Aquestes  etiquetes
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podien estendre's més enllà d'un nivell de zoom; això implica que la posició d'aquestes s'ha d'anar recalcu -
lant, cosa que es fa de manera automàtica al saber quina és la diferència d'escales i aprofitant que el funcio-
nament de l'aplicació implica que els zooms sempre es fan des del mig de la fotografia. Les rotacions, en
canvi,  eren molt  més  arbitràries  (ja  que  depenia  de  la  forma  de  l'òrgan,  informació  que  estava  en  la
fotografia però que no teníem al no tractar-se d'una rotació tridimensional). Per això en aquesta versió
antiga es va implementar la possibilitat de posar etiquetes en tres posicions de rotació consecutives, en les
que l'usuari que les inseria havia de col·locar manualment cada etiqueta al seu lloc.
A nivell tecnològic i intern, l'aplicació està dividida en diversos arxius en els quals hi ha implementades
parts  concretes,  com  la  barra,  el  menú,  la  funcionalitat  de  zoom,  la  gestió  de  la  roda  de  ratolí,  etc.
Cadascuna d'aquestes parts es va implementar seguint un patró modular de JavaScript amb el qual es
definia un objecte amb variables privades i mètodes privats i públics.
function Objekt(objektData) {
//empty object
var that = {};
//private variables
var priv1 = ...;
var priv2 = ...;
//private method
var privateMethod = function privateMethod() {
...
};
//public method
that.publicMethod = function publicMethod() {
...
var x = privateMethod();
...
};
//return only public stuff
return that;
};
En l'anterior exemple veiem quina mena de codi és necessari per aconseguir quelcom relativament compli-
cat en JavaScript: la possibilitat de disposar de mètodes i variables privades, és a dir, no accessibles més enllà
de la «classe» —en el nostre cas, l'objecte— on estan definides. La idea que roman rere aquest patró és la
de aprofitar el context tancat que es crea a JavaScript al definir una funció i fer servir aquest espai per crear
un objecte al  que només inclourem variables  i  mètodes que volem que siguin accessibles  des  de fora.
Alhora, mantindrem fora de la definició d'aquest objecte les variables i mètodes que volem que siguin
privades, però que per suposat sí seran visibles des de la resta de mètodes definits públicament, ja que es
troben al mateix nivell.
Pel que fa a tecnologies vaig fer us de Prototype, ja que només a les darreres fases de desenvolupament vaig
començar a conèixer JQuery. En aquell moment ja no resultava pràctic iniciar la corba d'aprenentatge del
nou framework. Per tant, per fer les animacions —que bàsicament es limiten a una animació d'ampliació o
reducció al canviar el nivell de zoom— vaig recórrer a Script.aculo.us, una llibreria d'animacions associada a
Prototype. En aquelles dates encara no s'havia creat la versió JavaScript de la llibreria GreenSock, una potent
eina que llavors era usada intensivament en el desenvolupament d'aplicacions Flash.
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De cara a la inserció i edició d'etiquetes vaig instal·lar la faraònica llibreria TinyMCE. El nom no és inade-
quat ja que, de fet, sí es tracta d'una llibreria que intenta ser lleugera; però la tasca de generar un editor de
text WYSIWYG (What You See Is What You Get) a l'estil office però amb tecnologies web és força laborio-
sa i necessàriament pesada. La decisió és discutible ja que finalment només feia ús de la possibilitat d'utilit -
zar negretes, cursives i poca cosa més i per tant caldria veure fins a quin punt no era un conjunt de codi
molt extens per una funcionalitat que a la pràctica va resultar poc explotada.
Nova versió de l'aplicació
L'objectiu primordial al realitzar una nova versió de l'aplicatiu era mantenir les mateixes funcionalitats
però adaptant-la a les possibilitats tecnològiques del context actual. No obstant això, cal remarcar que he
decidit no implementar algunes de les funcionalitats perquè escapaven de l'objectiu del projecte i perquè
no estaven vinculades a l'aplicació en sí sinó a l'entorn on estava inserida (el portal educatiu GenomEdu).
En refereixo principalment a temes de canvi de llengua de la interfície i a comunicació amb el servidor.
Poder replantejar una aplicació ja realitzada és una oportunitat per millorar-ne el seu plantejament, les
seves parts, etc. En aquest cas, aquesta ocasió s'ha combinat amb un ànim de simplificació de les parts, que
ve inspirat per les noves tendències en el disseny d'interfícies d'usuari. Aquestes, lluny de ser una simple
moda, venen marcades principalment per la gran difusió de la que gaudeixen els smartphones i tablets com
a dispositius de navegació per la web. Aquests aparells han propiciat que l'usuari sovint consulti la web
mentre viatge en transport públic, per fer una consulta ràpida mentre manté una conversa, etc. Per tant, el
fet de que sovint la  gent no dediqui un temps especific  a la  navegació i  ús  d'aplicacions web ha anat
propiciant que les interfícies se simplifiquin, oferint a l'usuari les funcionalitats de manera clara, simple i
ràpida.
Així  doncs,  com es  pot  apreciar  la  nova interfície  destaca  per  la  seva  simplicitat.  Un dels  detalls  més
importants és que la totalitat de la fotografia del teixit és accessible visualment, deixant qualsevol control
de l'aplicació a la part inferior. En qualsevol cas, ens trobem amb una barra de tons verdosos que inclou el
botó de la llista de series de fotos disponibles, el botó per inserir una nova etiqueta, el indicador d'origen
del teixit, el indicador de tipus d'aparell amb el que s'ha fet la fotografia i el control de zoom i punt de
rotació —més l'indicador de nivell de zoom quan és necessari. En aquesta versió he intentat que hi hagués
una major coherència entre els dos tipus de navegació i les seves interfícies, de manera que he inclòs una
icona que simbolitza una fotografia convencional (una càmera) i he disposat la barra de zoom de manera
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horitzontal, també perquè he pensat que la metàfora de profunditat que s'associava al posar la barra en
vertical no era tan poderosa com per complicar tant la interfície amb canvis i reorientacions, mentre que a
més  a  més  aquesta  disposició donava molt  més  d'espai  al  valor  de zoom independentment  de  la  seva
longitud.
A l'esquerra ens trobem amb una captura del  menú de selecció d'imatges.  A aquest  menú hi  podem
accedir fent clic al botó més a l'esquerra de la barra, però també és el que ens apareixerà si accedim per
primer cop a l'aplicació sense especificar cap serie de fotografies a través de l'url. Aquesta és una nova
funcionalitat que he afegit a l'aplicatiu, ja que anteriorment la selecció de les series era una qüestió pròpia
del portal en el  que estava inserida i  per tant era necessari  que ara fos una responsabilitat integrada a
l'aplicació per que pogués executar-se autònomament.
Les series fotogràfiques de l'aplicació es defineixen a l'arxiu  lines.js. Allà es diu quantes fotografies conté
cada sèrie, el seu nom, amb quin tipus d'aparells han estat preses, nivells de zoom, etc. Alhora, aquesta
informació es fa servir per construir automàticament el menú de series, així que la feina és mínima.
A la dreta, ens trobem amb una captura de l'indicador de precàrrega de les imatges. Les series de fotografies
no tenen un pes excessiu, però sí prou important com perquè l'experiència de navegació fos poc satisfactò-
ria si cadascuna de les fotografies s'hagués de carregar just en el moment de carregar-se. Aquesta situació
seria especialment flagrant en el cas de les rotacions, doncs la substitució de fotografies ha de ser immediata
per poder mantenir l'efecte de que tenim davant de nosaltres un òrgan en rotació. Per això cadascuna de les
series és precàrrega en el moment en el que volem accedir-hi, és a dir, totes les fotografies de la serie estan
carregades en el moment en el que el precarregador indica 100%. Excepcionalment, però, les fotografies
corresponents a  la  versió ampliada de cadascun dels  punts de rotació es  carreguen just  en el  moment
d'accés. Això és així perquè en aquest cas si que parlem d'una trentena de fotografies d'alta resolució per
series i el temps de càrrega que això implicaria és una molèstia major que un canvi d'estat entre dos nivells
d'ampliació que no trenca la sensació de rotació de la que parlava abans.
La tercera part fonamental de l'aplicació és la inserció i gestió d'etiquetes informatives vinculades a punts
concrets dels teixits. Aquesta és possiblement la part que més ha canviat més respecte l'anterior versió de
l'aplicatiu, i la majoria d'aquests canvis han respòs a dos motius: la simplificació i l'adaptació a dispositius
mòbils.  De  la  segona  d'aquestes  raons  ens  n'encarregarem  a  l'anàlisi  extens  que  faré  una  mica  més
endavant, però ara resulta pertinent analitzar el procediment de generació d'etiquetes.
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Anteriorment el procés d'inserció d'etiquetes es feia en una sola fase. En ella, teníem una pestanya lateral
col·lapsable en la  que podíem escriure el  contingut de la  etiqueta,  mentre que la  resta del  visor  servia
perquè arrosseguéssim el marcador al lloc desitjat. El problema d'aquest mètode era que si volíem arros-
segar el marcador a un lloc ocupat per la pestanya lateral ens veiem obligats a col·lapsar-la. A part de la
fragilitat d'aquest mecanisme en quant varia la mida de la finestra del navegador, salta a la vista la incomo -
ditat i complicació que suposa.
En la nova versió el procediment s'ha dividit en dues parts, primer escrivim el contingut de la etiqueta a
pantalla completa i a continuació col·loquem còmodament el marcador al lloc de la fotografia que vul -
guem, ara que la tenim completament al nostre abast.
Per la seva banda, la edició i eliminació de les etiquetes també ha estat replantejada, seguint un mètode
intuïtiu en el que hem d'accedir a una etiqueta concreta per assenyalar que la volem editar o esborrar. En el
darrer cas se'ns demanarà confirmació abans de procedir, i en el cas que vulguem modificar alguna dada o
posicionament del marcador se'ns portarà a un flux idèntic al de creació, simplificant doncs el procedi-
ment. Aquest mecanisme substitueix el de la versió antiga, en el que primer indicàvem que volíem dur a
terme l'acció d'editar o esborrar amb botons específics, i posteriorment assenyalàvem quina etiqueta és la
que havia de rebre l'acció.
Elecció de tecnologies
Un cop plantejada l'aplicació arriba el moment d'escollir com implementar-la, i per a fer-ho necessitem fer
una anàlisi de les tecnologies existents i decidir quines poden resultar útils pels nostres objectius. En aques-
ta memòria ja he dedicat un gran apartat a analitzar aquesta situació tecnològica, així que ara em limitaré a
explicar quines tecnologies he utilitzat per implementar la nova versió de l'aplicació i sobretot quins van
ser els criteris amb els quals vaig escollir-les o descartar-les.
Tot i que per qüestions de compatibilitat amb altres productes sovint hi ha projectes que se segueixen
basant en html4, cada cop hi ha menys motius per no llençar-se de cap a l'ús d'html5. He considerat que
la meva aplicació era completament independent d'altra programari i requisits, i sobretot que el principal
impulsor del seu desenvolupament era mostrar el potencial de les tecnologies del present i del futur, per
tant la decisió no hi va haver dubtes sobre la utilització de la nova versió del llenguatge.
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Malgrat això, cal considerar que ens trobem davant d'una aplicació molt particular on el seu potencial és la
navegació i la interacció amb l'usuari, i no tant la semàntica d'una pàgina més tradicional. És per això que
tampoc es pot apreciar un gran aprofitament de les noves funcionalitats d'html5. Ara bé, si podem veure
que  el  codi  html ha  estat  implementat  fent  us  de  noves  etiquetes  com  section amb  les  que  separo
semànticament els diferents components de l'aplicació. Alhora, en el procés d'inserció d'etiquetes trobem
un petit formulari en el que he fet ús dels placeholders amb els que aconsegueixo informar del que l'usuari
ha d'escriure als camps mantenint la lògica de disseny simple que acompanya a tota l'aplicació.
Seguint  amb les  tecnologies  bàsiques  que més  que una  elecció  suposaven adaptar-se  al  paradigma de
desenvolupament actual els fulls d'estil s'han desenvolupat amb CSS3. Tot i que la versió antiga també feia
us d'aquesta versió del  llenguatge,  la  realitat  és  que el  nou estàndard s'ha anat  adaptant per part  dels
navegadors de manera força progressiva, de manera que les funcionalitats de les que disposem ara són força
més extenses de les que a la pràctica es podien aplicar en la primera versió de l'aplicació. És per això que
amb  css3 ara  he  pogut  tenir  un  major  control  sobre  el  disseny  gràfic  aplicant  fonts  tipogràfiques
personalitzades (concretament la font Open Sans, de codi obert sota la llicència Apache4) i sobretot he fet
un us intensiu de les transicions animades entre estats. D'aquesta manera he pogut dissenyar canvis d'estat
molt visuals, però sobretot he pogut animar el canvi de nivell de zoom d'una manera molt eficient i sense
haver, per tant, de recórrer a llibreries d'animació especialitzades —basades en JavaScript, no CSS— com la
ja esmentada GreenSock, que per tasques tan simples no resulta tan profitosa.
Més enllà de l'us del llenguatge en concret, entorn a css hi ha una serie de recursos dels que he fet us en
l'aplicació. El primer d'ells seria normalize.css. Aquest fragment de codi css s'encarrega de crear un entorn
estable independentment del navegador. Però hi ha diverses eines capaces de fer això; he escollit aquesta
perquè, com ja he explicat a la secció corresponent, normalize.css procura intervindre només on és necessari
(atorgant  doncs  un  codi  molt  més  petit)  i  sobretot  perquè  és  altament  compatible  amb  elements
particulars d'html5. D'altra banda, cal destacar que he fet un us intensiu de Syntactically Awesome Style
Sheets (sass),  recurs  amb el  que he escrit  tot  el  codi  css de la  pàgina.  El motiu ha estat simplement
l'interès d'aconseguir agilitzar una tasca que sovint implica repetir molts fragments de codi, retenir codis
hexadecimals  corresponents  a  colors,  etc.  Però  per  fer  servir  sass cal  preparar  un  entorn  on
progressivament es vagin traduint els fragments de codi a  css. Això habitualment s'aconsegueix amb el
propi programa de línia de comandes que inclou el propi llenguatge, però és una tasca que perfectament es
podia acomplir amb un altre dels recursos que he fet servir (Grunt), així que he decidit simplificar l'entorn
de treball  centralitzant el  màxim nombre de tasques possibles en aquesta tecnologia (ho explicaré més
endavant).
1 A diferència del que passava anys enrere, ara és força freqüent trobar-se amb fonts de lliure distribució de molt alta qualitat.
Això ho ha provocat en gran part l'augment de professionals del disseny al món del disseny interactiu (especialment web) i 
hi ha contribuït precisament la possibilitat de fer servir fonts personalitzades en les nostres webs amb la seguretat de que els 
navegadors s'encarregaran de mostrar-les a l'usuari independentment de si les tenen instal·lades o no al seu sistema.
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Entrant en el  terreny de JavaScript, vaig veure molt profitós usar una llibreria  que fes les funcions de
framework JavaScript,  igual  que  ho  vaig  fer  en  l'anterior  versió.  Com  ja  he  explicat  en  l'apartat  de
tecnologies,  l'ús  d'aquestes  llibreries  és  quasi  indiscutible  perquè  aporten  molta  més  agilitat  de
desenvolupament, tant per les funcionalitats que afegeix a JavaScript com per, sobretot, la seva capacitat
d'encapsular tasques repetitives i alliberar-nos de la càrrega d'haver de pensar en les particularitats de cada
navegador. En aquest cas però, m'he decantat per l'ús de JQuery.
Els motius pels quals escollir una llibreria o altra són en definitiva força subjectius (personalment he tingut
moltes oportunitats per aprendre JQuery i he pogut aprofundir en les seves particularitats) i sovint venen
influenciats per criteris com la popularitat, però d'això últim es deriven sovint criteris tècnics. Per exemple,
arran de la popularitat de JQuery trobem que la compatibilitat amb altres projectes està molt treballada, i
aquí cal destacar especialment la seva facilitat d'us amb llibreries més complexes com les que fan la funció
de  framework per aplicacions web.  Alhora,  ja  he explicat  els  punts en els  que aquesta llibreria  supera
l'anteriorment usada PrototypeJS, qüestió que també ha determinat la seva elecció.
Però per justificar l'ús de  JQuery per la seva compatibilitat amb llibreries de tipus  framework d'aplicació
web cal explicar alhora perquè he decidit fer servir una llibreria d'aquest darrer tipus. El motiu principal es
que al plantejar el desenvolupament de l'aplicació he pogut observar que aquesta consta de diverses parts
que necessiten ser encapsulades i organitzades sota un model d'objectes amb funcionalitats pròpies. Així
com a l'anterior versió vaig realitzar aquesta tasca seguint un patró de programació JavaScript modular, en
aquesta ocasió he considerat que fer servir una llibreria que em facilités aquesta tasca seria un gran estalvi
de temps.
La llibreria escollida va ser BackboneJS. El criteri per escollir-la ha sigut d'una banda la familiaritat —doncs
he tingut ocasió d'utilitzar-la en diversos projectes—, la popularitat i els seus beneficis ja esmentats, però
sobretot que és la més simple de les llibreries d'aquest tipus, i al no tractar-se d'un projecte faraònic amb
necessitats d'escalabilitat i amb temps de desenvolupament molt ajustats no he vist necessitat de recórrer a
una llibreria que marqués més la manera de fer i que m'aportés una sèrie de ferramentes que molt proba-
blement no hagués aprofitat. Amb aquest criteri he descartat  EmberJS i  AngularJS, però també Mario-
netteJS,  que com he exposat  seria  una extensió de  la  pròpia  llibreria  BackboneJS.  Bàsicament,  amb  la
llibreria escollida he dividit la majoria del codi de l'aplicació en objectes encapsulats sota el rol de vista,
model i col·lecció.
• Models: Marker, Tag.
• Collections: Markers, Tags.
• Views:  AddTag,  Bar,  LoadingLayer,  Menu,  NewTag,  Rot,  TagControl,  TagLayerRot,
TagLayerZoom, Tag, Zoom.
Com es pot intuir, la decisió de fer servir Backbone la vaig prendre en la fase de plantejament de l'aplicació,
ja que em marcava del patró a seguir (la derivació de mvc que he explicat a tecnologies) i per tant ho havia
de considerar a l'hora de plantejar-me en quines parts dividir el projecte.
UnderscoreJS és un requisit per fer servir BackboneJS, però si aquest no fos el cas igualment hagués escollit
utilitzar-la.  Per  si  sola,  aquesta  llibreria  aporta  una  serie  de  funcionalitats  interessants  que  estenen el
llenguatge i que per tant actuen com a útil complement de JQuery. La meva experiència en altres projectes
és  que  sovint  hi  ha  certs  punts  en  el  desenvolupament  d'una  aplicació  on  s'acaba  aprofitant  el  seu
potencial. En aquest cas, la principal utilitat ha sigut en la gestió de bucles àgilment amb la funció each.
D'altra banda, he escollit no fer us de la llibreria requirejs, tot i que en ocasions sí la he utilitzat. El motiu és
que es tracta d'una llibreria que es dedica per la importació de recursos de manera asíncrona i està especial -
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ment pensada per a recursos externs que es carreguen durant diversos punts de l'execució del codi. Aquesta
no es la tasca que vull acomplir en aquest projecte, ja que la única cosa que vull es dividir el codi en dife-
rents arxius per claredat i comoditat en el desenvolupament i que posteriorment tots els fragments de codi
siguin accessibles sense necessitat d'importar-los manualment a l'html.  Una de les tecnologies que he
escollit fer servir (Grunt) és capaç de solucionar aquest problema i per tant puc prescindir de requirejs, que
a més de servir per una tasca lleugerament diferent sovint causava certs problemes de compatibilitat amb
JQuery, que calia resoldre recorrent a versions especials on ambdues llibreries estiguessin incloses.
En el següent apartat faré una anàlisi extens de certs aspectes clau de l'aplicació vinculats a una serie de
tècniques i recursos emprats. Es per això que a continuació només faré un breu anàlisi de perquè he escollit
aquestes tecnologies, i m'estendré sobre detalls concrets més endavant.
En aquesta mateixa secció he donat dos exemples de com Grunt pot resoldre problemes freqüents en el
desenvolupament d'una aplicació. És per això que he decidit incloure'l en el projecte. A diferència de molts
altres  recursos  esmentats,  no havia  pogut  treballar  amb aquesta  tecnologia  abans  i  per  tant  he  hagut
d'assumir la corba d'aprenentatge associada a aquest. Per sort, Grunt és una eina prou intuïtiva i amb bona
documentació,  de  manera  que  ha  sigut  relativament  fàcil  configurar-la  i  deixar-la  enllestida  per  que
automatitzés bona part de les tasques rutinàries que eren implícites en el procés de desenvolupament, de
testeig i de preparació de versions definitives.
Alhora,  també he decidit  incloure  Bower en el  projecte.  Amb aquest  recurs  es  centralitza  la  gestió de
llibreries i recursos externs, i he considerat que molts dels altres recursos que estava fent servir es podrien
instalar i configurar amb més agilitat des de la línia de comandes i no tenint que anar als llocs web particu -
lars, descarregar-ne la darrera versió i col·locant-los a carpetes concretes.
Per contra, no he volgut fer ús de Yeoman, la tercera de les eines que sovint van de la mà. Amb aquesta eina
es dóna un esquelet per l'aplicació de manera ràpida, però és clar, primer cal preparar aquest esquelet des
de cero com a mínim una vegada, si no es vol recórrer a un dels esquelets predissenyats. En aquest cas,
davant d'una aplicació peculiar amb una serie de decisions tecnològiques tan concretes no he volgut fer
servir cap dels esquelets que ja estaven construïts —molt més genèrics— i alhora he pensat que no era
d'utilitat generar un esquelet de Yeoman amb l'estructura de l'aplicació que jo he estat seguint si no entrava
en els meus plans reproduir-la en un futur per generar altres aplicacions.
La gestió de les imatges l'explicaré extensament a continuació, però cal remarcar que he considerat conve-
nient potenciar l'ús de les iconfonts com a mitjà per fer servir icones fàcilment con figurables i lleugeres
(doncs són vectorials). D'altra banda, quan vaig programar la primera versió de l'aplicatiu un dels requisits
que se'm va demanar era que es pogués executar en el major nombre de dispositius possibles. En aquell
moment es va fer força èmfasi en les tabletes, però avui en dia els smartphones i les seves —relativament—
petites pantalles també són un target a considerar. Lluny de fer un codi condicional que intentés analitzar
en quin tipus  de  plataforma en trobava,  he  decidit  dissenyar  l'aplicació  seguint  un disseny adaptatiu
(responsiu), que també analitzaré a continuació.
Anàlisi extens
Fins ara hem pogut emportar-nos una impressió de com és el  funcionament de l'aplicació, però hi ha
moltes peculiaritats en el seu desenvolupament que necessiten d'una anàlisi concret i extens per ser valora -
des. En aquesta secció miraré de focalitzar-me en una sèrie d'aspectes de la nova versió de l'aplicatiu que, o
bé des del seu resultat final no mostren fàcilment tot l'estudi que n'hi ha darrera, o bé directament no són
visibles si no ens endinsem en el codi font.
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Configuració de Grunt i Bower
Al llarg d'aquesta memòria he esmentat en diverses ocasions aquestes llibreries i sobretot com considero
que —junt amb Yeoman— han suposat un canvi molt important en la forma en la que ens plantegem el
desenvolupament d'aplicacions web. Malgrat això, no ha sigut fins ara que podrem analitzar un exemple
real concret de configuració i ús de Grunt i Bower.
La configuració de Grunt s'articula al voltant de dos arxius: package.json i Gruntfile.js.
{
  "name": "grunt-test",
  "version": "0.1.0",
  "devDependencies": {
    "grunt": "^0.4.5",
    "grunt-autoprefixer": "^1.0.1",
    "grunt-bower-task": "^0.4.0",
    "grunt-contrib-concat": "^0.5.0",
    "grunt-contrib-copy": "^0.5.0",
    "grunt-contrib-cssmin": "^0.10.0",
    "grunt-contrib-htmlmin": "^0.3.0",
    "grunt-contrib-imagemin": "^0.8.0",
    "grunt-contrib-jshint": "^0.10.0",
    "grunt-contrib-mincss": "^0.3.2",
    "grunt-contrib-sass": "^0.7.4",
    "grunt-contrib-uglify": "^0.5.1",
    "grunt-contrib-watch": "^0.6.1"
  }
}
Com podem observar, l'arxiu  package.json es una estructura de dades  json on incloem informació bàsica
sobre la nostra aplicació i, especialment, el llistat de plugins de Grunt que fem servir al llarg del desenvolu-
pament  del  nostre  projecte  i  que  s'espera  que  estiguin  instal·lats  al  sistema  si  volem  fer  us  del  fitxer
Gruntfile.js que tenim definit.  Especialment interessant  és  el  fet  de que també s'indiquen les  versions
d'aquests plugins i amb un sistema simbòlic s'indica si ha de ser la versió exacta, qualsevol a partir d'aquell
número, etc. A simple vista pot semblar un arxiu que requereix certs coneixements per escriure's —a causa
d'aquest llenguatge específic per les versions— però la realitat és que aquest fitxer no l'he hagut d'escriure
jo sinó que s'ha anat generant i omplint en la mesura en la que anava instal·lant plugins de Grunt amb les
comandes de consola pertinents.
I quina és,  doncs,  la funció d'aquest arxiu? La idea és que el  package.json sigui una espècie de full  de
instruccions  de  cara  a  construir  l'entorn  de  treball  concret  necessari  pel  nostre  projecte;  un  llibre
d'instruccions que no hem de llegir nosaltres, sinó el propi Grunt des d'una comanda de consola. Això fa
que  no  necessitem  mantenir  copies  de  seguretat  de  tot  el  nostre  entorn  de  treball  (per  exemple,  en
repositoris en línia) sinó que amb aquest arxiu, sempre que disposem de connexió a Internet, podrem
tornar a construir l'entorn amb una sola comanda. Aquesta funcionalitat és especialment útil en treballs
en equip.
D'altra banda trobem el  Gruntfile.js que és el cor del funcionament de  Grunt en el nostre projecte (per
motius  d'espai  no l'incloc  en  aquest  punt  de  la  memòria  però  es  pot  consultar  a  l'annex  A,  al  final
d'aquesta). En aquest fitxer definim mitjançant codi JavaScript el que ha de fer cadascun dels plugins dels
que volem fer us, incloent quins fitxers manega, on els ha de deixar, etc. En aquest cas sí ens trobem davant
d'un  fitxer  que  hem  d'escriure  nosaltres  mateixes  i  que  requereix  fer  us  d'una  sèrie  de  convencions
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comunes entre tots els  plugins. Malgrat això pugui semblar un esforç poc interessant, un cop configurat
Grunt haurà automatitzat per nosaltres tasques repetitives que sovint impliquen un percentatge del nostre
temps de desenvolupament gens menyspreable.  A continuació, una explicació de com he configurat el
fitxer Gruntfile.js per a la nova versió de l'aplicació:
• Tasca executada automàticament: El plugin watch possibilita que en tot moment s'estigui vigilant
si es donen certes condicions que hem definit i en cas de que així sigui, s'executen altres tasques
que nosaltres considerem pertinents.
◦ Validació del codi JavaScript:  Cada cop que modifico els arxius on hi ha el  codi JavaScript
aquest es enviat a un avaluador de codi que detecta errors freqüents i encoratja a mantenir les
convencions de programació més acceptades per la comunitat. La idea darrera a aquesta tasca
és la de minimitzar la possibilitat d'errors.
◦ Compilació del  codi  sass a  css:  Cada cop que modifico els  arxius on hi ha el  codi  sass
aquests  es  converteixen ràpidament  a  css i  es  preparen per  a  poder  ser  executats  des  del
navegador. A la pràctica, el que he aconseguit és que tal com escric en sass puc actualitzar el
navegador i veure reflectits els canvis de manera ràpida i transparent.
◦ Actualització dels recursos gestionats per Bower: Amb aquesta tasca, cada cop que instal·lo una
nova llibreria amb Bower demano que la llibreria en qüestió es copii en una zona concreta del
meu projecte en la qual jo sé que es troben els fitxers externs i els quals ser que han d'estar
disponibles en el meu codi.
• Tasca per generar una versió de prova: Aquesta és la tasca que he fet servir quan he volgut generar
una versió de prova, que seria una versió executable des de navegador però en la que no s'han
realitzat algunes tasques que requereixen cert temps —com minimitzar el codi i les imatges perquè
el  projecte  final  ocupi  menys—  i  que  en  principi  no  haurien  de  ser  determinants  en  el  bon
funcionament del codi.
◦ Es copien directament les imatges, les fonts tipogràfiques, l'index.html i l'style.css (que ja és el
resultat d'unificar tots els fitxers sass automàticament).
◦ Es concatenen totes les llibreries JavaScript, els arxius on definim les series de fotografies i les
etiquetes i tots els fitxers de codi de l'aplicació en un sol fitxer script.js, que a continuació també
es copia amb la resta.
• Tasca per generar una versió definitiva: Aquesta tasca es basa en l'anterior i li aplica una sèrie de
modificacions  vinculades  a  l'optimització  i  neteja  de  codi  per  aconseguir  construir  una  versió
definitiva, de producció.
◦ Es copien intactes les fonts, sobre les que no s'aplica cap optimització.
◦ S'optimitzen les imatges, es minimitza el codi css, el codi JavaScript es minimitza i simplifica i
també es minimitz el codi html.
{
  "name": "pfc",
  "version": "0.1.0",
  ...
  "dependencies": {
    "backbone": "~1.1.2",
    "jquery": "~2.1.1",
    "normalize-css": "~3.0.1",
    "underscore": "~1.7.0",
    "jquery-mousewheel": "~3.1.12"
  }
}
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En el fragment de l'arxiu bower.json que acabo d'incloure podem observar que es tracta d'un troç de codi
força similar al package.json però en aquest cas enfocat als recursos externs, i no als plugins de Grunt. Cal
destacar que aquest arxiu en concret no fa més que llistar els recursos externs dels que disposem (amb els
mateixos interessos que explicàvem abans entorn al package.json) i que Bower en sí mateix només és capaç
de  descarregar  aquests  recursos  i  acumular-los  en  una  carpeta  concreta.  Seria  a  través  de  Grunt que
podríem automatitzar un procés per manipular aquestes llibreries i fer-ne el que necessitem.
Gestió de les imatges
En la secció de tecnologies he fet una explicació de quines són les principals tècniques en l'actualitat per
gestionar les imatges d'una aplicació de manera efectiva. Les imatges són una de les parts més pesades d'un
projecte web —la més pesada si considerem que sovint el vídeo s'allotja en serveis externs com Youtube o
Vimeo— i per tant cal aprofitar qualsevol oportunitat d'alleugerar el temps de càrrega que s'hi vincula.
Per motius de mida i per la seva qualitat de contingut i no de forma, les imatges dels teixits corporals han
rebut un tractament convencional, és a dir, estan disponibles independentment cadascuna d'elles. Ara bé,
de  cara  a  aplicar-lis  les  animacions  css que  explicarem  més  endavant  enlloc  d'inserir-se  al  codi  amb
etiquetes html d'imatge, apareixen com a imatges de fons de capa definides via css.
Pel que fa a les imatges en qualitat de disseny de l'aplicació, d'entrada cal  esmentar que s'han intentat
minimitzar.  Les tendències de disseny minimalistes actuals i  les funcionalitats del  css possibiliten que
molts elements de la interfície siguin definibles com a meres capes amb estils concrets. Ara bé, les icones
són elements que inicialment segueixen plantejant-se com a imatges. Una sèrie d'aquests icones eren molt
específics  de  l'aplicació  en concret,  o  bé  necessitaven un tractament  visual  molt  particular  que,  entre
d'altres coses, exigia fer us de diversos colors (és el cas del marcador de la etiqueta). Per aquests casos he fet
us de la tècnica d'assets, és a dir, he inclòs totes les icones en una sola imatge i amb  css he fet que es
mostressin  en els  punts  de  l'aplicactiu  al  qual  pertocaven.  El  motiu fonamental  pel  qual  no he  ofert
aquestes icones en format svg és que considero que el suport tècnic per part dels navegadors encara no es
prou madur per una aplicació que ja ha d'estar disponible a nivell productiu.
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Per  contra,  la  resta  d'icones  que eren necessàries  per  a  l'aplicació  eren prou comunes  i  moltes  de  les
iconfonts que es poden trobar disponibles a Internet les incloïen. De cara a seleccionar aquestes icones em
vaig dirigir a  fontello.com,  un servei que ja he esmentat amb anterioritat i  que es dedica a recopilar les
diverses iconfonts disponibles de manera que puguem construir-ne una de particular. D'aquesta manera no
cal que carreguem amb totes les icones que inclou una iconfont sinó només amb les justes i necessàries que
ens fan falta. Alhora, podríem mesclar icones provinents de diferents iconfonts, però en el meu cas no ho he
considerat necessari, doncs m'he decantat per recollir totes les icones de la font Entypo.
Disseny responsiu
Un dels altres punts més interessants de l'aplicació és el  disseny de la interfície d'usuari considerant la
necessitat de fer que aquesta sigui visible i navegable amb comoditat des de qualsevol dels dispositius que
avui en dia són freqüentment utilitzats. Això inclou els ordinadors d'escriptori i portàtils, però també les
tabletes i els dispositius mòbils. Això ens situa davant d'un ventall de mides de la finestra del navegador
molt ampli i hi ha diverses maneres d'enfrontar-se a aquest problema.
En anteriors  seccions ja hem valorat la utilitat de fer un disseny adaptatiu,  així  que queda clar que és
aquesta la opció que he escollit. Malgrat això, dins dels dissenys responsius es poden seguir dues estratègies
bàsiques: desktop-first i mobile-first. Els seus noms són força autodescriptius; la idea és que podem plantejar
els  disseny començant  per  l'habitual  disseny d'escriptori  i  després  anar  solucionant  els  problemes  que
sorgeixen al  anar  reduint  la  mida de  la  finestra  o,  per  contra,  podem començar  fent  un disseny  que
funcioni en dispositius mòbils i anar recol·locant els elements que creiem convenients a mesura que anem
guanyant finestra. La tècnica més recomanada és aquesta última, ja que al haver començat en el «pitjor»
dels escenaris ja ens hem enfrontat a tots els problemes possibles i a partir d'aquí no hem de solucionar
problemes  innecessaris  que  mai  es  presentaran.  El  resultat  és  un  disseny  més  simple  i  sobretot  més
consistent.
En les anteriors captures tenim algunes mostres de com podem veure l'aplicació en una mida de finestra
petita i amb una relació d'aspecte molt vertical. Com es pot observar, les diferències són molt poques, ja
que, de fet, aquest és el primer escenari que es va considerar.
Veient aquestes imatges es pot entendre la decisió de disseny de presentar els menús de navegació de series
de  fotos,  de  inserció  i  visualització  d'etiquetes  com  a  panells  que  omplen  completament  l'espai  de
l'aplicació. Certament, quan la mida del navegador fos prou amplia aquesta mesura podria deixar d'aplicar-
se, però precisament per haver utilitzat la tècnica mobile-first l'us de panells no és un problema que calgui
solucionar, i per tant la conclusió és que hem trobat una manera de presentar la informació coherent que
fa que un usuari habituat a l'ús de l'aplicació en un dispositiu no se senti perdut al utilitzar-la en un altre.
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Aquest mateix raonament és pot aplicar a la decisió de convertir el procés d'inserció d'etiquetes d'un a dos
passos. En una finestra de dispositiu mòbil el recurs de mostrar el formulari d'inserció en una pestanya
col·lapsable no era viable, ja que l'espai per moure el marcador de l'etiqueta és nul. Es fes com es fes, era
imprescindible fer primer una cosa i després l'altra, així que no tenia sentit complicar la interfície d'usuari
inútilment.
Comentava a l'apartat de la gestió d'imatges que les fotografies dels teixits s'havien incorporat a l'aplicació a
través de fons de capa definits via  css i  no fent servir  etiquetes d'imatge  html convencionals.  En les
anteriors imatges es pot entendre el motiu d'aquesta decisió. Si ens fixem en les respectives barres inferiors
podem veure com ambdues tenen la mateixa alçada i que per tant corresponen a dues captures de l'aplica -
ció fetes en diferents mides de la finestra. Per contra, la fotografia del teixit està visiblement escalada, fent
possible que es vegi la major quantitat de teixit possible, i no només una petita porció d'aquest. Aquest
resultat ha sigut possible gràcies a una de les noves propietats de les imatges de fons al CSS3 (background-
size: cover) amb les quals podem garantir que una imatge ocuparà tot l'espai possible de la capa en la qual
està definida com a fons.
Gestió d'esdeveniments tàctils
Són moltes les consideracions que han sigut necessàries dur a terme de cara a fer que l'experiència de
navegació tàctil sigui satisfactòria. Els navegadors estan preparats per treballar amb dispositius tàctils, però
disposen d'un repertori d'esdeveniments de DOM completament diferent per aquesta tasca, i aprofitar-lo
és sempre positiu, però sovint fins i tot imprescindible. És per això que aquest aspecte és l'únic que ha
requerit un tractament particular a JavaScript, i per tant és l'únic punt on ha sigut necessari preguntar a
quina mena de dispositiu ens trobem per fer una cosa o altre.
Certament, quan en un dispositiu tàctil toquem la pantalla entre d'altres esdeveniments rebem un de click,
pel  que seria possible  treballar  amb aquest  esdeveniment de forma transparent.  De fet,  això és el  que
majoritàriament es feia a la versió antiga de l'aplicació. Lamentablement aquest enfocament té un impor-
tantment inconvenient pel que fa al temps de resposta entre que l'usuari toca la pantalla i l'aplicació rep
l'esdeveniment, i per això és tan interessant treballar amb els esdeveniments tàctils: touchstart, touchmove i
touchend.
Aquests tres esdeveniments són similars als que existeixen per ratolí però específics pels dispositius tàctils.
Quan l'usuari  toca  la  pantalla  immediatament  rebem l'esdeveniment  touchstart;  si  l'usuari  comença a
desplaçar el dit per pantalla sense aixecar-lo rebrem una sèrie d'esdeveniments touchmove i quan finalment
aixequi  el  dit  de  la  pantalla  rebrem l'esdeveniment  touchend.  Alhora,  amb  l'esdeveniment  rebrem un
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objecte que contindrà informació sobre el toc, o fins i  tot els diversos tocs simultanis que s'estiguessin
produint —funcionalitat que no es necessària aprofitar en la nostra aplicació d'exemple.
if ('ontouchstart' in document.documentElement) {
Així doncs, qualsevol clic o arrossegament de l'aplicació s'analitza a través d'aquests esdeveniments si es
detecta que el dispositiu es capaç de rebre esdeveniments tàctils. Aquesta comprovació es fa simplement
amb el condicional anterior.
Una altra de les consideracions s'ha donat en el propi disseny de la interfície d'usuari. Apple recomana que
per fer que els esdeveniments de touch s'interpretin àgilment les superfícies de clic siguin com a mínim de
40x40  píxels.  Aquesta  recomanació  és  aplicable  no  només  als  dispositius  d'aquesta  empresa  sinó  a
qualsevol dispositiu tàctil. És per això que els botons de la barra, el marcador de les etiquetes, els botons
que es troben als menús, els elements de les llistes de series de fotografies, etc. han estat dissenyats per
acomplir aquesta recomanació, sovint a costa de fer botons exactament d'aquesta mida.
Per  acabar,  també he  procurat  que no hi  hagués  cap informació  important  de  l'ús  de  l'aplicació que
aparegués només al passar-se el ratolí per damunt d'un element, cosa que òbviament no podem fer amb
dispositius tàctils. Per sort aquesta és una qüestió que ja estava considerada en la versió antiga i  no ha
calgut fer-ne cap mena de replantejament. En aquest sentit, només cal destacar que quan passem el cursor
per sobre d'un marcador d'etiqueta se'ns mostra un petit globus amb el nom de la etiqueta. Tot i ser una
informació  interessant,  no  és  vital,  ja  que  també  la  obtenim al  fer  clic  sobre  el  marcador,  cosa  molt
intuïtiva de fer en dispositius tàctils.
Animacions CSS
La austeritat del disseny de l'aplicació ha propiciat que les animacions d'aquesta no siguin gaire nombro-
ses. Majoritàriament es mostren petites transicions de colors decoratives al mostrar menús o seleccionar
botons. Malgrat això, val la pena dedicar un petit anàlisi a la transició principal de l'aplicatiu: la que es
dóna al canviar de nivell de zoom o al fer una ampliació en un punt de rotació.
transition: top 0.5s, right 0.5s, bottom 0.5s, left 0.5s;
transition: top 0.5s, left 0.5s, width 0.5s, height 0.5s;
Aquestes dues propietats  css són les principals responsables de generar aquest efecte. La idea és establir
una transició en les propietats que es veuen alterades al canviar un nivell de zoom. Aquestes propietats,
alhora, s'alteren des de JavaScript, depenent de la diferencia entre nivells de zoom entre un estat i altre, de
si ampliem o reduïm, etc. Per últim, la mateixa propietat amb la que garantíem que les imatges canviessin
de mida en funció de la mida de la finestra és la que garanteix que la imatge mutarà per ocupar el màxim de
la capa on està definida com a fons. Com que aquest canvi de mida es produirà de manera progressiva, es
genera l'efecte animat desitjat.
Així doncs, podem veure que de manera molt senzilla i per tant eficient és pot aconseguir la principal
animació de l'aplicació.
Comparació d'ambdues versions
Al llarg de l'anàlisi que he fet en aquest apartat de la memòria hem pogut anar veient les peculiaritats del
l'aplicació del navegador de teixits, i d'alguna manera, implícitament ja he anat comparant les dues versions
de l'aplicatiu. No obstant això, hi ha certs punts que no han quedat prou evidenciats i per tant es requereix
un punt específic per fer la comparació.
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El primer que cal comentar es que més enllà de les diferències en les possibilitats tecnològiques que separen
ambdues versions, jo mateix he guanyat coneixements a l'hora de fer aplicacions web. És per això que hi ha
algunes  diferències  entre  ambdues  versions  que responen a  aquest  aprenentatge  i  no  a  l'evolució  que
analitzo en aquest projecte.
En aquest sentit, comentava al presentar la versió antiga que tot i que hi havia diverses funcionalitats del
codi que eren compartides entre la part de l'aplicatiu dedicada a la navegació a través de zooms i la que es fa
a través de rotacions, a l'hora de la veritat el codi estava duplicat, obligant a mantenir ambdues copies en el
mateix estat quan es volia fer algun canvi. Aquest problema ha estat solucionat en aquesta nova versió, i de
fet  les  parts  comunes  s'han  incrementat  fins  al  punt  de  que  si  antigament  podíem  parlar  de  dues
aplicacions relacionades, ara sens dubte ens trobem davant d'una única aplicació amb dues funcionalitats
específiques. Aquest canvi s'ha donat a causa d'un replantejament de la estructura de la aplicació indepen-
dent de les possibilitats tecnològiques, tot i que certament facilitat per la utilització de BackboneJS.
D'altra banda, una de les millores més evidents entre les dues versions no està vinculada al resultat final de
les aplicacions sinó al procés de desenvolupament: el temps de desenvolupament de la versió nova ha estat
substancialment menor. La primera versió va desenvolupar-se durant un període de diversos mesos i més
tard va anar rebent millores esporàdiques en el transcurs dels mesos posteriors. La nova versió, en canvi,
s'ha fet  aproximadament en un més.  Aquest  canvi tan gran pot tenir  una petita relació amb la  meva
experiència  en el  desenvolupament  d'aplicacions,  però ha  estat  principalment determinada per l'ús  de
recursos,  tècniques  i  tecnologies  orientats  a  aquest  fi.  Les  més  destacables  serien  sass —agilitzant
notablement una de les parts més lentes del procés creatiu: la maquetació—, BackboneJS —donant una
base sobre la que construir l'aplicació i marcant un patró de desenvolupament que feia innecessari haver-
ne  de  desenvolupar  un de  propi— i  especialment  Grunt,  que amb la  seva  automatització  de  tasques
repetitives  ha  suposat  el  principal  estalvi  de  temps.  Alhora  també  cal  destacar  la  diferència  entre
PrototypeJS i  JQuery +  UnderscoreJS,  que proporcionaven petits  recursos  que també han contribuït  a
aquesta agilització.
Parlant ja de les aplicacions en sí, podem fixar-nos en la simplificació de les funcionalitats no associada a la
pèrdua d'aquestes. Exemple d'això seria la desaparició d'un botó que en la versió antiga servia per obtenir
una URL des de la que accedir a un punt de zoom o rotació concret. BackboneJS explota una funcionalitat
nova dels navegadors: la capacitat d'editar el contingut de la barra de navegació sense que això provoqui
una actualització del contingut del navegador. Fent servir el navegador de BackboneJS he associat cadascun
dels canvis de zoom o punts de rotació a un nou estat de l'aplicació, i aquest complement s'ha encarregat
d'actualitzar a temps real la barra de navegador tot garantint que en tot moment apareix en aquesta una
adreça que de seguir-se ens portaria al punt exacte en el que ens trobem. El botó de la versió antiga suplia
aquesta carència però ara ja no és necessari.
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Entre ambdues versions podem observar una simplificació general del disseny, reduint les diverses zones de
informació de l'aplicació a una sola, que procura no fer-nos perdre cap porció de la fotografia del teixit.
Aquesta simplicitat també es trasllada al codi i  per tant al rendiment a nivell de navegador. En aquest
sentit, cal comparar la gestió de les animacions que ara s'ha fet íntegrament amb transicions css3 mentre
que anteriorment no era possible, així que es van haver de fer via JavaScript (amb Script.aculo.us), llibreria
que no era tan potent com les actuals i que per tant va crear un impacte major en el rendiment i en la
velocitat de resposta.
D'altra banda, tot i que la versió antiga estava pensada per funcionar en tabletes, no es disposava d'un
disseny responsiu que fes que l'experiència fos satisfactòria independentment de la mida de la pantalla,
incloent doncs dispositius mòbils. Entre d'altres coses, els botons s'han adaptat a la mida necessària per
manegar-se amb esdeveniments tàctils i l'anàlisi d'aquests esdeveniments s'ha fet amb els esdeveniments
propis  touchstart,  touchmove i  touchend,  per  la  qual  cosa  la  resposta  als  gestos  de  l'usuari  es  quasi
immediata.
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conclusions
Per poder completar aquest projecte he hagut de realitzar una sèrie de tasques, des de les més vinculades
amb la recerca històrica fins a les més pràctiques, passant per la cerca i posterior formació en nous recursos
pel desenvolupament web.
Arribats a aquest punt, és el moment d'extreure una sèrie de conclusions entorn al projecte: analitzar quin
ha sigut el meu aprenentatge, i amb quins potencials i limitacions m'he trobat.
Avaluació d'objectius
• Analitzar l'evolució de les aplicacions web:  Que s'han produït canvis en la manera en la que les
aplicacions web se'ns presenten i es construeixen era quelcom que més o menys jo ja podia haver
observat a través del meu propi interès en aquestes qüestions. Malgrat això, analitzar explícitament
quina ha sigut aquesta evolució i intentar marcar uns orígens a l'aparició del concepte ha sigut una
tasca de recerca per la que he necessitat abstraure'm d'aquestes idees preconcebudes ja que estaven
esbiaixades arran de néixer des d'un període de temps determinat. El resultat d'aquest procés és el
que podem trobar a la secció d'aquesta memòria dedicada a l'evolució de les aplicacions web des
dels seus orígens fins l'actualitat, i el considero satisfactori. Alhora, però, els coneixements que he
obtingut també es poden veure reflectits en l'anàlisi que faig de la utilitat i pretensions que han
inspirat els diferents canvis i que ens han portat fins al punt actual.
◦ Analitzar l'evolució concreta de cadascuna de les tecnologies que conformen les aplicacions web a
costat client. Considero que analitzar l'evolució de les aplicacions web a costat client com un tot
era impossible sense analitzar també les seves parts. HTML, CSS, JavaScript... són els llengua-
tges que es vinculen a la construcció d'aplicacions web, però els seus canvis responien a unes
necessitats  tecnològiques  particulars  i  comportaven l'aparició  d'una infinitat  de  recursos  al
voltant seu. En la secció dedicada a les tecnologies he fet una classificació d'aquests recursos a
partir de les tasques que miren d'acomplir, i he procurat fer una anàlisi de com sovint alguns
recursos neixen per suplir les carències d'altres de cara a satisfer necessitats tecnològiques en
alça. Cal agrair també el haver viscut una part d'aquest procés com a desenvolupador web, cosa
que m'ha permès entendre quins són els mecanismes que fan que la popularitat de les eines
oscil·li i com els processos de col·laboració entre desenvolupadors —més que els de competència
— fan possible l'avenç tecnològic en el món de la web.
◦ Analitzar l'evolució en les tècniques de desenvolupament d'aplicacions.  Moltes de les vegades
alguns recursos neixen amb l'ànim d'explotar tècniques de programació concretes que encara
no s'han aplicat  extensivament al  món de la  programació d'aplicacions web. Sovint aquest
procés serveix per demostrar la utilitat d'aquestes tècniques en aquest context. Sigui aquest el
cas,  o  sigui  simplement  per  la  voluntat  d'algunes  desenvolupadores  web,  les  tècniques  de
programació que s'han aplicat al món de la web han anat variant amb l'ànim de trobar noves i
enginyoses maneres d'agilitzar el procés de desenvolupament, de facilitar la escalabilitat de les
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aplicacions, resoldre problemes concrets, etc. Al llarg de les seccions d'anàlisi de la evolució i la
de tecnologies he plasmat la meva experiència al llarg del projecte en aquest aspecte, en la que
destaco especialment  l'ús  de  patrons  orientats  a  objectes,  com a  principal  recurs  de  cara a
organitzar aplicacions complexes.
• Desenvolupar la versió actual de l'aplicació web d'exemple: el navegador de teixits biològics . La tasca
més pràctica del projecte ha estat desenvolupar una aplicació d'exemple completament funcional,
replantejant  una  ja  existent  que  jo  mateix  havia  desenvolupat  anys  enrere.  Aquesta  tasca  ha
implicat altres tasques de preparació que relato unes línies més avall, però davant de tot ha implicat
programar l'aplicació en sí,  el  procés  de testeig  que garantís  l'absència  d'errors  que impedissin
l'execució satisfactòria de la mateixa, etc. Alhora, una anàlisi de les parts de l'aplicació i dels seu
procés de desenvolupament es pot trobar en una secció dedicada de la memòria.
◦ Investigar i conèixer les llibreries i recursos que s'empren en l'actualitat i comprendre quan són
pertinents  en  el  desenvolupament  d'una  aplicació  en  particular.  Una  d'aquestes  parts  que
comentava  és  la  d'analitzar  els  recursos,  tècniques  i  en  definitiva  possibilitats  d'enfocar
tècnicament  l'aplicació  i  el  seu  desenvolupament.  En el  mateix  procés  en  el  que  he  fet  la
descoberta i anàlisi d'aquests elements he aprés a fer una valoració de quan l'ús d'un o altre era
pertinent, i que per tant el seu ús satisfactori anava molt més enllà d'una mera acumulació de
llibreries  externes,  sinó  que  més  aviat  consistia  en  una  selecció  responsable  segons  la  seva
capacitat  d'agilitzar-nos  el  procés  de  desenvolupament  o  d'aportar-nos  funcionalitats
concretes.
◦ Justificar els recursos emprats en el desenvolupament de la nova versió de l'aplicació d'exemple .
Davant del repte de realitzar una aplicació concreta he hagut d'escollir necessàriament una
serie de recursos i tècniques, i no uns altres. L'èxit d'aquesta tasca es pot avaluar d'una banda
en relació a les diferències d'esforç, temps i possibilitats respecte a la versió antiga de l'aplicació,
però també d'una manera més aïllada i concreta avaluant fins a quin punt he pogut treure suc
dels recursos o tècniques escollides, o el seu us ha sigut més una molèstia que un benefici. La
meva conclusió al respecte és que com a mínim les eleccions fetes sempre m'han reportat un
benefici,  en algunes  situacions  aquest  ha  sigut extraordinari,  i  en d'altres  val  a  dir  que les
necessitats de l'aplicació han provocat que no explotés tot el potencial d'aquest —tot i que això
tampoc és massa negatiu si considerem que molts recursos pretenen poder resoldre un ampli
ventall de problemes.
• Contrastar els canvi que s'han donat en les aplicacions web comparant la versió antiga i l'actual de
l'aplicació  d'exemple.  El  tercer  dels  objectius  principals  d'aquest  projecte  era  poder  fer  una
comparació entre dues aplicacions de dues èpoques diferents per tal de poder analitzar fins a quin
punt s'han produït canvis en el món del desenvolupament web de costat client. Per a fer-ho he
tingut ocasió de refer una aplicació que jo mateix havia fet en el passat, de manera que considero
que he pogut aïllar força les interferències que hagués pogut provocar comparar dues aplicacions
sense cap mena de relació. Alhora, però, i  com he comentat en l'apartat corresponent, algunes
diferències  sí  cal  relacionar-les  al  meu aprenentatge  personal  com  a  desenvolupador  web.  Les
meves conclusions al respecte és que es produeixen substanciosos canvis tant a nivell de resultat
com sobretot a llarg del  procés  de desenvolupament.  En el  primer àmbit  destaca l'adaptació a
dispositius tàctils i mòbils, que en part la podem agrair a canvis tecnològics, però també a noves
tècniques que exploten recursos ja existents i que han sorgit a causa de la necessitat d'adaptar-se a
aquests  nous  dispositius.  Pel  que  fa  a  nivell  de  desenvolupament,  brilla  amb  llum  pròpia
l'automatització de tasques i la seva capacitat d'agilitzar el procés. 
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◦ Enumerar i contextualitzar les llibreries, recursos, tecnologies i tècniques emprades en la versió
antiga. De cara a poder fer aquesta comparativa he hagut de fer una anàlisi similar al que m'ha
calgut realitzar entorn a la versió nova a desenvolupar, però en aquest cas enfocat a la versió
antiga realitzada anys enrere. Enumerar i contextualitzar les eines amb les que vaig desenvolu-
par aquesta versió ha sigut una tasca molt relacionada amb l'anàlisi de l'evolució dels recursos
web, doncs la majoria dels recursos dels que hem vaig valdre eren els més populars i representa-
tius de la època, de manera que més o menys han anat sortint en aquesta anàlisi històric. A
aquests  cal  sumar  algunes  tècniques  i  patrons  de  desenvolupament  que  suplien  l'absència
d'una  llibreria  especialitzada  en  gestionar  l'estructura  de  les  aplicacions  web,  ja  que  ens
trobàvem en un moment on hi havia menys coherència en la forma en la que cada desenvolu-
pador enfocava l'estructura dels seus projectes.
◦ Justificar els recursos emprats en el desenvolupament de la primera versió de l'aplicació d'exem-
ple. A l'igual que ha calgut fer amb la versió nova, he hagut de fer una anàlisi dels motius que
van  portar  a  escollir  unes  tècniques  i  recursos  i  no  uns  altres.  En  aquest  cas  he  intentat
descriure les decisions segons els raonaments del moment i per això considero que alguna de
les decisions seria qüestionable des de la meva perspectiva actual i sobretot després del treball
de recerca que implicava la realització d'aquest projecte. Tot i així, considero que la majoria de
justificacions eren força raonables dins de les limitacions tecnològiques del moment i també de
les necessitats, que eren substancialment diferents a causa de la encara limitada extensió dels
dispositius mòbils.
Valoració econòmica
La valoració econòmica d'un projecte amb fortes necessitats de hardware resulta en gran part més evident
que  la  que  implica  el  desenvolupament  de  sofware.  No  obstant,  haver  gaudit  de  la  oportunitat  de
participar en projectes reals m'ha fet aprendre que darrera de la fabricació de software hi ha una serie de
costos implícits.
Com que aquest  projecte  ha  estat  estructurat  fent  una anàlisi  temporal  extens,  plantejaré  la  valoració
econòmica també com una evolució influïda per les diferents possibilitats tècniques que han anat variant.
Per tant, una primera afirmació seria la de que els recursos, tècniques i tecnologies de les que disposem
marquen una diferència substancial en el cost d'un projecte. Alhora, com que el projecte va més enllà de la
realització  d'una  aplicació  web  concreta,  inclouré  també  reflexions  generals  entorn  al  cost  del
desenvolupament de software web.
Deixant de banda el  consum energètic  i  el  cost  del  material  necessari  per desenvolupar aplicacions,  el
principal cost són els recursos humans. Per acomplir una tasca com aquesta calen certes hores de dedicació
que en la majoria de contextos productius seran remunerades. Òbviament no és el cas d'aquest projecte
que ha sigut desenvolupat per motius pedagògics, però sí explica perquè la majoria de recursos i tècniques
que hem analitzat tenen com a principal prioritat agilitzar i el temps de desenvolupament i estalviar-nos
temps evitant que repetim tasques susceptibles de ser automatitzades. Si el temps de desenvolupament es
menor, desenvolupar una aplicació és més barat i per tant podem ser més productius. En el cas que ens
ocupa,  hem pogut  comparar  com el  temps de  desenvolupament  s'ha  vist  dramàticament  reduït  entre
versions.
D'alta banda, un altre dels principals punts de cost de les aplicacions web està relacionat amb el fet de
mantenir-les  operatives  un  cop  allotjades  a  Internet.  Tota  la  informació  que  trobem  en  línia  està,
definitivament, allotjada a servidors amb una sèrie de necessitats materials —consum elèctric, refrigeració,
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manutenció— que causen que allotjar aplicacions web en serveis dedicats tingui un cost prou elevat. El
factor que més determina aquest cos és la transferència d'informació des dels servidors als usuaris. És per
això que molts dels recursos i tècniques tractats en aquest projecte també tenen com a objectiu reduir el
pes de la nostra aplicació. Minimització de codi, optimització d'imatges, us de contingut vectorial  per
reduir l'us d'imatges, etc. Certament, d'aquesta manera aconseguim que la nostra aplicació es pugui accedir
de manera més ràpida per part d'usuaris amb diferents capacitats de connexió, però si el projecte s'ofereix a
un gran públic  probablement  aquesta  reducció  de  pes  també es  traduirà  en  un abaratiment  del  cost
d'allotjament. En el cas que ens ocupa, moltes de les imatges han estat substituïdes per icones vectorials i
les que no han estat sotmeses a un tractament d'optimització. Alhora, l'ús de llibreries com  BackboneJS
han permès escriure un codi més curt que alhora ha estat minimitzat, per tant els beneficis en aquest sentit
també són visibles.
Per acabar, cal fer menció que a nivell d'allotjament, les necessitats de processat d'informació, també són
un punt que pot determinar un canvi de cost, però aquest està vinculat a la part servidor de les aplicacions
webs, que escapa a l'estudi d'aquest projecte. Sigui com sigui, també es responsabilitat dels desenvolupa-
dors realitzar un codi eficient i per això també ens poden ajudar diferents recursos i tècniques.
Millores
És possible que el fet de que aquest projecte s'hagi realitzat en un punt concret del temps generi la sensació
de que he estat descrivint un punt ideal i final de l'evolució de les aplicacions web. Lluny d'això, l'ànim de
considerar la possibilitat d'aplicar els recursos aquí i ara m'ha portat a no aprofundir en alguns temes que
encara són incipients però que prometen ser els pròxims passos que seguirà el món de les aplicacions web.
Els llenguatges del món de la web funcionen majorment per estàndards teòrics que després implementa
cadascun dels navegadors. Això provoca que hi hagi un marge de temps entre que aquests estàndards són
definits  i  el  moment  en  que  podem  considerar  que  la  immensa  majoria  d'usuaris  pels  que  estem
desenvolupant  aplicacions  estan  fent  ús  d'una  versió  del  navegador  que  finalment  accepta  l'avenç  en
qüestió. Això no només depèn de la rapidesa amb la que els desenvolupadors d'un navegador implementin
tècnicament la millora sinó també de les seves polítiques d'actualització i fins i tot del sector de públic al
que la nostra aplicació està dirigida, perquè si per exemple es tracta d'un públic amb alts coneixements
informàtics és molt més provable que disposi de versions més actualitzades del navegador.
Entendre això és fonamental per veure que hi ha un gran espai de temps en el que els desenvolupadors
sabem que una possibilitat tècnica existirà en el futur i que permet l'aparició i perfeccionament de recursos
i tècniques que l'exploten.
Web Components i Polymer
En aquest sentit podem esmentar una possibilitat d'HTML5 que encara no està prou estesa però que té
moltes possibilitats de convertir-se en un element de gran importància en el futur.
Web Components és el nom amb que es defineix la possibilitat de generar elements d'html propis als que
posteriorment podem associar una api accessible des de JavaScript a través del dom. Explicat amb paraules
més planeres, els Web Components ens permeten generar petites aplicacions web o fragments d'elles que
podrem encapsular dins de l'espai semàntic d'un element html. Aquesta perspectiva ens aporta beneficis
en quant a semàntica, ja que de cara al nostre codi HTML no estem desenvolupant una simple acumula -
ció d'elements existents sinó que directament estem generant un element amb entitat pròpia. A nivell de
JavaScript també ens permet aïllament de funcionalitats i encapsulament en objectes d'una manera nativa i
que no requereix l'aplicació d'un patró de programació concret.
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En el cas de l'aplicació d'exemple que he desenvolupat en aquest projecte, aquesta millora hagués pogut
aplicar-se de diverses maneres. D'una banda es podria haver plantejat tota ella com un element «tissue-
navigator»  que  ens  permetés  incrustar  fàcilment  i  d'una  manera  transparent  l'aplicació  en  diferents
entorns.  D'altra  banda,  la  pròpia  aplicació  podria  haver-se  plantejat  com  una  suma  de  diversos  web
components, com el gestor de zooms, el de rotacions, la barra que ens permet controlar el nivell de zoom,
punt de rotació i escala en la que ens trobem, etc.
I com he explicat, el fet de que encara no sigui una tecnologia implantada a nivell d'usuari no significa que
no s'estiguin dedicant esforços a generar eines al voltant d'ella. En aquest cas, des de l'entorn dels desenvo -
lupadors vinculats a  Google, i especialment dels que gestionen Yeoman i parcialment  Grunt i  Bower, ens
arriba Polymer.
Polymer vol convertir-se en la llibreria de referència de cara a simplificar i agilitzar el procés de desenvolu-
pament de Web Components, i la seva web actua també com a repositori de Web Components ja desenvo-
lupats per fomentar la reutilització de codi i un encara major estalvi de temps.
És possible que la particularitat de la majoria dels components que conformen el  navegador de teixits
biològics no fes possible treure un gran rendiment d'aquesta base de dades de Web Components, però de la
mateixa  manera  que  JQuery agilitza  l'ús  de  JavaScript  i  BackboneJS agilitza  el  desenvolupament
d'aplicacions  web,  cal  esperar  que  l'us  de  Polymer també  impliqui  un  augment  d'eficiència  a  l'hora
d'embarcar-se en la tasca de crear un Web Component.
Costat servidor i NodeJS
En plantejar els objectius d'aquest projecte he volgut limitar-me a les parts del desenvolupament web que
estan vinculades als navegadors i per tant a l'anomenat «costat client». Ara bé, el món de les aplicacions
web al costat servidor no ha quedat precisament estancat, i tot i que sí es podria dir que ha rebut una
evolució menor a causa probablement de la seva menor dependència amb els canvis en dispositius i en
costums dels consumidors, també val a dir que és un món amb més opcions —doncs no estem limitats en
l'ús de llenguatges i tecnologies de la mateixa manera que al costat client.
Tot i això, és necessari esmentar una nova tecnologia que ha sigut veritablement revolucionària, i que ha
suposat grans canvis, no només a costat servidor, sinó també a costat client. És per això que l'esmento i li
dedico aquest espai.
NodeJS és  un entorn d'execució  per  a  servidors  similar  a  Apache,  però  que en lloc  de  basar-se  en  el
llenguatge  php ho  fa  en  JavaScript.  Concretament,  aprofita  el  projecte  de  codi  obert  Webkit,  motor
d'execució que fa servir el navegador Google Chrome i el prepara per a ser executable sense la necessitat de
comptar amb un navegador, directament des de terminal. D'aquesta manera s'aconsegueix un interpret de
JavaScript a costat servidor que ha sigut explotable principalment en la gestió de servidors web.
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El fet de poder comptar amb el mateix llenguatge a ambdós costats possibilita explotar més el potencial de
JavaScript  que  disposa  de  moltes  peculiaritats.  Entorn  a  NodeJS han  sorgit  altres  tecnologies,  com
MongoDB que seria un llenguatge de bases de dades que fa servir json per emmagatzemar informació. Tot i
que NodeJS encara no està prou implantat, sembla ser que ja es poden veure certs beneficis en la eficiència i
s'han obert forces potencialitats al voltant de la comunicació entre clients a temps real.
Però  NodeJS també ha possibilitat  la  creació d'eines pel  desenvolupament web més enllà  d'un entorn
d'execució per a servidors. El fet de tenir un interpret de JavaScript en terminal ha fet possible l'existència
d'eines com Grunt, Bower i Yeoman.
Sigui com sigui, comptar amb un servidor basat en NodeJS suposaria una millora pel desenvolupament de
l'aplicació d'exemple de cara a emmagatzemar marcadors i etiquetes, informació sobre les series, i gestionar-
ne la seva permanència.
Conclusions personals
Realitzar aquest projecte ha estat una experiència enriquidora a nivell tan personal com de formació com a
informàtic. Partint dels objectius que m'havia marcat, he pogut veure com aquests s'anaven acomplint de
maneres sovint diferents a les que m'havia plantejat. En qualsevol dels casos, ha estat un procés que m'ha
portat a arribar a una serie de conclusions.
La primera d'elles s'ha donat arran de l'anàlisi històric de l'evolució de les aplicacions web. M'ha sorprès
que, tot i que habitualment plantegem la evolució històrica —en tots els àmbits— com una qüestió de
fites, els canvis en aquest cas certament els podem visibilitzar per fites concretes, però al poder tenir ocasió
d'analitzar-los he vist com han seguit una progressió que sovint els feia invisibles des d'un punt del temps
concret. És a dir, potser ara podem considerar que ens trobem en un punt marcat pel boom dels dispositius
mòbils, però potser encara no ens trobem en el punt de màxima explotació d'aquesta realitat, i  potser
encara simplement estem avançant cap a la fita que marcarà de quines maneres les aplicacions web treuen
suc a aquesta mena de dispositius.
D'altra banda, arribo a la conclusió de que l'evolució de la part client de les aplicacions web ha estat tan
gran i tan diversa a causa de la seva estreta relació amb les derives tecnològiques del hardware i per tant dels
dispositius on els navegadors es poden fer servir. Alhora, també es el fet d'haver de programar i dissenyar la
part que els usuaris utilitzaran directament la que ha marcat una inestabilitat més gran en les tendències,
especialment en quant a disseny de les interfícies d'usuari.
Han sigut doncs, aquestes forces «externes» les que han generat un context de constants necessitats noves
a gestionar i que han fet que moltes desenvolupadores veiessin oportunitats de solucionar nous problemes
i per tant han fomentat aquesta aparició massiva de recursos i tècniques. També considero que aquest
context creatiu ha fomentat la col·laboració entre diverses persones de cara a fer possible tasques que sense
la delegació no serien possibles, o comportarien un esforç poc rentable. Això s'ha materialitzat en l'aparició
de repesitoris de codi que han jugat un paper de «xarxes socials» entre desenvolupadors. També eines
com Grunt, Bower i Yeoman estan pensades per a contextos de col·laboració entre desenvolupadors, ja que
tenen un ànim de crear  convencions  i  de  simplificar  la  tasca  d'entendre  projectes  aliens  i  posar-s'hi  a
treballar tant ràpid com sigui possible.
En el moment en el que estava desenvolupant la primera versió de l'aplicació d'exemple —el navegador de
teixits biològics— era molt contrari a l'ús de llibreries externes. Recordo que quasi em van haver d'obligar
els companys a fer servir eines com ProtoypeJS. Em resultava pesat tenir que passar per corbes d'aprenen-
tatge per una cosa que estava convençut que ja era capaç de fer per mi mateix i que més que estalviar feina
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me'n generarien de nova. Com ja he comentat fa un moment, el ventall d'innovacions tecnològiques al que
ens hem hagut d'enfrontar han generat un context en el que, senzillament, sense delegar en la feina que
han fet altres desenvolupadores, trigaríem massa temps en fer les coses, i possiblement reinventaríem la
roda, i a sobre malament. El que ja més o menys havia viscut en la meva experiència en projectes reals ara,
amb aquest projecte, ho he pogut confirmar.
La comparació entre ambdues versions no deixa espai a dubtes: l'ús de recursos externs és molt positiu.
Però també arribo a una altra conclusió: aquest us no ha de ser compulsiu sinó que ha de respondre a les
necessitats del projecte. Per tant, una corba d'aprenentatge sí pot ser un simple handicap si no tenim certa
seguretat de que a canvi ens proporcionarà el domini d'una eina que ens estalviarà temps o ens obrirà les
portes  a  certes  funcionalitats  que  d'altra  manera  serien  difícils  d'implementar.  Aconseguir  acomplir
aquesta tasca em sembla en part una qüestió d'experiència, però fent el projecte he pogut veure que també
és una qüestió d'anàlisi de la pròpia aplicació, i estar informat sobre l'actual estat de les eines disponibles.
Per acabar, volia comentar que tot i que estic satisfet de com he plantejat els objectius del projecte, m'ha
sorprès veure que la quantitat d'eines i recursos dels que disposem de cara a desenvolupar aplicacions és
abismal. Això m'ha forçat a fer una anàlisi més superficial del que voldria sobre alguna d'aquestes eines, i és
que algunes d'elles considero que mereixen una anàlisi particular. Malgrat això, considero que és valuosa
tenir una visió general de les coses per poder escollir, segons les necessitats del context, en quin punt volem
passar de tenir un coneixement introductori per passar a aprofundir-hi. Considero que aquest projecte
m'ha donat la possibilitat de construir aquesta visió general sobre el desenvolupament d'aplicacions web a
costat client.
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annex a: gruntfile.js
module.exports = function(grunt) {
  // Project configuration.
  grunt.initConfig({
    pkg: grunt.file.readJSON('package.json'),
    config: {
      app: 'app',
      dist: 'dist',
      test: 'test'
    },
    concat: {
      test: {
        files: {
          "<%= config.test %>/script.js": ["<%= config.app %>/lib/**/jquery.js",
            "<%= config.app %>/lib/**/jquery.mousewheel.js",
            "<%= config.app %>/lib/**/underscore.js",
            "<%= config.app %>/lib/**/backbone.js",
            "<%= config.app %>/lib/ImgPreloader.js",
            "<%= config.app %>/model/**/*.js","<%= config.app %>/js/**/*.js"]
        }
      }
    },
    copy: {
      test: {
        expand: true,
        cwd: "<%= config.app %>",
        dest: "<%= config.test %>",
        src: ["img/**", "fonts/**", "model/**", "index.html", "style.css"]
      },
      normalize: {
        files: {
          "<%= config.app %>/scss/normalize.scss":
            "<%= config.app %>/lib/normalize-css/normalize.css"
        }
      },
      dist: {
        expand: true,
        cwd: "<%= config.test %>",
        dest: "<%= config.dist %>",
        src: ["fonts/**", "model/**"]
      }
    },
    cssmin: {
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      dist: {
        files: {
          '<%= config.dist %>/style.css': '<%= config.test %>/style.css'
        }
      }
    },
    htmlmin: {
      dist: {
        options: {
          removeComments: true,
          collapseWhitespace: true
        },
        files: {
          '<%= config.dist %>/index.html': '<%= config.test %>/index.html'
        }
      }
    },
    imagemin: {
      dist: {
        files: [{
          expand: true,
          cwd: "<%= config.test %>/img",
          dest: "<%= config.dist %>/img",
          src: ['**/*.{png,jpg,gif}']
        }]
      }
    },
    jshint: {
      watch: {
        src: ['<%= config.app %>/js/**/*.js']
      }
    },
    sass: {
      watch: {
        files: {
          "<%= config.app %>/style.css": "<%= config.app %>/scss/style.scss"
        }
      }
    },
    uglify: {
      dist: {
        files: {
          '<%= config.dist %>/script.js': '<%= config.test %>/script.js'
        }
      }
    },
    bower: {
      install: {
        options: {
          targetDir: "<%= config.app %>/lib"
        }
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      }
    },
    watch: {
      sass: {
        files: ['<%= config.app %>/scss/**'],
        tasks: ["sass", "autoprefixer"]
      },
      bower: {
        files: ['bower.json'],
        tasks: ["bower", "copy:normalize"]
      },
      jshint: {
        files: ['<%= config.app %>/js/**/*.js'],
        tasks: ["jshint"]
      }
    },
    autoprefixer: {
      options: {
        browsers: ['last 2 version', 'ie 8']
      },
      watch: {
        files: { "<%= config.app %>/style.css": "<%= config.app %>/style.css" }
      }
    }
  });
  // Load plugins
  grunt.loadNpmTasks("grunt-contrib-concat");
  grunt.loadNpmTasks("grunt-contrib-copy");
  grunt.loadNpmTasks("grunt-contrib-cssmin");
  grunt.loadNpmTasks("grunt-contrib-htmlmin");
  grunt.loadNpmTasks("grunt-contrib-imagemin");
  grunt.loadNpmTasks("grunt-contrib-jshint");
  grunt.loadNpmTasks("grunt-contrib-sass");
  grunt.loadNpmTasks("grunt-contrib-uglify");
  grunt.loadNpmTasks("grunt-contrib-watch");
  grunt.loadNpmTasks("grunt-bower-task");
  grunt.loadNpmTasks("grunt-autoprefixer");
  // Tasks
  grunt.registerTask('default', ["copy:test", "concat:test"]);
  grunt.registerTask('dist', ["default", "copy:dist", "imagemin:dist",
    "htmlmin:dist", "uglify:dist", "cssmin:dist"]);
};
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annex b: afegir i editar una etiqueta
Afegir una etiqueta
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Editar una etiqueta
A partir d'aquí es repetiria el flux de pantalles de la creació d'etiqueta.
Esborrar una etiqueta
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