Technological advances within the area of wireless sensor technology allow WSNs to be used in a increasing number of measurement scenarios. As new application areas are emerging, such as infrastructure monitoring and smart cities, the need for sensor mobility handling requires efficient and secure authentication protocols. This paper presents EAP-Swift, a novel EAP based authentication protocol with a focus on lightweight processing and faster response. It supports end-to-end session encryption key generation and mutual authentication. By utilizing lightweight hashing algorithms, the challenge-response authentication mechanism uses only two round trips to the AAA server for the complete authentication procedure leading to the reduction of latency by 33% compared to the baseline protocols. Further, using extensive experimentation, we validate that the authentication time can be kept below 250 ms and the power consumption can be kept below 15 mJ. Furthermore, we show that a battery lifetime of more than four years can be achieved when running the system on a regular button cell battery. Finally, the protocol was verified in terms of security using the AVISPA tool.
Introduction
Wireless sensor networks (WSNs) are becoming more and more prevalent in our everyday lives. We are witnessing a trend where WSN application areas tend to expand from a traditional industrial environment to home and public service applications. Sensors can be used not only to monitor industrial processes but also to monitor and control appliances in the home as well as important public service functions such as seasonal road and bridge maintenance [1, 2] . However, in most cases, it is not feasible to have hard wired sensors in all locations due to increased cost and reduced flexibility. Therefore, WSNs are widely used for industrial and home applications. Wireless sensor nodes are usually battery powered and can support a battery lifetime of several years. A typical wireless sensor node has a communication range of approximately 100 metres and, with multihop capabilities, can span large areas.
An obvious disadvantage, however, is the added security features that are involved with sending data over a shared medium. In an unprotected WSN, a malicious node can easily pick up traffic between nodes, inject false data, and affect the system functionality [3] . Data encryption between wireless sensor nodes is typically supported by several wireless sensor platforms such as that in [4] . Encryption algorithms such as advanced encryption standard (AES) [5] or elliptic curve cryptography (ECC) [6] are used to perform robust encryption of the wireless data.
Some modern sensor platforms, such as that in [4] , have a hardware implementation of cryptographic functions to speed up the encryption process by avoiding CPU intensive operations on the main CPU. The encryption procedure typically involves the use of an encryption key to make the crypto understandable to a receiving party that has the corresponding key.
In symmetric key cryptography [7] , the key is the same at both the sender and the receiver sides, whereas, in asymmetric key cryptography [6] , there is one key to encrypt and another key to decrypt a message. Symmetric key cryptography is generally considered to be less demanding on CPU and power consumption, so it is usually preferred in sensor implementations where resources can be scarce. A common key can be distributed in advance to all nodes in the WSN; this method is called preshared key (PSK) and may be used in, for example, ZigBee [8] and Bluetooth networks [9] . Another alternative is to exchange individual keys dynamically between communicating parties when initializing the communication. This process, therefore, is more secure since it also protects against over hearing between nodes within the network. Exchanging keys dynamically also allows sensors to move between different networks and adds the ability to renegotiate keys at any time [8] .
As part of the Sense Smart City project [10], a general wireless sensor network (WSN) platform is developed which can support a wide variety of sensor devices such as sewage water level sensors [1] and structural motion sensors [2] . A scalable backend server system, along with a flexible application programming interface (API), makes the system easy to extend and implements new functionality such as adding more sensors and applications. To tackle these challenges, we developed the Sense Smart City sensor authentication model as shown in Figure 1 . This model is motivated by the EduRoam [11] architecture. It supports sensor mobility on a global scale by enabling the interconnection of trusted WSN gateway providers in different administrative domains. An administrative domain in this context consists of one or many WSNs that are owned and managed by a single administrative entity (e.g., a municipality). The administrative domains are interconnected in a tree-like structure with a preestablished trust agreement formed with the closest node (AAA server) above in the tree, thereby eliminating the need to form trust agreements between all nodes. The root node (root server) is typically managed by some entity that has high level privileges, for example, a government or a third party provider having control over the AAA system. Using this architecture, it is possible to form a larger network of trusted nodes that are able to route authentication messages between them. Sensors roaming between different administrative domains need to be preconfigured with a sensor ID along with its authentication credentials. By identifying the sensor with a network access identifier (NAI) in the form uniqueID@realm (e.g., sensor543@administrative-domain.example.net), the sensor gets a globally unique name. The realm part identifies the administrative domain and thereby enables the AAA server hierarchy to route the request to the appropriate destination. Using that information, the sensor will be able to authenticate and connect to any trusted WSN and establish a secure communication channel to the home administrative domain (the administrative to which the sensor belongs). In this paper, we do not address the problem of mobility detection and management in WSNs. Instead, we focus on developing an authentication protocol that supports sensor mobility.
Secure authentication for sensor mobility is a key aspect that needs consideration while sensors are moving between WSNs belonging to different administrative domains (ADs) [12] . In a smart city environment, due to the heterogeneity, large coverage area, and wide range of applications, there will be a need to support sensors moving between different WSNs and ADs [13, 14] . For example, in a smart city environment, sensors might be placed on cars in order to measure air quality. Such highly mobile sensors might span a large area and are expected to attach to networks belonging to different ADs. To support secure sensor mobility, a dynamic authentication and key management scheme is required since it is not feasible to have preshared keys distributed to all networks to which the sensor might move. In order to build an efficient sensor mobility system, there is a need for an authentication protocol that allows sensors to change their point of attachment without causing excessive service disruption.
The key contribution of this paper is to propose, implement, and validate a novel, lightweight authentication solution, EAP-Swift, an authentication protocol that includes the creation of a symmetric encryption key. This results in reduced energy consumption and makes mobility of sensors less resource demanding. EAP-Swift provides two major functionalities:
(i) lightweight and power efficient mutual authentication, including session encryption key generation,
(ii) enabling sensor mobility in resource constrained sensor networks.
The proposed protocol, EAP-Swift, is unique in the sense that it is specifically designed to support sensor mobility and interdomain roaming by reducing authentication delay and carrying out key generation as part of the authentication phase. In particular, EAP-Swift is designed to operate endto-end between the sensor node and the AAA H server. To support AAA request proxying without additional signaling, EAP-Swift includes the sensor NAI in the first message sent to the AAA server. Session key generation for endto-end encryption, while still providing a reduction of 33% in message exchange, is achieved as compared to baseline protocols [15, 16] .
The reminder of the paper is organized as follows. Section 2 presents related work. Section 3 presents our contribution, EAP-Swift, and its verification. Section 4 presents the prototype implementation and results analysis. Finally, Section 5 presents the conclusion and future work.
Related Work
Current research in the area of sensor mobility and inter-WSN mobility support is generally centered around an IP-based WSN. Proposed mobility solutions for IP-based sensor networks typically implement functionality based on 6LoWPAN [17] and Proxy Mobile IPv6 [18] such as 6LoMSN [19] and SPMIPv6 [20] . Mobile IPv6 enabled sensors are globally addressable on the Internet using IPv6 addressing; and mobility management mechanisms allow IP addresses to be maintained while roaming between networks. The aforementioned solutions, however, typically adds overhead in the form of IP headers and extensive signalling as well as adding requirements on protocol specific implementations in many parts of the network infrastructure. However, this approach is not optimal from a power efficiency and implementability point of view [21] .
For the past few years, significant effort has been put into developing security protocols for WSNs [6, 7, 22, 23] . For example, [22] developed security mechanisms including elliptic curve cryptography for WSNs. In [23] , a comprehensive, standards compliant framework is presented for securing IEEE 802.15.4 networks which targets IP-based sensors. However, the support for AAA infrastructure as mentioned in Figure 1 necessitates the use of a compliant authentication protocol transported by an AAA protocol such as RADIUS [24] or DIAMETER [25] . Protocols based on the extensible authentication protocol (EAP) [26] framework can also be designed to fit this purpose as it acts as a transport mechanism that encapsulates messages used during authentication.
There are several EAP based protocols proposed in the literature, such as EAP-MD5 [26] , EAP-TLS [27] , and EAP-TTLS [28] , which are intended for authentication in IEEE 802.11 wireless LAN. EAP-SIM [29] and EAP-AKA [30] are examples of EAP based authentication protocols designed for cellular networks, used by mobile phones. There are also a number of lightweight EAP based protocols developed for sensor authentication over the past few years. For example, EAP-Sens [15] supports node authentication and session key generation based on the EAP-GPSK [31] protocol with hierarchical keys. The authentication mechanism assumes that both the sensor node and the AAA server have a secret preshared key (PSK). In addition to performing mutual authentication, EAP-Sens provides functionality to generate a master session key (MSK) after the authentication procedure which can be used by the WSN gateway to create keys for data encryption.
EAP-EHash [16] is an authentication and session key generation protocol based on hashing algorithms that support mutual authentication as well as a high degree of security. EAP-EHash uses one-way hashes to perform mutual authentication. The EAP-EHash authentication procedure is divided into three phases. The first phase is the negotiation phase which allows communicating parties to negotiate the usage of ciphersuite. Second phase carries out the actual authentication. Authentication of both parties is carried out by each party producing a random value, so called a nonce, which is communicated to the opposite party. The opposite party then forms a response by calculating the one-way hash of the PSK along with the received nonce. The response is then communicated and can be verified at the receiving end. In the third and final phase, a session key is generated between the node and the gateway.
EAP-Swift: A Lightweight Protocol for Sensor Authentication
In line with the EAP based protocols mentioned above, in this paper, we propose a sensor authentication protocol called EAP-Swift. In EAP-Swift, the session key is generated between the sensor node and the AAA server that the 4 International Journal of Distributed Sensor Networks
Step 1 Step 2 Step 3 sensor node belongs to, rather than between the sensor and the gateway (where the sensor node moves to). Therefore, no keying information is sent to any intermediate entity (e.g., gateway or AAA server) and enables encryption to be carried out end-to-end. For example, in Figure 1 , a sensor node belonging to the administrative domain A (called the home domain) moves temporarily to administrative domain B (called the visited domain). As previously mentioned, EAPSens is an authentication protocol specifically designed to be run on resource constrained platforms such as sensors [15] . EAP-Sens is an extension to the EAP-GPSK protocol [31] that aims to minimize computation and communication overhead. The described optimized solution uses three round trips between the sensor and server (six messages) for a full authentication [30] . In EAP-EHash, a full authentication can be carried out with only two round trips, if the recommended ciphersuite negotiation phase is omitted. However, using the default ciphersuite will require computationally demanding cryptographic operations [16] . Compared to [15, 16] , EAPSwift does not utilize encryption of authentication messages. Instead, it considers session unique nonces that are included in calculated hashes to prevent replay attacks. This is a critical functionality in the case of sensor mobility between different administrative domains. Section 5 will show how EAP-Swift reduces authentication latency and power consumption by approximately 33% compared to [15, 16] .
Protocol Design.
In this section, we present EAP-Swift, a lightweight sensor authentication protocol based on hashing functions such as MD5 [32] and SHA1 [33] that are used for both authentication and end-to-end encryption key generation between sensor node and home AAA server (see Figure 1 ). The hashing functions take a variable size data block and produce a fixed size hash that is a product of a number of calculations on the input data. For MD5 and SHA1, the hash sizes are 128 and 160 bits, respectively. The produced hash has the following properties: (i) it is relatively easy to calculate; (ii) it will change if the input data is changed; and (iii) it is very hard to find a block of data that will produce the same hash. Traditional hash based authentication algorithms, or so called digest authentication algorithms like EAP-MD5 [26] , are typically implemented in the following fashion: the requesting party sends a message that contains a nonce, which is a randomly generated number that is preferably changed for every authentication attempt. The requested party then creates a hash of its authentication credentials along with the received nonce and returns the message. If the requesting side has the same credentials, it will be able to produce the same hash and verify the authenticity of the requested party without the transmission of any authentication credentials. EAP-MD5 supports only single sided authentication since there is no mechanism that allows the sensor node to authenticate the AAA server.
In the proposed protocol, as shown in Figure 2 , mutual authentication is provided by carrying out the challengeresponse authentication procedure in both directions. In the first step (Step 1), an EAP-Start -ID Request handshake is performed between the sensor (or peer) and the WSN gateway (or authenticator). In this step, the sensor sends requests to connect to the gateway using an EAP-based protocol. If this is supported by the gateway, it will respond with EAP-ID Request message requesting the sensor identity. In the second step (Step 2), the sensor will then respond with a EAP ID Response message containing the EAP Session ID (ID) and the sensor network access identifier (NAI). The authenticator or the WSN gateway will then relay the message to the RADIUS enabled AAA server either directly or proxied via a number of servers to its destination. A preconfigured entry at the destination AAA (Home AAA or AAA H) server includes the information about the sensor NAI and the preshared key. The AAA H server will generate a 128 bit nonce and return it as a challenge to the sensor node via the WSN gateway. A 128 bit nonce is considered sufficient in WSN applications since the sensor battery life would never International Journal of Distributed Sensor Networks 5 support the high number of authentications that have to be recorded to conduct a replay attack [15] . In the third and final authentication step (Step 3), the sensor node will then create a 128 bit nonce and send it along with a hash created from the ID, the preshared key (psk), , and . The NodeRespone can be written as follows:
By adding to the computed hash, the value is signed and therefore it is not possible for an attacker to change during the transit between the sensor and the AAA H. Also, it will not be possible for an attacker to directly query the node for the expected hash result for a given nonce. Upon reception, the server can verify that the node side and the value are authentic. If the sensor node is authenticated, the AAA H server generates an EAP Success message including a third 128 bit nonce which is then signed with a hash (ServerResponse) consisting of ID, psk, , and . This way, it is possible for the node to authenticate the server side by verifying the hash. The server response can be written as follows:
Also, the value is signed and can be verified in the same way. To generate the session key, a key generation function (KDF) is used as shown in (3). The KDF is a simplified version of the generalized key derivation function, GKDF [31] . It truncates the hash function output to the desired key length (KeyLength) assuming that the length of the produced hash is always larger than or equal to KeyLength. For the purpose described in this paper, this is a safe assumption since, among the supported hashing functions, MD5 produces the shortest hash (128 bit) which is equal to the key length supported by hardware used in the experiments section. The nonce is then used together with psk and to create a session encryption key (SessionEncryptionKey) to use during the communication session. The exchange of can be carried out as often as desired in order to regenerate the session key to increase security:
If the sensor authentication fails, an EAP Fail message is sent to the node which will inform the node about the failed authentication and return it to an initial state.
Security
Analysis. Similar to [16, 34, 35] , we validate our protocol using the automated validation of Internet security protocols and applications (AVISPA) tool [36] . AVISPA is an analysis and validation tool for security protocols and applications. EAP-Swift was validated by implementing it in the high level protocol specification language (HLPSL) which is a high-level scripting language specifically designed for use with AVISPA as shown in Figure 3 (a). EAP-Swift was then evaluated against a certain number of specified goals using different methods, or so called back-ends. The backends used in this evaluation were OFMC [37] , CL-ATSE [38] , SATMC [39] , and TA4SP [40] . We defined the following goals for the successful validation of EAP-Swift:
(1) mutual authentication of the sensor and the AAA server,
(2) maintained secrecy of psk as well as the session key. Figure 3(a) shows the protocol specific part of EAP-Swift in HLPSL for the AVISPA tool. Figure 3(b) shows the output from the AVISPA tool. EAP-Swift was implemented in HLPSL with two roles, server and sensor. Each role was implemented with a set of states and events generated by the peer triggering a state transition. The first requirement to verify was that the protocol supported mutual authentication.
In the HLPSL code shown in Figure 3(a) , the sensor node authenticity is verified on line 32 where the server verifies the received NodeResponse message hash (produced on line 12). Similarly, the server side authenticity is verified by the sensor node on line 15 where the received ServerResponse message hash (produced on line 33) is verified. The witness and request primitives used by both peers ensure that the nonces generated by remote peers are authenticated which protects against replay and man-in-the-middle attacks [16] . Finally, the secret primitives are used to verify that the secrecy of psk as well as the generated session key Sk is maintained. The output shows that the goals (marked with solid boxes) were met for all tested back-ends and that no attacks were found which would compromise the security. Results (marked with dashed boxes) verify that the proposed protocol fulfilled all desired security goals according to the aforementioned backend methods.
Results Analysis
The previous section proposed EAP-Swift, a light-weight sensor authentication protocol designed to support sensor mobility. The proposed protocol was also verified using the AVISPA tool. This section further validates EAP-Swift using a prototype implementation and extensive experimentation. For experimentation, we considered the Sense Smart City platform [10] as mentioned in Section 2. The Sense Smart City platform supports sensor authentication using the RADIUS protocol while sensors are moving between different administrative domains (see Figure 1) . The RADIUS protocol is a well-known AAA protocol that was originally designed for dial-up connections. It inherently supports AAA request proxying and tree-like interconnection of servers which makes it suitable for AAA support in mobility applications [11] . In our testbed, we considered FreeRadius [41] as a highly configurable and flexible RADIUS server platform. The FreeRadius server supports a comprehensive range of EAP-based authentication methods and modular construction. Further, it allows for the integration of new protocols in the form of customizable plugins. Therefore, in our testbed, we implemented EAP-Swift as a FreeRadius plugin. Furthermore, results from a scalability study of the FreeRadius server [42] showed that the server is suitable for building highly scalable systems. 
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ATTACK TRACE %% no attacks have been found.. For the sensor-side implementation, we considered the Mulle sensor platform (Mulle v6.2) developed by Eistec [4] . The Mulle platform (shown in Figure 4 ) is based on a 16-bit Renesas microcontroller and is equipped with an 868 MHz, IEEE 802.15.4 compatible radio and a 3-axis accelerometer. The Mulle sensor runs the TinyOS operating system [43] designed specifically to run on resource constrained devices. Further, TinyOS provides powerful APIs for creating sensor applications and is based on NesC, which is an extension to C programming language that supports event-driven software design. The software running on top of TinyOS is built using several components that are linked or wired together via a well-defined interface. This kind of software architecture provides a truly modular and scalable software that is easy to extend and shortens application development time.
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Analysis of Hashing Algorithms.
As a first step in implementing and evaluating the EAP-Swift protocol, two common hashing algorithms were implemented in TinyOS, namely, MD5 [32] and SHA1 [33] . Both algorithms were ported to the Mulle platform from open source implementations, MD5 [44] and SHA1 [45] . To support a direct comparison, the EAP-EHash [16] were evaluated for both implementations using a PicoScope MSO 2205 mixed signal digital oscilloscope [47] sampling at 49.08 kS/s. The Mulle sensor was connected through a 1 Ω shunt resistor, and the voltage drop over the resistor was measured to calculate the current. Digital outputs on the Mulle were connected to the oscilloscope in order to signal the states of the program execution. As the first experiment, we compared the hashing operations required on the sensor side for a full EAP-Swift authentication to the hashing and cryptographic operations required by EAP-EHash [16] using the default ciphersuite as described in Section 2.
EAP-Swift uses a total of three hashing calculations for a complete authentication and key generation procedure (one for generating the response to the server, one for verifying the server response, and one for producing the session key). EAP-EHash, in omitting the ciphersuite negotiation phase, requires a minimum of five SHA1 hashing operations: one 3DES encryption and one 3DES decryption operation [16] . Figure 5 (a) depicts the average measured execution times for the three implementations and Figure 5 (b) shows the energy consumed during the operations. The results were based on 80 independent measurements carried out for each protocol version using randomly generated data as input. During experimentation, we observed that the CPU usage caused an average current consumption of 14 mA with a standard deviation value of <0.01 ms using the disabled radio chip. From this experiment, we conclude that the CPU time and the energy consumption can be significantly reduced by decreasing the number of cryptographic operations required to complete an authentication procedure. Using the MD5 based version of EAP-Swift would be rendered in a reduced CPU time from 37.8 ms to 6.5 ms and an 81% reduction in energy consumption compared to using EAP-EHash with default ciphersuite on the Mulle platform.
EAP-Swift Protocol Evaluation.
In this experiment, we evaluated the EAP-Swift protocol in terms of power consumption and authentication delay. In particular, we measured the total time taken to authenticate and generate the session encryption key (Steps 1 to 3 and session encryption key generation, as shown in Figure 2 ). Further, time and power consumption measurements for evaluating the EAPSwift protocol were carried out using the same method as explained in the previous experiment (see Section 4.1) .
For the evaluation of the proposed protocol, a prototype system was developed (see Figure 6 ) with a Mulle sensor node which is connected via IEEE 802.15.4 radio to a gateway node composed of a second Mulle running base station software that acts as a transparent bridge to the USB interface on a PC. The PC was configured with Fedora 14 Linux operating system, with software developed in Python 2.7 to perform the gateway functionality including EAP initiation and RADIUS server relay. The relay function in the gateway identifies incoming EAP-response messages from the WSN, encapsulates them in a RADIUS message, and forwards them to the local AAA server. Similarly, it receives RADIUS-messages from the AAA server, extracts the EAP message contained, and sends it over the WSN to the intended destination. On the sensor side (Mulle sensor), the implementation was carried out in both NesC and C.
The evaluation software can assume three states as shown in Figure 7 . GWDISCOVERY is the initial startup state of the sensor node. In this state, the node listens for periodical beacon signals sent from gateways. When a beacon signal is picked up from a gateway and the node wants to connect, it will initiate the EAP conversation by issuing EAP-Start as a unicast message to the gateway. If the EAP-Start is responded to with an ID Request, the node will enter the EAPAUTH state. If the node authentication is completed successfully, the node will enter the CONNECTED state and start its normal operation. If the communication is dropped during either the EAPAUTH or the CONNECTED state a timeout function is implemented. After a 5-second timeout, the node will be returned to the GWDISCOVERY state and try to reconnect.
On the AAA server side, EAP-Swift was implemented as an additional EAP method plugin. A mutual trust relationship was established between the gateway PC and the AAA H server by preconfigured fixed IP addresses and a shared secret. Furthermore, the sensor ID and credentials were entered in the AAA user database as a NAI and a preshared key which also are hard coded into the sensor device. The gateway software uses an application called radclient [41] which is provided as a utility along with the FreeRadius server software package. Radclient is responsible for encapsulating EAP packets and communicating with the AAA server. It is also responsible for verifying the incoming RADIUS packets using the Message Authenticator value in the RADIUS message.
A total of 30 measurements were carried out for each of the EAP-Swift implementations based on MD5 and SHA1 hashing algorithms, respectively. Mean and standard deviation were calculated for the measurements. Time was measured from the creation of the EAP ID Response message on the sensor side until the authentication is complete, and the session encryption key is generated. In total, this involves three hash calculations at the sensor node and two round trips to the AAA H server. Figure 8 shows a comparison of mean authentication times for both implementations.
The communication link between the gateway PC and the AAA H server had a round-trip time of 2.2 ms in average sensor node and the gateway is primarily responsible for the overall latency. It should be noted that this communication delay not only is the actual sending of the data but also includes the time taken by the TinyOS operating system to schedule and perform the transmission. Power consumption measurements were also carried out at this stage. Figure 9 shows a sample of the measured Mulle current consumption during a typical authentication procedure. Since the radio was active during the authentication process, the average idle current was 11 mA. One can see an initial spike at approximately 7 ms which corresponds to the transmission of the EAP ID Response message. Since it is a unicast message, there is a time period immediately after International Journal of Distributed Sensor Networks transmission where the radio is awaiting an ACK from the receiver [48] . At approximately 20 ms, an ACK for the EAP ID Response message was received by the sensor. The short spike at approximately 78 ms corresponds to the reception of the AUTH Request; however, it is not possible to conclusively verify this since this occurs on the driver layer in TinyOS. At 85 ms, an event was generated, indicating that a packet has been successfully received by the radio. Immediately, the first hash calculation started as a part of building the AUTH Response message. At 108 ms, we can note the transmission of the aforementioned message followed by a wait period for the returning ACK. The EAP Success/Failure message is received at 185 ms and the event that indicates successful reception is generated at 195 ms. This is immediately followed by the hash calculations which verifies the authenticity of the AAA server. Upon successful authentication, the corresponding session encryption key is generated at approximately 200 ms. The total energy consumed during the aforementioned procedure was approximated using the trapezoidal rule stated by (5) where is the number of discrete measurement points. It can be written as follows:
In our case, in (5), energy consumption during the authentication procedure starting at time = and ending at time = is approximated using samples during that time period where ( ) corresponds to the measured power consumption at time . The results were calculated for a dataset of 30 measurements for both MD5 and SHA1 versions of the EAPSwift protocol. We observed that the energy consumption for the MD5-based version was on average 12.1 mJ with a standard deviation of 0.5 mJ. For the SHA1 based version, the average energy consumption was calculated to be 12.9 mJ with a standard deviation of 0.5 mJ. From these results, we conclude that using a typical CR2032 button cell lithium battery with a supply voltage of 3 V and a capacity of 225 mAh contains 2430 J. Such a battery could, in theory, be used to power over 200,000 authentication procedures. This assumes that only authentication is carried out, but it gives an indication on how the authentication mechanism will affect the overall energy usage. Consider a more realistic case where a sensor is used to authenticate, carry out a simple measurement, and transmit it to the gateway once per hour; we can estimate the battery life of the sensor node. Assume that the measurement involves reading an external temperature sensor and that task will fully utilize the CPU for 20 ms. Furthermore, we need to authenticate the sensor node, transmit the data, and wait for acknowledgment before the sensor node can return to a low-power sleep state.
For the case above, using the measurement results shown in Figure 9 , we can estimate that the sensor node would require 12.1 mJ for authentication and 1.5 mJ for data acquisition and transmission. Further, it consumes 4 A in lowpower sleep state [4] . This would allow for a theoretical total energy consumption of 56.8 mJ per cycle and a battery life of approximately 4.9 years using the aforementioned CR2032 lithium battery. As can be observed in Figure 8 , approx. 96% of the authentication time using the MD5 based implementation of EAP-Swift is due to the communication latency (approx. 92% for SHA1 version). Since we did not have access to the implementations of protocols [15, 16, 31] , we were not able make a direct comparison of the full authentication procedure. Rather we concluded that, in order to achieve the same functionality for protocols [15, 31] , one additional round trip would be required to support mutual authentication and end-to-end key generation. Compared to the authentication protocols [15, 31] that may require at least three round trips to complete an authentication procedure and generate an endto-end key, EAP-Swift reduces the communication latency by 33%, thereby leading to 9% battery gain using the Mulle platform for the application mentioned above. For the protocol [16] , we concluded that by omitting the recommended ciphersuite negotiation, two round trips are enough to complete the authentication procedure. However, since the authentication mechanism relies on more computationally demanding operations as proven by experiment 1, EAP-Swift offers significant advantages in a resource constrained application.
Considering a case where an application requires a high data update frequency (e.g., car monitoring applications), the number of round-trips for sensor authentication and key generation can have a significant impact on the maximum number of nodes in a single WSN. Equation (6) calculates the theoretical maximum number of sensor nodes that can be supported in a WSN:
where max represents the maximum number of sensors in WSN. ABW represents the maximum bitrate (kbps) supported by the radio technology, frame is the frame length supported by the sensor node, pkt is to total number of packets sent in the wireless network during one sensor cycle, and pkt is the frequency at which the measurement cycle is carried out. Since TinyOS uses fixed message sizes, the bandwidth consumption is directly related to the packet frequency and the frame length, frame , used [49] . Using the same sensor behavior as in the previous example where the sensor authenticates itself and then transmits the data, the theoretical maximum number of sensor nodes can be calculated with (6) . Figure 10 shows how the maximum number of Mulle sensors with 1 sec update interval ( pkt = 1) in a WSN depends on the available bandwidth. The Mulle IEEE 802.15.4 radio has a theoretical maximum throughput of 250 kbps and a maximum frame size of 127 bytes. It can be appreciated that EAP-Swift that only uses 2 RTTs instead of 3 RTTs in order to complete the authentication procedure and key generation would, in this case, is rendered in a 29% increase in the maximum number of sensors in the network.
Discussion.
From the results presented in this section, it can be concluded that an authentication protocol based on hashing algorithms can be made light weight in terms of CPU resource and power consumption. We can also see that the largest impact on power consumption is caused by the sensor node staying awake during communication with the AAA H server. This delay is reduced in EAP-Swift by eliminating one round trip to the AAA H server as compared to baseline protocols. When possible, care should be taken to keep the round-trip time to the server as low as possible in locations where the sensor is commonly attached. Furthermore, we can see that operations and scheduling carried out by the sensor operating system may have an impact on the power consumption. For power constrained applications (e.g., battery powered sensors) where authentication is carried out frequently, the power consumption can be further reduced by optimizing how this is handled by the operating system. The reduced amount of messages sent between entities during sensor node authentication will decrease flexibility when it, for instance, comes to the ability to negotiate certain configuration parameters such as which hashing algorithm to use. It is, for instance, always assumed that a session key is desired. Therefore, the nonce is always generated and included in the Access-Accept message. By implementation and extensive evaluation on real hardware, we show that our proposed protocol is implementable and operates on industry standard platforms (Tiny OS and FreeRadius).
Conclusions and Future Work
This paper presents EAP-Swift, a novel, EAP based authentication protocol, for use in sensor mobility applications. Using an EAP-based authentication protocol allows for compatibility with preexisting AAA protocols. In particular, an AAA infrastructure based on the RADIUS protocol allows for interconnection of different domains on a global scale to support global roaming between domains. EAP-Swift protocol supports mutual authentication of sensor node and backend AAA server. It is based on lightweight hashing algorithms and relies on only two round trips of communication between the sensor node and the AAA server. This allows for fast performance and low energy consumption. During the final step of authentication, a session key is generated between the sensor and AAA server which enables encryption of data traffic end-to-end. This is an improvement by 33% or 1 round trip compared to the baseline protocols in order to achieve the same functionality while reducing power consumption. Scalability is an important aspect when creating large WSN infrastructures. The EduRoam collaboration [11] is a good example that proves that the AAA infrastructure can scale globally. Since EAP-Swift supports EduRoam-like infrastructure, it can be used to form a scalable system. Future work will involve evaluating EAP-Swift in a realworld case where handover mechanisms will be implemented in order to study how the architecture performs in a true sensor mobility scenario.
