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Povzetek
Diplomsko delo obravnava nacˇine varnega cˇasovnega zˇigosanja digitalnih vse-
bin. Potreba po cˇasovnem zˇigosanju se pojavi, kadar bi zˇeleli ustvariti dokaz,
da je dolocˇena vsebina obstajala (ali pa oseba bila nekje prisotna) ob natanko
dolocˇenem cˇasu in na katerega se bomo v prihodnosti lahko sklicevali. V di-
gitalnem svetu je umesˇcˇanje podatkov v cˇasovno obdobje precej zahtevno,
saj noben podatek ni zapisan trajno in tudi cˇas je predstavljen zgolj kot po-
datek. Sistemsko uro digitalnih naprav, ki cˇas meri s pomocˇjo oscilatorja, se
da brez tezˇav manipulirati. Komu v takem primeru sploh zaupati? Na spletu
obstajajo v ta namen specializirane storitve, ki podatke zˇigosajo z verodo-
stojnim cˇasom. Nasˇa sˇtudija zajema analizo znanih shem zaupanja kot tudi
implementacijo storitve cˇasovnega zˇigosanja, ki uporablja razlicˇne tehnike za
dokazovanje cˇasovne umesˇcˇenosti.
Kljucˇne besede: cˇasovno zˇigosanje, kriptografija, infrastruktura javnih
kljucˇev, zgosˇcˇevalna funkcija, zgosˇcˇevalna veriga, spletni vmesnik, racˇunal-
niˇska varnost.

Abstract
This thesis deals with different ways of how to safely time-stamp digital
content. The need for time-stamping arises when we would like to create
evidence that certain content existed (or that a certain person was present
somewhere) in a precisely specified period of time, so that later we can refer
to this evidence. Creating temporal order in the digital world can prove
to be difficult, since no data, including time, is recorded permanently. The
system clock, which measures time with the help of an oscillator, can easily
be manipulated. Who to trust in such case? Specialized services, which
time-stamp data with a reliable temporal accuracy, can be found online.
Our study includes an analysis of known trust based schemes as well as the
implementation of time-stamping service which uses various techniques to
prove the placement of data within a specified time period.
Keywords: time stamping, cryptography, public key infrastructure, hash
function, hash chain, web interface, computer security.

Poglavje 1
Uvod
Potrebe po varnem belezˇenju cˇasa nastanka in spremembe dokumentov ozi-
roma podatkov nasplosˇno so se pojavile zˇe davno pred mnozˇicˇno uporabo
racˇunalnikov. Najpogosteje seveda na prodrocˇju intelektualne lastnine, za
zasˇcˇito idej ter inovacij. Raziskovalci in izumitelji so potrebovali metode,
s katerimi so lahko zasˇcˇitili avtorstvo iznajdb, preden so jih predstavili sˇirsˇi
javnosti. S cˇasoma se je namen uporabe razsˇiril na dokazovanje dokumentov,
ki niso ravno namenjeni patentiranju, sˇe zmeraj pa je pomemben cˇas njiho-
vega nastanka. Na primer, na misel nam pride poslovna ideja, za katero smo
prepricˇani, da ima ogromen potencial. Vendar je za samo realizacijo potrebna
vecˇja investicija, zˇal pa sami nimamo zadostnega kapitala. Imamo problem,
saj ideje ne zˇelimo razkriti, kjub temu pa moramo poiskati investitorja in
mu idejo seveda predstaviti. Kako se zasˇcˇititi pred krajo ideje? S podob-
nim problemom se soocˇi tudi sˇtudent pri izdelavi domacˇe naloge. Sˇtudent
pride do resˇitve naloge, sedaj bi rad pomagal kolegom in jim pokazal svoj
izdelek. Vendar ga je strah, da bo za inovativno resˇitev nagrajen nekdo drug
ali sam celo obtozˇen plagiatorstva. Kako se sˇtudent lahko zasˇcˇiti kot avtor?
Cˇasovno dokazovanje je uporabno tudi pri zavarovalnicah ob nezgodah. V
danasˇnjem cˇasu, ko ima skoraj vsakdo izmed nas v zˇepu pametni telefon,
lahko ob nezgodi nastalo sˇkodo fotografira, ali sˇe bolje, posname. Gradivo
cˇasovno zˇigosa in se tako izogne kasnejˇsim nevsˇecˇnostim. Primerov, v katerih
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bi se oseba rada zasˇcˇitila pred krajo ideje oziroma bi kasneje rada dokazala,
da je v dolocˇenem cˇasu zˇe imela specificˇno informacijo, je ogromno. Splosˇen
namen cˇasovnega zˇigosanja je torej ustvariti dokaz, da je dolocˇen podatek
obstajal ob nekem cˇasu.
Osnovna metoda za cˇasovno zˇigosanje je uporaba knjige/dnevnika, v ka-
terega se vpisuje vnose. Le-ti so kronolosˇko urejeni oziroma se zapisujejo
zaporedoma brez praznih listov in vrstic. Cˇe so strani osˇtevilcˇene in vezane
ali lepljene, je vnose v taksˇnem dnevniku izredno tezˇko vrivati in spremi-
njati. K dodatni kredibilnosti pripomore redno zˇigosanje ali podpisovanje
samih strani, kar opravlja nepristranska oseba v funkciji notarja. Obstajajo
sˇe druge metode cˇasovnega zˇigosanja. Lahko si posˇljemo pismo in ga pustimo
zaprtega. Zˇig datuma, kdaj je bilo pismo odpremljeno na pisemski ovojnici
tako dokazuje, da je bila vsebina pisma napisana pred tem. Podjetja za kredi-
bilnost svojih internih dokumentov ponavadi uporabljajo razlicˇne postopke,
kjer vecˇ oseb pregleda dokument oziroma nadzoruje vnose. Kakrsˇnokoli spre-
minjanje s strani ene osebe bi ostali razkrili [9].
Zˇal omenjena metoda danes ni vecˇ ucˇinkovita, saj je prepocˇasna in ne
zadosti nasˇim potrebam. Z razvojem tehnologije je zmeraj vecˇ dokumentov,
slik, zvocˇnih in video posnetkov v digitalni obliki. Z besedo dokument v
nadaljevanju besedila oznacˇujemo kakrsˇno koli digitalno vsebino, ne nujno
le v obliki besedila. Tako so se pojavili novi izzivi, kako overiti, kdaj je
bila vsebina zabelezˇena in nazadnje spremenjena. Problemi, s katerimi se
soocˇamo, so sledecˇi:
• Za razliko od rokopisa digitalno zakodirana vsebina ni unikatna.
• Digitalna vsebina se nahaja na medijih, ki jih je enostavno spreminjati
(kopiranje in spreminjanje vsebine za seboj ne pusˇcˇa nobenih sledi).
• Vsebina ni fizicˇno vezana na medij. Navadno nimamo dostopa do ori-
ginala oziroma niti ne vemo, kje se ta nahaja, saj so kopije identicˇne.
• Cˇas v digitalni obliki je predstavljen kot vsak drug podatek. Torej kot
zaporedje bitov, in cˇe se nahaja na mediju, katerega vsebino se lahko
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spreminja, mu ne moremo zaupati.
Iz vseh zgoraj omenjenih primerov in preprek lahko povzamemo, da za kredi-
bilno cˇasovno zˇigosanje in kasnejˇse dokazovanje potrebujemo mehanizem, ki
vsebuje komponento v vlogi tretje osebe (naj gre za eno osebo, skupino ljudi
ali sˇirsˇo javnost). Sama izbira modela je povsem odvisna od stopnje varnosti,
ki je za nas sprejemljiva, in tega, za kaksˇne podatke gre. Potreba je torej po
zaupanja vredni digitalni storitvi za cˇasovno zˇigosanje (angl. trusted Time
Stamping Service - TSS). V naslednjem podpoglavju bomo opisali logicˇno
shemo storitve in kaksˇnim kriterijem mora ustrezati.
1.1 Shema in kriteriji
Zasnova storitve je odvisna od tega, komu je namenjena. Cˇasovno zˇigosanje
je nenazadnje lahko namenjeno posameznikom (koncˇnim uporabnikom) ali
drugim racˇunalniˇskim storitvam ter programom, pri katerih se pojavi po-
treba po belezˇenju cˇasa dogodkov ali podatkov. Seveda lahko ustreza kom-
binaciji obeh. Bistvena razlika je v sami kolicˇini prometa oziroma sˇtevilu
zahtevkov na cˇasovno enoto. V nasˇem primeru bo storitev primarno name-
njena Fakulteti za racˇunalniˇstvo in informatiko. Tako sˇtudentom fakultete
za zˇigosanje domacˇih nalog in raznih dokumentov kot tudi profesorjem in
ostalim zaposlenim.
Potrebujemo storitev, ki bo delovala v omrezˇju, naj bo to internet ali
lokalno omrezˇje znotraj fakultete, kjer bo zmeraj na voljo in njena uporaba
hitra. Logicˇno je torej delovanje storitve kot strezˇnika (angl. server), ki cˇaka
na zahteve zˇigosanja poslane s strani uporabnikov (angl. client). V grobem
uporabnik posˇlje dokument, storitev zˇigosa vsebino ter vrne informacijo, ali
je proces uspel. Ponazoritev je na sliki 1.1. Poleg cˇasovnega zˇigosanja mora
nuditi tudi mozˇnost kasnejˇsega preverjanja cˇasovnih zˇigov. Celoten proces se
mora opraviti na nivoju podatkov in ne sme dopusˇcˇati spreminjanja le-teh,
ne glede na to, na kaksˇnem mediju so shranjeni. Zˇeleli bi, da manipulacija
cˇasa ni mozˇna niti s strani vzdrzˇevalcev storitve. Zagotovljena mora biti
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Slika 1.1: Postopek zˇigosanja
tudi zaupnost dokumentov, saj ne zˇelimo, da bi kdorkoli lahko prebral vse-
bino med samim prenosom ali v cˇasu, ko je dokument na strezˇniku. Prav
tako ne smemo pozabiti na uporabniˇski vmesnik, saj pri vsaki storitvi, ki
je namenjena koncˇnim uporabnikom, zˇelimo, da je njena uporaba kar se da
enostavna.
1.2 Struktura diplomske naloge
V 2. poglavju bomo predstavili kriptografijo, ki je temelj varne racˇunalniˇske
komunikacije. Podrobneje bomo opisali delovanje zgosˇcˇevalnih funkcij in in-
frastrukturo javnih kljucˇev, s katerima smo si pomagali pri resˇitvi. Znani
pristopi in modeli storitve za cˇasovno zˇigosanje so opisani v poglavju 3. Sledi
predstavitev implementacije in uporabe nasˇe resˇitve, ki se nahaja v 4. po-
glavju. Nalogo zakljucˇimo v poglavju 5, kjer povzamemo nasˇe ugotovitve.
Poglavje 2
Kriptografija
Kriptografija je znanost o sˇifriranju podatkov. Sama beseda je sestavljena
iz besed grsˇkega izvora. Krypto´s, ki pomeni skrito, in graphein, ki pomeni
pisanje. V zgodovini je bila kriptografija omejena predvsem na zasˇcˇito po-
datkov pred nezˇelenimi bralci. Sˇifriranje je namrecˇ proces, ki pretvori ber-
ljivo sporocˇilo (cˇistopis) v neberljivo (tajnopis), ki ga je zelo tezˇko ali celo
nemogocˇe razbrati brez ustrezne dodatne informacije. ”Eden izmed najsta-
rejˇsih znanih primerov uporabe kriptografije izhaja od leta 1500 pred nasˇim
sˇtetjem. V tistem cˇasu je mezopotamski loncˇar uporabil skrivne znake za za-
pis postopka glazure na glinaste tablice. Zˇe pred 3500 leti je bila potreba po
skrivanju industrijskih skrivnosti pred konkurenco [19].”Prikrivanje oziroma
na drugi strani prestrezanje informacij je kljucˇnega pomena tudi v vojnah.
Tak primer je Cezarjeva sˇifra - postopek, ki ga je uporabljal Julij Cezar za
varno komunikacijo. Gre za enostavno zamenjalno sˇifro, kjer se izvede trans-
formacija med cˇrkami. Cezar je imel navado zamakniti celotno abecedo za
tri cˇrke, kot je prikazano na sliki 2.1.
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Standardna abeceda: ABCCˇDEFGHIJKLMNOPQRSSˇTUVWXYZZˇ
Tajna abeceda: CˇDEFGHIJKLMNOPQRSSˇTUVWXYZZˇABC
Cˇistopis: Cezar
Tajnopis: Ehbcˇt
Slika 2.1: Primer Cezarjeve sˇifre
Sodobna kriptografija je danes tesno povezana z matematiko in racˇu-
nalniˇstvom, saj sloni na resˇevanju matematicˇnih problemov, racˇunalniˇstvo
pa ponuja racˇunsko zmogljivost. Je eden najboljˇsih mehanizmov za zago-
tavljanje varnosti v digitalnem svetu, kjer poskusˇa resˇevati naslednje sˇtiri
probleme:
1. Zaupnost. Podatki niso razumljivi osebam katerim niso namenjeni.
2. Celovitost. Mozˇnost zaznave, cˇe so bili podatki spremenjeni.
3. Nezatajljivost. Avtor kasneje ne more zanikati svojega dejanja.
4. Avtentikacija. Overitev in nespornost identitete.
Za potrebe nasˇega dela bomo kriptografijo razdelili na tri podpodrocˇja: krip-
tografija tajnih kljucˇev, kriptografija javnih kljucˇev in zgosˇcˇevalne funkcije.
Cˇeprav kriptografija tajnih kljucˇev za cˇasovno zˇigosanje ni pomembna, se
nam vseeno zdi vredno, da predstavimo njen koncept. Najprej je potrebno
razcˇistiti pomen dveh osnovnih pojmov. Algoritem je postopek ali recept za
resˇitev nekega problema. V nasˇem primeru je kriptografski algoritem posto-
pek za sˇifriranje podatkov oziroma opisuje, na kaksˇen nacˇin se bodo podatki
transformirali. Poleg postopka uporabljamo kljucˇe, ki niso nicˇ drugega kot
skrivnosti oziroma gesla in enolicˇno dolocˇajo transformacijo. Pri simetricˇnih
algoritmih uporabljamo en kljucˇ, ki sluzˇi za sˇifriranje in odsˇifriranje, kot je
prikazano na sliki 2.2. Najbolj razsˇirjena simetricˇna algoritma sta DES/3DES
in AES. Taksˇni postopki nudijo srednjo stopnjo varnosti, so hitri, najvecˇji
problem pa je izmenjava kljucˇa, cˇe jih uporabljamo za sˇifriranje komunikacije
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Slika 2.2: Simetricˇna kriptografija
(t. i. sejni kljucˇi). Osebi, ki bi zˇeleli varno komunicirati, se morata najprej
sestati in dogovoriti kaksˇen bo kljucˇ, ali uporabiti kateri drug varen komu-
nikacijski kanal. Problem nastane tudi pri hranjenju kljucˇev. V mnozˇici n
uporabnikov, ki bi zˇeleli komunicirati drug z drugim, bi vsak moral hraniti
n− 1 kljucˇev. Skupno sˇtevilo tajnih kljucˇev bi tako znasˇalo n(n− 1)/2.
2.1 Kriptografija javnih kljucˇev
”Kriptografijo javnih kljucˇev sta javnosti prvicˇ predstavila Diffie in Hellman
leta 1976. Osnovna ideja je, da locˇimo funkcijo zaklepanja in odklepanja, tj.
sˇifriranje in odsˇifriranje. Namesto da bi uporabili isti kljucˇ za obe operaciji,
uporabimo par kljucˇev, ki se med seboj razlikujeta. Preprost opis je sledecˇ.
Anita generira svoj par kljucˇev. Zasebni kljucˇ (angl. private key) sk obdrzˇi
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zase, javni kljucˇ (angl. public key) pk pa objavi. Kdorkoli, ki zˇeli poslati
Aniti sporocˇilo, lahko zasˇifrira cˇistopis m v tajnopis c z uporabo Anitinega
javnega kljucˇa pk. Tako zasˇifriran tajnopis c lahko odsˇifrira samo Anita z
uporabo svojega zasebnega kljucˇa sk [22].”Postopek je prikazan na sliki 2.3.
Slika 2.3: Asimetricˇna kriptografija
Glavna prednost taksˇnega pristopa pred uporabo simetricˇnih algoritmov
je, da omogocˇa varno komunikacijo, ne da bi se akterji morali predhodno
srecˇati zaradi dogovora o tajnem kljucˇu. Vsak lahko z javnim kljucˇem
zasˇifrira sporocˇilo, prebral pa ga bo lahko samo lastnik zasebnega komple-
mentarnega kljucˇa. Koncept lahko primerjamo z uporabo posˇtnega nabiral-
nika, v katerega ima mozˇnost odvrecˇi pismo kdorkoli, odpre pa ga le lastnik.
Zaklepanje in odklepanje seveda deluje tudi v nasprotni smeri. Cˇe sporo-
cˇilo zasˇifriramo z zasebnim kljucˇem, se ga da odsˇifrirati le z javnim kljucˇem.
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Ker ima zaseben kljucˇ le njegov lastnik, lahko na tak nacˇin dokazuje identi-
teto. Omenjeni nacˇin uporabe asimetricˇnih algoritmov se uporablja za digi-
talne podpise. V Sloveniji njihovo pravno uporabo in veljavnost ureja ZEPEP
(Zakon o elektronskem poslovanju in elektronskem podpisu) [23].
2.1.1 Digitalni podpis
Digitalni podpis (angl. digital signature) ima enako funkcijo kot lastnorocˇni
podpis, vendar za dokumente v digitalni obliki. Zagotoviti mora torej nasle-
dnje lastnosti:
• Avtenticˇnost (podpisnik je res tisti, za kogar se predstavlja).
• Podpisa se ne da ponarediti.
• Podpisa se ne da kopirati (oziroma prenesti na drugo sporocˇilo).
• Podpisanega dokumenta se ne da spremeniti.
• Podpisa se ne da zanikati (podpisnik ne more recˇi, da ni on podpisal
dokumenta).
Kot zˇe omenjeno, lahko za digitalno podpisovanje uporabimo kriptosi-
stem javnih kljucˇev, saj ustreza vsem zgoraj nasˇtetim kriterijem. Ker pa
je sˇifriranje dolgih datotek z asimetricˇnimi algoritmi prepocˇasno, se v pra-
ksi uporablja zgosˇcˇevalna funkcija, ki je bolj podrobno opisana v podpo-
glavju 2.2. Postopek podpisovanja je sledecˇ. S pomocˇjo zgosˇcˇevalne funkcije
iz dokumenta izracˇunamo zgostitev ter jo zasˇifriramo z zasebim kljucˇem. Re-
zultat sˇifriranja je podpis, ki se prilozˇi originalnemu dokumentu. Prav tako
je prilozˇeno sˇe digitalno potrdilo oziroma certifikat, ki je sestavljen iz jav-
nega kljucˇa in podatkov o lastniku. Potrjuje povezavo med osebo in njenim
javnim kljucˇem.
Preverjanje digitalnega podpisa se izvede v obratnem vrstnem redu. Naj-
prej se digitalni podpis razcˇleni na podpisano zgostitev in podpisnikov cer-
tifikat. Nato se s pomocˇjo javnega kljucˇa v certifikatu odsˇifrira zgostitev,
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s cˇimer se pridobi originalno zgostitev. Iz sporocˇila/dokumenta se ponovno
izracˇuna zgostitev, ki se jo primerja z originalno zgostitvijo. Cˇe se ujemata,
pomeni, da sporocˇilo ni bilo spremenjeno, odkar je bilo podpisano, in podpis
lahko sˇtejemo za veljaven.
Slika 2.4: Podpisovanje in sˇifriranje
Vredno je omeniti, da se podpisovanje in sˇifriranje sporocˇila ne izklju-
cˇujeta. Gre namrecˇ za locˇeni operaciji, ki ne uporabljata istega para kljucˇev.
Poglejmo si primer. Anita zˇeli Bojanu poslati sporocˇilo z ljubezensko vsebino.
Ker zˇeli, da bo sporocˇilo lahko prebral samo Bojan in nihcˇe drug, ga zasˇi-
frira z njegovim javnim kljucˇem. Da pa se bo Bojan lahko prepricˇal, ali je
sporocˇilo res Anitino, ga mora Anita tudi podpisati. Za to bo uporabila svoj
zasebni kljucˇ. Postopek je prikazan tudi na sliki 2.4.
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2.1.2 RSA
Obstaja vecˇ asimetricˇnih algoritmov. V nasˇi implementaciji smo uporabili
algoritem RSA, zato sledi podrobnejˇsi opis le-tega. Ime je dobil po svojih
avtorjih: Ronu Rivestu, Adiju Shamirju in Leonardu Adlemanu, ki so ga
razvili leta 1977. Algoritem temelji na faktorizaciji celih sˇtevil in je danes
sˇe vedno najpogosteje uporabljen, cˇeprav ga pocˇasi zamenjujejo algoritmi na
podlagi elipticˇnih krivulj. Za lazˇje razumevanje je najprej potrebno definirati
nekaj osnovnih matematicˇnih pojmov. V nadaljevanju bomo mnozˇico celih
sˇtevil oznacˇili z Z in mnozˇico naravnih sˇtevil z N.
Definicija 1: Sˇtevilo a ∈ Z deli sˇtevilo b ∈ Z, cˇe obstaja tak k ∈ Z, da velja
b = ka. Piˇsemo a | b. Sˇtevilo a, ki deli b, je faktor sˇtevila b, cˇe je a > 0
in a /∈ {1, b}.
Definicija 2: Cˇe po zgornji definiciji celosˇtevilski k ne obstaja, imamo o-
pravka z ostankom pri deljenju, kar opiˇse enacˇba b = ka+ r, kjer velja
r ∈ Z. Ostanek lahko predstavimo tudi kot b = r mod a.
Definicija 3: Sˇtevilo a je prasˇtevilo, cˇe se ga ne da zapisati kot produkt
faktorjev, tj. cˇe se ga ne da faktorizirati. Sicer je sestavljeno sˇtevilo.
Definicija 4: Evklidov algoritem je postopek za iskanje najvecˇjega skupnega
delitelja dveh celih sˇtevil, D(a, b). Sˇtevili a in b sta si tuji, cˇe je njun
najvecˇji skupni deljitelj 1 [17].
Sledi opis izvedbe osnovnih operacij za algoritem RSA:
• Generiranje para kljucˇev. Izberemo razlicˇno veliki prasˇtevili p in q. V
praksi gre za vecˇstomestni sˇtevili podobne dolzˇine. Izracˇunamo modul
n = pq. Nato izberemo sˇifrirni eksponent e tako, da velja D(e, (p −
1)(q− 1)) = 1. Slednje pomeni, da sta si sˇtevili e in (p− 1)(q− 1) tuji.
Sledi sˇe izracˇun odsˇifrirnega eksponenta d s pomocˇjo enacˇbe ed = 1
mod (p− 1)(q − 1). Javni kljucˇ je potem (e, n), zasebni pa (d, n).
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• Sˇifriranje. Cˇistopis m zasˇifriramo v tajnopis c s pomocˇjo javnega kljucˇa
po naslednji formuli (v praksi se sporocˇilo najprej razdeli na krajˇse
bloke, ki se jih sˇifrira posamicˇno ter na koncu zdruzˇi):
c = me mod n.
• Odsˇifriranje. Tajnopis c odsˇifriramo v cˇistopis m s tajnim kljucˇem po
sledecˇi formuli:
m = cd mod n [22] [12].
Varnost algoritma RSA temelji na faktorizaciji sˇtevila n. Torej iskanje
velikih prasˇtevil p in q, cˇe poznamo samo n. Za razliko od mnozˇenja (p ∗
q) zaenkrat velja, da je razcep veliko zahtevnejˇsa matematicˇna operacija.
Verjetno postane jasno, zakaj je dolzˇina kljucˇev tako izredno pomembna.
2.1.3 Upravljanje kljucˇev
Pri uporabi digitalnih podpisov in certifikatov se pojavi potreba po upra-
vljanju le-teh. Vsak posameznik si lahko generira neomejeno sˇtevilo parov
kljucˇev. Vendar kako bomo vedeli, da je lastnik nekega kljucˇa res tista oseba,
za katero se izdaja? Potrebujemo dokaz oziroma overitev javnega kljucˇa. Ta
problem resˇuje infrastruktura javnih kljucˇev (angl. public key infrastructure -
PKI), ki je nabor tehnologij, postopkov, naprav in predpisov, ki so potrebni
za varno upravljanje zasebnih in javnih kljucˇev. Poleg samega overjanja
imetnikov kljucˇev zajema tudi generiranje in hranjenje kljucˇev, razdelitev,
objavljanje ter preklic certifikatov. Poznana sta dva modela infrastrukture
oziroma modela zaupanja.
Prvi je hierarhicˇen model, v katerem glavno vlogo opravljajo certifika-
tne agencije (angl. Certification Authority - CA), pravimo jim tudi overitelji
javnih kljucˇev, ki nastopajo kot centri zaupanja. Gre za centralizirano stori-
tev/ustanovo, ki upravlja s kljucˇi in sama dolocˇi politike delovanja ter izbiro
tehnologij. Pred izdajo vsakega certifikata ustrezno poskrbi za preverjanje
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identitete osebe, ki narocˇa izdajo certifikata. Certifikat nato podpiˇse s svojim
zasebim kljucˇem, kar sluzˇi kot overitev. Certifikatna agencija javno objavi
izdane certifikate, tako aktivne kot preklicane. Na ta nacˇin lahko poiˇscˇemo
certifikat dolocˇene osebe ali preverimo njegovo veljavnost. Taksˇen PKI mo-
del je definiran v standardu X.509 s strani IETF (Internet Engineering Task
Force) in je danes najbolj pogosto uporabljen. Omenimo dve slabosti ome-
njene arhitekture. Zaupati moramo CA, da ne bo izdajala lazˇnih certifikatov.
Zasebni kljucˇ agencije mora biti pravilno varovan, saj zaupanje sloni na njem.
Drug model temelji na mrezˇi zaupanja (angl. web of trust - WoT)
in ga uporablja standard OpenPGP. Izpeljan je iz programa PGP (Pretty
Good Privacy), ki ga je izdelal Phil Zimmermann leta 1991 in sluzˇi za varno
posˇiljanje elektronske posˇte. V tem modelu zaupanja ni centralne agencije.
Uporabniki drug drugemu overjajo/podpisujejo kljucˇe. Na primer, ker Anita
pozna Bojana in mu zaupa, podpiˇse njegov javni kljucˇ. Ciril bi rad komu-
niciral z Bojanom, vendar ga osebno ne pozna. Je pa prijatelj z Anito in
ker je ona podpisala Bojanov javni kljucˇ, mu zaupa tudi Ciril. Seveda lahko
Bojanov javni kljucˇ podpiˇse vecˇ oseb, kar dodatno povecˇa zaupanje v nje-
govo identiteto. Bojan nato podpiˇse javni kljucˇ Dejana in tako naprej. Na ta
nacˇin se ustvarjajo povezave, preko katerih lahko zaupamo nekomu, cˇeprav
ga ne poznamo. V mrezˇi lahko obstajajo osebe, ki overijo mnogo certifikatov
ter jim zaupa veliko sˇtevilo ljudi in tako delujejo v vlogi CA. Zˇal tudi taksˇen
model zaupanja ni brez problemov. Ucˇinkovitost je namrecˇ odvisna od po-
pularnosti uporabe standarda. V praksi se lahko zgodi, da do nekoga ne
najdemo povezave zaupanja. Tezˇave nastanejo tudi ob preklicu certifikata,
saj moramo obvestiti vse, ki imajo shranjen nasˇ certifikat.
Cˇasovno zˇigosanje ima pomembno vlogo tudi v povezavi s certifikati. Re-
cimo, da nam nepridipravi izmaknejo zasebni kljucˇ. Cˇe smo tatvino opazili,
svoj certifikat kar se da hitro preklicˇemo. Vendar, kako bo nekdo vedel, ali je
bil nek dokument podpisan z nasˇim kljucˇem pred ali po kraji? Cˇe smo nasˇe
dokumente od podpisu tudi zˇigosali, se datum zˇigosanja in datum preklica
enostavno primerja. Cˇe ob podpisu dokumenta cˇasovno ne zˇigosamo, obstaja
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mozˇnost lazˇne prijave kraje, cˇe bi zˇeleli svoj podpis kasneje zanikati.
2.2 Zgosˇcˇevalne funkcije
Za nadaljnje razumevanje diplomskega dela je potrebno razlozˇiti sˇe, kaj je
enosmerna zgosˇcˇevalna funkcija. Torej gre za funkcijo, ki kot vhod sprejme
poljubno dolg niz in ga preslika v rezultat fiksne dolzˇine. Rezultat imenujemo
zgostitev, povzetek ali prstni odtis (angl. message digest, hash), ki je
enolicˇno definiran s strani vhodnega niza. To pomeni, da tudi najmanjˇsa
sprememba vhodnega niza drasticˇno vpliva na zgostitev. Prav tako velja, da
se isto sporocˇilo vedno preslika v enako zgostitev. Za funkcijo bomo rekli,
da je enosmerna, kadar v doglednem cˇasu iz zgostitve ni mogocˇe povrniti
vhodnega niza. Ucˇinkovite enosmerne zgosˇcˇevalne funkcije imajo lastnost,
da je izredno tezˇko najti dve razlicˇni sporocˇili, ki bi ju preslikala v enako
zgostitev.
Seveda v praksi stvari niso tako preproste. Hitro lahko ugotovimo, da za
vhod obstaja ogromno razlicˇnih nizov, za katere imamo na voljo le omejeno
sˇtevilo (koncˇno mnozˇico) zgostitev. Omenjen pojav dobro opisuje Dirichletov
princip. Slednji pravi, da cˇe n predmetov razporedimo v r sˇkatel, pri cˇemer
je n > r, potem vsaj ena od sˇkatel vsebuje vecˇ kot 1 predmet. Oglejmo
si prakticˇen primer v kontekstu zgosˇcˇevalnih funkcij. Niz x definirajmo kot
bitni zapis, torej zaporedje nicˇel (0) in enic (1), poljubne dolzˇine. Cˇe bi zgo-
stitve omejili na dolzˇino 10, bi imeli na voljo 210 (1024) razlicˇnih mozˇnosti.
Zelo hitro bi nasˇli drug vhodni niz x’ z enako zgostitvijo. Temu pojavu pra-
vimo trcˇenje (angl. collision) in ga matematicˇno zapiˇsemo kot h(x) = h(x′).
Jasno je, da za vsako zgosˇcˇevalno funkcijo obstajajo trcˇenja. Vendar se z
zadostno dolzˇino zgostitve da onemogocˇiti ucˇinkovito iskanje taksˇnih trcˇenj
s sedanjo tehnologijo. Pojavi se vprasˇanje, koliksˇna je zadostna dolzˇina zgo-
stitve. Danes ena najbolj razsˇirjenih zgosˇcˇevalnih funkcij SHA-1, uporablja
160-bitno zgostitev. Zˇal pa se ji zˇivljenjska doba uporabe zakljucˇuje, saj naj
bi zˇe obstajali (za enkrat sˇe teoreticˇni) napadi nanjo. Priporocˇena je uporaba
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novejˇse razlicˇice SHA-2, ki ima mozˇnost dolzˇin zgostitve 224, 256, 384 ali 512.
Slednjo smo pri implementaciji uporabili tudi mi, njene zgostitve pa so 256-
bitne. Omenimo, da je organizacija NIST (National Institute of Standards
and Technology) po vecˇletnem natecˇaju za iskanje algoritma SHA-3 izbrala
zmagovalca [20]. Zmagal je algoritem z imenom Keccak, ki ima od predho-
dnikov druzˇine SHA popolnoma drugacˇen pristop, t.i. gobasto konstrukcijo
(angl. sponge construction). Slednja omogocˇa izredno prilagodljivost glede
na zˇeleno stopnjo varnosti in hitrost. Omenjeni algoritem je podrobno opisan
v [15].
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Poglavje 3
Sheme storitve cˇasovni zˇig
3.1 Osnovni model
Osnovno resˇitev si lahko predstavljamo kot digitalni sef. Kadar oseba zˇeli
cˇasovno zˇigosati dokument, ga posˇlje TSS. Storitev zabelezˇi datum in cˇas
prejetja ter hrani kopijo dokumenta. Cˇe zˇelimo preveriti integriteto originala,
ga enostavno primerjamo s kopijo, shranjeno v sefu. V primeru, da sta
dokumenta identicˇna, to dokazuje, da se vsebina od zabelezˇenega datuma ni
spremenila. Tako enostavno resˇitev je za resno uporabo potrebno sˇe nekoliko
dopolniti, saj ima veliko pomankljivosti:
1. Obcˇutljive informacije, ki jih ne zˇelimo razkriti, se nezasˇcˇiteno posˇiljajo
po omrezˇju. Prav tako lahko vsebino vidi vsak, ki ima ali si pridobi
dostop do podatkovne shrambe. Zˇeleli bi zˇigosanje brez razkritja samih
informacij.
2. Storitev bi morala imeti ogromne kapacitete shranjevanja vseh kopij,
ki bi se nabirale skozi celotno njeno delovanje. Ne smemo zanemariti
tudi, da posˇiljanje obsezˇnih vsebin lahko traja precej cˇasa.
3. Cˇe se kopija dokumenta, shranjena pri TSS, posˇkoduje ali izbriˇse, do-
kazovanje ni vecˇ mogocˇe.
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4. Vprasˇljivo je zaupanje v storitev. Nicˇ ji ne preprecˇuje, da manipulira s
cˇasom in tako lazˇno zˇigosa dokumente. Tudi podatke lahko enostavno
spremeni in tako razveljavi zˇigosanje [9].
Kljub problemom opisana shema sluzˇi za lazˇje razumevanje koncepta in daje
bralcu jasnejˇso predstavo o zasnovi storitve in preprekah, ki se pojavijo v pra-
ksi. Prve tri probleme je mozˇno dokaj enostavno resˇiti z uporabo zgosˇcˇevalnih
funkcij, opisanih v prejˇsnjem poglavju. Namesto posˇiljanja celotnega doku-
menta uporabnik najprej izracˇuna zgostitev ter jo nato posˇlje storitvi. Na
ta nacˇin podatki ostanejo nerazkriti, prav tako resˇimo tezˇave s prenosom in
shranjevanjem. Bolj kompleksen je problem zaupanja, kateremu je name-
njeno celotno 3. poglavje, saj zaenkrat ne poznamo enostavne resˇitve.
3.2 Agencija za cˇasovno zˇigosanje
V standardu X.509 je zraven CA definirana tudi agencija za cˇasovno zˇigosanje
(Time Stamping Authority - TSA). Protokol je natancˇneje opisan v doku-
mentu RFC3161 [10]. Gre za model storitve, ki temelji na infrastrukturi
javnih kljucˇev (PKI). Cˇasovno zˇigosanje je v tem primeru zelo podobno
klasicˇnemu digitalnemu podpisovanju. Agencija/storitev v vlogi zaupanja
vredne tretje osebe poleg zgostitve, prejete od uporabnika, doda sˇe trenutni
cˇas ter oboje podpiˇse z zasebnim kljucˇem. Gre torej za podpis zgostitve in
cˇasa s strani agencije, kar predstavlja cˇasovni zˇig. Cˇe zˇeli agencija delovati
po omenjenem protokolu, mora izpolnjevati naslednje zahteve:
• Uporablja zaupanja vreden izvor cˇasa.
• Vsakemu cˇasovnemu zˇigu pripne trenuten zaupanja vreden cˇas.
• Vsakemu cˇasovnemu zˇigu pripne unikatno sˇtevilo.
• Ko prejme zahtevo s pravilnimi parametri, vedno generira cˇasovni zˇig.
• Vsakemu cˇasovnemu zˇigu prilozˇi oznako politike za zˇigosanje, pod ka-
tero je cˇasovni zˇig nastal.
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• Cˇasovno zˇigosa le zgostitev podatkov.
• Preveri, katera zgosˇcˇevalna funkcija je uporabljena v zahtevku ter ali
je dolzˇina zgostitve pravilna.
• Ne preverja zgostitve na kakrsˇen koli drug nacˇin razen dolzˇine.
• V zˇig ne vkljucˇuje nobene informacije o osebi, ki je cˇasovni zˇig zahte-
vala.
• Podpisuje cˇasovne zˇige le s kljucˇem, ki je temu ekskluzivno namenjen
in je to oznacˇeno tudi v certifikatu agencije.
• V zˇig doda vse dodatne informacije, ki so bile zahtevane s strani upo-
rabnika.
Slika 3.1: Zahtevek za cˇasovno zˇigosanje
V protokolu je definirana tudi struktura zahtevka (angl. request) ter od-
govora (angl. response). Na sliki 3.1 je prikazan primer veljavnega zahtevka.
Vsebuje verzijo zahteve, Hash algorithm oznacˇuje, katera zgosˇcˇevalna funk-
cija je bila uporabljena, Message data pa predstavlja vsebino zgostitve. Po-
licy OID definira, pod katero politiko naj se izvede cˇasovno zˇigosanje. Nonce
je nakljucˇno sˇtevilo, ki ga doda uporabnik, TSA pa prepiˇse v odgovor. S tem
lahko uporabnik identificira, kateri odgovor pripada kateri zahtevi. Argu-
ment Certificate required dolocˇa, ali zˇelimo, da TSA doda svoj certifikat. V
polju Extensions pa se nahajajo vsi dodatni argumenti, ki bi jih zˇelel vnesti
uporabnik.
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Slika 3.2: Odgovor cˇasovnega zˇigosanja.
Odgovor je sestavljen iz informacije, ali je cˇasovno zˇigosanje uspelo (Sta-
tus), ter samega cˇasovnega zˇiga (angl. Time Stamp Token - TST). V naspro-
tnem primeru (da zˇigosanje ni uspelo) je v polju Failture info opisano, kje
je priˇslo do napake. Veljaven odgovor, ki vsebuje cˇasovni zˇig, je prikazan na
sliki 3.2. Nekatera polja so enaka kot v zahtevku in vsebujejo enake vredno-
sti. Serial number je unikatno sˇtevilo cˇasovnega zˇiga, ki ga je TSA kadarkoli
izdala. Timestamp prikazuje cˇas, kdaj je bil zˇig ustvarjen in je predstavljen
v formatu univerzalnega koordiniranega cˇasa (Coordinated Universal Time -
UTC). Accuracy se navezuje na prejˇsnje polje in opisuje odstopanje od de-
janskega cˇasa. Cˇe je polje Ordering enako yes, to pomeni, da je cˇasovne zˇige
mozˇno urediti po cˇasu njihovega nastanka. Polje TSA vsebuje informacije o
agenciji, ki je izdala cˇasovni zˇig. Agencija z odgovorom posreduje zˇig uporab-
niku in ga sama ni dolzˇna hraniti. Preverjanje cˇasovnega zˇiga poteka na enak
nacˇin kot preverjanje podpisa, torej s certifikatom. Glavna pomanjkljivost
opisane sheme je, da ni mogocˇe zaznati zlorabe zasebnega kljucˇa. V idealnih
okoliˇscˇinah bi si zˇeleli, da storitev ne more ustvariti lazˇnega zˇiga, tudi cˇe bi
to hotel narediti zlonamerni vzdrzˇevalec.
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Potrebno je poudariti, da dokument RFC3161 ne dolocˇa nacˇina tran-
sporta/izmenjave zahtevkov in odgovorov. To pomeni, da je komunikacija
med uporabniki in agencijo odvisna od same implementacije. Omenimo ne-
kaj mozˇnih komunikacijskih protokolov, ki pridejo v posˇtev: SMTP (Simple
Mail Transfer Protocol), HTTP (Hypertext Transfer Protocol), FTP (File
Transfer Protokol).
3.3 Porazdeljeno zaupanje
Ena izmed izboljˇsav sheme, opisane v prejˇsnjem podpoglavju, je uporaba
porazdeljenega zaupanja (angl. distributed trust). Ideja je, da zahtevek
za podpis posˇljemo vecˇ strezˇnikom oziroma agencijam, ne samo eni. Sistem
je sestavljen iz mnozˇice neodvisnih strezˇnikov, ki omogocˇajo podpisovanje.
Uporabnik tako s pomocˇjo nakljucˇnega generatorja sˇtevil (angl. Random
Number Generator - RNG) izmed n strezˇnikov izbere k, katerim posˇlje zah-
tevek za zˇigosanje. Sˇtevilo mozˇnosti izbire k-tih agencij med n-timi je enako
binomskemu koeficientu
(
n
k
)
. Prednost taksˇnega decentraliziranega modela
je predvsem v tem, da ni odvisen od ene same agencije. Vecˇja izbira je dobra
tudi za preprecˇevanje napadov, ki zˇelijo ohromiti delovanje (angl. Denial of
Service - DoS). Ko uporabnik prejme cˇasovne zˇige, primerja cˇase njihovega
nastanka, ki se morajo ujemati oziroma biti v dolocˇenem cˇasovnem okviru.
Zanimivi sta tudi vprasˇanji, koliko strezˇnikov je potrebnih v sistemu in ko-
likim bi se moral poslati zahtevek. Mi ju bomo pustili ob strani, saj pri
nasˇi implementaciji nismo uporabili omenjene sheme. Podrobnejˇsa analiza
je predstavljena v [4]. Omenimo samo, da bi napadalec, ki bi zˇelel izdelati
lazˇen cˇasovni zˇig, moral pridobiti dostop do vecˇ strezˇnikov, kar je v praksi
izredno tezˇko. Poleg tega je podmnozˇica k strezˇnikov izbrana nakljucˇno in
tako je nemogocˇe predvideti, katerim strezˇnikom bodo poslani zahtevki.
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3.4 Verizˇenje zˇigov
Sledi predstavitev sheme za cˇasovno zˇigosanje, ki ne sloni na infrastrukturi
javnih kljucˇev. Gre za tako imenovano verizˇno zˇigosanje (angl. linked ti-
mestamping), kjer so zgostitve dokumentov oziroma zˇigi povezani med seboj.
Dodani so v podatkovno strukturo, iz katere je mogocˇe razbrati vrstni red
dodajanja zˇigov in kakrsˇno koli spreminjanje strukture je zaznano. Ena iz-
med taksˇnih podatkovnih struktur je linearna zgosˇcˇevalna veriga, prikazana
na sliki 3.3.
Slika 3.3: Zgosˇcˇevalna veriga
Potrebno je opozoriti, da beseda cˇasovni zˇig v tem kontekstu dobi drugacˇen
pomen. Digitalni podpis v tem primeru nadomestimo z zgostitvijo, ki je
rezultat zgosˇcˇevalne funkcije. Vsak posamezen zˇig je torej definiran kot Ln =
h(Ln−1|Hn|Meta − podatki), kjer h predstavlja zgosˇcˇevalno funkcijo, Ln−1
prejˇsnji zˇig, Hn zgostitev n-tega dokumenta, Meta − podatki pa vsebujejo
cˇas, zaporedno sˇtevilko zˇiga in druge informacije. Na tak nacˇin vsak naslednji
zˇig potrjuje tako prejˇsnjega kot tudi celotno verigo.
Postopek zˇigosanja, pri zgosˇcˇevalni verigi, se za uporabnika bistveno ne
spremeni. Tako kot pri ostalih shemah mora zgolj posredovati zgostitev do-
kumenta. Se pa razlikuje samo preverjanje zˇigov. Cˇe zˇelimo preveriti dolocˇen
zˇig v verigi, moramo ponovno izracˇunati vse zgostitve oziroma zˇige, dokler
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ne pridemo do zˇiga, kateremu zaupamo. V najslabsˇem primeru je to zadnji
zˇig, katerega smo ustvarili sami. Potreba po ponovnem izracˇunu verige je
namrecˇ nujna, saj se na ta nacˇin prepricˇamo, da le-ta ni bila spremenjena.
Zaradi kompleksnejˇsega preverjanja se pojavijo tri tezˇave:
1. Ker za preverjanje zˇigov potrebujemo celotno verigo, je v praksi ne-
sprejemljivo, da hranjenje zˇigov prepustimo uporabnikom. Podatki, ki
so dodani z zˇigom Ln, bodo potrjeni sˇele z naslednjim zˇigom, Ln+1.
Kateri zˇig naj torej hrani uporabnik, cˇigar podatki so vkljucˇeni v zˇig
Ln? Prav tako lahko pricˇakujemo, da se bo kaksˇen zˇig tudi izgubil, kar
bi pomenilo prekinjeno verigo in onemogocˇeno preverjanje.
2. Celotna veriga mora biti javno dostopna ter hkrati varno shranjena.
Potrebno je poudariti, da hranjenje podatkovne strukture na enem sa-
mem mestu ni ravno priporocˇljivo.
3. Preverjanje verige, v katero se je nekaj let vsakodnevno dodajalo vecˇ
sto ali celo tisocˇ zˇigov, je izredno pocˇasen proces. Odvisno je seveda
kje v verigi se zˇig nahaja, vendar v vsakem primeru velja asimptoticˇna
cˇasovna zahtevnost O(n), kjer je n sˇtevilo cˇlenov med preverjanim in
zaupanja vrednim zˇigom.
Problem pod 1. tocˇko smo dejansko zˇe resˇili, cˇe predpostavimo, da hranje-
nje verige ne bomo prepustili uporabnikom. Najvecˇja ranljivost opisanega
modela je torej sama podatkovna struktura (problem opisan pod 2. tocˇko).
Nanjo sta mozˇni dve vrsti napadov, cˇe izvzamemo napade na zgosˇcˇevalno
funkcijo, saj bi to pomenilo ranljivost tudi ostalih shem. Napada sta sledecˇa:
Unicˇenje verige
Gre predvsem za napad na slabo implementacijo storitve. Z nepoo-
blasˇcˇenim dostopom do podatkovne strukture bi jo lahko nekdo pokva-
ril ali pobrisal. Cˇe je za hranjenje odgovorna storitev, je najenostav-
nejˇsa zasˇcˇita zˇe redno ustvarjanje varnostnih kopij. Ta ukrep je nena-
zadnje nujen zˇe zaradi mozˇnosti mehanske ali tehnicˇne napake. Cˇe pa
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izguba kaksˇnega zˇiga ob omenjenem dogodku za nas ni sprejemljiva, je
potrebno verigo hraniti na vecˇ strezˇnikih, ki se med sabo sinhronizirajo.
Primer taksˇnega pristopa je veriga transakcij kriptovalute Bitcoin [14].
Zamenjava verige
Napadalec z dostopom do verige bi slednjo lahko spremenil tako, da
bi zamenjal njen zadnji del. Torej, ne vmesnih cˇlenov, ampak zadnjih
nekaj cˇlenov, saj tako veriga ostane veljavna. Taksˇen napad je zaznan
sˇele, ko bi nekdo zˇelel preveriti zˇig, ki je bil v odstranjenem/zame-
njanem delu verige. Ena izmed resˇitev je periodicˇno objavljanje zˇigov
v javnih medijih. Na primer, vsak teden v cˇasopisu objavimo zadnji
ustvarjen zˇig ali zgostitev celotne verige. Cˇe bi kdo spremenil cˇlene,
ki se nahajajo pred objavljenim zˇigom, se ta ne bi vecˇ ujemal. Zˇal sˇe
zmeraj obstaja mozˇnost, da nekdo zamenja zˇige zadnjega tedna, ki sˇe
niso bili potrjeni z objavo v mediju. Priporocˇeni so torej cˇim krajˇsi
intervali objavljanja. Druga resˇitev problema je zˇe prej omenjena de-
centralizacija podatkovne strukture. Ob sinhronizaciji med strezˇniki bi
bila sprememba oziroma neujemanje verige takoj zaznano.
Problem cˇasovne zahtevnosti, opisane pod tocˇko 3, se delno lahko izboljˇsa
zˇe z objavljanjem zˇigov v medijih, ki jih sˇtejemo za zaupanja vredne, in tako
skrajˇsamo dolzˇino verige, ki jo je treba ponovno izracˇunati. V praksi se zˇal
izkazˇe, da starejˇsi kot je zˇig, ki bi ga zˇeleli preveriti, manjˇsa je verjetnost, da
imamo na voljo cˇasopis iz tistega cˇasa. Na primer, za preverjanje zˇiga izpred
14 dni nam vcˇerajˇsnji cˇasopis ne prihrani prav veliko cˇasa. Za preverjanje
zˇiga izpred 3 let pa najbrzˇ nimamo tako starega cˇasopisa. Bolj ucˇinkovita
resˇitev je izboljˇsava podatkovne strukture.
Klasicˇen linearen seznam lahko nadgradimo tako, da zgostitve dokumen-
tov zdruzˇujemo preden jih dodamo v verigo. Na primer, zgostitvi dveh
razlicˇnih dokumetov zdruzˇimo tako, da iz njiju ponovno izracˇunamo zgo-
stitev ter le njo dodamo v verigo. Na ta nacˇin prepolovimo dolzˇino verige.
Seveda nismo omejeni z zdruzˇevanjem le dveh zgostitev. Z uporabo binar-
nih zgosˇcˇevalnih dreves (angl. binary hash tree), imenovanih tudi Merklova
3.4. VERIZˇENJE ZˇIGOV 25
drevesa, lahko zdruzˇimo vecˇje sˇtevilo zgostitev, v verigo pa dodamo le ko-
rensko vozliˇscˇe. Drevo je sestavljeno s pomocˇjo zgosˇcˇevalne funkcije. Li-
sti predstavljajo zgostitve dokumentov, vmesna vozliˇscˇa pa so izracˇunana
po principu h(leva − zgostitev|desna − zgostitev). Dejansko gre za kombi-
nacijo dveh struktur, ki ju uporabljamo na razlicˇnih nivojih, kot prikazuje
slika 3.4. Zdruzˇevanje zgostitev lahko poteka v cˇasovno dolocˇenih intervalih
ali je sˇtevilsko omejeno. Na primer, zdruzˇimo zgostitve, ki smo jih prejeli od
uporabnikov v dolocˇeni uri, ali cˇakamo, dokler ne prejmemo 100 zahtevkov za
zˇigosanje. Zˇal imata oba pristopa tezˇavo. Cˇe prejemamo premajhno kolicˇino
zahtevkov na izbran cˇasovni interval, pomeni, da struktura ni ucˇinkovita, saj
se lahko izrodi v klasicˇen linearen seznam. V drugem primeru, cˇe cˇakamo na
zadostno sˇtevilo zahtevkov, pa se lahko zgodi, da je cˇasovna razlika med pr-
vim in zadnjim prejetim zahtevkom v istem ciklu enostavno prevelika. Zelo
pomembna je torej izbira, kako pogosto se zgostitve grupira in dodaja v
verigo. Vecˇ o metodah zdruzˇevanja zgostitev v binarna drevesa si lahko pre-
berete v [5], [1] in [18].
Slika 3.4: Zdruzˇevanje zgostitev v ciklih
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Preskocˇni seznam (angl. skip list) je podatkovna struktura, ki za raz-
liko od linearnega/verizˇnega seznama vsebuje dodatne povezave med cˇleni.
Strukturo prikazuje slika 3.5, kjer v nasˇem primeru posamezen cˇlen pred-
stavlja zˇig. S povezovanjem vecˇ razlicˇno oddaljenih zˇigov izboljˇsamo hitrost
preverjanja. Ni vecˇ potrebno racˇunati vsakega zˇiga, ampak lahko izvajamo
vecˇje skoke med cˇleni. Z optimalnim povezovanjem zˇigov, ki omogocˇa prever-
janje po principu bisekcije, se cˇasovna zahtevnost zmanjˇsa na O(log2 n) [6] [3].
Namesto preskocˇnega seznama lahko uporabimo tudi binarno povezovalno ve-
rigo, predstavljeno v [7] in [8]. Gre za strukturo, zelo podobno preskocˇnemu
seznamu, ki med cˇleni prav tako ustvarja vecˇ povezav in jo lahko definira-
mo/opiˇsemo kot usmerjen aciklicˇen graf.
Slika 3.5: Preskocˇni seznam
Poglavje 4
Implementacija resˇitve
V tem poglavju je predstavljena zasnova nasˇe resˇitve, tehnicˇni opis imple-
mentacije ter podrobnejˇse delovanje storitve. Razlicˇne sheme storitve za
zˇigosanje, opisane v prejˇsnjem poglavju, se navadno izkljucˇujejo. Vendar to
ni nujno. Nekaj komercialnih storitev na spletu zˇe uporablja kombinacije
razlicˇnih shem. Za taksˇen pristop smo se odlocˇili tudi mi. Ena od shem, ki
smo jo uporabili, je TSA, definirana v standardu X.509. Slednji smo dodali
sˇe podatkovno strukturo, in sicer linearno zgosˇcˇevalno verigo. Sistem tako
omogocˇa dvojno vzporedno preverjanje cˇasovne umesˇcˇenosti dokumentov.
Najvecˇja pomanjkljivost modela, ki uporablja PKI je, da izdajanja lazˇnih
zˇigov ni mogocˇe zaznati. To poskusˇamo odpraviti z dodajanjem zgostitev v
verigo, ki je javno dostopna. Tako se lahko vsakdo prepricˇa, ali je morda kdaj
priˇslo do zlorabe, saj bi napadalec moral poleg lazˇnega podpisa spremeniti
tudi podatkovno strukturo. Cˇasovni zˇig, generiran z zasebnim kljucˇem, mora
hraniti uporabnik, zˇgosˇcˇevalno verigo pa hrani strezˇnik.
Za komunikacijski protokol smo se odlocˇili uporabiti HTTP. Z drugimi be-
sedami, uporabnik bo s storitvijo komuniciral preko spletnega uporabniˇskega
vmesnika (spletne strani). Razlogi za to so prakticˇne narave. Uporabniku ni
treba namesˇcˇati nobene dodatne programske opreme. Potreben je le brskal-
nik, kar omogocˇa enostavno uporabo, saj so ga ljudje navajeni. Prav tako se
nam ni treba ukvarjati s kompatibilnostjo na razlicˇnih operacijskih sistemih.
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Brskalnike imajo nenazadnje tudi pametni telefoni. Odlocˇili smo se, da sto-
ritev najprej implementiramo na testnem strezˇniku. Zˇelimo namrecˇ dodobra
stestirati delovanje, preden se zacˇne mnozˇicˇno uporabljati. Testna razlicˇica
je dostopna na spletnem naslovu http://tsa.vito.tk.
4.1 Uporabniˇski vmesnik
Spletna stran je zaradi prisotnosti tujih sˇtudentov na fakulteti v anglesˇkem
jeziku. Razdeljena je na tri podstrani oziroma zavihke: Create timestamp,
Verify ter Hashchain. Prvi dve podstrani sta vertikalno razdeljeni na dve
simetricˇni polovici. Na levi polovici se pri obeh nahaja enaka vsebina, in
sicer opis storitve ter navodila za uporabo.
Na podstrani Create timestamp, ki je obenem privzeta domacˇa stran, se na
desni polovici nahaja obrazec, s pomocˇjo katerega uporabnik posˇlje zahtevek
za zˇigosanje (slika 4.1). Na voljo ima dve mozˇnosti. S pomocˇjo izbirnega
okna lahko izbere katero koli datoteko, ki jo zˇeli zˇigosati, ali neposredno
vnese datotecˇno zgostitev, cˇe jo je izracˇunal sam.
Slika 4.1: Obrazec za izbiro datoteke.
Ob kliku na gumb Create Timestamp se podatki posˇljejo strezˇniku, ki
izvede zˇigosanje in odgovori, ali je le-to uspelo. Podrobnejˇsi opis procesa
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se nahaja v podpoglavju 4.3. Odgovor strezˇnika se prikazˇe v desnem spo-
dnjem kotu (slika 4.2). V primeru, da je zˇigosanje uspelo, se izpiˇsejo kljucˇni
podatki. Serial number, ki je zaporedna sˇtevilka zˇiga. Algoritmi, ki so bili
uporabljeni za izracˇun zgostitve in kreiranje zˇiga. Data predstavlja vrednost
datotecˇne zgostitve, Time stamp pa dejanski cˇas podpisa. Prav tako se pojavi
gumb Download timestamp token, s pomocˇjo katerega lahko uporabnik pre-
nese/shrani cˇasovni zˇig. Hramba zˇiga je obvezna, saj je potreben za kasnejˇse
preverjanje (predstavlja del dokaza). V primeru, da zˇigosanje ni uspelo, se
izpiˇse vzrok napake.
Slika 4.2: Odgovor cˇasovnega zˇigosanja
Na podstrani Verify, ki je namenjena preverjanju datoteke oziroma zgo-
stitve, se na desni polovici nahajata dva obrazca (slika 4.3). Prvi je identicˇen
tistemu na podstrani Create timestamp in ima tudi enako funkcijo. Uporab-
nik z njegovo pomocˇjo izbere datoteko, ki jo zˇeli preveriti. Drug obrazec je
namenjen posredovanju cˇasovnega zˇiga (TST). Ob kliku na gumb Verify Ti-
mestamp se strezˇniku posˇlje ukaz, naj preveri, ali se posredovana datotecˇna
zgostitev in cˇasovni zˇig ujemata in ali je bil zˇig podpisan z zasebnim kljucˇem
storitve. Ta proces je mozˇno izvesti tudi rocˇno, saj se na spletni strani nahaja
povezava do certifikata storitve. Prav tako strezˇnik preveri tudi zgosˇcˇevalno
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verigo in izpiˇse vse vnose, ki vsebujejo posredovano zgostitev.
Slika 4.3: Obrazec in odgovor preverjanja
Cˇe se zgostitev nahaja v zgosˇcˇevalni verigi, kot je prikazano na sliki 4.3,
to sˇe ni zadosten dokaz, da je veriga dejansko veljavna. Spomnimo se pod-
poglavja 3.4, kjer smo napisali, da je potrebno ponovno izracˇunati del verige
med preverjanim in zaupanja vrednim zˇigom. Temu je namenjena podstran
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Hashchain, kjer so izpisani vsi cˇleni verige. Preverjanje verige je zˇal potrebno
izvesti rocˇno, saj ne moremo predvideti, kateremu zˇigu preverjajocˇa oseba
zaupa. Za pomocˇ uporabniku je podana formula, po kateri lahko izracˇuna
posamezne cˇlene in rekonstruira verigo, ter povezava do spletne strani, ki
omogocˇa racˇunanje SHA-256 zgostitev.
Slika 4.4: Podstran Hashchain
4.2 Nastavitve strezˇnika
Na strezˇnik smo namestili operacijski sistem Ubuntu. Gre za Linux dis-
tribucijo, ki je bila izbrana zaradi razsˇirjenosti ter enostavne konfiguracije.
Za programsko opremo, ki skrbi za strezˇenje podatkov, smo izbrali Apache,
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saj podpira skriptni programski jezik PHP, v katerem smo napisali del nasˇe
resˇitve. Za ustvarjanje zˇigov z zasebnim kljucˇem smo uporabili knjizˇnico
OpenSSL, v podatkovni bazi MySQL pa hranimo zˇgosˇcˇevalno verigo. Vse
potrebne programske pakete smo namestili s sledecˇim ukazom:
sudo apt-get install apache2 libapache2-mod-php5 mysql-server
libapache2-mod-auth-mysql php5-mysql ntp openssl tmpreaper.
4.2.1 Nastavitve Apache
Apache velja za najbolj razsˇirjeno strezˇniˇsko programsko opremo. Nastavi-
tvene datoteke zanj se nahajajo v direktoriju /etc/apache2 in njegovih pod-
direktorijih (conf-available, sites-available, mods-available). Glav-
na nastavitvena datoteka je apache2.conf. Prikazovanje nasˇe strani smo
omogocˇili z naslednjimi koraki. V poddirektoriju sites-available smo na-
redili kopijo datoteke 000-default.conf, jo preimenovali v tsa.conf ter
ustrezno popravili njeno vsebino (zapis 4.1). Na koncu smo v ukazni lupini
izvedli ukaz sudo a2ensite tsa.
<VirtualHost *:80>
ServerName tsa.vito.tk
ServerAdmin vito.t@outlook.com
DocumentRoot /var/www/tsa
ErrorLog ${APACHE_LOG_DIR}/error.log
CustomLog ${APACHE_LOG_DIR}/access.log
ErrorDocument 404 /index.php
ErrorDocument 403 /index.php
<Directory /var/www/tsa>
Options FollowSymLinks
AllowOverride All
Require all granted
</Directory>
</VirtualHost>
Zapis 4.1: Vsebina datoteke tsa.conf
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Omenimo nalogi dveh pomembnih parametrov. ServerName dolocˇa, pod
katero domeno bo stran dostopna. Saj v primeru, da imamo na istem strezˇ-
niku vecˇ spletnih strani, Apache ponudi ustrezno. DocumentRoot definira, kje
na strezˇniku se vsebina nahaja. Kot se da razbrati iz zgornjega izpisa, smo
se odlocˇili vsebino shraniti v direktoriju /var/www/tsa. Struktura slednjega
je prikazana v nadaljevanju (zapis 4.2).
tsa
js
bootstrap.js
main.js
css
bootstrap.css
style.css
includes
functions.php
.htaccess
response
index.php
verify.php
hashchain.php
ajax.php
timestamper.cer
Zapis 4.2: Struktura direktorija tsa
Za varno delovanje strezˇnika je bilo potrebno prilagoditi sˇe nekaj nasta-
vitev. V datoteki security.conf smo spremenili vrednost parametra
ServerSignature na Off ter ServerTokens na vrednost Prod. S tem smo
izkljucˇili posˇiljanje/vkljucˇevanje informacij o operacijskem sistemu in pro-
gramski opremi v odgovore strezˇnika. Gre za preventivni ukrep, da potenci-
alnemu napadalcu posredujemo cˇim manj informacij o nasˇem sistemu in mu
tako otezˇimo delo ali ga celo odvrnemo od napada. Pomemben varnostni
ukrep je tudi pravilna nastavitev pravic nad datotekami. Zˇelimo namrecˇ, da
lahko datoteke ter direktorije bere, piˇse ali poganja le uporabnik, za kate-
rega je to nujno. Tako smo za celoten direktorij tsa kot lastnika nastavili
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administratorja, kateremu smo dodelili vse pravice. Za skupino smo dolocˇili
www-data, v kateri je istoimenski uporabnik in je namenjen programu Apa-
che. Slednji ima le pravice za branje. Ostali uporabniki do direktorija tsa
nimajo dostopa (zapis 4.3).
owner: administrator
group: www-data
directories: drwx r-x ---
files: -rw- r-- ---
Zapis 4.3: Politika pravic v direkotiju tsa
Izjema je poddirektorij response, v katerem uporabnik www-data ustvarja
cˇasovne zˇige, zato potrebuje pravico pisanja. Za redno cˇiˇscˇenje omenje-
nega direktorija smo uporabili orodje tmpreaper, ki pocˇisti zˇige, starejˇse
od ene ure. Skripto, ki izvede cˇiˇscˇenje, smo enostavno dodali v direktorij
/etc/cron.hourly/tmpreaper.
4.2.2 Nastavitve MySQL in PHP
Nastavitev tolmacˇa za jezik PHP (v datoteki php.ini) nismo spreminjali,
saj zˇe privzeto deluje v nacˇinu production. Prav tako nismo spreminjali
nastavitev programske opreme MySQL, ki se nahajajo v datoteki my.cnf.
Potrebno je bilo ustvariti podatkovno bazo ter tabelo, v katero se shranjuje
zgosˇcˇevalna veriga. To smo izvedli s pomocˇjo ukazne lupine in orodjem mysql,
kamor smo z uporabnikom root vnesli naslednje ukaze:
create database tsa;
use tsa;
create table hashchain (
serial INT NOT NULL AUTO_INCREMENT PRIMARY KEY,
time VARCHAR NOT NULL
hash VARCHAR(64) NOT NULL,
previous_stamp VARCHAR(64) NOT NULL,
stamp VARCHAR(64) NOT NULL,
);.
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Nato sledijo sˇe ukazi za kreiranje uporabnika, preko katerega bo z bazo upra-
vljal Apache. Dodelili smo mu le tri osnovne pravice. V primeru zlorabe s
tem uporabnikom ni mogocˇe spremeniti ali izbrisati zgosˇcˇevalne verige.
GRANT SELECT, INSERT, LOCK TABLES ON tsa.* TO
’www-data’@’localhost’ IDENTIFIED BY ’password’;
flush privileges;.
Ker se v direktoriju includes nahajajo obcˇutljive informacije, med dru-
gim tudi geslo za zgoraj kreiranega uporabnika, smo vanj dodali datoteko
.htaccess. Z vsebino deny from all smo tako preprecˇili dostop do omenje-
nega direktorija. Datoteke .htaccess nam namrecˇ omogocˇajo natancˇnejˇse
nastavitve znotraj posameznega direktorija in prevladajo nad globalnimi na-
stavitvami.
4.2.3 Nastavitve OpenSSL
OpenSSL je odprtokodna knjizˇnica, ki implementira protokola SSL in TLS
kot tudi glavne kriptosisteme. Za nas najpomembnejˇsi ukaz orodja openssl
je ts, s pomocˇjo katerega lahko ustvarjamo zahtevke za zˇigosanje ter zˇige po
standardu X.509. V nastavitveni datoteki openssl.cnf je mozˇno definirati
razlicˇne parametre, ki bodo uporabljeni pri generiranju zˇigov (zapis 4.4).
[ tsa ]
default_tsa = tsa_config
[ tsa_config ]
dir = /etc/ssl/tsa
serial = $dir/serial
crypto_device = builtin
signer_cert = $dir/tsa.crt
certs = $dir/caroot.crt
signer_key = $dir/tsa.key
default_policy = tsa_policy1
digests = sha256
accuracy = secs:1, millisecs:500, microsecs:100
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clock_precision_digits = 0
ordering = yes
tsa_name = yes
ess_cert_id_chain = no
Zapis 4.4: Vsebina datoteke openssl.cnf
Za ustvarjanje zˇigov smo uporabili 2048 bitov dolge kljucˇe RSA, ki bodo,
glede na porocˇilo organizacije NIST [16], varni sˇe vsaj nekaj let. Certifikat
storitve smo overili za nadaljnjih 5 let.
4.2.4 Pametne kartice
Pri vsaki uporabi zasebnih kljucˇev je najbolj pomembno njihovo varovanje.
Namesto hranjenja kljucˇev na strezˇniku se pri sistemih, ki slonijo na PKI,
uporabljajo izkljucˇno temu namenjene naprave HSM (Hardware Security Mo-
dul). Taksˇne naprave ponujajo varno generiranje in hranjenje kljucˇev, hitro
izvajajo kriptografske operacije ter podpirajo dodatne napredne varnostne
mehanizme. V situacijah, kot je osebna uporaba in manjˇsi sistemi, kjer ne
potrebujemo visoke zmogljivosti, zadostujejo pametne kartice [2], ki sluzˇijo
istemu namenu.
Od pasivnih (spominskih) kartic, ki se uporabljajo predvsem za hranjenje
podatkov in vsebujejo le pomnilniˇske cˇipe, se pametne kartice razlikujejo
v tem, da imajo lasten procesor. Gre za popolnoma samostojno napravo,
lahko bi ji rekli tudi mikroracˇunalnik. Glavna prednost lastnega procesorja
je, da omejuje dostop do podatkov na pomnilniku in zmore izvajati kripto-
grafske operacije. Na kartici je tako mogocˇe generirati pare kljucˇev, zasebni
kljucˇ pa je shranjen v delu pomnilnika, do katerega ima dostop le procesor.
Komunikacija s kartico poteka preko cˇitalca, uporabnik pa mora za avtenti-
kacijo navadno vnesti osebno identifikacijsko sˇtevilko (Personal Identification
Number - PIN). Vecˇ o razvoju kartic si lahko preberete v [13].
Pametne kartice je mozˇno uporabiti tudi v povezavi s knjizˇnico OpenSSL.
Potrebno je namestiti modul engine pkcs11, ki je del projekta OpenSC
in omogocˇa komunikacijo s kartico. Prav tako moramo ustrezno dopolniti
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nastavitveno datoteko openssl.cnf (zapis 4.5).
engines = engine_section
[engine_section]
pkcs11 = pkcs11_section
[pkcs11_section]
engine_id = pkcs11
dynamic_path = /usr/lib/engines/engine_pkcs11.so
MODULE_PATH = /usr/lib/opensc-pkcs11.so
PIN = ****
init = 0
Zapis 4.5: Dodatna vsebina datoteke openssl.cnf
4.2.5 Vir cˇasa
V diplomskem delu do zdaj sˇe ni bilo prav dosti napisano o zagotavljanju
tocˇnega cˇasa. Ne smemo pozabiti nanj, saj je brez preciznega cˇasa zˇigosanje
nesmiselno. V definiciji protokola TSA je zˇe bilo omenjeno, da je potreben
zaupanja vreden vir cˇasa. Najnatancˇneje cˇas merijo atomske ure, ki slonijo
na merjenju frekvence resonancˇnega prehoda elektronov dolocˇenih atomov.
Taksˇne ure so predrage, da bi si jih lahko privosˇcˇili za posamezno stori-
tev. Zato obratujejo kot neke vrste cˇasovne postaje in ponujajo tocˇen cˇas
preko razlicˇnih komunikacijskih kanalov. Sinhronizacijo ure preko interneta
omogocˇa protokol NTP (Network Time Protocol)[11], katerega smo uporabili
tudi mi, saj je konfiguracija najenostavnejˇsa.
Protokol deluje tako, da nasˇ strezˇnik posˇlje zahtevek enemu ali vecˇ cˇasovnim
strezˇnikom. Ko prejme informacijo o cˇasu, izracˇuna povprecˇno vrednost ter
uposˇteva cˇasovni zamik zaradi komunikacije med strezˇniki. Lokalni/sistemski
cˇas nato ustrezno popravi. Ker komunikacija poteka preko protokola UDP,
zaradi cˇim manjˇse zakasnitve, to omogocˇa napadalcu modifikacijo paketov.
Da ne bi priˇslo do zlorabe, protokol dopusˇcˇa le zelo majhne spremembe sis-
temske ure. V primeru vecˇjega odstopanja bi se napacˇen cˇas nenazadnje
opazil tudi v zgosˇcˇevalni verigi. Prav tako je za pridobitev cˇasa smotrno
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uporabljati vecˇ strezˇnikov zaradi vecˇje zanesljivosti. Naslove strezˇnikov, od
katerih bi zˇeleli prejemati informacijo o cˇasu, vnesemo v nastavitveno dato-
teko /etc/ntp.conf. Mi smo se odlocˇili za uporabo sˇtirih strezˇnikov izmed
trenutno dvajsetih [21], kolikor se jih nahaja v Sloveniji. Za definiranje le-teh
smo uporabili t. i. strezˇniˇski bazen, iz katerega so strezˇniki vsakicˇ nakljucˇno
izbrani iz celotne mnozˇice. V nasˇem primeru gre za izbiro sˇtirih iz bazena
si.pool.ntp.org.
4.3 Delovanje in programska koda
4.3.1 Spletni vmesnik
Za oblikovanje spletne strani smo si pomagali z ogrodjem Bootstrap. Olajˇsa
namrecˇ delo s HTML, CSS in JavaScript jeziki, kar pripomore k hitrejˇsi iz-
delavi spletnega vmesnika. Podpira tudi t. i. odziven dizajn, ki poskrbi, da
spletna stran ohranja strukturo na razlicˇnih elektronskih napravah. Za ele-
gantnejˇso komunikacijo s strezˇnikom smo uporabili tehnologijo AJAX (Asyn-
chronous JavaScript and XML), ki omogocˇa osvezˇevanje in prikazovanje nove
vsebine brez potrebe nalaganja celotne spletne strani.
function form_submit(action, hash){
var formData = new FormData();
formData.append("action", action);
formData.append("hash", hash);
if (action == "verify"){
var file = $jq("#token").files[0];
formData.append("token", file);
}
$jq.ajax({
url: "ajax.php",
type: "POST",
data : formData,
processData: false,
contentType: false,
success : function(data){
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$jq(".response").html(data);
}
});
}
function calculate_hash(){
var file = $jq("#files").files[0];
var reader = new FileReader();
reader.onloadend = function(evt){
if (evt.target.readyState == FileReader.DONE){
var sha256 = CryptoJS.algo.SHA256.create();
sha256.update(CryptoJS.parse(evt.target.result));
form_submit(action, sha256.finalize());
}
};
reader.readAsBinaryString(file);
}
Zapis 4.6: Del kode JavaScript
Ker na spletni strani za zˇigosanje in preverjanje uporabljamo isti obrazec, se
tudi ob kliku na gumba Create Timestamp ali Verify Timestamp v ozadju
sprozˇi enak proces. V primeru, da je uporabnik v obrazcu izbral datoteko, se
s pomocˇjo knjizˇnice CryptoJS lokalno izracˇuna njena zgostitev. Strezˇniku se
nato posˇlje zahtevek POST. Vsebuje parameter hash z vrednostjo zgostitve
ter parameter action, ki ima lahko vrednost stamp ali verify. Cˇe gre za
proces preverjanja, se zahtevku POST pripne sˇe datoteka s cˇasovnim zˇigom.
Osrednji funkciji opisanega procesa sta prikazani v zapisu 4.6.
4.3.2 Postopek zˇigosanja
Kot zˇe omenjeno, smo za procesiranje zahtevkov na strezˇniku uporabili je-
zik PHP. Ob prejetem zahtevku se najprej preveri vrednosti parametrov. Ne
zˇelimo namrecˇ, da nekdo posˇlje vrinjeno programsko kodo, ki bi se lahko izve-
dla. Prav tako se dodatno preveri sˇe veljavnost zgostitve. S pomocˇjo knjizˇnice
OpenSSL se nato generira zahtevek za zˇigosanje in ustvari zˇig (TST). Da ne
bi priˇslo do zmesˇnjave, imenujmo zˇig, ustvarjen z zasebnim kljucˇem pri-
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marni zˇig. Funkcije, ki poskrbijo za kreiranje primarnega zˇiga, so prikazane
v nadaljevanju (zapis 4.7).
function filterInput($data){
return htmlspecialchars(stripslashes(trim($data)));
}
function validateHash($hash){
if (strlen($hash) !== 64 || !ctype_xdigit($hash))
throw new Exception("Invalid hash.");
return $hash;
}
function createRequest($hash){
$requestfile = createTempFile();
exec("openssl ts -query -digest ".$hash." -cert -sha256 -out ".
$requestfile);
return $requestfile;
}
function createResponse($requestfile){
if (!file_exists($requestfile))
throw new Exception("Requestfile not found");
$responsefile = createTempFile();
exec("openssl ts -reply -config /etc/ssl/openssl.cnf -queryfile "
$requestfile." -out "$responsefile);
return $responsefile;
}
Zapis 4.7: Prvi del kode PHP namenjene zˇigosanju
Sledi drugi del zˇigosanja, dodajanje novega cˇlena v zgosˇcˇevalno verigo. Zˇig,
ustvarjen na podlagi zgostitve, poimenujmo sekundarni zˇig. Iz podatkovne
tabele hashchain se najprej prebere zadnji dodani zˇig. Slednjega skupaj s
podatki iz primarnega zˇiga uporabimo za izracˇun novega sekundarnega zˇiga.
Tudi tukaj se uporabi zgosˇcˇevana funkcija SHA-256. V podatkovno tabelo
se doda vnos z naslednjimi atributi: serijska sˇtevilka, cˇas, zgostitev
dokumenta, prejsˇnji zˇig, zˇig. Ker je novonastali zˇig odvisen od vredno-
sti zadnjega v podatkovni tabeli, je treba pred poizvedbo tabelo zakleniti.
V nasprotnem primeru bi se zaradi vecˇnitnega delovanja programa Apache
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lahko pojavilo tvegano stanje (angl. race condition). Omenjeni pojav bi na-
stopil, cˇe bi vecˇ procesov zˇigosanja istocˇasno dostopalo do podatkovne baze
in uporabilo isto vrednost prejˇsnjega zˇiga, kar je seveda narobe. Osrednji del
programske kode je prikazan v zapisu 4.8.
function insertTS($db, $time, $hash, $previous_stamp, $stamp){
$statement = $db->prepare("INSERT INTO hashchain (time, hash,
previousstamp, stamp) VALUES (?, ?, ?, ?)");
$statement->bind_param(’ssss’, $time, $hash, $previous_stamp, $stamp);
$statement->execute();
}
function getLastTS($db){
$stamp ="";
$statement = $db->prepare("SELECT stamp FROM hashchain ORDER BY serial
DESC LIMIT 1");
$statement->execute();
$statement->bind_result($stamp);
$statement->fetch();
return $stamp;
}
$db = new mysqli("localhost", "www-data", $password, "tsa");
$db->query("LOCK TABLES hashchain WRITE");
$previousstamp = getLastTS($db);
$stamp = hash("sha256", $serial.$time.$hash.$previousstamp);
insertTS($db, $time, $hash, $previousstamp, $stamp);
$db->query("UNLOCK TABLES");
$db->close();
Zapis 4.8: Drugi del kode PHP namenjene zˇigosanju
4.3.3 Postopek preverjanja
Tudi pri postopku preverjanja se najprej preveri vrednosti parametrov zah-
tevka POST. Parameter action mora imeti vrednost verify, zgostitev pa pra-
vilno dolzˇino in vsebovati le heksadecimalne znake. Prav tako se preveri
posredovano datoteko, ki vsebuje primarni zˇig. Biti mora ustrezne veliko-
sti ter imeti koncˇnico .tsr. Sledi postopek preverjanja primarnega zˇiga s
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pomocˇjo knjizˇnice OpenSSL. Ujemati se mora zgostitev dokumenta in digi-
talni podpis, s katerim je bil zˇig ustvarjen. Nato se v podatkovni tabeli poiˇscˇe
vse vnose (sekundarne zˇige), ki vsebujejo posredovano zgostitev. Slednji se
izpiˇsejo uporabniku, da lahko rocˇno izvede drug del preverjanja (rekonstruk-
cijo verige). Sledi prikaz programske kode za proces preverjanja (zapis 4.9).
function uploadToken($file){
$tokenfile = "/var/www/tsa/response/" . basename($file["name"]);
if(validateToken($file)){
move_uploaded_file($file["tmp_name"], $tokenfile)
}
return $tokenfile;
}
function verifyToken($hash, $tokenfile){
$tsa_cert = "/var/www/tsa/timestamper.cer";
$cmd = "openssl ts -verify -digest ".$hash." -in ".$tokenfile." -
CAfile ".$tsa_cert;
$retarray = array();
exec($cmd, $retarray);
if(strtolower(trim($retarray[0])) != "verification: ok"){
throw new Exception("Verification failed.");
}
return true;
}
$db = new mysqli("localhost", "www-data", $password, "tsa");
$result = array();
$statement = $db->prepare("SELECT * FROM hashchain WHERE hash = ? ORDER BY
serial DESC");
$statement->bind_param(’s’, $hash);
$statement->execute();
$statement->bind_result($result[0], $result[1], $result[2], $result[3],
$result[4]);
while($statement->fetch()){
printEntry($result[0], $result[1]);
}
$db->close();
Zapis 4.9: Del kode PHP namenjene preverjanju zˇiga
Poglavje 5
Zakljucˇek
V okviru diplomskega dela smo razvili delujocˇo storitev cˇasovni zˇig. Teme-
lji na dveh razlicˇnih shemah zaupanja, ki dopolnjujeta slabosti drug druge.
Podpisovanje zgostitev dokumentov z zasebnim kljucˇem smo podkrepili z
dodajanjem zgostitev v zgosˇcˇevalno verigo, ki je javno dostopna. Velik del
pozornosti smo namenili strezˇniˇskim nastavitvam za varno delovanje. Za
komunikacijo s storitvijo smo implementirali spletni uporabniˇski vmesnik,
kar omogocˇa enostavno uporabo. Ciljna skupina uporabnikov so namrecˇ
sˇtudentje fakultete.
Med razvojem storitve smo priˇsli do ugotovitve, da je postavitev varnega
racˇunalniˇskega sistema izredno kompleksen problem. Ogromno je podrocˇij,
na katera je treba biti pozoren, saj v primeru odpovedi enega izmed njih
postane ranljiv celoten sistem. Varnosti se je torej treba lotiti sistematicˇno.
Potrebno je zagotoviti, da kriptosistemi slonijo na preverjeni matematicˇni
podlagi. Algoritme in programe je nato treba pravilno implemetirati. Ker
to pocˇnemo ljudje, se razumljivo pojavljajo napake. V veliki vecˇini je ravno
programska koda najˇsibkejˇsi cˇlen varnosti, kjer se odkrije najvecˇ ranljivo-
sti. Preverjanje, pregledovanje in posodobitev programske opreme je tako
kljucˇnega pomena. Ne smemo pozabiti niti na fizicˇno varnost in nadzor in-
frastrukture, na kateri tecˇejo aplikacije.
Pred sˇirsˇo uporabo nasˇe storitve bo potrebno resˇiti sˇe nekaj odprtih pro-
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blemov. Strezˇnik, na katerem bo tekla nasˇa aplikacija mora biti v temu
namenjenem prostoru z omejenim dostopom. Poskrbeti bo treba za redno
izdelovanje varnostnih kopij ter vpeljati mehanizme za preprecˇitev napadov
DoS. Prav tako ne smemo pozabiti na redno objavljanje cˇlenov zgosˇcˇevalne
verige v javnem mediju. Za slednjega bi lahko uporabili revijo FRIK, ki jo
izdajajo sˇtudentje fakultete.
Cˇeprav je cˇasovno zˇigosanje zˇe poznan proces, ima kljub temu sˇe ogromen
potencial za vrsto razlicˇnih namenov uporabe, predvsem v vecˇjih sistemih
in organizacijah. Lahko bi ga vpeljali v razlicˇne drzˇavne ustanove, kot je
na primer zdravstvo (za belezˇenje cˇakalnih vrst) ali sodstvo (za zˇigosanje
vseh vrst dokumentov). Cˇe domiˇsljiji pustimo prosto pot, bi podatkovno
strukturo lahko uporabljali kot javni globalni dnevnik spleta. Vanjo bi se
namrecˇ belezˇilo vse dogodke/aktivnosti na spletu.
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