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Atualmente, o maior desafio no desenvolvimento de software e´ referente a` portabilidade
das aplicac¸o˜es para as va´rias plataformas dispon´ıveis, especialmente pela crescente hetero-
geneidade nos componentes de hardware, de middleware e de software base.
O desenho de modelos abstratos de software e´ uma das formas mais elegantes e eficientes
para solucionar este desafio. A Model-Driven Software Engineering (MDSE) e´ uma meto-
dologia de desenvolvimento em que os modelos sa˜o chave em todo o ciclo de vida do projeto,
desde a captura de requisitos, passando pelas fases de modelac¸a˜o e desenvolvimento, e por
fim nos processos de teste e instalac¸a˜o.
O objetivo prima´rio desta dissertac¸a˜o foca-se na construc¸a˜o de uma ferramenta, o MDA
SMART, capaz de interpretar modelos abstratos de software, parametriza´veis, e de gerar
automaticamente co´digo fonte para va´rias plataformas. A ferramenta, caracterizada por
uma arquitetura robusta e extens´ıvel, e´ idealizada para permitir a manipulac¸a˜o de modelos
de forma a´gil, para ser modular o suficiente para integrar novos perfis meta-modelo e para
escalar eficientemente para novas plataformas.
O MDA SMART resulta da articulac¸a˜o de uma Domain-Specific Language (DSL) para a
gesta˜o dos meta-modelos e consequentes processos de transformac¸a˜o. Na utilizac¸a˜o da
DSL sa˜o obtidos processos de transformac¸a˜o rigorosos, com elevado desempenho e que
visam maximizar a consisteˆncia e portabilidade dos modelos atrave´s de medidas ajustadas
a destoarem a heterogeneidade entre as plataformas. Adicionalmente, a ferramenta visa
compatibilizar os modelos de lo´gica de nego´cio com os referentes a`s interfaces gra´ficas
que, conjugados, va˜o permitir a obtenc¸a˜o de modelos e co´digo fonte com alto n´ıvel de
consisteˆncia e completude.
Palavras-chave: Model-Driven Software Engineering; Domain-Specific Language; Trans-
formac¸a˜o de Modelos; Gerac¸a˜o Automa´tica de Co´digo Fonte; Gerac¸a˜o de Co´digo Porta´vel;
vi
Abstract
The current problem of software development stays on solutions portability for the ris-
ing number of platforms. This happens because the hardware high speed evolution, as
well as middleware and base software has become more complete, efficient, and in more
standardized ways.
To port a software product for many platforms it demands the use of several technical
specifications, such as wireless connections, advanced electronics, and the internet. Using
a model-driven approach it is possible to reuse software solutions between different targets,
since models are not affected by the platform diversity and its evolution. The Model-Driven
Software Engineering (MDSE) is a development methodology where models are the key for
all project lifecycle, from requisites gathering, through modeling and development stage,
as well as on testing.
This dissertation reports on a tool, the MDA SMART, which is highly parameterizable
and driven to support Model-2-Model and Model-2-Code transformations. Also, instead
of using a predefined technology, the tool was built to be scalable and extensible for many
different targets. The tool core is based on a Domain-Specific Language (DSL) definition
to ensure models consistency and transformations. With a DSL approach it is possible to
achieve rigorous and high performance transformations procedures.
Unlike other tools, this tool is targeted to ensure the models consistency and to provide
high independency between abstraction layers, maximizing the source code correctness and
portability. The ultimate objective is to support other model-driven frameworks on MDA
SMART. Here, to make compatible logic models with interface models and generate new
models and source code at higher level of completion and consistency.
Keywords: Model-Driven Software Engineering; Domain-Specific Language; Model Trans-
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Cap´ıtulo 1
Introduc¸a˜o
Not everything that counts can be counted, and not
everything that can be counted counts.
Albert Einstein
1.1 Enquadramento
Atualmente a evoluc¸a˜o tecnolo´gica acontece a uma velocidade vertiginosa, quer a n´ıvel
de hardware ou de software. O hardware esta´ cada vez mais pequeno e poderoso, e o
software cada vez mais completo, com melhores indicadores de usabilidade, e mais padro-
nizado. Por detra´s deste desenvolvimento encontram-se as metodologias utilizadas, cada
vez mais precisas e mais produtivas e que conferem ao produto final melhor desempenho,
menor custo de produc¸a˜o, mais durabilidade, e melhor interoperabilidade.
Este desenvolvimento conduz-nos, inevitavelmente, a` proliferac¸a˜o de plataformas e tec-
nologias. Constantemente surgem novas plataformas com funcionalidades e desempenhos
melhorados e que impo˜e cada vez mais restric¸o˜es a` portabilidade de um produto de soft-
ware. Deste modo, portar um pacote de software para novas plataformas acarreta custos
temporais e moneta´rios para o produtor.
O desenvolvimento de software atrave´s de modelos permite-nos ultrapassar na˜o so´ a
atual proliferac¸a˜o de plataformas, bem como permite oferecer portabilidade ao software
tanto para atuais plataformas como para as que possam surgir no futuro.
A Model-Driven Architecture (MDA), proposta em 2001 pela Object Management
Group (OMG), representa um conjunto de paraˆmetros para o desenvolvimento de software,
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que visa minimizar o tempo e o custo de todo o projeto. E´ uma aproximac¸a˜o baseada em
modelos, em que estes sa˜o a chave de todo o processo de desenvolvimento, nomeadamente
na captura de requisitos, no desenho e desenvolvimento, nos testes e na manutenc¸a˜o. A
MDA permite separar o comportamento do sistema dos detalhes de implementac¸a˜o, man-
tendo um mapeamento consistente entre partes.
A concec¸a˜o de software baseado na MDA comec¸a nos modelos mais abstratos, extra´ıdos
na definic¸a˜o do problema. Gradual e automaticamente, os modelos sa˜o refinados para
modelos mais espec´ıficos, ate´ que seja conseguido o co´digo fonte. A transic¸a˜o entre modelos
e´ garantida atrave´s de um conjunto de regras bem definidas. Utilizando as ferramentas
certas, e´ poss´ıvel conseguir a gerac¸a˜o automa´tica de co´digo fonte a partir de modelos
abstratos de software.
O propo´sito da dissertac¸a˜o e´ o desenvolvimento de uma ferramenta para a gerac¸a˜o de
co´digo porta´vel, sendo esta suportada pelos princ´ıpios da Model-Driven Architecture. A
ideia e´ que a ferramenta seja disponibilizada para utilizac¸a˜o nas atividades da unidade
de especializac¸a˜o em Engenharia de Aplicac¸o˜es, onde metodicamente sa˜o trabalhados os
princ´ıpios de desenvolvimento de software abstrato, e onde existe a oportunidade de de-
senvolver uma nova ferramenta para acompanhar essas mesmas atividades.
1.2 Motivac¸a˜o
A visibilidade de um produto de software tem relac¸a˜o direta com a quantidade e o
nu´mero de plataformas em que opera. A escrita de co´digo porta´vel para va´rias platafor-
mas e´ a soluc¸a˜o mais usual para conseguir este resultado, a` semelhanc¸a do que acontece
na escrita de aplicac¸o˜es em tecnologia Java. Apesar desta portabilidade, nem todas as pla-
taformas sa˜o capazes de correr Java, e nem sempre uma aplicac¸a˜o escrita nesta linguagem
tem o mesmo comportamento e desempenho de plataforma para plataforma [Lind 11].
Com o aparecimento das novas plataformas emergentes, como por exemplo o Android,
torna-se requisito essencial para um pacote de software ser escrito em va´rias linguagens.
Numa abordagem model-driven, este conceito equivale a` implementac¸a˜o de va´rios modelos
Platform Specific Model (PSM) para um dado modelo Platform Independent Model (PIM),
representando, portanto, um custo bastante acrescido para que seja escrita cada uma das
aplicac¸o˜es em va´rias linguagens, na manutenc¸a˜o das va´rias configurac¸o˜es e mesmo, ate´, ter
va´rias equipas de desenvolvimento qualificadas nas va´rias plataformas.
O desenvolvimento de uma ferramenta capaz de interpretar o desenho conceptual de
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um produto e gerar a sua implementac¸a˜o para va´rias plataformas, dado que o esforc¸o de
gerar para N plataformas e´ aproximadamente igual ao esforc¸o de gerar para uma, e´ subs-
tancialmente atrativa, se na˜o obrigato´ria, para qualquer gestor de projeto. Especialmente
se o objetivo e´ impulsionar a introduc¸a˜o de um novo produto no mercado.
Destacam-se, de seguida, alguns dos pontos mais fortes que uma ferramenta com estas
caracter´ısticas pode providenciar a qualquer projeto:
1. O tempo e o esforc¸o de desenvolver N implementac¸o˜es (N plataformas e/ou con-
figurac¸o˜es diferentes) devem aproximar-se aos mesmos de desenvolver uma u´nica
implementac¸a˜o;
2. Testar a mesma soluc¸a˜o em distintas configurac¸o˜es permite encontrar falhas, ou algum
tipo de problema, que podera´ apenas ser vis´ıvel em algumas configurac¸o˜es. Esta
mais-valia surge em consequeˆncia da funcionalidade anterior;
3. Aquando do aparecimento de novas plataformas e/ou tecnologias, na generalidade dos
casos, apenas existe o custo de dotar a ferramenta de meios para gerar o co´digo para
essa mesma configurac¸a˜o. Assim, a maioria das soluc¸o˜es que tenham sido geradas
anteriormente a` u´ltima versa˜o da ferramenta podem tambe´m ser geradas para as
novas funcionalidades que a ferramenta adquiriu posteriormente. Deste modo, a
expansibilidade de uma aplicac¸a˜o que tenha sido constru´ıda e gerada na ferramenta
e´ maximizada para um maior per´ıodo de tempo;
4. Permite democratizar o processo de desenvolvimento de software, na˜o so´ por su-
portar o desenvolvimento simultaˆneo para va´rias plataformas, mas tambe´m porque
possibilita ao developer desenvolver na linguagem que lhe seja mais conforta´vel;
5. De uma forma simples, elegante e eficiente, permite ultrapassar os problemas da
multiplataforma, da fragmentac¸a˜o, e do multi-ecra˜;
6. Elimina as tarefas repetitivas no desenvolvimento de co´digo, tal como acontece na
implementac¸a˜o das operac¸o˜es Create-Read-Update-Delete (CRUD) relativas a`s enti-
dades presentes no domı´nio do problema. Para ale´m disto, reduz a taxa de erros no
processo de codificac¸a˜o, pois, por vezes, quanto mais trivial e repetitiva e´ a tarefa,
mais facilmente o developer comete erros;
7. Ao separar a especificidade de implementac¸a˜o, da lo´gica de nego´cio, o developer
concentra-se exclusivamente nos modelos e na qualidade do produto. Deste modo, a
energia gasta pelo developer e´ metodicamente direcionada para o desenvolvimento e
para a melhoria iterativa dos modelos;
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8. Permite a integrac¸a˜o de me´todos formais para verificac¸a˜o de modelos (model-cheking).
Assim, e´ poss´ıvel comprovar o comportamento de uma soluc¸a˜o de software, em etapas
do projeto muito anteriores a` implementac¸a˜o do produto.
1.3 Objetivos
O principal objetivo da dissertac¸a˜o e´ a implementac¸a˜o de uma ferramenta cross-platform
para a concec¸a˜o de software atrave´s de metodologias orientadas ao desenvolvimento por
modelos. Para isso, sera´ necessa´rio identificar um conjunto bem definido de requisitos,
conceitos e mecanismos que podem, no seu conjunto, ser utilizados para o processo de
transformac¸a˜o de modelos conceptuais PIM em modelos espec´ıficos PSM, e, consecutiva-
mente, a gerac¸a˜o automa´tica do co´digo fonte para va´rias plataformas.
De seguida, e de forma detalhada, sa˜o descritos cada um dos objetivos da dissertac¸a˜o:
• Identificar as implicac¸o˜es da especificidade do hardware na implementac¸a˜o de uma
soluc¸a˜o de software. Deve ser feito um levantamento relativo aos mecanismos utili-
zados para conceder independeˆncia ao software da plataforma de destino e como e´
que este pode ser eficientemente portado para uma ou mais plataformas;
• Deve ser evidenciada a concec¸a˜o de software atrave´s de modelos de software. Mais
especificamente, saber quais as vantagens de utilizar modelos, qual a durabilidade
e validade de um modelo ao longo do tempo, quais os me´todos utilizados para a
derivac¸a˜o de co´digo fonte, e por fim, qual o suporte de uma metodologia Model-
Driven Development (MDD) para uma ferramenta cross-platform;
• Fazer o levantamento da natureza de uma ferramenta cross-platform e em que domı´-
nios sa˜o atualmente utilizadas, nomeadamente para que tipo de desenvolvimento de
aplicac¸o˜es;
• Construc¸a˜o de um proto´tipo vertical de uma ferramenta model-driven. O proto´tipo
deve ser constitu´ıdo por um editor de modelos, um gestor para persisteˆncia local
de modelos e va´rios mecanismos para a gerac¸a˜o de co´digo fonte e respetiva docu-
mentac¸a˜o. O esqueleto do proto´tipo deve ser constru´ıdo sobre a MDA e deve ser
exaustivamente documentado;
• Desenvolvimento de um gestor para a persisteˆncia local de projetos e de modelos
abstratos de software. A interoperabilidade dos modelos deve ser mantida com fer-
ramentas Computer-Aided Software Engineering (CASE) externas;
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• Desenvolver mecanismos para a gerac¸a˜o de co´digo fonte a partir de modelos es-
pec´ıficos (modelos PSM) para uma ou mais plataformas. Estes mecanismos devem
ser modulares para que possam ser replicados incrementalmente para novas platafor-
mas na˜o inclu´ıdas por omissa˜o. De raiz, deve ser suportada a gerac¸a˜o de co´digo para
as plataformas desktop e mo´veis, segundo as tecnologias Java e Android, respetiva-
mente;
• Elaborar um caso de estudo consistente e consecutiva aplicac¸a˜o do proto´tipo no
mesmo. E´ especta´vel que seja poss´ıvel realizar uma ana´lise detalhada aos resultados
obtidos e, com isso, inferir valores que possam contribuir para o desenvolvimento
do proto´tipo e do conhecimento acerca da aplicabilidade do MDD na concec¸a˜o de
software;
• Compilar e documentar uma versa˜o esta´vel e so´lida do proto´tipo para que possa ser
disponibilizado para o Departamento de Informa´tica. Idealmente, esta dissertac¸a˜o
constituira´ o primeiro contributo para constituic¸a˜o de uma suite de desenho, desen-
volvimento, e integrac¸a˜o de software cross-platform.
O cumprimento dos objetivos atra´s enunciados culmina na construc¸a˜o de uma ferra-
menta model-driven, o MDA SMART. A ferramenta suportara´ enta˜o o desenvolvimento de
software por modelos e utilizara´ exclusivamente a MDA.
A ferramenta, no seu estado final, deve corresponder a um conjunto so´lido de mecanis-
mos que permitam a concec¸a˜o automa´tica de software porta´vel apenas, e exclusivamente,
a partir de modelos de software. Estes mecanismos devem ser devidamente formulados,
documentados, e testados, para que, no fim de todo o processo, possam constituir o nu´cleo
so´lido da ferramenta.
A ferramenta devera´ ser continuada no futuro, quer pelo autor da dissertac¸a˜o, quer por
uma comunidade open-source, ou por um ou mais docentes da comunidade acade´mica.
1.4 Considerac¸o˜es Lingu´ısticas
Devido a` especificidade da tese que esta´ a ser desenvolvida, nomeadamente na a´rea
da Engenharia de Software, torna-se imposs´ıvel o na˜o recurso a termos estrangeiros. Na˜o
se trata, contudo, de qualquer desrespeito pela l´ıngua portuguesa, mas antes da quase
inexisteˆncia de termos que lhe correspondam em portugueˆs. Nalguns casos, apesar de haver
correspondeˆncia lingu´ıstica, os termos sa˜o ainda pouco conhecidos por estarem fracamente
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disseminados. Deste modo, e´ opc¸a˜o do autor manter os termos originais de forma a que a
compreensa˜o do documento seja clara e livre de ambiguidades. Acrescente-se que esta tese
foi escrita de acordo com as regras do recente acordo ortogra´fico.
1.5 Estrutura do Documento
A dissertac¸a˜o esta´ estruturada em seis cap´ıtulos que, no seu conjunto, caraterizam o
estado atual das ferramentas cross-platform e que acompanha o desenvolvimento (desde
raiz) de uma nova ferramenta.
No cap´ıtulo 1 e´ feita a contextualizac¸a˜o da dissertac¸a˜o, quais as motivac¸o˜es para o seu
desenvolvimento e que objetivos devem ser atingidos na sua conclusa˜o.
O segundo cap´ıtulo apresenta o estado atual do desenvolvimento de software cross-
platform, nomeadamente quais as formas utilizadas para o efeito e para que propo´sitos.
Neste cap´ıtulo sa˜o desenvolvidas as motivac¸o˜es para a escrita de software cross-platform, e
em que medida o desenvolvimento orientado para modelos (mais especificamente a MDA)
pode potencializar as ferramentas cross-platform. O cap´ıtulo e´ conclu´ıdo com uma ana´lise
a va´rias ferramentas e trabalhos acade´micos que se assemelham com o propo´sito desta
dissertac¸a˜o.
No cap´ıtulo 3 e´ apresentada a arquitetura lo´gica da ferramenta proposta nesta dis-
sertac¸a˜o. Para cada um dos componentes, e´ isolado um conjunto de metodologias a partir
das quais, atrave´s de um crite´rio pre´-estabelecido, e´ escolhida aquela que melhor se ajusta
ao componente.
O cap´ıtulo 4 consiste numa primeira simulac¸a˜o do MDA SMART, onde sera˜o testados
os va´rios componentes estabelecidos em 3. O processo de iterac¸a˜o do modelo sobre os
va´rios componentes e´ detalhado o suficiente para se perceber o que acontece ao modelo de
entrada em cada um dos componentes.
No cap´ıtulo 5 e´ formulado o estado mais consistente e completo do MDA SMART.
Neste cap´ıtulo, sa˜o aplicadas a` ferramenta va´rias melhorias resultantes da avaliac¸a˜o efe-
tuada no cap´ıtulo precedente. Adicionalmente a`s melhorias, sa˜o introduzidos dois novos
componentes: o editor gra´fico de modelos e o componente responsa´vel pela compatibi-
lizac¸a˜o entre o MDA SMART e o USer Interface eXtensible Markup Language (UsiXML).
Sera˜o ainda apresentadas as funcionalidades responsa´veis por assegurar a parametrizac¸a˜o
da ferramenta. O cap´ıtulo termina com o desenvolvimento e cr´ıtica da aplicac¸a˜o de um
caso de estudo a` ferramenta.
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O cap´ıtulo 6 apresenta as concluso˜es, deriva os resultados cr´ıticos de todo o traba-
lho desenvolvido e expo˜e va´rios to´picos relativos a trabalho futuro no seguimento desta
dissertac¸a˜o.




There are two ways of constructing a software
design: One way is to make it so simple that there
are obviously no deficiencies, and the other way is to
make it so complicated that there are no obvious
deficiencies. The first method is far more difficult.
C.A.R. Hoare
O desenvolvimento de software e´ cada vez mais condicionado pela especificidade dos
componentes de hardware e de software, e pelo crescente nu´mero de middlewares. Especial-
mente pelo aparecimento de dispositivos mo´veis cada vez mais desenvolvidos (smartphones
e tablets) e outros dispositivos tais como televiso˜es e consolas de jogos (PS2/3, Xbox, Nin-
tendo, entre outras). E´ necessa´rio adotar metodologias de desenvolvimento de software
para que, de um modo elegante e eficiente, seja aproveitada a especificidade do hardware,
mantendo a interoperabilidade do software.
Diferentes dispositivos oferecem aos utilizadores experieˆncias totalmente divergentes.
Supor que um pacote de software tem o mesmo comportamento em plataformas diferen-
tes e´ completamente desajustado, pois cada plataforma tem o seu pro´prio input, a sua
arquitetura interna de componentes, os seus recursos e as suas funcionalidades espec´ıficas.
Desenvolver um pacote de software para va´rias plataformas pode ser conseguido de
va´rias formas: escrita do co´digo fonte nas va´rias tecnologias; desenvolvimento numa lin-
guagem porta´vel (ex: Java ou o Flash); escrita do produto em linguagem web; desenvolvi-
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mento de modelos abstratos de software que, posteriormente, sa˜o derivados manualmente
ou automaticamente (suportados por ferramentas model-driven) em co´digo porta´vel.
Este cap´ıtulo esta´ estruturado da seguinte forma: primeiramente sera˜o expostas quais
as implicac¸o˜es da escrita de co´digo porta´vel e de que formas pode ser conseguido; de
seguida, sa˜o desenvolvidas algumas considerac¸o˜es relativas a` utilizac¸a˜o das ferramentas
model-driven, nomeadamente para que tipo de plataformas pode ser gerado o co´digo e
para que tipo de aplicac¸o˜es; posteriormente, e´ feito o desenvolvimento acerca de modelos
abstratos de software; por fim, e´ realizada uma ana´lise a va´rias ferramentas e sa˜o apresen-
tados va´rios documentos cient´ıficos e acade´micos que utilizam metodologias baseadas em
modelos e que sa˜o auxiliadas por ferramentas model-driven.
2.1 Desenvolvimento de Co´digo Porta´vel
O desenvolvimento de co´digo porta´vel destoa a diversidade de dispositivos sobre os
quais um pacote de software pode ser produtivizado. Diariamente, utilizamos produtos
que sa˜o multiplataforma sem nos apercebermos disso, quer seja o cliente de e-mail no
browser, a aplicac¸a˜o do smartphone ou o navegador do Global Positioning System (GPS);
As ferramentas cross-platform permitem aos developers desenvolverem pacotes de soft-
ware porta´veis para qualquer plataforma, sem que isto implique um enorme esforc¸o adici-
onal. Este tipo de ferramentas suaviza o custo da fragmentac¸a˜o das plataformas e permite
que o pacote seja portado para novas plataformas incrementalmente.
Normalmente, este tipo de ferramentas permite que um developer possa desenvolver
o co´digo numa linguagem diferente das poss´ıveis de serem geradas, permitindo assim ga-
rantir tambe´m a interoperabilidade dos pro´prios developers. Por exemplo, o Android e´
desenvolvido na sintaxe do Java (Java-like) sendo posteriormente compilado para a stack
Android. Isto permite que qualquer developer de Java possa rapidamente comec¸ar a pro-
duzir aplicac¸o˜es Android sem ter que aprender toda a stack. Este feno´meno e´ conside-
rado a democratizac¸a˜o do desenvolvimento de software, tal como defende a Vision Mobile
[Mobile 12].
Atualmente encontra´mos va´rias formas de conseguir a escrita de co´digo porta´vel para
ale´m da tradicional reescrita integral das va´rias verso˜es. Sa˜o estas: cross-compiling, run-
time, aplicac¸o˜es em linguagem web e a utilizac¸a˜o de modelos abstratos de software.
Cross-compiling Alguns compiladores, a partir dos ficheiros de texto, podem gerar
co´digo para uma ou mais plataformas. Por exemplo, no gcc podemos especificar
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a plataforma de destino atrave´s da opc¸a˜o –target=some-target. Mesmo dentro da
pro´pria plataforma pode haver a necessidade de especificar a versa˜o do co´digo fonte
gerado. Por exemplo, a compilar co´digo Java no javac, e´ poss´ıvel especificar para
que versa˜o da Java Virtual Machine (JVM) sera´ gerado o bytecode, atrave´s da opc¸a˜o
-target version1;
Runtimes Tal como acontece com o Java e o Flash, o co´digo e´ escrito para ser executado
sobre uma camada de firmware que suporta a aplicac¸a˜o sobre os va´rios sistemas ope-
rativos. Uma aplicac¸a˜o escrita neste tipo de tecnologia e´ automaticamente porta´vel
para qualquer plataforma que suporte o firmware com o leitor deste tipo de aplicac¸o˜es;
Linguagens web As linguagens web teˆm sido cada vez mais utilizadas para a obtenc¸a˜o
de co´digo porta´vel. Da mesma forma que as tecnologias em runtime, o software
web pode ser utilizado em qualquer plataforma que disponibilize um web browser.
Esta soluc¸a˜o e´ mais leve que o runtime, chegando por isso a um maior nu´mero de
plataformas, no entanto, e´ bastante mais limitada em termos de recursos. Muitas
das vezes uma aplicac¸a˜o web apenas tem acesso a` restrita sandbox do browser ;
Modelos abstratos de software Uma das formas mais elegantes para a concec¸a˜o de
software, independentemente de o objetivo final ser, ou na˜o, a portabilidade do pro-
duto. Atrave´s de modelos, e´ poss´ıvel refletir o comportamento de uma soluc¸a˜o de
software sem refletir qualquer especificidade de implementac¸a˜o. Manualmente, ou
automaticamente, o modelo e´ sucessivamente refinado ate´ atingir o seu estado final:
um artefacto de implementac¸a˜o, um novo modelo transcrito em outra linguagem,
ou um conjunto de artefactos de implementac¸a˜o destinados a integrar plataformas
diferentes.
Atualmente, com o desenvolvimento das plataformas e dos dispositivos, existe a ne-
cessidade das ferramentas cross-platform se tornarem ainda mais especializadas. Gerar
co´digo porta´vel torna-se insuficiente, pois e´ necessa´rio ter atenc¸a˜o a questo˜es ta˜o variadas
como a fragmentac¸a˜o e o multi-ecra˜ [Mobile 12, Appcelerator 12]. A fragmentac¸a˜o acontece
quando uma plataforma esta´ ramificada em va´rias verso˜es, sendo que a compatibilidade
entre estas na˜o e´ totalmente mantida. O multi-ecra˜ acontece quando uma plataforma
pode funcionar em va´rias resoluc¸o˜es diferentes, com profundidade de pixe´is diferentes e
com mecanismos de input diferentes, tais como touchscreens resistivos, capacitivos, por
1http://docs.oracle.com/javase/7/docs/technotes/tools/windows/javac.html
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infravermelhos, surface acoustic wave, sensores o´ticos ou tecnologia de sinal dispersivo2.
O Android e´ uma plataforma muito fragmentada a va´rios n´ıveis, muito por causa do
facto de ser uma open-source e por ser frequentemente modificada conforme a necessidade
dos construtores de dispositivos mo´veis. Nesta mesma plataforma e´ frequente encontrar
dispositivos com resoluc¸o˜es muito variadas, desde QVGA (240x320) a WXGA(1280x800)3.
Por isso, torna-se fundamental isolar as questo˜es sistema´ticas de implementac¸a˜o e do com-
portamento conceptual da soluc¸a˜o.
2.2 Aplicac¸o˜es Nativas, Web e Hı´bridas
A natureza de uma aplicac¸a˜o e´ condicionada por um conjunto bastante vasto de fatores,
como por exemplo: quais os recursos de hardware necessa´rios, qual a frequeˆncia de ligac¸a˜o
a` internet, que padro˜es de usabilidade devem ser satisfeitos, qual a durabilidade e escalabi-
lidade, ou quais os dispositivos a devem suportar. Deste modo, a natureza esperada para
uma aplicac¸a˜o e´ um dos fatores mais importantes no desenho de um pacote de software
[Lionbridge 12, Sprunger 12].
Segue-se, por extenso, a categorizac¸a˜o de cada um dos treˆs principais tipos:
Nativas (desktop) Sa˜o aplicac¸o˜es que correm nativamente nos dispositivos (pc, tablet,
smartphone, televisa˜o, entre outros), que podem, ou na˜o, ter ligac¸a˜o a` internet,
mas que na˜o dependem desta para funcionarem autonomamente. Sa˜o aplicac¸o˜es que
beneficiam do acesso privilegiado aos recursos da ma´quina onde sa˜o instaladas e,
por isso, apresentam interfaces gra´ficas de alta qualidade, funcionalidades e widgets
para maximizar o conforto e produtividade do utilizador, e desemprenho de execuc¸a˜o
maioritariamente acima do razoa´vel.
No entanto, por cada configurac¸a˜o de software/hardware e´ necessa´rio uma versa˜o
diferente do mesmo produto. Muito facilmente podemos verificar que a maioria
de jogos que sa˜o produzidos nunca saem simultaneamente para todos os sistemas
operativos, quer seja de um smartphone, de uma consola ou de um computador;
Web Aplicac¸o˜es que sa˜o puramente web e em que o cliente, para aceder, apenas neces-
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CSS, JavaScript, ou Flash, sa˜o aplicac¸o˜es que utilizam poucos recursos do disposi-
tivo do cliente (so´ os que esta˜o dispon´ıveis na sandbox do browser), mas que correm
naturalmente em qualquer web browser.
Ao contra´rio das aplicac¸o˜es nativas, um cliente na˜o consegue fazer absolutamente
nada com a aplicac¸a˜o caso esta na˜o esteja acess´ıvel na rede. Estas aplicac¸o˜es sa˜o
bastante limitadas em termos de recursos e exigem um enorme esforc¸o por parte do
cliente para memorizar os links e algumas ac¸o˜es. Um outro ponto negativo destas
soluc¸o˜es e´ o facto de estarem muito desprotegidas da fragmentac¸a˜o dos leitores, isto
e´, a aplicac¸a˜o pode comportar-se de forma diferente mediante dois leitores diferentes,
ou de verso˜es diferentes. A t´ıtulo de exemplo, o HTML 5 [David 11] (na altura de de-
senvolvimento desta dissertac¸a˜o) na˜o e´ suportado4 da mesma forma pelos dispositivos
mo´veis iPhone, Android e Windows Mobile;
Hı´bridas As aplicac¸o˜es h´ıbridas, recorrentemente chamadas de ”fat, heavy ou rich cli-
ents”, fazem uma aproximac¸a˜o balanceada entre as abordagens nativas e as abor-
dagens web. Neste tipo de aplicac¸o˜es, a lo´gica computacional pesada e dependente
do tipo de meio onde opera e´ mantida num servidor web, enquanto a interface da
aplicac¸a˜o e´ portada para o cliente. Apenas as componentes de interface e´ que tem
de ser escritas nas va´rias configurac¸o˜es, sendo o nu´cleo de software comum a todos
os clientes.
Esta abordagem permite a minimizac¸a˜o da escrita de co´digo diferente para os va´rios
clientes, mantendo um conjunto de componentes suficientes para que no cliente tenha
acesso a um produto com bons recursos computacionais. As aplicac¸o˜es h´ıbridas po-
dem funcionar tanto em modo oﬄine como online, no entanto, o modo oﬄine apenas


























































rar em modo oﬄine,
a aplicac¸a˜o na˜o so-
brevive sem o modo
online
Tabela 2.1: Resumo da categorizac¸a˜o das aplicac¸o˜es: Nativas v.s. Web v.s.
Hı´bridas.
2.3 Desenvolvimento Orientado a Modelos
O desenvolvimento atrave´s de modelos (MDD) e´ das formas mais elegantes para a
concec¸a˜o de software porta´vel. O objetivo principal e´ a separac¸a˜o do comportamento e
lo´gica de nego´cio dos mecanismos de implementac¸a˜o.
Deste modo, toda a lo´gica de nego´cio e´ refletida num ou mais modelos, deixando de
parte qualquer especificidade de implementac¸a˜o. Manualmente, ou automaticamente, cada
modelo e´ sucessivamente refinado ate´ atingir o seu estado final: um artefacto de imple-
mentac¸a˜o, um novo modelo transcrito em outra linguagem, ou um conjunto de artefactos
de implementac¸a˜o destinados a integrar plataformas diferentes.
Isto permite-nos construir modelos abstratos de software bastante elaborados e comple-
xos, sem condicionar o processo de modelac¸a˜o devido a`s restric¸o˜es de implementac¸a˜o. Mais
do que isso, um produto de software pode existir sem nunca ser implementado. O modelo
pode posteriormente ser derivado para uma ou mais plataformas, sendo apenas necessa´rio
um conjunto mı´nimo de informac¸o˜es sobre as plataformas para as quais e´ pretendido fazer
a extrac¸a˜o do modelo.
Atualmente, existem online va´rios reposito´rios (Device Description Repository (DDR))
que conteˆm as informac¸o˜es relativas ao hardware dos dispositivos. Este tipo de reposito´rios
foi constru´ıdo essencialmente para ajudar o desenvolvimento a` medida para cada um dos
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dispositivos alvo, evitando que os pacotes de software sejam constru´ıdos pelo mı´nimo de-
nominador comum de todos os dispositivos para os quais os pacotes foram idealizados.
Normalmente, as construtoras de hardware possuem um DDR relativo aos produtos que
comercializam, mas tambe´m existem empresas que disponibilizam servic¸os baseados neste
conceito, como, por exemplo, a WURFL5 e a DetectRight6. Deste modo, qualquer mo-
delo pode ser automa´tica, sistema´tica, e eficientemente traduzido para co´digo fonte feito a`
medida para qualquer dispositivo de hardware. No caso de interfaces gra´ficas, esta parti-
cularidade e´ bastante relevante para a qualidade do produto final, tal como e´ ilustrado na
Figura 2.1 e na Figura 2.2, retiradas do manual do developer do Android7.
Figura 2.1: Exemplo de uma aplicac¸a˜o Android sem suporte para mu´ltiplos ecra˜s, nomea-
damente ecra˜s de baixa, me´dia e alta densidade.
Figura 2.2: Exemplo de uma aplicac¸a˜o Android com suporte para mu´ltiplos ecra˜s, nome-
adamente ecra˜s de baixa, me´dia e alta densidade.
A grande vantagem dos modelos e´ a durabilidade. Como o comportamento do modelo
e´ independente das plataformas, este e´ va´lido durante o per´ıodo de tempo que o mesmo
satisfizer os requisitos impostos. Se um modelo e´ va´lido ao logo do tempo, enta˜o e´ via´vel
que possa ser reutilizado em novos domı´nios, ou em novas iterac¸o˜es do ciclo de vida do pro-
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Assim, verificamos que a concec¸a˜o de software suportada por modelos independentes
da tecnologia, associada a`s ferramentas cross-platform, perfaz uma simbiose sustenta´vel
para o desenvolvimento elegante, produtivo e eficaz de software porta´vel.
No desenvolvimento do documento sera´ trabalhado o paradigma Model-Driven Archi-
tecture que integrara´ o esqueleto da ferramenta proposta nesta dissertac¸a˜o.
2.4 Model-Driven Software Engineering
MDSE trata-se de um paradigma promissor para o desenvolvimento de software com
alto n´ıvel de complexidade. Os modelos sa˜o a base de todo o ciclo de vida de um pro-
jeto, desde a captura de requisitos, passando pelas fases de modelac¸a˜o e desenvolvimento
e, ainda, em testes e manutenc¸a˜o. Na verdade, esta abordagem e´ baseada num conjunto
sucessivo de transformac¸o˜es entre modelos, do mais abstrato para o mais espec´ıfico, termi-
nando com o co´digo fonte.
A MDA [Miller 03, Favre 04, Kleppe 03, Mellor 04, Frankel 03], proposta em 2001 pela
OMG, e´ uma das abordagens MDSE mais promissoras. Trata-se de um processo baseado
em quatro camadas de abstrac¸a˜o: Computational Independent Model (CIM), PIM, PSM
e co´digo fonte. A transic¸a˜o entre cada uma das fases e´ garantida atrave´s de um conjunto
regras pre´-estabelecido.
Atrave´s do conjunto de regras estabelecidas para os va´rios n´ıveis, e´ poss´ıvel atingir a
transformac¸a˜o de modelos e gerac¸a˜o de co´digo fonte, automaticamente. Isto e´ exatamente
o que e´ esperado de uma ferramenta para a gerac¸a˜o de co´digo porta´vel. Deste modo, as
estruturas de suporte aos modelos e o conjunto de transformac¸o˜es sa˜o as linhas mestras
de qualquer ferramenta baseada em modelos. Quanto melhor forem definidas estas linhas,
melhores desempenhos e resultados registara˜o as ferramentas.
2.5 Model-Driven Architecture
A MDA e´ destinada ao desenvolvimento de software para domı´nios altamente vola´teis,
minimizando o tempo e o custo de desenvolvimento. A MDA contempla a separac¸a˜o da
funcionalidade do sistema dos detalhes de implementac¸a˜o, mantendo uma correspondeˆncia
consistente entre ambas as partes. Trata-se de uma abordagem predominantemente base-
ada em modelos, onde os modelos sa˜o utilizados na captura de requisitos, no desenvolvi-
mento do produto de software, e ainda nos testes e na manutenc¸a˜o.
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O desenvolvimento de software baseado na MDA e´ iniciado nos modelos mais abstratos
que sa˜o originados na definic¸a˜o do problema. Gradual e automaticamente, os modelos sa˜o
refinados em outros mais espec´ıficos (Figura 2.3) ate´ que o co´digo fonte seja obtido. A
transic¸a˜o entre modelos pode ser alcanc¸ada atrave´s de um vasto conjunto de regras que,
mediante o seu tipo, originam resultados diferentes.
Esta˜o dispon´ıveis quatro tipos de modelos que providenciam diferentes n´ıveis de abs-
trac¸a˜o e independeˆncia: CIM, PIM, PSM e co´digo fonte. O modelo CIM e´ originado na
definic¸a˜o do contexto e dos requisitos do problema.
No ciclo de vida da MDA, o modelo CIM e´ refinado no modelo PIM que especifica para
a lo´gica computacional cada um dos requisitos expressos no modelo CIM. Posteriormente,
o PSM de uma plataforma (como Linux, Windows, ou Mac OS) e´ derivado do modelo PIM.
A camada PSM adiciona ao modelo as configurac¸o˜es de implementac¸a˜o para a plataforma
de destino. Note-se que um modelo PIM pode ser refinado para va´rios modelos PSM.
O u´ltimo passo consiste na gerac¸a˜o do co´digo fonte para as va´rias plataformas corres-
pondentes aos modelos PSM considerados.
Figura 2.3: Ciclo de vida do MDA [Kleppe 03].
Uma ferramenta baseada na MDA pode, automaticamente, traduzir um modelo de
uma linguagem para outra. Por exemplo, um modelo PIM escrito na linguagem x, pode
ser traduzido para um modelo PSM escrito na linguagem y, utilizando para isso uma
ferramenta que detenha a func¸a˜o f(x) = y. Deste modo, e´ poss´ıvel desenvolver uma soluc¸a˜o
de software a um alto n´ıvel de abstrac¸a˜o que, mais tarde, sera´ traduzida para artefactos de
implementac¸a˜o finais, utilizando para isso uma ferramenta MDA que detenha o conjunto
de func¸o˜es f(x) = y.
Em [Gholami 10] e´ descrita uma ana´lise concisa acerca dos pontos fortes e dos pontos
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fracos da MDA. A MDA aumenta a produtividade, porque permite ao developer focar-se
principalmente no desenho abstrato de software (CIM e PIM), deixando as tarefas de codi-
ficac¸a˜o para as ferramentas. Um modelo PIM pode ser derivado em va´rios modelos PSM,
permitindo deste modo que a maioria dos produtos de software possa ser portada para mais
do que uma plataforma. Adicionalmente, temos o facto de um modelo abstrato nos permi-
tir reutilizar qualquer soluc¸a˜o para novos domı´nios, poupando tempo no desenvolvimento
de soluc¸o˜es semelhantes pela reutilizac¸a˜o das ja´ validadas em casos de uso anteriores.
No entanto, existem algumas falhas identificadas na MDA que esta˜o essencialmente
relacionadas com a inconsisteˆncia de modelos e a forte dependeˆncia de ferramentas. O
risco de inconsisteˆncia nos modelos e´ maior com o aumento da complexidade da soluc¸a˜o.
Este risco de inconsisteˆncia tambe´m aumenta quando e´ pretendido diferentes modelos de
implementac¸a˜o bastantes d´ıspares do mesmo modelo PIM.
Uma vez que os modelos mais espec´ıficos sa˜o gerados automaticamente, esta abordagem
requer uma ferramenta model-driven que seja capaz de garantir a consisteˆncia dos modelos
ao logo do tempo. Um developer deve ser notificado de todas as ac¸o˜es levadas a cabo
pela ferramenta, mas na˜o deve interagir em demasia nos processos de transformac¸a˜o. Caso
necessa´rio, enta˜o, o developer deve assumir uma atitude ce´tica na˜o so´ acerca da completude
e consisteˆncia dos modelos, bem como das capacidades da ferramenta.
A MDA e´ suportada pelos seguintes standards da OMG: Meta-Object Facility (MOF)
[OMG 06a], XML Metadata Interchange (XMI) [Xiao-mei 09], Object Constraint Lan-
guage (OCL) [Clark 02], Common Warehouse Metamodel (CWM) [OMG 03] e Systems
Process Engineering Metamodel (SPEM) [OMG 06c].
2.6 Transformac¸a˜o de Modelos
2.6.1 Transformac¸o˜es Forward e RoundTrip
O processo de transformac¸a˜o de modelos esta´ definido segundo dois eixos: do modelo
mais abstrato para o menos abstrato (Forward Transformations - Figura 2.4), e do menos
abstrato para o mais abstrato(Roundtripping Transformations - Figura 2.5).
No primeiro caso, a transformac¸a˜o de modelos ocorre do modelo mais abstrato (CIM
/PIM) para os modelos mais espec´ıficos (PSMs), acabando por ser gerado o respetivo co´digo
fonte. Este mecanismo e´ normalmente utilizado quando um sistema esta´ a ser constru´ıdo
de novo e, portanto, na˜o existem implementac¸o˜es que possam ser reaproveitadas. Sempre
que se torna necessa´ria a introduc¸a˜o de um novo conceito no domı´nio do problema, estas
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alterac¸o˜es devem refletir-se no CIM/PIM, em primeiro lugar, e, recursivamente, devem ser
iteradas novas transformac¸o˜es ate´ que seja gerada a u´ltima versa˜o do co´digo fonte.
Figura 2.4: Forward Transformations. Figura 2.5: Round Trip.
O segundo caso acontece com mais frequeˆncia quando se pretende a reutilizac¸a˜o de
modelos de nego´cio ja´ implementados. Este mecanismo e´ caraterizado pela aplicac¸a˜o de
engenharia reversa nos artefactos de implementac¸a˜o onde, primeiramente, sa˜o extra´ıdos os
modelos PSMs, e, de seguida, o modelo mais abstrato PIM/CIM.
As novas funcionalidades devem ser adicionadas ao modelo extra´ıdo e, novamente se-
gundo o mecanismo Forward Transformations, sa˜o derivados os novos artefactos de im-
plementac¸a˜o. Esta te´cnica e´ bem mais complexa que a primeira, uma vez que as trans-
formac¸o˜es que derivam o co´digo fonte nem sempre sa˜o revers´ıveis sem perda de informac¸a˜o.
Apesar desta perda, existem alguns casos de estudo que reportam ganhos significativos com
a aplicac¸a˜o desta te´cnica [Couto 11]. A t´ıtulo de exemplo, o caso de estudo [Akkiraju 09]
expo˜e uma reduc¸a˜o entre 40% a 50% do tempo de desenvolvimento de um projeto de 6
meses.
2.6.2 Metodologias Para a Transformac¸a˜o de Modelos
Considerando os dois eixos de desenvolvimento de software expostos anteriormente, o
pro´ximo ponto de desenvolvimento apresenta uma categorizac¸a˜o gene´rica das va´rias abor-
dagens dispon´ıveis para suportar cada um dos eixos. Estas abordagens sa˜o restritas a`s
categorias: gerac¸a˜o de co´digo fonte (Model-2-Code); transformac¸a˜o de modelos (Model-2-
Model); e infereˆncia de modelos (Code-2-Model).
A primeira categoria (Model-2-Code), e a mais simples, e´ referente a`s te´cnicas para a
gerac¸a˜o direta de co´digo fonte a partir de modelos mais ou menos abstratos (PIM/PSM).
O segundo caso categoriza o conjunto dos processos para o refinamento de modelos,
sendo que, cada uma das iterac¸o˜es, torna o modelo mais pro´ximo da plataforma alvo:
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co´digo fonte; um modelo mais abstrato; um modelo mais espec´ıfico; ou ate´ um modelo
diferente mas com o mesmo n´ıvel de abstrac¸a˜o.
O u´ltimo caso, tal como e´ ilustrado na Figura 2.5, consiste na possibilidade inferir
modelos de software a partir de de co´digo fonte [Couto 11]. Esta categoria na˜o sera´ de-
senvolvida ale´m deste ponto, uma vez que este to´pico necessita do desenvolvimento de
competeˆncias situadas muito ale´m do desta dissertac¸a˜o.
Nas seguintes subsecc¸o˜es, sa˜o desenvolvidas as duas primeiras categorias consideradas:
Model-2-Code e Model-2-Model.
Transformac¸o˜es Model-2-Code
No segmento da gerac¸a˜o de co´digo fonte, os processos mais gene´ricos e padronizados
reduzem-se a duas abordagens: visitor-based e template-based. O funcionamento destas
duas abordagens e´ ana´logo ao funcionamento de um compilador de co´digo fonte: os modelos
sa˜o traduzidos diretamente para um conjunto de artefactos de implementac¸a˜o que podem
estar, ou na˜o, compilados.
Visitor-Based Trata-se do mecanismo mais simples para a gerac¸a˜o de co´digo fonte e
consiste na visita iterativa a` estrutura do modelo ate´ que a mesma se esgote e o co´digo
fonte esteja completo. Recorrendo a` taxonomia da tecnologia Java, esta abordagem
e´ semelhante ao escoamento de uma colec¸a˜o atrave´s do seu iterador, gerando um
conjunto de dados de sa´ıda que e´ sempre dependente do tipo de dados que va˜o sendo
debitados pelo iterador;
Template-Based Atualmente suportado pela maioria das ferramentas model-driven, esta
te´cnica consiste na combinac¸a˜o do modelo de entrada com um conjunto de templates
pre´-definidos. Um template e´ uma estrutura, normalmente ficheiros de texto, que
define um comportamento esta´tico e repetitivo para um conjunto de propriedades
varia´veis.
O FreeMarker, tal como o Apache Velocity, sa˜o bibliotecas Java, gra´tis e direcionada ao
developer, que permitem a produc¸a˜o de co´digo fonte unicamente a partir de templates.
Ja´ o ArcStyler, o AndroMDA, e o CodaGen Architect sa˜o exemplo de ferramentas
model-driven orientadas a transformac¸o˜es Model-2-Code e que utilizam processos
maioritariamente baseados em templates.
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Transformac¸o˜es Model-2-Model
Nesta subsecc¸a˜o sa˜o categorizadas seis tipos de transformac¸o˜es Model-2-Model. As
transformac¸o˜es Model-2-Model sa˜o relativas aos processos onde os modelos sa˜o iterativa-
mente refinados ate´ que seja atingido um novo patamar de especificidade, neste caso, o
co´digo fonte. Note-se que as transformac¸o˜es Model-2-Code representam o u´ltimo passo
das transformac¸o˜es Model-2-Model orientadas ao co´digo fonte.
Direct-Manipulation Normalmente suportadas por frameworks orientadas a objetos,
esta metodologia consiste numa representac¸a˜o interna do modelo e de uma Applica-
tion Programming Interface (API) para a manipular. Para serem atingidas as trans-
formac¸o˜es de modelos e´ necessa´rio parametrizar, implementar, definir a prioridade e
o escalonamento de todas as regras de transformac¸a˜o que transcendem o trivial com-
portamento gene´rico oferecido pelas frameworks. O Java Metadata Interface (JMI)
[Sun Microsystems 02] trata-se de uma implementac¸a˜o so´lida desta abordagem;
Relational Consiste em controlar o processo de transformac¸a˜o de modelos atrave´s de um
conjunto de regras articuladas sobre o paradigma declarativo. Analogamente com
o que acontece com o sistema de infereˆncia do Prolog, podemos utilizar o conceito
de Predicado para descrever as relac¸o˜es e as funcionalidades como o princ´ıpio da
unificac¸a˜o, da procura e de backtracking, para adquirir um processo completo de
transformac¸o˜es.
No segmento das ferramentas que utilizam este tipo de processo esta˜o o Mercury, o
FMercury, e o F-Logic;
Graph-Transformation Carateriza os processos que sa˜o baseados na teoria de grafos,
e trata-se de uma das abordagens computacionalmente mais dif´ıcil de suportar, prin-
cipalmente no escalonamento das transformac¸o˜es.
Neste suporte, os grafos sa˜o utilizados para a definic¸a˜o do meta-modelo de entrada, do
meta-modelo de sa´ıda e das va´rias regras de transformac¸a˜o. As seguintes ferramentas
sa˜o alguns dos exemplos mais populares no suporte a este tipo de transformac¸o˜es:
VIATRA [Csertan 02], ATOM [ATOM 11], GreAT [Agrawal 03], UMLX [Willink 03],
AGG, e BOTL;
Structure-Driven De forma semelhante a` Direct-Manipulation, esta abordagem requer
a definic¸a˜o manual de todo o processo de transformac¸a˜o. Neste processo, uma trans-
formac¸a˜o e´ realizada a dois tempos: primeiro e´ necessa´ria a construc¸a˜o da estrutura
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do modelo de sa´ıda, e posteriormente o preenchimento dos atributos e das refereˆncias
na estrutura pre´via. A framework assume a responsabilidade de gerir o escalona-
mento e a priorizac¸a˜o das transformac¸o˜es. O Optimal J e IOTP (baseado no standard
Query-View-Transformationg (QVT) [Gardner 03]) sa˜o duas das ferramentas mais
populares que aplicam este princ´ıpio;
Hybrid Existem abordagens que combinam o comportamento e o ambiente de execuc¸a˜o
de propostas mais simples. As abordagens h´ıbridas resultam da combinac¸a˜o entre
as propostas orientadas ao paradigma imperativo e as declarativas. As regras sa˜o
definidas na forma declarativa e sa˜o detalhadamente codificadas no modo imperativo,
sendo que na˜o e´ necessa´rio detalhar todas as regras imperativamente; na verdade, so´
deve ser necessa´rio nos casos mais espec´ıficos.
O TRL [Alcatel 03], o XDE [Boggs 03] e o ATLAS Transformation Language (ATL)
[Bezivin 03] sa˜o exemplos de linguagens que suportam este tipo de processo. O ATL
pode, inclusivamente, ser configurado para trabalhar apenas no modo imperativo, ou
apenas no modo declarativo, ou simultaneamente nos dois;
Na˜o Categorizadas - XSLT e CWM O XSLT trata-se de uma abordagem que con-
siste na serializac¸a˜o de modelos em Extensible Markup Language (XML) atrave´s do
formato XMI. E´ uma abordagem complexa e pesada e que se torna incomporta´vel
a` medida que os modelos crescem em dimensa˜o, especialmente por causa da verbosi-
dade do XML. No entanto, o XML garante a interoperabilidade dos modelos e, para
uma ferramenta, uma linguagem ta˜o auto-descritiva como o XML e´ fa´cil de gerir.
Esta abordagem e´ utilizada por ferramentas como o UML-QVT(open-source).
O CWM [OMG 03] combina os standards Unified Modeling Language (UML), MOF e
XMI para definir o mapeamento entre os modelos de entrada e de sa´ıda sem que sejam
especificados os mecanismos de transformac¸a˜o. Recorrendo novamente a` taxonomia
do Java, este processo e´ semelhante a` utilizac¸a˜o de uma interface que encapsula o
comportamento das classes que a implementem. Algumas ferramentas, tal como sera´
demonstrado ao longo deste documento, utilizam este mecanismo para obterem parte
ou integral transformac¸a˜o de modelos.
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2.7 Ferramentas MDA
Esta secc¸a˜o e´ dedicada a` ana´lise das ferramentas, dos proto´tipos e de outros trabalhos
que visam a aplicabilidade do MDA para garantir o desenvolvimento de software porta´vel.
Sera´ dada especial eˆnfase ao material cient´ıfico dado que e´ constantemente validado pela co-
munidade, expondo todas as preocupac¸o˜es do desenvolvimento model-driven e esmiuc¸ando
acerca do que deve ser melhorado.
O Java e o Android sa˜o tecnologias altamente utilizadas [TIOBE 12, Kapetanakis 11] e,
por esta raza˜o, sera´ tirada vantagem de estudar em primeiro lugar os to´picos que abordem
estas duas tecnologias. Ambas sa˜o abertas, partilham a mesma linguagem de desenvol-
vimento e permitem, de uma vez so´, cobrir as plataformas mo´veis, web e desktop. Mais
do que isso, as ferramentas MDA e a arquitetura MDA esta˜o correlacionadas com o pa-
radigma Object-Oriented (OO) e com a linguagem Java. O Java tambe´m e´ facilmente
adotado, porque e´ porta´vel entre qualquer arquitetura que suporte a JVM.
As aplicac¸o˜es Android sa˜o facilmente disponibiliza´veis no Android Market [Finn 11] e
sa˜o suportadas por um grande nu´mero de developers8. Assim, e´ expecta´vel que este tipo
de ferramenta seja alvo do interesse de muitos developers Android.
De seguida, e´ exposta uma visa˜o geral de cinco ferramentas cross-platform. Cada sub-
secc¸a˜o corresponde a uma ferramenta, onde lhe e´ feita uma ana´lise cr´ıtica conforme os se-
guintes crite´rios: tipos de transformac¸o˜es que a ferramenta suporta (Model-2-Code/Model-
2-Model); se suporta forward transformations e, complementarmente, roundtrip transfor-
mations ; pontos fortes da ferramenta; pontos negativos; e, por fim, os competidores mais
populares e que mais se assemelham a` ferramenta em ana´lise.
2.7.1 OutSystems Platform
Mais do que uma ferramenta model-driven altamente desenvolvida, a OutSystems Plat-
form [OutSystems 11] e´ um conjunto vasto de ferramentas para desenvolvimento, integrac¸a˜o
e manutenc¸a˜o de software web. O ambiente de desenvolvimento e´ praticamente ausente de
co´digo, otimizado para um processo de modelac¸a˜o drag-and-drop intuitivo e que permite
a gerac¸a˜o de co´digo porta´vel para as linguagens .Net e Java. A plataforma disponibiliza
um conjunto de funcionalidades e assistentes para a integrac¸a˜o de ferramentas de terceiros.
Esta conte´m va´rias funcionalidades orientadas a` monitorizac¸a˜o do processo de desenvolvi-
mento, como o controlo de verso˜es e outras tantas para o acompanhamento e suporte das
8http://www.visionmobile.com/blog/2011/09/
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soluc¸o˜es em deploy. Para efeito desta dissertac¸a˜o, apenas sera´ considerado o ambiente de
desenvolvimento.
Apesar de existir muita informac¸a˜o te´cnica acerca da plataforma, e´ complexo analisar a
sua estrutura interna. Aplicando os conceitos teo´ricos expostos anteriormente, e com base
nas experieˆncias realizadas com a ferramenta, podemos classificar a ferramenta como sendo
Model-2-Model, suportando apenas a gerac¸a˜o de co´digo (forward transformations). Mais
do que isso, e´ necessa´rio um maior n´ıvel de proximidade junto do developer da ferramenta.
O ambiente de modelac¸a˜o e´ composto por funcionalidades drag-and-drop e, teorica-
mente, os modelos sa˜o independentes da plataforma. A ferramenta disponibiliza as funci-
onalidades suficientes para serem modeladas as regras de nego´cio, excec¸o˜es customizadas,
definic¸a˜o dos pape´is dos utilizadores, esquemas de base de dados e interfaces What You
See Is What You Get (WYSIWIG). O cata´logo com blocos-livres poupa muito esforc¸o
de modelac¸a˜o e aplica o conceito de reutilizac¸a˜o. Uma soluc¸a˜o pode ser gerada para as
plataformas .Net (C# + ASP) e Java (Java + JSP), correndo sobre Oracle Database ou
Microsoft SQL Server.
A favor A OutSystems Platform e´ caracter´ıstica de uma interface simples e de alta qua-
lidade. De facto, a interface orientada a tarefas drag-and-drop reduz a escrita de
co´digo por parte do developer, fazendo com que fique mais concentrado com a soluc¸a˜o
modelada. O cata´logo com blocos-livres poupa muito tempo de desenvolvimento e
respetivos problemas de implementac¸a˜o;
Contra Embora o alojamento nos servidores da OutSystems seja uma boa soluc¸a˜o de
mercado, de certa forma o controlo sobre o co´digo fonte e´ perdido, ao contra´rio do
que acontece nas ferramentas de estilo mais acade´mico. O processo para definir as
regras de nego´cio na˜o e´ ta˜o flex´ıvel como aparenta. Por causa de ser um produto
proprieta´rio a portabilidade das soluc¸o˜es esta´ sempre dependente da OutSystems;
Competidores Force.com9 e Heroku10.
2.7.2 extMDA
Proposto e desenvolvido por Kun Ma e Bo Yang, o extMDA[Ma 10] gera aplicac¸o˜es J2EE
a partir de modelos abstratos de software escritos em UML. Trata-se de uma aproximac¸a˜o
h´ıbrida Model-2-Model que suporta apenas forward transformations.
9http://www.salesforce.com
10http://www.heroku.com/
2.7. FERRAMENTAS MDA 25
A ideia e´ modelar um sistema em UML numa ferramenta externa, definindo as entidades
atrave´s de diagramas de classes e as regras de nego´cio atrave´s de diagramas de atividades.
De seguida, as interfaces, as entidades, os objetos Plain Old Java Objects (POJO), as
definic¸o˜es Java Persistence API (JPA) e o esquema da base de dados sa˜o obtidos por uma
sequeˆncia de transformac¸a˜o de modelos. O developer apenas se tem de preocupar com os
modelos UML, que sa˜o a base de todo o processo.
A ferramenta interpreta o modelo UML e gera o respetivo modelo PIM. Automatica-
mente, adiciona ao modelo algumas regras de nego´cio, como, por exemplo, as operac¸o˜es
CRUD das entidades. Seguidamente, utilizando a teoria da a´lgebra relacional, o PIM e´
traduzido para os PSMs, que e´ composto por o modelo CWM, os objetos POJO e o modelo
das interfaces. No u´ltimo passo, o PSM e´ derivado para co´digo fonte JEE e ficheiros de
texto. Para isso, e´ utilizada a biblioteca FreeMarker, algumas classes Java customizadas e
um conjunto de templates.
O extMDA inclui um bom conjunto de toolkits de desenvolvimento de terceiros, tais
como, JSF, Spring, Struts, Hibernate, iBATIS e Axis. Ainda e´ inclu´ıdo um kit para o desen-
volvimento de novos toolkits.
A favor Adota UML standard e requere baixo n´ıvel de especializac¸a˜o no UML. Integra e
possibilita integrac¸a˜o de toolkits de terceiros;
Contra A ferramenta apenas gera co´digo para uma plataforma espec´ıfica. A ferramenta
na˜o e´ completa no ambiente de modelac¸a˜o, pois faltam meios para a criac¸a˜o de
excec¸o˜es personalizadas, de definic¸a˜o dos pape´is dos utilizadores, de integrac¸a˜o de
APIs externas e de modelac¸a˜o eficiente de interfaces;
Competidores AndroMDA11, Optimal J12, openMDX13, UMT-QVT14, Fujaba15 e MDE16.
2.7.3 IBM Rational Software Architect
O Rational Software Architect (RSA) e´ um ambiente de desenvolvimento UML destinado
a gerar aplicac¸o˜es C++, JEE e web services. Constru´ıdo sobre a framework do Eclipse,
esta ferramenta e´ destinada ao desenvolvimento orientado a modelos e a` ana´lise de co´digo,
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O RSA trata-se de uma ferramenta suportada por mecanismos Model-2-Code e no modo
forward transformations permite a gerac¸a˜o de C++, C#, Java, EBJ, WSDL, CORBA IDL
e esquemas lo´gicos de base de dados em SQL. Na operac¸a˜o inversa, permite a extrac¸a˜o de
modelos UML a partir de co´digo fonte escrito em Java, C++ e .Net.
O RSA e´ compat´ıvel com outros produtos da IBM, como o Rational Application Deve-
loper (RAD), e permite o desenvolvimento cooperativo (multi-utilizador), controlando a
concorreˆncia entre os va´rios developers.
A ambiente de desenvolvimento e´ praticamente ausente de co´digo, suporta UML 2.2 cus-
tomizado, oferece as ferramentas de desenho e as demais funcionalidades caracter´ısticas de
um Integrated Development Environment (IDE), como, por exemplo, motores de pesquisa,
wizards, plugins, correc¸a˜o automa´tica de co´digo. A gerac¸a˜o de co´digo e´ pattern-driven, isto
e´, e´ gerado o co´digo segundo padro˜es de software ja´ testados e devidamente validados.
Sumariamente, o RSA foi concebido para ser uma ferramenta muito produtiva, e capaz
de integrar outras ferramentas da IBM, tais como, a InfoSphere Data Architect, a Rational
Team Concert, ou a Rational Requirements Composer.
A favor A ferramenta permite tanto a gerac¸a˜o de co´digo como a infereˆncia de modelos
a partir de co´digo fonte. O suporte ao round trip poupa muito tempo quando uma
soluc¸a˜o pode ser reutilizada. A integrac¸a˜o completa do UML 2.3 no ambiente de
desenvolvimento cativa a simpatia dos developers, dos chefes de equipas e dos sta-
keholders. O elevado nu´mero de plataformas e tecnologias que sa˜o suportadas e o
ambiente de modelac¸a˜o drag-and-drop sa˜o requisitos para que uma ferramenta possa
ser utilizada em projetos de grande escala. De facto, a ferramenta e´ recomendada
para este tipo de projetos, pois ja´ inclui mecanismos para o desenvolvimento coope-
rativo;
Contra O processo de gerac¸a˜o de co´digo e´ em modo compilador (Model-2-Code), na˜o
tirando partido das vantagens das arquiteturas Model-2-Model. Sa˜o necessa´rios bas-
tantes recursos de hardware para correr cada instaˆncia da ferramenta;
Competidores Objecteering17 e Arcstyler18.
17http://www.objecteering.com/
18http://www.arcstyler.com/
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2.7.4 Optimal J
O Optimal J, tal como o RSA, funciona sobre a framework do Eclipse e gera co´digo fonte
a partir de modelos UML. Existe uma grande diferenc¸a entre ambos: O Optimal J apenas
suporta co´digo para ambientes J2EE.
Ao contra´rio das outras, esta ferramenta e´ uma implementac¸a˜o real do paradigma
MDA e dos standards da OMG. Segue uma abordagem estruturada nas transformac¸o˜es
dos modelos: primeiro o PIM, seguidamente os PSMs e, por fim, o co´digo fonte. Trata-se
de uma soluc¸a˜o pattern-driven que disponibiliza sincronizac¸a˜o ativa entre os modelos e o
co´digo: qualquer alterac¸a˜o no primeiro e´ automaticamente refletida no segundo.
O Optimal J permite fazer o deploy automa´tico para a maioria dos servidores J2EE,
como, por exemplo, o IBM WebSphere, ou o iPlanet Application Server e ainda oferece um
servidor local para testes. O Optimal J e´ maioritariamente baseado em tarefas drag-and-
drop na modelac¸a˜o UML, na modelac¸a˜o do domı´nio e das regras de nego´cio e na definic¸a˜o
de interfaces gra´ficas para o utilizador. A ferramenta tambe´m disponibiliza alguns wizards
para a maioria das configurac¸o˜es, como, por exemplo, definir ligac¸o˜es a base de dados.
A favor O Optimal J implementa os standards MDA propostos pela OMG. Gera co´digo
atrave´s de mecanismos pattern-driven e suporta sincronizac¸a˜o ativa entre os modelos
e o co´digo fonte. Suporta modelos exportados de outras ferramentas CASE, em
especial modelos UML;
Contra O Optimal J encontra-se descontinuado desde o lanc¸amento do Compuware 2.0
[O’Gara 01]. Esta ferramenta apenas gera co´digo para ambientes JEE;
Competidores Os mesmo que o extMDA.
2.7.5 AndroMDA
O AndroMDA e´ uma ferramenta open-source que permite a gerac¸a˜o de co´digo fonte a
partir de modelos abstratos de software constru´ıdos em UML. Apesar de permitir gerar
co´digo porta´vel para va´rias plataformas, a ferramenta esta´ especialmente otimizada para
as plataformas Java e J2EE. Suportada por mecanismos Model-2-Code orientados a` gerac¸a˜o
de co´digo via template, o desenvolvimento de uma soluc¸a˜o em AndroMDA ocorre sempre
do modelo PIM para os artefactos de implementac¸a˜o.
Esta ferramenta na˜o possui editor de UML integrado, tendo por isso como input os
modelos UML ja´ serializados em XML (XMI) constru´ıdos em ferramentas externas. Os
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developers do AndroMDA recomendam o MagicDraw, o Poseidon ou o Aris UML. Todo o
processamento feito pela ferramenta e´ gerido pela framework Maven.
O AndroMDA e´ uma ferramenta com alto n´ıvel modular, permitindo, por exemplo, a
customizac¸a˜o ou criac¸a˜o de raiz de novos componentes (cartuchos) que especificam um
artefacto XMI para uma determinada linguagem. Deste modo, todos os componentes de
um modelo UML (entidades, relacionamentos, regras de nego´cio, entre outros) podem ser
portados para qualquer plataforma ou configurac¸a˜o de hardware/software na˜o abrangidas
pelos cartuchos oferecidos por defeito. Numa configurac¸a˜o standard, as principais tecnolo-
gias abrangidas sa˜o Maven, Spring, Hibernate, Java e J2EE. A integrac¸a˜o da ferramenta de
gesta˜o de projetos, o Maven, acontece simultaneamente na utilizac¸a˜o do AndroMDA e nas
soluc¸o˜es geradas.
A favor Trata-se de uma ferramenta open-source, muito bem documentada, que imple-
menta eficazmente os princ´ıpios da MDA e que integra a ferramenta de gesta˜o de
projetos Maven, quer no processo de gerac¸a˜o de co´digo, quer no pro´prio co´digo fonte
gerado. A ferramenta suporta ainda a utilizac¸a˜o de tipos de dados gene´ricos no mo-
delo PIM e, teoricamente, permite a integrac¸a˜o de cartuchos customizados. Por isso,
e´ garantida a portabilidade de uma soluc¸a˜o para qualquer plataforma ou configurac¸a˜o
de hardware/software;
Contra O AndroMDA na˜o disponibiliza um editor de UML, sendo por isso necessa´rio
recorrer a ferramentas externas. Todo o processo de preparac¸a˜o, de compilac¸a˜o e de
gerac¸a˜o de co´digo e´ feito exaustivamente atrave´s da linha de comandos. O AndroMDA
na˜o suporta transformac¸o˜es Model-2-Model nem qualquer mecanismo para verificac¸a˜o
dos modelos;
Competidores O mesmos que o extMDA.
2.7.6 Fujaba
O Fujaba [Nickel 00] e´ open-source e foi desenhado para na˜o so´ gerar co´digo fonte, mas
tambe´m para inferir padro˜es abstratos de software atrave´s de co´digo fonte.
Embora seja uma ferramenta baseada em modelos, esta segue uma abordagem um
pouco divergente do MDA. Na˜o e´ uma ferramenta cross-platform, nem e´ previsto que o
seja no futuro, pois apenas se destinada a gerar co´digo fonte para a plataforma Java.
Atualmente, na˜o suporta a modelac¸a˜o de interfaces gra´ficas e, em alguns casos es-
pec´ıficos, e´ necessa´rio fazer um po´s-processamento ao co´digo gerado para que possa ser
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utilizado em outras ferramentas. No artigo [Barrett 10] e´ exposto um caso de estudo, no
qual, de um modo bastante simples, e´ exemplificado como modelar um sistema em UML,
seguido do modo como gerar a soluc¸a˜o atrave´s do Fujaba e, por fim, como integrar o co´digo
no Eclipse. O conceito e´ simples: num modelo UML sa˜o refletidas as entidades atrave´s do
diagrama de classes e os casos de uso atrave´s de diagramas de atividade e de diagramas de
estado. Idealmente, cada caso de uso deve corresponder a um diagrama de atividades em
que cada uma das transic¸o˜es do diagrama de atividades corresponde a um fluxo do caso
de uso.
No processo de gerac¸a˜o de co´digo e´ feito um mapeamento entre os elementos UML e o
co´digo fonte, tal como e´ vis´ıvel na Figura 2.6. O mapeamento e´ igualmente va´lido para o
processo de infereˆncia de padro˜es abstratos de software atrave´s de co´digo fonte.
Figura 2.6: Arquitetura de componentes do Fujaba. Fonte: [Nickel 00].
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A favor A ferramenta utiliza apenas a modelac¸a˜o abstrata de soluc¸o˜es, nomeadamente
em UML atrave´s de diagramas de estado, de classes e de atividades. Suporta eficaz-
mente a modelac¸a˜o de regras de nego´cio com um grau de complexidade considera´vel.
Trata-se de uma plataforma extens´ıvel a novos plugins, podendo estes reutilizar os
mecanismos ja´ oferecidos pela ferramenta;
Contra Um bom n´ıvel de expressa˜o de lo´gica de nego´cio provoca, no entanto, o aumento
da complexidade dos modelos UML. Por vezes, para modelar um componente do
domı´nio do problema e´ necessa´rio fazeˆ-lo simultaneamente atrave´s de diagramas de
estado, de diagramas de atividades e de diagramas de classes. Os diferentes diagramas
aumentam o risco de inconsisteˆncia entre modelos. Esta ferramenta apenas gera
co´digo em Java, na˜o suporta a construc¸a˜o de interfaces gra´ficas e, em alguns casos
espec´ıficos, e´ necessa´rio um po´s-processamento do co´digo gerado para que possa ser
portado para ferramentas externas. Na˜o oferece compatibilizac¸a˜o com o XMI;
Competidores Visual Paradigm19.
2.7.7 Suma´rio das Ferramentas MDA
Nas subsecc¸o˜es anteriores foi exposta uma visa˜o geral acerca de va´rias ferramentas
MDA. De todas as ferramentas consideradas, o AndroMDA e´ a ferramenta que mais se
relaciona com o propo´sito desta dissertac¸a˜o, sendo mesmo um bom ponto de ana´lise para
o processo de desenvolvimento da ferramenta aqui proposta.
Segue-se a Tabela 2.2 onde sa˜o sumariadas as va´rias ferramentas identificadas anterior-
mente. Para cada uma das ferramentas, e´ indicado se disponibiliza interface gra´fica, o tipo
de licenc¸a, que tipo de transformac¸o˜es de modelos suporta (Model-2-Code e/ou Model-2-
Model), se suporta modelac¸a˜o a´gil (RoundTrip Transformations ou apenas Forward Trans-
formations), quais as principais tecnologias para que pode gerar co´digo e, por fim, se conte´m
documentac¸a˜o.
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Tabela 2.2: Suma´rio das ferramentas MDA.
Enumerando as ferramentas MDA, as ferramentas de modelac¸a˜o (ferramentas CASE) e
outros plugins de produtividade, foi apurada uma lista com mais de 100 refereˆncias, sendo
aqui expostas as mais relevantes para a fundamentac¸a˜o teo´rica e o desenvolvimento desta
dissertac¸a˜o.
2.7.8 Trabalho Relacionado
Na compatibilizac¸a˜o entre as ferramentas e as metodologias, sa˜o va´rios os resultados
que va˜o surgindo ao longo deste processo. O objetivo desta subsecc¸a˜o e´ reunir os principais
casos de estudo relativos ao desenvolvimento nativo de ferramentas model-driven.
No trabalho de [Almeida 08] e´ realizado um estudo sobre a aplicabilidade da MDA
no desenvolvimento de software em larga escala. Para isso, o autor fez recurso ao editor
MagicDraw UML para a obtenc¸a˜o dos modelos conceptuais e do AndroMDA para a gerac¸a˜o
dos va´rios modelos de implementac¸a˜o e do respetivo co´digo fonte.
No fim do caso de estudo, o autor evideˆncia o aumento de produtividade e a reduc¸a˜o
de custos devido a` escrita abstrata de software. Como e´ um caso real, um dos dados mais
relevantes que surgiu mediante esta iniciativa foi a durabilidade e resisteˆncia dos modelos
ao longo do tempo, isto porque os modelos na˜o sa˜o afetados pela proliferac¸a˜o dos va´rios
middlewares dispon´ıveis no mercado.
Um outro resultado deste caso de estudo recai precisamente na ineficieˆncia das ferra-
mentas MDA, especialmente as que possuem extensas cadeias de dependeˆncias (Figura
2.7). Isto e´, no caso do AndroMDA e´ necessa´rio utilizar o MagicDraw UML para construir
o modelo e, posteriormente, atrave´s do formato XMI gerar o co´digo fonte. Caso exista
algum erro no modelo, o erro so´ sera´ identificado no fim do processo de verificac¸a˜o do
AndroMDA. No caso de estudo considerado, o AndroMDA demorou cerca de 17 minutos
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Figura 2.7: Cadeia das ferramentas MDA na produc¸a˜o do SIEMS. Fonte: [Almeida 08].
por cada verificac¸a˜o ao modelo, sendo que sa˜o feitas va´rias verificac¸o˜es ate´ que na˜o surjam
mais erros. Trata-se de um processo bastante demorado e primitivo e que ocorre sempre
que surja alguma alterac¸a˜o no modelo. Esta cadeia de operac¸o˜es podia ser encurtada, caso
os va´rios componentes estivessem integrados na mesma ferramenta.
O desenvolvimento de ferramentas (model-driven) tambe´m ocorre pelo desenvolvimento
de plugins para ferramentas ja´ solidificadas. Em [Altan 08] e´ feito o desenvolvimento
de um plugin para o Fujaba de suporte a modelos Business Process Modeling (BPM).
O principal objetivo e´ portar modelos BPM para diagramas de atividade UML e vice-
versa (Figura 2.8), atrave´s dos mecanismos ”MoRTEn”(ModelRound-Trip Engineering) e
”MoTE” (Model Transformation Engine) ja´ contemplados pelo Fujaba.
Figura 2.8: Exemplo do mapeamento ”fim de atividade” entre o BPM e o diagrama de
atividades. Fonte: [Altan 08].
Para suportar as transformac¸o˜es, o autor implementou mecanismos de Triple Graph
Grammars (TGGs) [Schu¨rr 95] de forma a conceder ao plugin bidirecionalidade e trans-
formac¸a˜o incremental de modelos. As TGGs sa˜o sempre constitu´ıdas por treˆs componentes:
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a origem, o destino, e o mapeamento entre partes, sendo que o mapeamento exato de um
elemento depende do contexto em que esta´ inserido.
A maior cr´ıtica recai no facto do Fujaba na˜o suportar modelos XMI, perdendo assim a
interoperabilidade com a maior parte das ferramentas CASE. Ainda neste caso de estudo
sa˜o apuradas algumas dificuldades relativas ao mapeamento bidirecional de modelos, uma
vez que existem casos espec´ıficos onde, inevitavelmente, existe a perda de informac¸a˜o entre
modelos.
O desenvolvimento de extenso˜es possui a grande desvantagem do resultado final ser
claramente condicionado pelas capacidades da ferramenta que e´ estendida. Existem, no
entanto, outras abordagens onde a ferramenta e´ inversamente constru´ıda pela reunia˜o de
va´rios componentes (model-driven) ja´ existentes.
Na tese de doutoramento [Vara 09] e´ minuciosamente desenvolvido um proto´tipo, o
M2DAT para a construc¸a˜o semiautoma´tica de sistemas de informac¸a˜o web - Web Infor-
mation Systems (WIS). O objetivo e´ formular uma arquitetura capaz de integrar va´rias
ferramentas, e algumas componentes (model-driven) ja´ existentes, de forma a perfazerem
uma u´nica arquitetura.
No documento e´ feita uma ana´lise aos mecanismos de transformac¸a˜o de modelos e a`s
ferramentas segundo um alargado conjunto de crite´rios bem definidos. Os resultados mais
relevantes a ter em considerac¸a˜o sa˜o:
• O XMI, apesar de ser um standard idealizado para garantir um ponto de ligac¸a˜o entre
ferramentas distintas, e´ constantemente desrespeitado. Sa˜o raros os casos em que um
modelo XMI, representativo de um modelo UML na˜o trivial, que seja exportado por
uma ferramenta CASE, e´ importado com sucesso numa outra. Existe, portanto, uma
fragmentac¸a˜o na˜o desejada na utilizac¸a˜o do XMI;
• Muitas das ferramentas model-driven na˜o se encontram esta´veis, nem sequer sa˜o con-
tinuadas pelos developers ao fim de um curto/me´dio per´ıodo de tempo. Na maioria
destes casos, as ferramentas sa˜o muito espec´ıficas para um determinado domı´nio,
sendo por isso dif´ıcil estendeˆ-las a novos casos de uso;
• Os casos de estudo disponibilizados conjuntamente com as ferramentas sa˜o normal-
mente desenvolvidos e avaliados pelos pro´prios criadores. Deste modo, sa˜o conhecidos
poucos resultados provenientes de casos de estudo reais onde as ferramentas teˆm que
necessariamente dar resposta a domı´nios complexos e na˜o trabalhados;
• Sa˜o desenvolvidos e fundamentados alguns pontos de ana´lise que podem ser utilizados
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para regulamentar a escolha de uma tecnologia para integrar a ferramenta, nomeada-
mente o tipo de licenc¸a (open-source, comercial ou acade´mica), a aproximac¸a˜o (de-
clarativa, baseada em grafos, h´ıbrida, imperativa ou por templates), direccionalidade
(unidirecional ou bidirecional), o suporte a ferramentas e, por fim, a documentac¸a˜o
dispon´ıvel.
As DSLs, tal como na dissertac¸a˜o [Vara 09], tem sido recorrentemente utilizadas para
integrar os processos de transformac¸a˜o de modelos. Hoje em dia, existem va´rias abordagens
baseadas neste paradigma, sendo o ATL [Jouault 06] um dos casos de estudo com melhores
resultados em casos reais.
O ATL, constru´ıdo numa filosofia MOF, e´ altamente parametriza´vel e permite a de-
finic¸a˜o de regras de transformac¸a˜o sobre ambos os paradigmas: declarativo e imperativo.
Uma das funcionalidades mais relevante nesta linguagem e´ o facto de providenciar uma
aproximac¸a˜o do OCL compat´ıvel com qualquer modelo. Presentemente existe va´rios casos
de estudo a serem desenvolvidos em torno do ATL, especialmente no aperfeic¸oamento do
seu suporte e desempenho [Giese 09a].
Concorrentemente ao ATL, esta´ atualmente (no per´ıodo de desenvolvimento desta dis-
sertac¸a˜o) a ser desenvolvido uma abordagem bastante promissora baseada em redes de
Petri. Esta abordagem esta´ a ser constru´ıda com recurso a`s arquiteturas Eclipse Mode-
ling Framework (EMF) e Graphical Modeling Framework (GMF), e vira´ a integrar o con-
junto de plugins oferecidos pela Eclipse. A framework Transformations on Petri Nets in
Color (TROPIC) ira´ disponibilizar uma vista para a definic¸a˜o abstrata das transformac¸o˜es
(mapping view) e uma segunda para a definic¸a˜o da especificac¸a˜o das transformac¸o˜es (trans-
formation view). Segue-se a descric¸a˜o destes elementos:
Mapping view Trata-se de uma linguagem de alto n´ıvel de abstrac¸a˜o e que sera´ utilizada
para mapear os elementos entre os modelos de origem e de destino. Para a consti-
tuic¸a˜o dos operadores desta linguagem, e´ utilizado um subconjunto da especificac¸a˜o
dos diagramas de componentes da meta-linguagem UML2;
Transformation view Esta segunda componente detalha as implicac¸o˜es f´ısicas do ma-
peamento entre dois modelos. Para isso, e´ utilizada uma versa˜o modificada de
redes Petri Coloridas [Jensen 97], denominadas por redes Petri de Transformac¸a˜o
[Reiter 07, Wimmer 09b, Wimmer 09c, Wimmer 09a].
Ainda no domı´nio das DSLs, em [Behrens 10], e´ proposta uma linguagem orientada ao
desenvolvimento de aplicac¸o˜es para dispositivos iPhone. Conjuntamente com esta lingua-
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gem, foi desenvolvido um editor para a validac¸a˜o sinta´tica e semaˆntica das aplicac¸o˜es e
ainda um me´todo para a gerac¸a˜o de co´digo fonte atrave´s de templates.
As aplicac¸o˜es geradas seguem um template gra´fico pre´-definido, constitu´ıdo por uma
barra de navegac¸a˜o e uma a´rea para a exibic¸a˜o das va´rias vistas associadas a` barra. A
alimentac¸a˜o dos dados da aplicac¸a˜o e´ realizada atrave´s de um recurso web, que tanto pode
ser um servic¸o RSS feed [rss 06], ou uma API REpresentational State Transfer (REST)
[Fielding 02].
O desenvolvimento da DSL foi concebido atrave´s da framework Xtext [Eysholdt 10] e
a gerac¸a˜o de co´digo atrave´s do Xpand [Friese 10]. Na definic¸a˜o da ferramenta sa˜o apenas
utilizados componentes Eclipse para que o developer possa utilizar sempre o mesmo am-
biente de desenvolvimento, de tal forma que a cadeia de dependeˆncias componentes seja
minimizada.
Em suma, va´rias tentativas teˆm vindo a ser realizadas com sucesso para a definic¸a˜o de
ferramentas compat´ıveis com as arquiteturas model-driven. A ana´lise a estas ferramentas
atrave´s de uma o´tica de utilizac¸a˜o, paralelamente a uma o´tica de concec¸a˜o, permite-nos iso-
lar va´rios resultados conseguindo-se uma abordagem totalmente nova. Nesta abordagem,
sera´ contemplado na˜o so´ solucionamento do ma´ximo poss´ıvel de pontos negativos iden-
tificados, como tambe´m o reaproveitamento dos conceitos que se revelaram como sendo
vantajosos numa ferramenta model-driven.
2.8 Conclusa˜o
Este cap´ıtulo foi dedicado a` descric¸a˜o do panorama atual na concec¸a˜o de software
porta´vel motivado pela atual heterogeneidade de configurac¸o˜es de hardware e de software.
Torna-se fundamental perceber quais as vantagens da escrita de co´digo porta´vel, quais as
abordagens via´veis e qual o impacto no pacote de software.
Foram expostas as principais te´cnicas para escrita de co´digo porta´vel, nomeadamente
cross-compiling, runtime, linguagem web e modelos abstratos de software, sendo esta u´ltima
a forma predileta de o fazer.
O desenvolvimento da teoria dos modelos foi dirigido exclusivamente a` Model-Driven
Architecture. Um dos elementos mais relevantes nas arquiteturas orientada a modelos e´
precisamente as transformac¸o˜es. Deste modo, foram apresentados os mecanismos mais
gene´ricos para as transformac¸o˜es de modelos e, sempre que poss´ıvel, identificados os stan-
dards (e ferramentas) certificados que os aplicam.
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Numa segunda parte deste cap´ıtulo, foi realizado um levantamento (o mais abrangente
poss´ıvel) das ferramentas model-driven mais populares. Para cada ferramenta foi identifi-
cada a sua arquitetura de componentes e as tecnologias suportadas, bem como os pontos
fortes, os pontos fracos e os concorrentes diretos. Ainda neste segmento, foram analisados
alguns documentos cient´ıficos que desenvolvem particularidades importantes acerca destas
ferramentas.
Este cap´ıtulo permite-nos obter uma imagem do contexto da dissertac¸a˜o, a validac¸a˜o
teo´rica da mesma e um afunilamento correto do domı´nio cient´ıfico atrave´s do qual sera´
poss´ıvel a construc¸a˜o do proto´tipo.
Cap´ıtulo 3
MDA SMART - Uma Ferramenta
Model-Driven
Measuring programming progress by lines of code is
like measuring aircraft building progress by weight.
Bill Gates
O objetivo prima´rio da dissertac¸a˜o e´ o desenvolvimento de um proto´tipo que suporte
o estudo acade´mico das metodologias model-driven, contribuindo para a minimizac¸a˜o da
distaˆncia que existe entre a teoria e o uso real destas metodologias. Passando pelos pro-
blemas inerentes a` escrita de co´digo porta´vel ate´ aos princ´ıpios da MDA, foram ate´ aqui
refinados alguns dos resultados mais relevantes e que sera˜o vitais para formular as linhas
mestras do MDA SMART.
O proto´tipo dara´ lugar a uma ferramenta stand-alone que, baseada em modelos abs-
tratos de software, sera´ capaz de gerar automaticamente co´digo porta´vel. Objetivamente,
a ferramenta deve suportar transformac¸o˜es Model-2-Model e Model-2-Code. As primeiras
tecnologias a serem suportadas sera˜o precisamente o Java e Android.
O MDA SMART devera´ apresentar bons princ´ıpios de usabilidade e deve minimizar a
escrita de co´digo fonte, nomeadamente atrave´s da oferta de um ambiente de modelac¸a˜o rico
em funcionalidades drag-and-drop. E´ expecta´vel que disponibilize uma interface apraz´ıvel
e bastante funcional, com wizards para a maioria das tarefas extra-modelac¸a˜o.
Este cap´ıtulo e´ dedicado a` exposic¸a˜o da arquitetura lo´gica da ferramenta. Esta arqui-
tetura e´ composta essencialmente por quatro componentes distintos: o editor de modelos;
o componente para a transformac¸a˜o de modelos; o componente para a gerac¸a˜o do co´digo
fonte; e o gestor de modelos (em memo´ria f´ısica) dos modelos geridos (em memo´ria vola´til)
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pelos restantes componentes. O desenvolvimento deste cap´ıtulo constitui a realizac¸a˜o do
primeiro de quatro passos necessa´rios para a constituic¸a˜o da ferramenta: formulac¸a˜o, si-
mulac¸a˜o, estrutura final, e caso de estudo.
3.1 Arquitetura Lo´gica
A Figura 3.1 descreve a arquitetura lo´gica da ferramenta, onde esta˜o identificados qua-
tro mo´dulos distintos: o Object Composer, o Persistence File, o Object Interpreter e o Code
Generator Engine. Embora os quatro mo´dulos estejam integrados na mesma ferramenta,
estes devem ser ta˜o auto´nomos quanto permitam o seu funcionamento independente.
Figura 3.1: Arquitetura conceptual da arquitetura do MDA SMART.
O Object Composer (componente 1) e´ responsa´vel por assegurar o ambiente gra´fico
atrave´s do qual o developer pode interagir com os modelos. Este componente deve dispo-
nibilizar a manipulac¸a˜o de entidades, de regras de nego´cio e de outros elementos presentes
nos modelos. Mais do que permitir a manipulac¸a˜o de modelos, este componente deve ser
trabalhado, nomeadamente, com bons princ´ıpios de usabilidade e deve favorecer a mo-
delac¸a˜o baseada em tarefas drag-and-drop.
O componente (2 e 3) Object Interpreter e Code Generator Engine perfaz o nu´cleo
da ferramenta. Este e´ responsa´vel por gerir os modelos, as transformac¸o˜es de modelos,
a gerac¸a˜o do co´digo fonte e umas outras tantas tarefas auxiliares, como o escalonamento
3.2. ARQUITETURA DE COMPONENTES 39
de transformac¸o˜es e a otimizac¸a˜o de co´digo. O processo de gerac¸a˜o de co´digo deve ser
sofisticado, robusto, capaz de monitorizar cada transformac¸a˜o e de completar o co´digo
com a respetiva documentac¸a˜o.
O Persistence File (componente 4) e´ o mecanismo responsa´vel por gerir a persisteˆncia
local dos modelos interpretados pela ferramenta. O XMI sera´ o formato eleito devido a`
sua compatibilidade com as demais ferramentas, mas, idealmente, o mecanismo devera´
suportar mais formatos.
Na Figura 3.1 verificamos que a ferramenta devera´ gerar co´digo para os treˆs tipos de
plataformas ja´ caraterizadas anteriormente: web, h´ıbridas e nativas. Neste caso, a tecnolo-
gia Java sera´ utilizada para gerar as aplicac¸o˜es nativas e a tecnologia Android as aplicac¸o˜es
h´ıbridas. Posteriormente, a ferramenta devera´ evoluir para adquirir mais mecanismos que
ira˜o permitir abranger as aplicac¸o˜es web.
Uma vez que se trata de uma ferramenta baseada em modelos, existem va´rios pro-
cessos de engenharia que podem ser aplicados. Primeiramente, podemos considerar a
implementac¸a˜o de mecanismos para verificac¸a˜o e testes aos modelos, depois, a introduc¸a˜o
do suporte a sistemas com requisitos r´ıgidos de tempo-real. A ferramenta tambe´m pode
evoluir atrave´s de plugins de produtividade, como, por exemplo, suporte cooperativo, con-
trolo de verso˜es, ou um gestor para controlar as verso˜es ja´ em deploy. De facto, cada to´pico
mencionado anteriormente representa um caso de estudo com elevado n´ıvel de desafio.
3.2 Arquitetura de Componentes
A arquitetura de componentes apresentada anteriormente (Figura 3.1) sera´ desenvolvida
em quatro mo´dulos independentes, sendo o gestor de persisteˆncia (Persistence File) comum
ao restantes treˆs.
Segue-se a discriminac¸a˜o de cada um dos treˆs (principais) mo´dulos:
M(odel) Editor Corresponde ao componente Object Composer e devera´ conter o nu´mero
mı´nimo de instruc¸o˜es para a gesta˜o de uma ambiente gra´fico de modelac¸a˜o. De
grosso modo, este mo´dulo devera´ conter as funcionalidades mais recorrente nas atuais
ferramentas CASE;
M2M Engine Corresponde ao componente Object Interpreter e devera´ permitir a gesta˜o
dos modelos e respetivos meta-modelos. Este mo´dulo sera´ responsa´vel por iterar
sobre as va´rias fases da arquitetura MDA, desde o modelo PIM ate´ ao u´ltimo estado
dos respetivos modelos PSM;
40 CAPI´TULO 3. MDA SMART - UMA FERRAMENTA MODEL-DRIVEN
M2C Engine O u´ltimo mo´dulo sera´ responsa´vel por gerar o co´digo fonte para as va´rias
tecnologias dispon´ıveis. Corresponde ao componente Code Generator Engine.
Para cada mo´dulo, sera´ definida uma interface (ex: PIM API ) e uma fa´brica abstrata
(ex: AbstractPIM Factory). A Figura 3.2 representa a estrutura escala´vel de treˆs dos
quatro mo´dulos que perfazem a ferramenta. Esta˜o identificados a cor cinzenta os artefactos
que sera˜o desenvolvidos e a rosa exemplificados os pontos atrave´s dos quais a ferramenta
pode escalar.
Figura 3.2: Arquitetura (escala´vel) do MDA SMART.
Nas seguintes secc¸o˜es sera˜o, enta˜o, dissecados cada um dos mo´dulos, nomeadamente
atrave´s da identificac¸a˜o dos componentes constituintes e quais as poss´ıveis soluc¸o˜es.
3.3 Transformac¸a˜o de Modelos
O principal objetivo da componente de transformac¸o˜es de modelos (componente 2) e´
permitir iterar sobre os va´rios modelos de uma arquitetura MDA padra˜o ate´ que os mesmos
sejam refinados num n´ıvel muito pro´ximo do co´digo fonte.
No atual estado da arte das ferramentas model-driven, as DSLs tem sido recorrente-
mente utilizadas para integrar os processos de transformac¸a˜o de modelos. Atualmente, ja´
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existem va´rios casos reais (na˜o-triviais) onde a utilizac¸a˜o das DSLs tem obtido sucesso, em
que o ATL [Jouault 06] regista a sua quota parte [Vara 09, Bezivin 03].
A utilizac¸a˜o do ATL torna-se uma escolha natural para integrar o primeiro componente
da ferramenta. Ao longo desta secc¸a˜o, sera˜o desenvolvidos todos os principais pontos que
motivam a` selec¸a˜o do ATL para suportar o componente 2 (M2M Engine).
3.3.1 EMF ATL - Ma´quina Virtual de Transformac¸o˜es
O ATL e´ uma linguagem orientada ao suporte de processos de transformac¸a˜o de mo-
delos e e´ parte integrante da plataforma ATLAS Model Management Architecture (AMMA)
[Be´zivin 05]. Hoje em dia, o ATL e´ suportado por um conjunto de ferramentas embe-
bidas no Eclipse IDE, nomeadamente: uma ma´quina virtual de execuc¸a˜o, um editor, um
compilador e um debugger.
O contexto operacional do ATL, representado na Figura 3.3, e´ simples e bastante mo-
dular. Neste contexto, o modelo Model:A e´ transformado no modelo Model:B, atrave´s
das regras de transformac¸a˜o ModelA to ModelB escritas em linguagem ATL. O modelo de
entrada (A), o modelo de sa´ıda (B), e as regras de transformac¸a˜o (ModelA to ModelB),
obedecem aos meta-modelos, MetaModel:A, MetaModel:B e ATL respetivamente. Os treˆs
meta-modelos obedecem a` especificac¸a˜o MOF do meta-meta-modelo.
Recorrendo novamente a` Figura 3.3, e´ poss´ıvel verificar que cada iterac¸a˜o do ciclo de
vida do MDA (ver Figura 2.3) corresponde a uma iterac¸a˜o completa da arquitetura do
ATL. Ou seja, para cada transformac¸a˜o ALT teremos, como input, o modelo (e respetivo
meta-modelo) da camada MDA anterior a` iterac¸a˜o e, como output, o modelo (e respetivo
meta-modelo) da camada MDA seguinte.
A ma´quina virtual ATL e´ um interpretador de co´digo compilado que gere a arquitetura
hiera´rquica de dados ATL com recurso a` linguagem declarativa OCL [OMG 06b]. Do
mesmo modo que a JVM, esta ma´quina virtual conte´m o seu pro´prio conjunto de instruc¸o˜es.
Uma vez que funciona apenas com co´digo compilado, e´ utilizado o formato de ficheiro asm,
onde sa˜o alojadas as instruc¸o˜es ATL compiladas em byte code.
Internamente, a ma´quina e´ composta por uma arquitetura de baixo n´ıvel [group 05]
muito semelhante a` arquitetura em pilha de uma linguagem assembly. De forma sucinta, a
ma´quina virtual e´ regulada por registo de instruc¸a˜o (program counter - pc), uma pilha de
instruc¸o˜es (ATL virtual machine stack), um conjunto de instruc¸o˜es (push, pop, load, store)
e um conjunto de registos. Este n´ıvel de especificidade acerca do ATL na˜o e´ revelante para
o aˆmbito da dissertac¸a˜o, pelo que na˜o sera´ mais explorado. O ambiente de execuc¸a˜o do
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Figura 3.3: EMF ATL - Contexto operacional.
ATL e´ considerado uma ma´quina virtual, uma vez que, internamente, utiliza introspec¸a˜o
(reflexion).
Oportunamente, pode-se ponderar se seria poss´ıvel a gerac¸a˜o de co´digo fonte a partir
das potencialidades desta ma´quina. Segundo as especificac¸o˜es do ATL e´ poss´ıvel e tal e´
comprovado atrave´s do caso de estudo Table2TabularHTML1 presente na documentac¸a˜o
online do Eclipse. No entanto, existem outras abordagens que apresentam mais, e melhores,
resultados na gerac¸a˜o de co´digo fonte a partir de modelos, em que as arquiteturas supor-
tadas por templates sa˜o um candidato forte. As duas caracter´ısticas mais motivadoras
nestas arquiteturas sa˜o: a gerac¸a˜o do co´digo fonte acontecer em tempo de execuc¸a˜o e ape-
nas e´ necessa´rio o modelo (PIM/PSM) persistido, sendo assim a utilizac¸a˜o do meta-modelo
facultativa.
3.3.2 Meta-Modelos
Os meta-modelos utilizados para suportar a representac¸a˜o de modelos EMF sa˜o de-
nominados por modelos2 Ecore [Steinberg 09]. O formato Ecore e´ auto-descritivo, pois e´
simultaneamente um meta-modelo EMF e (meta-)meta-modelo de si mesmo. Um meta-
modelo Ecore pode ser criado de va´rias formas [Steinberg 09]: edic¸a˜o direta, importado de
um modelo UML, ou gerado a partir de um modelo UML. No seguimento da dissertac¸a˜o,
apenas sera´ utilizada a edic¸a˜o direta que e´ suportada pelo editor em a´rvore do Eclipse.
A framework EMF dispo˜e de um editor em a´rvore (Figura 3.5) bastante simples e
que permite toda a manipulac¸a˜o de um modelo Ecore. Esta˜o dispon´ıveis, igualmente,
editores gra´ficos baseados na notac¸a˜o UML, como, por exemplo, o Ecore Tools 3, bem como
1http://www.eclipse.org/m2m/atl/atlTransformations/#UML22Measure
2Na configurac¸a˜o da ferramenta proposta nesta dissertac¸a˜o, o meta-modelo Ecore pertente a` camada
MOF do meta-meta-modelo.
3http://www.eclipse.org/modeling/emft/?project=ecoretools
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algumas opc¸o˜es via´veis de terceiros: Topcased’s Ecore Editor4, Omondo’s EclipseUML5 e
Soyatec’s eUML6.
Para que o mapeamento (sobre a forma de regras em ATL) entre dois meta-modelos seja
poss´ıvel, e´ necessa´rio que ambos estejam definidos sobre o mesmo meta-meta-modelo. A
Figura 3.6 e´ representativa do mapeamento do meta-modelo UML no (meta-)meta-modelo
Ecore (Figura 3.4). Neste exemplo, a classe Element do modelo UML e´ representada no
modelo Ecore atrave´s da classe EModelElement.
Figura 3.4: Arquitetura do meta-modelo
Ecore.
Figura 3.5: Meta-modelo UML definido se-
gundo o meta-modelo Ecore.
Figura 3.6: Representac¸a˜o do meta-modelo UML no formato Ecore.
E´ poss´ıvel verificar que os nomes (e estrutura) das classes do meta-modelo Ecore sa˜o




44 CAPI´TULO 3. MDA SMART - UMA FERRAMENTA MODEL-DRIVEN
as classes Ecore sa˜o um co´pia das classes UML dotadas do prefixo ”E” na designac¸a˜o. Na
verdade, o meta-modelo Ecore e´ um pequeno e simplificado subconjunto do meta-modelo
UML.
No desenvolvimento desta dissertac¸a˜o, o meta-modelo Ecore sera´ utilizado para definir
os meta-modelos da camada PIM e das va´rias camadas PSM.
3.3.3 ATL - Linguagem Para a Definic¸a˜o de Transformac¸o˜es
O ATL e´ uma linguagem orientada a` transformac¸a˜o de modelos, nomeadamente de mo-
delos para modelo (Model-2-Model) e de modelos para texto/co´digo fonte (Model-2-Code).
Proposta pelo grupo ATLAS INRIA & LINA, o seu principal objetivo e´ implementar o
standard MOF/QVT RFP [OMG 06a, Partners 03] da OMG.
O ATL e´ uma linguagem h´ıbrida, pois permite a construc¸a˜o de regras sobre ambos
paradigmas: declarativo e o imperativo. Pelo facto de ser declarativo, significa que mapea-
mentos simples sa˜o implementados de modo simples; o mapeamento imperativo e´ utilizado
em substituic¸a˜o de expresso˜es declarativas com alto grau de complexidade.
O ATL e´ descrito por um modelo abstrato em a´rvore (meta-modelo MOF) e por uma
sintaxe concreta. E´ poss´ıvel navegar sobre qualquer elemento da a´rvore, como, por exemplo,
as propriedades, os operadores e as expresso˜es. Para realizar a correspondeˆncia entre dois
meta-modelos e´ necessa´rio que ambos estejam escritos sobre o mesmo meta-meta-modelo.
Uma transformac¸a˜o em ATL e´ enta˜o composta em quatro partes:
Header Section (Obrigato´rio)
O cabec¸alho serve para declarar o mo´dulo de transformac¸a˜o, nomeadamente: o nome,
o meta-modelo de entrada e o meta-modelo de sa´ıda (exemplo: Listagem 3.1). Trata-se do
u´nico componente de uso obrigato´rio.
1 module UML2JAVA;
2 c r e a t e OUT : JAVA from IN : UML;
Listagem 3.1: Declarac¸a˜o de um header ATL.
Import Section (Facultativo)
A` semelhanc¸a do que acontece com as linguagens de programac¸a˜o, o ATL permite a
segmentac¸a˜o de uma transformac¸a˜o em mu´ltiplos mo´dulos. Para ale´m da evidente orga-
nizac¸a˜o das estruturas de dados, e´ poss´ıvel tambe´m a reutilizac¸a˜o dos mo´dulos em mu´ltiplos
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contextos. Por questo˜es de desempenho devem ser importados (exemplo: Listagem 3.2)
sempre o nu´mero mı´nimo poss´ıvel de mo´dulos.
1 uses aux i l i a rL i b r a r y ;
Listagem 3.2: Declarac¸a˜o das bibliotecas auxiliares a um mapeamento ATL.
Helpers (Facultativo)
Na˜o sa˜o mais do que regras auxiliares utilizadas para reduzir a redundaˆncia de co´digo
dentro de um mo´dulo7. Como os modelos de entrada sa˜o apenas de leitura e imuta´veis, as
regras auxiliares podem ser utilizadas para colocar resultados em cache e com isto aumentar
drasticamente o desempenho da ma´quina virtual ATL.
A t´ıtulo de exemplo, a regra isPublic() (Listagem 3.3) possibilita determinar se um
elemento UML e´ pu´blico e deve ser interpretada da seguinte forma:
• A regra e´ destinada a ser aplicada sobre elementos do tipo Element do meta-modelo
UML;
• A regra e´ declarada (def ) com o nome isPublic() e possuir o retorno do tipo de dados
(OCL) Boolean;
• Segue-se o desenvolvimento do corpo da regra. Neste caso, e´ utilizado o compara-
dor OCL ”=” para determinar se o elemento UML que invocou a regra possui a
propriedade #vk public. Em caso afirmativo, devera´ ser retornado verdadeiro, caso
contra´rio, falso.
1 he lpe r context UML! Element de f : i sPub l i c ( ) : Boolean =
2 s e l f . v i s i b i l i t y = #vk pub l i c ;
Listagem 3.3: Regra auxiliar isPublic - permite determinar se um elemento UML
(UML!Element) e´ pu´blico atrave´s da propriedade visibility.
O corpo de uma regra auxiliar podera´ ser bem mais desenvolvido, especialmente pela
utilizac¸a˜o das estruturas de controlo OCL oferecidas pelo ATL [group 05].
Rules (Facultativo)
Permitem o mapeamento de cada um dos elementos do meta-modelo de entrada com os
elementos do meta-modelo de destino. Normalmente existe uma regra por cada elemento
do meta-modelo de entrada.
7As regras auxiliarem possuem sempre o estatuto de regras OCL
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1 ru l e Package2Package
2 {
3 from e : UML! Package ( e . oc l IsTypeOf (UML! Package ) )
4 to out : JAVA! Package
5 ( name <− e . getExtendedName ( ) )
6 }
Listagem 3.4: Mapeamento de um package UML para um package JAVA.
As regras devem, obrigatoriamente, conter um nome u´nico e devem seguir a estrutura
do exemplo (Listagem) 3.4. A regra Package2Package deve ser interpretada da seguinte
forma:
• A varia´vel e representa um elemento do tipo Package do meta-modelo UML, sendo
que respeita a guarda OCL e.oclIsTypeOf(UML!Package);
• O output, varia´vel out, devera´ ser um elemento do tipo Package do meta-modelo
JAVA;
• A propriedade name do meta-modelo JAVA recebe o valor resultante da regra auxiliar
getExtendedName(). Esta regra ira´ traduzir o nome do package UML para o formato
do meta-modelo Java.
O ATL suporta heranc¸a mu´ltipla entre regras, bem como a utilizac¸a˜o de regras OCL
sobre qualquer meta-modelo. O OCL torna-se bastante u´til quando os meta-modelos sa˜o
complexos e possuem um grande nu´mero de propriedades.
Os exemplos apresentados anteriormente sa˜o meramente representativos de um uso
trivial da arquitetura ATL. No desenvolvimento do caso de estudo, e´ expecta´vel a concec¸a˜o
de mo´dulos bastante mais complexos e evolu´ıdos.
3.3.4 OCL
A ma´quina virtual ATL encontra-se equipada com uma arquitetura OCL bastante de-
senvolvida e que se aproxima muito da proposta lanc¸ada pela OMG. Esta medida visa con-
ceder, a` linguagem, flexibilidade na manipulac¸a˜o dos modelos (e respetivos meta-modelos)
com alto grau de complexidade. Considerando que uma transformac¸a˜o normalmente en-
volve meta-modelos de arquiteturas bastante heteroge´neas, sa˜o recorrentes algumas pe-
culiaridades no processo de transformac¸a˜o e que dificilmente seriam resolvidas, caso na˜o
existisse um suporte expressivo como o OCL.
3.3. TRANSFORMAC¸A˜O DE MODELOS 47
A t´ıtulo de exemplo, no mapeamento de uma classe entre o meta-modelo UML e o
meta-modelo Java, o nome do package e´ divergente, pois, ao contra´rio de UML, em Java, o
nome do package e´ composto pela concatenac¸a˜o de todos os nomes dos packages ate´ a` raiz
do projeto. Atrave´s de um helper OCL (Listagem 3.5) e´ poss´ıvel resolver esta divergeˆncia
muito facilmente.
1 he lpe r context UML! Namespace de f : getExtendedName ( ) : S t r ing =
2 i f s e l f . namespace . o c l I sUnde f ined ( ) then ’ ’
3 else i f s e l f . namespace . oc l I sKindOf (UML! Model ) then ’ ’
4 else s e l f . namespace . getExtendedName ( ) + ’ . ’
5 end i f e nd i f + s e l f . name ;
Listagem 3.5: UML2JAVA.ATL - Resoluc¸a˜o do nome de um package.
O ATL suporta os tipos de dados primitivos Boolean, Integer, Real e String, bem como
as tradicionais operac¸o˜es sobre estes. Sa˜o suportados igualmente objetos mais complexos,
nomeadamente as colec¸o˜es (Collection), bem como as especificac¸o˜es: Set, OrderedSet, Bag
e Sequence. Uma colec¸a˜o pode ser constitu´ıda por valores primitivos, por outras colec¸o˜es,
ou por apontadores para (meta-)classes dos meta-modelos.
No aˆmbito de transformac¸o˜es mais complexas, o ATL permite a utilizac¸a˜o de regras
OCL sobre os elementos dos meta-modelos. Isto surge em consequeˆncia direta do facto
do ATL permitir transformac¸o˜es com mu´ltiplos meta-modelos. As regras OCL tambe´m
podem ser utilizadas para definir as guardas nas regras ATL, tal como acontece no exemplo
anterior (Listagem 3.5), onde a concatenac¸a˜o recursiva e´ definida no operador if atrave´s
de regras OCL sobre as classes do UML.
3.3.5 Desempenho
Um dos requisitos na˜o funcionais mais relevantes na construc¸a˜o de um pacote de soft-
ware e´ precisamente o desempenho e escalabilidade que e´ esperada. No que diz respeito a`s
arquiteturas MDA, nomeadamente na manipulac¸a˜o de modelos de larga escala, a eficieˆncia
e o desempenho sa˜o requisitos essenciais [Giese 09a]. Na˜o sa˜o raros os casos em que um
modelo UML conte´m mais de 36000 elementos [Egyed 07], o que origina, no mı´nimo, 36000
operac¸o˜es por processo de transformac¸a˜o.
A Figura 3.7 ilustra a comparac¸a˜o entre a ma´quina regular ATL, a evoluc¸a˜o EMF ATL
(a escolhida), uma implementac¸a˜o simples das TGGs em batch e uma vertente nova das
TGGs otimizada. Para va´rios modelos, com va´rias dimenso˜es (1000, 2000, 3000, 4000,
5000), e para cada uma das modalidades (Forward Transformation e Reverse Transfor-
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Figura 3.7: Tempos me´dios de transformac¸a˜o de modelos. Ma´quina ATL regular vs. EMF
ATL vs. TGG batch vs. TGG new. Fonte:[Giese 09a].
mation), foram realizadas 20 simulac¸o˜es, sendo extra´ıdo o tempo me´dio de execuc¸a˜o em
milissegundos.
Apesar de qualquer umas das aproximac¸o˜es baseadas em grama´ticas triplas (TGG)
apresentar melhores desempenhos, e´ observa´vel que o comportamento da EMF ATL e´
muito semelhante aos melhores desempenhos, sendo igualmente competitivo a` medida que
os modelos escalam.
O ATL EMF aproxima-se do desempenho das grama´ticas triplas e poderia obter ainda
melhores resultados caso as regras de transformac¸a˜o fossem assim otimizadas. Conside-
rando que as TGGs sa˜o utilizadas para a sincronizac¸a˜o em tempo real entre modelos
(uma transformac¸a˜o deve ocorrer em menos de 1 segundo), nomeadamente permitindo a
transformac¸a˜o bidirecional [Giese 09b] entre modelos (atualmente na˜o e´ o pretendido), o
ATL EMF e´ via´vel para a iterac¸a˜o de transformac¸o˜es (ass´ıncronas) segundo o esqueleto
MDA. Torna-se ainda mais motivador desenvolver esta abordagem pelo facto de existirem
otimizac¸o˜es que podem ser implementadas nas regras ATL.
3.3.6 Transformac¸a˜o de Modelos - Suma´rio
Nos to´picos anteriores foi descrito de que forma a ma´quina virtual EMF ATL pode ser
utilizada para suportar o componente de transformac¸a˜o de modelos exigido pela ferra-
menta, o M2M Engine. Foram isolados resultados relativos a` compatibilidade da ma´quina
com a arquitetura do MDA SMART, qual a potencialidade e flexibilidade oferecida na
definic¸a˜o de transformac¸o˜es e, por fim, qual o desempenho esperado.
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Existem algumas soluc¸o˜es alternativas a` ma´quina EML ATL, mas que na˜o foram aqui
analisadas por na˜o serem ta˜o compat´ıveis com a arquitetura do MDA SMART, ou por apre-
sentarem pior n´ıvel de potencialidade. Segue-se a discriminac¸a˜o dos pontos que justificam
a utilizac¸a˜o do ATL para incorporar o segundo componente do MDA SMART:
Portabilidade O ATL e´ porta´vel para uma plataforma externa ao Eclipse sem que apre-
sente problemas de estabilidade, de perda de funcionalidades e de desempenho;
Regras Podem ser utilizadas, simultaneamente, regras declarativas e regras imperativas.
E´ poss´ıvel definir heranc¸a entre regras, chamadas recursivas, e a utilizac¸a˜o do OCL,
nomeadamente na constituic¸a˜o de guardas e na utilizac¸a˜o de estruturas de controlo
e na manipulac¸a˜o de conjuntos de elementos. As regras podem ainda fazer recurso
a regras auxiliares que permitem fazer cache de resultados e com isso aumentar o
desempenho;
Parametriza´vel A ma´quina ATL e´ altamente parametriza´vel, especialmente se for ins-
tanciada manualmente. E´ poss´ıvel definir o comportamento da ma´quina no registo
dos modelos, dos meta-modelos, dos meta-meta-modelos, nos handlers dos modelos
e no processamento de erros. E´ ainda poss´ıvel devolver o registo dos tracing links
criados nos processos de transformac¸a˜o;
Desempenho O ATL apresenta desempenhos competitivos com as demais iniciativas do
segmento, permitindo ainda ser ajustado para melhores desempenhos em domı´nios
bem definidos;
Documentac¸a˜o O ATL e´ acompanhado por documentac¸a˜o atual e com um alto n´ıvel de
detalhe, chegando mesmo a desenvolver aspetos relativos ao co´digo ma´quina. Sa˜o
va´rios os exemplos e casos de estudo dispon´ıveis online. As mailing list e os fo´runs
oficiais do Eclipse esta˜o ativamente a trabalhar no desenvolvimento do ATL e nos
casos de estudo sate´lites que va˜o surgindo8.
3.4 Mecanismos de Persisteˆncia
O quarto componente (Figura 3.8) e´ referente a` persisteˆncia dos modelos que sera´ na˜o
so´ utilizado para guardar os estados interme´dios dos modelos, mas tambe´m para supor-
tar a permuta de modelos (normalizados) com ferramentas de terceiros. Este componente
8http://www.eclipse.org/m2m/atl/atlTransformations/
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e´ afetado por duas dinaˆmicas correlacionadas: o formato no qual os modelos devem ser
persistidos e os algoritmos utilizados para implementar o mecanismo de persisteˆncia. A
primeira esta´ diretamente relacionada com a consisteˆncia dos modelos e com a compati-
bilidade da ferramenta com as demais, ao passo que a segunda dinaˆmica, dependente da
primeira, esta´ relacionada com o desempenho que o mecanismo utilizado pode disponibili-
zar a` ferramenta.
A utilizac¸a˜o da ma´quina EMF ATL leva a que a escolha do mecanismo de persisteˆncia
venha a convergir para os mecanismos oferecidos por defeito pelos handlers da ma´quina
ATL. Estes mecanismos implementam o XMI [OMG 11b, Poole 01, Uhl 08] segundo as
normas da OMG, apresentam um o´timo desempenho e encontram-se ja´ devidamente va-
lidados e documentados. Sa˜o ra´pidos, precisos, otimizados para a ma´quina ATL e de uso
trivial.
Figura 3.8: MDA SMART - Arquitetura conceptual do componente de persisteˆncia.
3.5 Gerac¸a˜o de Co´digo Fonte
Esta secc¸a˜o e´ destinada a` formulac¸a˜o do componente 3 (Figura 3.9) que e´ responsa´vel
por iterar o u´ltimo passo da MDA, a gerac¸a˜o das va´rias pec¸as de co´digo fonte. Ao contra´rio
do componente anterior, em que existe uma escolha quase natural, este componente sera´
desenvolvido com recurso a uma framework que sera´ eleita de entre va´rias, atrave´s de um
conjunto de crite´rios bem definidos. Isto apenas e´ poss´ıvel porque a arquitetura idealizada
para o MDA SMART contempla, simultaneamente, a independeˆncia e a coexisteˆncia entre
os va´rios componentes.
Das va´rias te´cnicas poss´ıveis para a gerac¸a˜o de co´digo, nomeadamente as mais gene´ricas
Visitor-Based e Template-Based [Czarnecki 03], a escolha sera´ centrada nas abordagens su-
portadas por arquiteturas baseadas em templates. Para ale´m de ser a abordagem utilizada
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com mais sucesso nas atuais ferramentas cross-platform, e´ uma abordagem que na˜o se res-
tringe a um domı´nio fechado, permitindo deste modo que a ferramenta escale facilmente
para novos domı´nios.
Figura 3.9: MDA SMART - Arquitetura conceptual do componente de gerac¸a˜o de co´digo
fonte.
Para auxiliar a ana´lise, e consecutiva escolha do motor para gerac¸a˜o de co´digo fonte,
sera˜o considerados os seguintes crite´rios:
Licenc¸a Para cada uma das bibliotecas, ou, possivelmente, frameworks sera´ identificada
o tipo de licenc¸a. Como a ferramenta sera´ para uso acade´mico, apenas sera˜o consi-
deradas soluc¸o˜es livres.
→ Valores: Berkeley Software Distribution (BSD), Lesser General Public License
(LGPL), etc;
Templates Pretende-se apurar se a biblioteca suporta a gerac¸a˜o de co´digo fonte atrave´s
de templates pre´-definidos.
→ Valores: Sim, Na˜o;
Plataforma O objetivo e´ identificar uma biblioteca capaz de suportar a gerac¸a˜o de co´digo
fonte a partir de um modelo de implementac¸a˜o e o seu respetivo meta-modelo. E´
requisito que a biblioteca seja integra´vel numa ferramenta stand-alone constru´ıda em
Java.
→ Valores: Integra´vel (Sim / Na˜o), Plataforma (Java, .Net, etc);
Escalabilidade Deve ser apurado se a biblioteca permite a gerac¸a˜o de co´digo fonte para
va´rias linguagens e tecnologias. O componente de gerac¸a˜o de co´digo fonte deve per-
mitir a integrac¸a˜o de novos sub-componentes sem que isso implique alguma alterac¸a˜o
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nos ja´ existentes.
→ Valores: Sim, Na˜o;
Documentac¸a˜o Indicac¸a˜o se a biblioteca e´ acompanhada da respetiva documentac¸a˜o e se
se encontra atualizada. Quaisquer recursos como mailing list, fo´runs e afins podem
ser considerados como documentac¸a˜o.
→ Valores: Sim, Na˜o.
Adicionalmente a este conjunto de crite´rios, pretende-se ainda apurar um conjunto
de caracter´ısticas mais te´cnicas (caracter´ısticas das bibliotecas por templates) de forma a
avaliar a potencialidade das bibliotecas:
Iterador (I) Estrutura de controlo para iterar sobre conjuntos de objetos, como, por
exemplo, o foreach do Java;
→ Valores: Sim, Na˜o;
Operadores condicionais (OC) Estruturas de controlo condicionais, como, por exem-
plo, o if do Java;
→ Valores: Sim, Na˜o;
Macros (M) Definic¸a˜o de padro˜es inteligentes (mini-templates) dentro de um template.
→ Valores: Sim, Na˜o;
Hierarquia de templates (HT) Possibilidade de realizar chamadas (recursivas) entre
templates.
→ Valores: Sim, Na˜o;
Execuc¸a˜o de co´digo embebido (ECE) Possibilidade de utilizar recursos da ferramenta
que invoca a biblioteca dentro do template.
→ Valores: Sim, Na˜o;
Modo permissivo (MP) Possibilidade de ativar/desligar os componentes de controlo
que assumem comportamento extra ao definido nos templates.
→ Valores: Permissivo, Na˜o permissivo, Ambos;
Ocorreˆncias (O) Refereˆncia a va´rios casos de uso que utilizam a biblioteca.
→ Valores: Listagem de produtos de software.
De seguida, sa˜o analisadas poss´ıveis bibliotecas para suportar o componente de gerac¸a˜o
de co´digo fonte. Cada subsecc¸a˜o corresponde a uma biblioteca, onde e´ feita uma ana´lise
segundo os crite´rios anteriormente estabelecidos.
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3.5.1 Eclipse Xpand
O Xpand9 e´ um dos projetos Eclipse para a gerac¸a˜o de co´digo fonte a partir de modelos.
Inicialmente desenvolvido como componente do projeto openArchitectureWare10, veio mais
tarde a tornar-se um componente do Eclipse, estando atualmente dispon´ıvel na versa˜o
1.2.1.
O Xpand, para gerar co´digo fonte, necessita da parametrizac¸a˜o do modelo e respetivo
meta-modelo EMF e de um conjunto de templates, assemelhando-se por isso ao componente
suportado pela ma´quina virtual EMF ATL. Um template e´ definido para uma meta-classe
espec´ıfica e e´ executado sobre todos os objetos do modelo de origem que correspondam a
essa meta-classe.
Na definic¸a˜o de um processo de transformac¸a˜o e´ poss´ıvel recorrer a composic¸a˜o e he-
ranc¸a. Do mesmo modo que o componente M2M, o Xpand tambe´m permite a utilizac¸a˜o
de uma sintaxe OCL na˜o pura.
Trata-se de uma tecnologia fortemente tipada (type safety) e permite o despacho po-
limo´rfico (polymorphic dispatch). Assim, do mesmo modo que em Smalltalk, e´ poss´ıvel a
escrita de me´todos com a mesma assinatura, onde posteriormente o Xpand encarrega-se de
encontrar o template mais ajustado para um artefacto de um modelo.
O Xpand conte´m elevada quantidade de documentac¸a˜o e de qualidade (dentro do Eclipse
IDE e nos fo´runs Eclipse), bem como um conjunto de casos de estudo criados e validados
pela pro´pria comunidade Eclipse [Friese 10].
Uma vez que faz parte do Eclipse, para integrar o Xpand numa ferramenta stand-alone
Java seria necessa´rio uma extensa colec¸a˜o de bibliotecas e de configurac¸o˜es, do mesmo
modo que sera´ necessa´rio para componente M2M.
3.5.2 Apache Velocity
O Apache Velocity11, a` semelhanc¸a dos demais selecionados, e´ igualmente livre e orien-
tado a` gerac¸a˜o de co´digo fonte atrave´s de templates. Atualmente, na versa˜o 1.7, e´ orientado
a` construc¸a˜o de pa´ginas web segundo o padra˜o Model-View-Controller (MVC), estando ao
mesmo n´ıvel de tenologias como o JavaServer Pages (JSP). Pode ser configurado manual-
mente, ou enta˜o integrado em gestores multi-projetos como a framework Maven, podendo
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cificac¸o˜es do container Bean da Sun Microsystems, interpreta templates escritos numa
linguagem pro´pria, a Velocity Template Language (VTL).
Numa ana´lise mais cuidada, e´ poss´ıvel verificar que framework tem bastante potencial
para ale´m da trivial construc¸a˜o de pa´ginas web. Durante o processo de fusa˜o entre os tem-
plates e os recursos de origem, e´ poss´ıvel embeber por completo classes Java dentro de um
template, permitindo que o template tenha acesso a` API das classes. O Velocity disponibi-
liza estruturas pro´prias de controlo, como o for each, o if then else, beaks, contadores de
ciclos, resoluc¸a˜o automa´tica de propriedades e recursividade entre templates. A invocac¸a˜o
de templates e´ dinaˆmica, podendo ate´ serem recarregados em tempo de execuc¸a˜o.
O Velocity e´ altamente parametriza´vel, pois e´ poss´ıvel definir qual o debugger que utiliza,
o limite ma´ximo de interac¸o˜es que um ciclo pode executar (para evitar poss´ıveis erros), qual
a profundidade ma´xima da hierarquia de templates, ou ate´ ativar o modo strict reference
que obriga o motor a lanc¸ar excec¸o˜es sempre que encontre uma refereˆncia na˜o inicializada
(ver Figura 3.10).
Figura 3.10: Exemplo do modo strict reference ativo. Fonte: Velocity user guide.
O Velocity pode gerar co´digo fonte para qualquer plataforma, uma vez que os templates
na˜o impo˜em qualquer restric¸a˜o de linguagem e tecnologia. Mesmo na situac¸a˜o em que a
sintaxe utilizada na VTL e´ semelhante a` da plataforma destino, esta˜o previstos mecanismos
de escape bem definidos e documentados12,13.
3.5.3 FreeMarker
O FreeMarker e´ uma outra biblioteca para a tecnologia Java, que permite a gerac¸a˜o
de co´digo fonte a partir de templates. Igualmente protegido sobre uma licenc¸a gratuita
(licenc¸a baseada na BSD), encontra-se atualmente dispon´ıvel na versa˜o 2.3.19, e e´ um
pacote muito semelhante ao Velocity, nomeadamente pela sua utilizac¸a˜o no padra˜o MVC
e na substituic¸a˜o de outras tecnologias, como o JSP. Do mesmo modo que o Velocity, o
12http://velocity.apache.org/engine/devel/user-guide.html
13http://velocity.apache.org/engine/devel/vtl-reference-guide.html
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FreeMarker e´ igualmente bem documentado, tanto no formato API doc, como em outros
formatos: pa´ginas web, faq e tutoriais.
O FreeMarker suporta, quase na totalidade, as funcionalidades do Velocity, permitindo
ate´ o uso de templates escritos em VTL. Pore´m, o FreeMarker na˜o consegue executar co´digo
de componentes Java embebido nos templates no processo de gerac¸a˜o de co´digo fonte, para
ale´m de que apresenta uma curva de aprendizagem superior ao Velocity.
O FreeMarker tambe´m e´ menos permissivo que o Velocity, uma vez que funciona sempre
em modo ”strict reference”, que, aliado a outros pequenos detalhes, fazem com que o
FreeMarker seja menos parametriza´vel que o Velocity. Comparativamente, e subjetivamente,
o FreeMarker possui uma melhor arquitetura de templates.
O FreeMarker e´ utilizado por ferramentas como o NetBeans IDE, ou as frameworks JET,
Spring e Restlet.
3.5.4 Gerac¸a˜o de Co´digo Fonte - Suma´rio
A Tabela 3.1 permite-nos visualizar comparativamente cada uma das bibliotecas se-
gundo os crite´rios definidos no in´ıcio desta secc¸a˜o.









FreeMarker OSI Sim Sim: Java Sim Sim
Apache Velo-
city
Open-source Sim Sim: Java, Maven Sim Sim
Tabela 3.1: Caracter´ısticas (gerais) das bibliotecas (para a gerac¸a˜o de co´digo
fonte) segundo os crite´rios de avaliac¸a˜o.
Biblioteca I OC M HT ECE MP O
Eclipse
Xpand
Sim Sim Sim Sim Na˜o Restritivo Eclipse IDE









Tabela 3.2: Caracter´ısticas (te´cnicas) das bibliotecas para a gerac¸a˜o de co´digo
fonte segundo os crite´rios de avaliac¸a˜o.
14Ver pa´gina (http://wiki.apache.org/velocity/PoweredByVelocity) para listagem completa
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O Xpand, apesar de apresentar grande potencialidade e um alto n´ıvel de compatibili-
dade com o ATL, na˜o sera´ considerado como primeira escolha pelo facto de impor alguns
cuidados caso a ferramenta escale para novos ambientes de execuc¸a˜o. Um outro motivo
deve-se ao facto de esta biblioteca na˜o acrescentar resultados mais promissores do que o
FreeMarker, ou o Velocity.
O FreeMarker e o Velocity, ao contra´rio do Xpand, na˜o possuem o problema de serem
dependentes de uma plataforma e de uma configurac¸a˜o espec´ıfica. Sa˜o dois produtos muito
ideˆnticos e com funcionalidades equipara´veis, mas, segundo os crite´rios estabelecidos, o
Velocity sera´ a escolha que melhores resultados pode oferecer para o MDA SMART.
3.6 Ambiente de Modelac¸a˜o
Esta secc¸a˜o e´ dedicada a` avaliac¸a˜o e escolha de um pacote gra´fico para integrar a quarta
componente (Figura 3.11), o ambiente gra´fico para a manipulac¸a˜o de modelos.
Neste caso, o objetivo principal e´ a identificac¸a˜o de um pacote gra´fico que providencie
ao MDA SMART bons padro˜es de usabilidade e um Look & Feel atual. Uma vez que
esta´ a ser considerada uma arquitetura baseada em modelos, o pacote gra´fico funcionara´
apenas como uma vista para o utilizador dos va´rios modelos. Deste modo, o componente
gra´fico sera´ totalmente independente da camada que suporta o modelo, e por sua vez,
independente de qualquer configurac¸a˜o.
Figura 3.11: MDA SMART - Arquitetura conceptual do editor gra´fico.
Para auxiliar a ana´lise, e consecutiva escolha do pacote gra´fico, sera˜o considerados os
seguintes crite´rios:
Licenc¸a Para cada uma das bibliotecas, ou possivelmente frameworks, sera´ identificada o
tipo de licenc¸a.
→ Valores: BSD, LGPL, etc;
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Plataforma O objetivo e´ identificar uma biblioteca capaz de suportar o desenho de di-
gramas, em especial os va´rios tipos de diagramas UML. E´ requisito que a biblioteca
seja integra´vel numa ferramenta stand-alone constru´ıda em Java. Para cada recurso
sera´ identificado se e´ integra´vel e para que plataformas.
→ Valores: Integra´vel (Sim / Na˜o), Plataforma (Java, .Net, etc);
Escalabilidade Deve ser apurado se a biblioteca pode escalar para va´rios domı´nios. O
ambiente de modelac¸a˜o gra´fico deve escalar ta˜o facilmente para novos domı´nios, como
o componente de transformac¸o˜es M2M.
→ Valores: Sim, Na˜o;
Usabilidade Um dos requisitos na˜o funcionais mais relevantes na ferramenta e´, precisa-
mente, um bom n´ıvel de usabilidade no ambiente de modelac¸a˜o. Deste modo, para
cada um dos pacotes gra´ficos, sera´ identificado se apresenta bons padro˜es de usabili-
dade e quais as principais funcionalidades.
→ Valores: Grau de usabilidade (Baixo / Me´dio / Alto), funcionalidades (Undo,
Redo, Disposic¸a˜o-automa´tica, Zoom);
Documentac¸a˜o Indicac¸a˜o se a biblioteca e´ acompanhada da respetiva documentac¸a˜o e se
esta´ atualizada. Quaisquer outros recursos, como mailing list, fo´runs e afins, podem
ser considerados como documentac¸a˜o.
→ Valores: Sim, Na˜o.
De seguida, sa˜o analisadas poss´ıveis bibliotecas para suportar o ambiente de modelac¸a˜o.
Cada subsecc¸a˜o corresponde a uma biblioteca, onde e´ feita uma ana´lise segundo os crite´rios
anteriormente estabelecidos.
3.6.1 Nsuml
O Nsuml15, licenciado sobre a LGPL, e´ uma biblioteca para a modelac¸a˜o de diagramas
UML a partir de estruturas de memo´ria baseadas em JMI. Apesar de estar presente
em algumas ferramentas, como o ArgoUML, o Novosoft FL e o Novosoft Zebra, o projeto
aparenta-se bastante inativo.
A biblioteca disponibiliza algumas mais-valias em termos de usabilidade, nomeada-
mente as func¸o˜es de undo e redo e ainda sa˜o oferecidos alguns extras, como o suporte ao
15http://nsuml.sourceforge.net/
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XMI. Pore´m, o Nsuml apenas suporta UML 1.4, o que o torna bastante desajustado para
integrar uma ferramenta atual. Aliada a esta desvantagem, verifica-se que Nsuml apresenta
um ambiente gra´fico ja´ algo antiquado e que dificilmente poderia ser adotado em novos
domı´nios.
Relativamente a` documentac¸a˜o, esta e´ escassa, se na˜o inexistente. Durante todo o
per´ıodo de desenvolvimento da dissertac¸a˜o, na˜o surgiu qualquer artefacto de documentac¸a˜o,
ou caso pra´tico de implementac¸a˜o, que pudesse ser utilizado a favor desta biblioteca.
3.6.2 Prefuse
O Prefuse16 e´ uma biblioteca altamente desenvolvida para a visualizac¸a˜o de dados.
Constru´ıdo em tecnologia Java (Java 2D), e´ orientado a integrar componentes Swing e ap-
plets web. Atrave´s da toolkit prefuse flare tambe´m se encontra dispon´ıvel para as tecnologias
ActionScript e Adobe Flash Player.
Internamente, as estruturas de dados esta˜o otimizadas para a representac¸a˜o de tabelas,
grafos e esquemas em a´rvore. O Prefuse e´ baseado no padra˜o information visualization
reference model, proposto em 1989 por Ed Huai-Hsin Chi [Chi 99].
Graficamente, possui animac¸o˜es gra´ficas muito flu´ıdas e com algoritmos para o ca´lculo
de disposic¸a˜o de componentes muito bem conseguidos. Adicionalmente, sa˜o disponibili-
zados bons mecanismos para a navegac¸a˜o nos modelos, como, por exemplo: filtros, zoom
geome´trico e semaˆntico, querys dinaˆmicas sobre os modelos e manipulac¸a˜o direta de cada
um dos elementos. A biblioteca permite a personalizac¸a˜o por reescrita/extensa˜o da mai-
oria dos mecanismos, nomeadamente a cor, a forma e os tamanhos dos elementos de um
diagrama, os algoritmos para a representac¸a˜o gra´fica, as opc¸o˜es para manipulac¸a˜o direta
dos elementos, bem como o comportamento e estrutura de um modelo.
Apesar de ser uma biblioteca ra´pida, leve, flu´ıda, esta´vel e com bons n´ıveis de usabili-
dade, apresenta o sena˜o de estar otimizada internamente para grafos, sendo que a adaptac¸a˜o
a diagramas seria um tarefa demorada e com elevado n´ıvel de complexidade. No entanto,
este facto na˜o invalida a possibilidade de um bom resultado com esta aproximac¸a˜o.
No mesmo segmento, existem va´rias bibliotecas gra´ficas dispon´ıveis: Piccolo17, Proces-
16http://prefuse.org/
17http://www.cs.umd.edu/hcil/piccolo/
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sing18, The Visualization Toolkit (VTK)19, JUNG20, The InfoVis Toolkit21 e Improvise.
3.6.3 JGraph
O JGraph22 e´ uma biblioteca de ponta para a construc¸a˜o de diagramas. Sobre uma
licenc¸a BSD, pode ser integrada em componentes escritos nas tecnologias Java e JavaS-
cript. Sa˜o va´rias as aplicac¸o˜es web que utilizam com sucesso o JGraph, funcionando com
desempenhos e padro˜es de usabilidade incr´ıveis.
A representac¸a˜o dos componentes gra´ficos e´ de qualidade, muito flu´ıda e altamente
personaliza´vel, assemelhando-se muito a`s atuais ferramentas CASE, tal como e´ vis´ıvel na
Figura 3.12. Dispo˜e das mais variadas utilidades para a manipulac¸a˜o dos modelos, no-
meadamente: zoom, undo/redo, filtros de representac¸a˜o de elementos, arranjo automa´tico
de modelos (vertical hierarchical, horizontal hierarchical, vertical tree, entre outros), uti-
lita´rios para importac¸a˜o/exportac¸a˜o de modelos, bem como um conjunto vasto de func¸o˜es
e utilidades. A biblioteca e´ escala´vel para novos domı´nios sem esforc¸o algum, sendo apenas
necessa´rio definir a estrutura e comportamento dos novos componentes.
Para a integrac¸a˜o desta biblioteca no MDA SMART, e´ necessa´rio desenvolver um com-
ponente que fara´ a correspondeˆncia da arquitetura de modelos do JGraph com a arquitetura
de componentes da ferramenta. Este processo e´ algo demorado e que pode ocupar uma
boa fatia de tempo do projeto, mas o JGraph e´ a biblioteca que apresenta menor risco, e
que melhores perspetivas apresenta, para o resultado final do projeto.
3.6.4 Ambiente de Modelac¸a˜o - Suma´rio
A Tabela 3.3 apresenta sumariamente os crite´rios aplicados a cada um dos pacotes
gra´ficos anteriormente demonstrados.
O Nsuml, dos treˆs pacotes em ana´lise, e´ o que aparentemente se encontra mais desenvol-
vido para suportar ambientes de modelac¸a˜o, nomeadamente diagramas UML, pore´m e´ uma
biblioteca algo ultrapassado no tempo e que na˜o tem vindo a ser desenvolvida. Apenas
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Figura 3.12: JGraph - biblioteca Java para a manipulac¸a˜o de diagramas.
O desenvolvimento de blocos de co´digo, quer para o Prefuse, quer para o JGraph, para
suportar a representac¸a˜o visual do UML, compensam a substituic¸a˜o do Nsuml. Sa˜o duas
bibliotecas com um Look & Feel muito atrativo, com estruturas e algoritmos de repre-
sentac¸a˜o bem desenvolvidos, com muita documentac¸a˜o e com va´rios exemplos em mu´ltiplos
domı´nios.
Atrave´s dos va´rios exemplos dispon´ıveis na rede e de alguns ensaios estrategicamente
definidos, observou-se que o Prefuse adota uma postura mais vocacionada a` representac¸a˜o
de dados provenientes de estruturas em memo´ria, enquanto que o JGraph esta´ otimizado
para lidar com o input do utilizador. O facto de o JGraph disponibilizar um conjunto de
funcionalidades parametriza´veis que permitem validar quase de imediato o input do utili-
zador segundo um conjunto regras, e´ uma mais-valia que pode potencializar em muito uma
ferramenta como o MDA SMART. Por exemplo, sera´ poss´ıvel realizar uma validac¸a˜o anteci-
pada de um dado modelo, mesmo antes das alterac¸o˜es se propagarem a outros componentes
da ferramenta.
Em suma, o JGraph e´ o pacote que melhor corresponde aos requisitos e objetivos pro-
postos para o MDA SMART.
Biblioteca Licenc¸a Plataforma Escal. Usabilidade Doc.
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Tabela 3.3: Caracter´ısticas (gerais) dos pacotes gra´ficos segundo os crite´rios de
avaliac¸a˜o estabelecidos.
3.7 Conclusa˜o
Este cap´ıtulo foi dedicado a` exposic¸a˜o da arquitetura lo´gica do MDA SMART. Esta ar-
quitetura e´ composta essencialmente por quatro componentes distintos: O M(odel) Editor
para o suporte a`s tarefas de manipulac¸a˜o dos modelos; o M2M Engine para a transformac¸a˜o
parametrizada de modelos; o M2C Engine para a gerac¸a˜o do co´digo fonte; e o Persistence
para a gesta˜o em memo´ria f´ısica dos modelos geridos (em memo´ria vola´til) pelos compo-
nentes M Editor, M2M Engine, e M2C Engine. Adicionalmente, a` introduc¸a˜o de cada
um dos componentes foi descrita a forma pela qual sera˜o articulados entre si para que a
ferramenta possa escalar um nu´mero varia´vel de tecnologias.
Para cada um dos componentes (M Editor, M2M Engine, M2C Engine e Persistence)
foi selecionada a abordagem mais compat´ıvel com o propo´sito da ferramenta, utilizando
para isso um conjunto de crite´rios bem definidos: o M Editor sera´ constru´ıdo com recurso a`
biblioteca JGraph; o M2M Engine utilizara´ uma configurac¸a˜o da ma´quina virtual EMF ATL;
o M2C Engine ira´ utilizar uma abordagem baseada em templates suportada pela biblioteca
Velocity; o Persistence ira´ utilizar os mecanismos oferecidos por defeito (os handlers) da
ma´quina EMF ATL para gerir os modelos em memo´ria f´ısica atrave´s do formato XMI.
Ao longo deste cap´ıtulo foram desenvolvidos esforc¸os para a definic¸a˜o das estruturas
prima´rias do MDA SMART, que sera˜o testadas e analisadas no pro´ximo cap´ıtulo atrave´s
de uma simulac¸a˜o. O objetivo final do processo de simulac¸a˜o e´ a validac¸a˜o das deciso˜es
tomadas ao longo deste cap´ıtulo, bem como formular a arquitetura final da ferramenta.
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Cap´ıtulo 4
Prototipagem do MDA SMART
Nine people can’t make a baby in a month.
Fred Brooks
O objetivo deste cap´ıtulo e´ a definic¸a˜o, e consecutiva validac¸a˜o, da arquitetura do MDA
SMART atrave´s de um teste estrategicamente concebido para o efeito. O teste sera´ utilizado
para avaliar a resposta da arquitetura ao processamento de um diagrama (UML) de domı´nio
com os seguintes elementos: tipos de dados primitivos, classes, heranc¸a e associac¸o˜es. O
modelo foi obtido atrave´s de ferramentas externas e sera´ iterado no MDA SMART ate´ que
seja extra´ıdo o co´digo fonte.
Nesta fase de desenvolvimento, apenas sera´ desenvolvido o conjunto mı´nimo de funci-
onalidades que permitam satisfazer o caso de teste. Para ale´m de permitir analisar cada
um dos componentes mais facilmente, os resultados extra´ıdos esta˜o dependentes apenas do
conjunto mı´nimo de condicionantes, o que implica menor complexidade na sua ana´lise.
Este cap´ıtulo esta´ organizado da seguinte forma: inicialmente, sera´ apresentada a ar-
quitetura e respetivos componentes que sera˜o desenvolvidos para suportar o caso de teste
considerado; posteriormente, e´ descrito minuciosamente um caso de teste simples; de se-
guida, sera˜o dedicadas va´rias secc¸o˜es a descreverem como foram desenvolvidos cada um
dos componentes necessa´rios para que o MDA SMART suporte os modelos devidamente;
o cap´ıtulo e´ fechado com os resultados mais relevantes deste teste e da viabilidade da
ferramenta para situac¸o˜es reais.
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4.1 Arquitetura do MDA SMART
O caso de teste visa validar a compatibilidade entre os componentes que constituem o
esqueleto base do MDA SMART. Nesta etapa, apenas e´ pretendido o desenvolvimento dos
mecanismos de transformac¸a˜o de modelos, pelo que a componente gra´fica sera´ desprezada.
Deste modo, pretende-se enta˜o o desenvolvimento dos meta-modelos PIM e PSM, e respe-
tivas regras de transformac¸a˜o, para o componente M2M, que sera´ suportado pela ma´quina
virtual EMF ATL. Posteriormente, e´ pretendido o desenvolvimento dos templates para os
componentes M2C suportados pela biblioteca Apache Velocity.
A Figura 4.1 traduz a arquitetura lo´gica da ferramenta considerada para este caso
de estudo: a cor azul, sa˜o identificados cada um dos componentes; a rosa, os artefactos
de implementac¸a˜o que sera˜o desenvolvidos; e, a cinzento, os componentes e respetivos
artefactos de implementac¸a˜o, que na˜o sera˜o desenvolvidos.
O processo tera´ in´ıcio no modelo PIM atrave´s do meta-modelo UML2. Como na˜o sera´
desenvolvido o componente gra´fico de manipulac¸a˜o de modelos, sera´ utilizada a ferramenta
Enterprise Architect1 para modelar o caso de estudo e exportar o modelo segundo a espe-
cificac¸a˜o XMI. O meta-modelo PSM, representativo da tecnologia Java, sera´ desenvolvido
gradualmente ate´ que suporte com rigor o modelo PIM. Deste modo, o mapeamento ATL,
entre o meta-modelo PIM e o meta-modelo PSM, sera´ apenas desenvolvido ao ponto de
satisfazer a correspondeˆncia entre ambos.
O esforc¸o investido no componente de gerac¸a˜o de co´digo centrar-se-a´ no desenvolvimento
do conjunto mı´nimo de refereˆncias, diretivas e macros, que dara˜o lugar ao conjunto de
templates responsa´veis por traduzir todo o modelo PSM (Java) em co´digo fonte compila´vel
e documentado atrave´s de anotac¸o˜es Javadoc.
A validac¸a˜o do resultado final tera´ que ser realizada manualmente. O me´todo mais
correto para a avaliac¸a˜o do processo de transformac¸a˜o de modelos passa pela revisa˜o e
discussa˜o das va´rias regras ATL. O co´digo fonte gerado devera´ ser revisto com o aux´ılio
de um IDE, como o Eclipse, ou o NetBeans. E´ expecta´vel que o co´digo fonte gerado na˜o
se encontre completo nem perfeitamente compila´vel, uma vez que o meta-modelo Java que
sera´ desenvolvido na˜o corresponde a` completa especificac¸a˜o do Java.
Nos seguintes pontos sera˜o metodicamente desenvolvidos, e exemplificados, cada um
dos elementos da arquitetura previamente apresentada.
1http://www.sparxsystems.com.au/
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Figura 4.1: Arquitetura geral do MDA SMART - caso de teste 1.
4.1.1 Colec¸a˜o de Objetos: Caso de Estudo T´ıpico
O caso de estudo ”A Turma dos Alunos” centrar-se-a´ na transformac¸a˜o de um modelo
UML (da camada PIM) no modelo de implementac¸a˜o Java (da camada PSM), e consecutiva
gerac¸a˜o do co´digo fonte Java. Uma vez que esta ferramenta e´ destinada ao uso acade´mico,
vamos considerar um caso de estudo (simplificado) acerca do mesmo, pois e´ do domı´nio
comum o seu funcionamento.
Uma turma, caraterizada pelo seu identificador u´nico e o ano de registo, e´ o agregado
dum nu´mero varia´vel de alunos, sem que restric¸o˜es existam sobre os mesmos. A turma tera´
que, necessariamente, pertencer a um curso, entidade composta por um nu´mero varia´vel
de turmas. Um curso e´ descrito, adicionalmente, por um nome e um identificador u´nico,
do mesmo modo que as turmas.
Um aluno possui um nu´mero mecanogra´fico e a indicac¸a˜o completa do seu nome, po-
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dendo conter, ou na˜o, o estatuto de aluno atleta. No caso de o aluno ser atleta, enta˜o e´
necessa´rio o registo do seu identificador u´nico de atleta e um campo adicional que indique
se se trata de um atleta federado.
A Figura 4.2 e´ uma poss´ıvel soluc¸a˜o para a representac¸a˜o do modelo de domı´nio refe-
rente ao caso de estudo enunciado. Neste modelo esta˜o presentes os seguintes elementos:
Entidades Curso, Turma, Aluno e AlunoAtleta;
Heranc¸a A entidade AlunoAtleta estende a entidade Aluno;
Atributos Primitivos String, Integer, Boolean;
Classificadores de Acesso private, public, static, e final ;
Associac¸a˜o - composic¸a˜o A entidade Curso e´ composta por uma ou mais entidades
Turma;
Associac¸a˜o - agregac¸a˜o A entidade Turma possui a refereˆncia partilhada a um conjunto
de zero ou mais entidades Aluno.
Figura 4.2: Modelo de domı´nio ”A Turma dos Alunos”.
Na definic¸a˜o deste modelo de domı´nio sa˜o assumidos os seguintes pontos:
• Na˜o existem ciclos nas heranc¸as;
• Na˜o existe a heranc¸a mu´ltipla;
• As u´nicas associac¸o˜es entre classes sa˜o a agregac¸a˜o e a composic¸a˜o.
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4.1.2 Meta-Modelo UML
O meta-modelo UML considerado corresponde a` especificac¸a˜o 2.4.1 [OMG 11a] oficial
da OMG. Ao contra´rio do que acontece com meta-modelo Java, o Eclipse disponibiliza um
meta-modelo fiel a` especificac¸a˜o, pronto a ser utilizado numa ma´quina ATL. Na altura
de desenvolvimento desta dissertac¸a˜o, a especificac¸a˜o 2.4.1 e´ versa˜o mais recente e e´ total-
mente compat´ıvel com a arquitetura proposta. Verso˜es anteriores, como a 2.3.0 [OMG 10],
tambe´m funcionam igualmente bem na ferramenta.
Apesar de ser apenas necessa´rio um subconjunto de meta-classes do meta-modelo UML2
para suportar o caso de estudo, sera´ utilizada a especificac¸a˜o completa, uma vez que ja´
se encontra completamente em conformidade com a especificac¸a˜o da OMG, ficando assim
operacional na ferramenta para fases de desenvolvimento posteriores. O tamanho do meta-
modelo UML tambe´m na˜o influencia na complexidade das regras ATL a desenvolver, dado
que, o ATL (no modo declarativo) apenas considera as regras que combinam com o modelo
de input. Assim, indiretamente, as regras ATL funcionam como um filtro sobre os elementos
UML contidos no modelo de input.
Para auxiliar a interpretac¸a˜o do meta-modelo UML2, que e´ altamente extensivo e com-
plexo, sera˜o utilizadas as ferramentas Eclipse Ecore Tools2, YATTA UML LAB3 e UML2
Metamodel Viewer4. Estas ferramentas permitem a navegac¸a˜o entre as va´rias meta-classes
do meta-modelo UML2, bem como a definic¸a˜o de vistas e a consulta de va´rias anotac¸o˜es
explicativas acerca das meta-classes e dos seus relacionamentos.
A Figura 4.3, extra´ıda atrave´s da ferramenta UML2 Metamodel Viewer (que faz recurso
ao Graphviz [Gansner 00]) sera´ a utilizada como refereˆncia para realizar o mapeamento
entre os meta-modelos UML2 e Java. Sera˜o consideradas as seguintes meta-classes:
Package Refere-se ao package que, tal como o Java, e´ composto por um, ou mais, elemen-
tos (exemplo: entidades UML, classes Java);
Class Refere-se a`s entidades do meta-modelo UML2 que sera˜o mapeadas para classes do
meta-modelo Java;
Association Refere-se ao tipo de associac¸o˜es que existem entre as va´rias classes, em que
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Primitive Type Refere-se aos tipos de dados primitivos que normalmente sa˜o utilizados
na classificac¸a˜o de um atributo de uma entidade.
Figura 4.3: Meta-modelo UML2 - meta-classes: Package, Class, Association e Primiti-
veType.
4.1.3 Meta-Modelo Java
O meta-modelo Java, conjuntamente com as regras ATL, sera˜o constru´ıdos iterativa-
mente de modo a satisfazerem os requisitos impostos em cada etapa do desenvolvimento
do MDA SMART. Note-se que, neste caso de teste, e´ pretendido que o meta-modelo Java
possa suportar os elementos Java equivalentes aos elementos UML:
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• Packages ;
• Entidades;
• Atributos Primitivos e refereˆncias a Entidades;
• Classificadores de acesso;
• Heranc¸a;
• Agregac¸a˜o e Composic¸a˜o.
Figura 4.4: Meta-modelo Java: constru´ıdo atrave´s do Eclipse Ecore Tools.
A Figura 4.4 corresponde ao meta-modelo Java desenvolvido atrave´s do Eclipse Ecore
Tools e visa suportar os elementos UML enumerados anteriormente segundo tecnologia
Java. Nos seguintes pontos sera˜o descritas as meta-classes que constituem o meta-modelo
desenvolvido:
JavaElement Objeto mais simples do meta-modelo e que permite classificar qualquer
elemento Java com um nome;
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Package Objeto que agrega os va´rios elementos do modelo Java, nomeadamente: classes
(JavaClass), dados primitivos (PrimitiveType) e atributos classificados segundo um
tipo (Field);
ClassFeature Objeto que e´ classificado por heranc¸a segundo um nome e que classifica
todos os objetos que o estendam com a propriedade isFinal ;
ClassMember Objeto pertencente a uma classe, da´ı ser classificado com um tipo (type)
e uma refereˆncia ao ser detentor (owner). Embora seja apenas estendido pela meta-
classe Field, este objeto e´ abstrato o suficiente para que possa ser estendido por
outros componentes de uma classe, como, por exemplo, um me´todo;
Field Objeto representativo de um atributo tipado e que e´ pertencente a uma classe.
Segundo o campo booleano aggregation pode, ou na˜o, ser referente a uma associac¸a˜o
sobre a qual e´ tipado;
PrimitiveType Objeto que traduz os tipos de dados primitivos em Java.
Vale a pena relembrar que o meta-modelo representado na Figura 4.4, apesar de ser
muito limitado segundo a tecnologia Java, e´ suficientemente expressivo para suportar todo
o caso de teste.
4.1.4 Regras ATL
De forma a traduzir o modelo UML na tecnologia Java, sera´ necessa´rio desenvolver
aproximadamente uma regra por cada elemento a ser mapeado, nomeadamente: Package,
Property, Class e PrimitiveType. Sera˜o adicionalmente desenvolvidas regras auxiliares para
otimizar a eficieˆncia do mapeamento ATL, bem como utilizadas algumas das funcionalida-
des do OCL para aumentar a consisteˆncia e expressividade do mapeamento.
Nos seguintes subto´picos sera˜o demonstradas, e fundamentadas, cada uma das regras
constru´ıdas.
Package
A regra Package2Package (Listagem 4.1) permite a construc¸a˜o dos va´rios packages Java
correspondentes aos packages do modelo UML. Apesar de ser uma regra bastante simples,
conte´m duas singularidades muito relevantes: o elemento UML de entrada (e) e´ validado
segundo a guarda oclIsTypeOf(UML!Package) e o nome do package Java e´ devolvido pela
regra auxiliar getExtendedName() (Listagem 3.5).
4.1. ARQUITETURA DO MDA SMART 71
A Figura 4.5 permite-nos a visualizac¸a˜o da aplicac¸a˜o da regra Package2Package que e´
representativa do mapeamento entre as meta-classes dos meta-modelos UML (Figura 4.3)
e Java (Figura 4.4).
1 ru l e Package2Package
2 {
3 from e : UML! Package ( e . oc l IsTypeOf (UML! Package ) )
4 to out : JAVA! Package
5 ( name <− e . getExtendedName ( ) )
6 }
Listagem 4.1: Desdobramento de um package UML.
Figura 4.5: Mapeamento da meta-classe package: a rosa, o meta-modelo UML2 e, a azul,
o meta-modelo Java.
Field
A regra Property2Field (Listagem 4.2) e´ responsa´vel por mapear os atributos de uma
entidade UML para os campos tipados das respetivas classes Java. A construc¸a˜o do mapea-
mento e´ linear, ou seja, existe um mapeamento direto entre as propriedades da meta-classe
de destino (Java!Field) e a meta-classe de origem (UML!Property).
Uma vez que nem todo o meta-modelo UML sera´ mapeado para a tecnologia Java, faz
sentido utilizar a guarda e.owner.oclIsTypeOf(UML!Class) para garantir que apenas sa˜o
mapeadas as propriedades cujo o dono e´ uma entidade, ignorando assim, por exemplo, as
propriedades contidas em operac¸o˜es.
72 CAPI´TULO 4. PROTOTIPAGEM DO MDA SMART
1 ru l e Property2Fie ld
2 {
3 from e : UML! Property ( e . owner . oc l IsTypeOf (UML! Class ) )
4 to out : JAVA! F i e ld
5 (
6 aggregat i on <− e . i sAggregat i on ( ) ,
7 name <− e . propertyName ( ) ,
8 i s S t a t i c <− e . i s S t a t i c ,
9 i sPub l i c <− e . i sPub l i c ( ) ,
10 i s F i n a l <− e . i s F i n a l ( ) ,
11 owner <− e . owner ,
12 type <− e . type
13 )
14 }
Listagem 4.2: Mapeamento da meta-classe (UML) UML!Property para a meta-classe (Java)
JAVA!Field.
Class
A regra Class2JavaClass (Listagem 4.3) permite a construc¸a˜o das classes Java a partir
das classes UML, onde, uma vez mais, o OCL e´ utilizado para aumentar a consisteˆncia
do modelo Java obtido. A regra superClass ← e.superClass → first() garante que
qualquer possibilidade de heranc¸a mu´ltipla na˜o e´ propagada ao meta-modelo Java. O facto
de ser escolhido o primeiro elemento da lista de heranc¸a e´ a forma mais simples de garantir
consisteˆncia, pelo que, em domı´nios mais rigorosos, e´ recomendado o desenvolvimento de
uma medida mais precisa.
1 ru l e Class2JavaClass
2 {
3 from e : UML! Class
4 to out : JAVA! JavaClass
5 (
6 superClas s <− e . superClass−> f i r s t ( ) ,
7 name <− e . name . f i r s tToUpper ( ) ,
8 i sAbs t r a c t <− e . i sAbst rac t ,
9 i sPub l i c <− e . i sPub l i c ( ) ,
10 package <− e . namespace
11 )
12 }
Listagem 4.3: Mapeamento da meta-classe (UML) UML!Class para a meta-classe (Java)
JAVA!JavaClass.
4.1. ARQUITETURA DO MDA SMART 73
A regra auxiliar firstToUpper() garante que o nome da propriedade segue a nomencla-
tura do Java5.
Association2Fields
Como no meta-modelo Java considerado na˜o existe a meta-classe equivalente a` asso-
ciac¸a˜o, e´ necessa´rio recorrer a um mapeamento indireto (Listagem 4.4). Assim, todas as
associac¸o˜es bina´rias sa˜o derivadas em dois elementos Java do tipo Field, endLeft e en-
dRight, respetivamente. O primeiro elemento passa a pertencer a` entidade onde comec¸a
a associac¸a˜o e recebe um apontador para a entidade onde acaba a associac¸a˜o. O segundo
elemento e´ constru´ıdo de forma inversa. E´ garantido que esta regra apenas e´ invocada para
associac¸o˜es bina´rias pela utilizac¸a˜o da guarda OCL e.ownedEnd→ size() = 2.
1 ru l e As so c i a t i on2F i e l d
2 {
3 from e : UML! As soc i a t i on ( e . ownedEnd−>s i z e ( ) = 2)
4 to endLeft : JAVA! F i e ld
5 (
6 aggregat i on <− true ,
7 owner <− e . ownedEnd−> f i r s t ( ) . type ,
8 type <− e . ownedEnd−>l a s t ( ) . type ,
9 name <− ’ fromAssocA ’+(e . ownedEnd−> f i r s t ( ) . type )+’ ’+(e .
ownedEnd−>l a s t ( ) . type )
10 ) ,
11 endRight : JAVA! F i e ld
12 (
13 aggregat i on <− true ,
14 owner <− e . ownedEnd−>l a s t ( ) . type ,
15 type <− e . ownedEnd−> f i r s t ( ) . type ,
16 name <− ’ fromAssocB ’+(e . ownedEnd−> f i r s t ( ) . type )+’ ’+(e .
ownedEnd−>l a s t ( ) . type )
17 )
18 }
Listagem 4.4: Mapeamento da meta-classe (UML) UML!Association para a meta-classe
(Java) JAVA!Field.
PrimitiveType
A regra PrimitiveType (Listagem 4.5) permite o mapeamento entre os tipos de dados
primitivos, onde e´ realizado um mapeamento simples e direto dos atributos de ambos os
5http://docs.oracle.com/javase/specs/jls/se7/html/jls-3.html#jls-3.8
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meta-modelos.
1 ru l e Primit iveType2Primit iveType
2 {
3 from e : UML! DataType
4 to out : JAVA! Primit iveType
5 (
6 i sAbs t r a c t <− e . i sAbs t r a c t ( ) ,
7 i sPub l i c <− e . i sPub l i c ( ) ,
8 package <− e . namespace ,
9 name <− e . name
10 )
11 }
Listagem 4.5: Mapeamento da meta-classe (UML) UML!DataType para a meta-classe
(Java) JAVA!PrimitiveType.
As regras apresentadas, bem com as regras auxiliares, ira˜o sofrer alterac¸o˜es e acre´scimos
de novas regras, aquando da evoluc¸a˜o do meta-modelo Java. E´ expecta´vel que a utilizac¸a˜o
de guardas OCL aumente para que a complexidade do mapeamento seja comporta´vel a`
medida que escale.
4.1.5 Templates Velocity
A gerac¸a˜o de co´digo fonte, suportada pela biblioteca Velocity, e´ realizada pela aplicac¸a˜o
direta entre o modelo Java e os templates previamente constru´ıdos com base no meta-
modelo Java.
A aplicac¸a˜o dos templates pode ocorrer diretamente nos modelo PSM persistidos, ou
enta˜o atrave´s de estruturas de dados em memo´ria. Uma vez que ja´ foram desenvolvidos
os recursos necessa´rios para dispor do meta-modelo Java em memo´ria, e´ poss´ıvel a simpli-
ficac¸a˜o dos templates. Isto e´, em vez de fazer o parsing no template de cada um dos objetos
contidos no modelo de entrada, o modelo e´ carregado para memo´ria e o template utiliza
a API do meta-modelo (em memo´ria) para construir cada uma das partes do resultado
final. O meta-modelo em memo´ria pode ser automaticamente gerado atrave´s do plugin do
Eclipse onde foi desenvolvido o meta-modelo.
Neste caso espec´ıfico, uma vez que o meta-modelo Java e´ simples, e´ apenas necessa´rio a
construc¸a˜o do template para a gerac¸a˜o de classes. A construc¸a˜o de um template deste
ge´nero pode tornar-se uma tarefa incomporta´vel caso na˜o sejam utilizadas estruturas
avanc¸adas, como as macros.
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O exemplo (Listagem) 4.6 retrata o template utilizado neste caso de teste e, numa
leitura mais superficial, verificamos que assume de forma natural da estrutura de uma
classe Java devidamente identada. O caso mais especial deste template e´ a utilizac¸a˜o da
macro ElementSig (Listagem 4.7), que devolve os me´todos de acesso a um elemento Java,
e que pode ser chamada polimorficamente, quer para a assinatura de uma classe, quer para
a declarac¸a˜o de um atributo.
1 package $JavaClass . getPackage ( ) . getName ( ) ;
2
3 ## −−−
4 #parse ( ”Macros .vm” )##
5 ## −−−
6
7 # ElementSig ( $JavaClass ) class $JavaClass . getName ( ) #ClassExtends (
$JavaClass )
8 {
9 #fo reach ( $ f i e l d in $JavaCla s s F i ld s )





15 ∗ Auto genera ted $JavaClass . getName () cons t ruc t o r
16 ∗/
17 public $JavaClass . getName ( ) ( )
18 { super ( ) ; }
19
20 ( . . . . . )
21 }
Listagem 4.6: Excerto do template para a gerac¸a˜o de classes Java.
1 #macro ( ElementSig $elementIN )
2 ##
3 #se t ( $elementSigDec = ”” )
4 ##
5 #i f ( $elementIN . i s I s Pub l i c ( ) == true )
6 #se t ( $elementSigDec = ” pub l i c ” )
7 #{else }
8 #se t ( $elementSigDec = ” pr i va t e ” )
9 #end
10 ##
11 #i f ( $elementIN . i s I sAb s t r a c t ( ) == true )
12 #se t ( $elementSigDec = $elementSigDec+” ”+” abs t r a c t ” )
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13 #end
14 ##
15 #i f ( $elementIN . i s I s F i n a l ( ) == true )
16 #se t ( $elementSigDec = $elementSigDec+” ”+” f i n a l ” )
17 #end
18 ##
19 #i f ( $elementIN . i s I s S t a t i c ( ) == true )





Listagem 4.7: Macro que determina a assinatura de acesso a uma classe/atributo.
4.2 Conclusa˜o
Este cap´ıtulo, para ale´m de introduzir a implementac¸a˜o dos va´rios componentes do
MDA SMART, visou validar a soluc¸a˜o proposta nos seguintes pontos: tempo necessa´rio
para desenvolvimento, grau de dificuldade e os pontos cr´ıticos da arquitetura.
A maior fatia de tempo despendida neste caso de estudo foi aplicada na definic¸a˜o dos
meta-modelos UML e Java e na construc¸a˜o das respetivas regras ATL. O recurso a` especi-
ficac¸a˜o oficial do UML2, pelo facto de ser uma especificac¸a˜o altamente complexa, tornou-se
uma tarefa com um grau de dificuldade acrescido, mesmo com a ajuda das ferramentas
Eclipse Ecore Tools, YATTA UML LAB e UML2 Metamodel Viewer. A implementac¸a˜o f´ısica
do componente de transformac¸a˜o de modelos foi igualmente complexa, uma vez que a de-
pendeˆncia de bibliotecas da plataforma Eclipse e´ enorme e na˜o esta´ documentada de forma
completamente clara.
O desenvolvimento do componente para a gerac¸a˜o de co´digo fonte foi um processo linear
e simples. A plataforma Velocity e´ muito esta´vel e esta´ cuidadosamente desenhada para
integrar plataformas de terceiros. O Velocity possui uma configurac¸a˜o muito simples, os
templates sa˜o de uma construc¸a˜o muito trivial e trata-se de uma plataforma altamente
parametriza´vel.
Na˜o foi aqui desenvolvida qualquer componente gra´fica para a manipulac¸a˜o de mode-
los, mas era expecta´vel que ocupasse uma fatia de tempo ta˜o grande ou superior do que
despendida no caso de teste completo.
O maior problema identificado neste caso estudo foi precisamente o meta-modelo Java
desenvolvido. Apesar de suportar corretamente as va´rias meta-classes UML definidas para
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o caso de teste, o meta-modelo por ser incompleto relativamente a` real especificac¸a˜o da
tecnologia Java, prejudicou os restantes componentes da ferramenta. As regras ATL tive-
ram que ser reforc¸adas com va´rias guardas para filtrarem muitas meta-classes UML na˜o
existentes no meta-modelo Java, bem como outras que tiveram que ser constru´ıdas de uma
forma mais arcaica.
A pobre expressividade do meta-modelo Java provocou a deteriorac¸a˜o dos templates.
Quanto mais completo e mais expressivo for o meta-modelo que suporta o modelo de
entrada do Velocity, mais simples sa˜o os templates, e mais facilmente respeitam a tecnologia
representada pelo meta-modelo.
O componente de transformac¸a˜o de modelos representa o ponto mais cr´ıtico da fer-
ramenta. Quanto mais corretos os meta-modelos e os processos de transformac¸a˜o, mais
eficazes, mais via´veis e com melhor desempenho, se tornam as restantes componentes da
ferramenta. Desta forma, a decisa˜o da utilizac¸a˜o do meta-modelo UML segundo uma
especificac¸a˜o, desde no in´ıcio do desenvolvimento do MDA SMART, foi uma decisa˜o estra-
tegicamente bem ponderada e realizada.
Nos pro´ximos cap´ıtulos sera´ considerado um meta-modelo Java melhorado e recursiva-
mente desenvolvidas todas as restantes componentes do MDA SMART.
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Cap´ıtulo 5
Definic¸a˜o da Soluc¸a˜o do MDA
SMART
When all you have is a hammer, everything starts to
look like a nail.
Unknown
Ao longo deste documento teˆm vindo a ser desenvolvidas todas as bases para a for-
mulac¸a˜o racional do esqueleto do MDA SMART. Neste cap´ıtulo sera´ demonstrada a estru-
tura final da ferramenta, bem como analisados os resultados obtidos atrave´s da validac¸a˜o
da ferramenta com um caso de estudo de Field Force Automation (FFA).
Este cap´ıtulo introduz a arquitetura completa do MDA SMART como ferramenta, os
melhoramentos aplicados no nu´cleo dos processos de transformac¸a˜o de modelos e a inte-
grac¸a˜o de gerac¸a˜o de interfaces gra´ficas provenientes de uma abordagem tambe´m baseada
no MDA, o UsiXML.
O cap´ıtulo esta´ organizado da seguinte forma: na secc¸a˜o 5.1, e´ descrita a estrutura do
MDA SMART como ferramenta; na secc¸a˜o 5.2, sa˜o desenvolvidas considerac¸o˜es relativas ao
componente gra´fico para a manipulac¸a˜o de modelos; na secc¸a˜o 5.3, sa˜o enumeradas quais
as melhorias introduzidas na versa˜o final do componente de transformac¸a˜o de modelos; a
secc¸a˜o 5.4 introduz de que forma o UsiXML foi compatibilizado com o MDA SMART e
quais os ganhos adquiridos; na secc¸a˜o 5.5, sa˜o descritos quais os ganhos obtidos na gerac¸a˜o
de co´digo fonte devido a`s melhorias introduzidas no componentes de transformac¸a˜o de
modelos; na secc¸a˜o 5.7, e´ desenvolvido um caso de estudo para a validac¸a˜o da ferramenta
num domı´nio (aproximadamente) real; a secc¸a˜o 5.8, conclui com os resultados obtidos no
desenvolvimento e teste da ferramenta.
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5.1 MDA SMART - Arquitetura
Tal como e´ ilustrado na Figura 5.1, a arquitetura final do MDA SMART contempla
adicionalmente um componente gra´fico (UML Editor) para a construc¸a˜o de modelos PIM,
mais especificamente modelos UML2, e um componente (UsiXML) orientado ao suporte
e integrac¸a˜o de modelos de interfaces gra´ficas. Os restantes componentes, na sua forma
final, apresentam melhorias significativas relativamente ao que foi demonstrado na secc¸a˜o
anterior.
Figura 5.1: Arquitetura abstrata de componentes do MDA SMART.
O desenvolvimento da ferramenta centra-se na interoperac¸a˜o dos va´rios mecanismos
idealizados ao longo deste documento, e, tangencialmente, num conjunto de preocupac¸o˜es
que visam cumprir os requisitos na˜o funcionais. Visualmente, tal como e´ descrito no dese-
nho te´cnico da Figura 5.2, a ferramenta segue uma linha muito semelhante aos tradicionais
ambientes de desenvolvimento, como o NetBeans, ou o Eclipse IDE. E´ composta essencial-
mente por duas a´reas de interac¸a˜o:
Action Area Local onde o utilizador podera´ interagir com os va´rios componentes da
ferramenta, nomeadamente, o editor de modelos, o componente de transformac¸a˜o de
modelos e o componente para gerac¸a˜o de co´digo fonte;
Console e Properties Local onde o utilizador recebera´ o feedback de todas as ac¸o˜es
processadas pela ferramenta, e onde podera´ configurar alguns paraˆmetros adicionais
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Figura 5.2: Mockup da vista geral do MDA SMART.
referentes a elementos presentes na ”Action Area”.
Internamente, o desenho da ferramenta segue alguns padro˜es de software [Gamma 94],
nomeadamente o Factory. O principal objetivo desta medida e´, em primeiro lugar, provi-
denciar robustez a` ferramenta, e, posteriormente, que a mesma possa escalar para o suporte
a meta-modelos e transformac¸o˜es de novas configurac¸o˜es tecnolo´gicas.
A Figura 5.3 mostra uma simplificac¸a˜o da arquitetura real da ferramenta, onde esta˜o
representados apenas as entidades mais relevantes do esqueleto da ferramenta. O padra˜o
mais evidente neste esqueleto e´ o factory, tal como e´ exemplo a Figura 5.4, representativa
do componente de gerac¸a˜o de co´digo fonte. Este padra˜o e´ uma simplificac¸a˜o do padra˜o
factory method e visa dotar a ferramenta de uma forma padronizada para que possa escalar
ao longo do tempo, e de forma simples, para novas tecnologias.
Aquando do desenvolvimento de novos componentes, como, por exemplo, um compo-
nente para gerac¸a˜o de Java ME a partir do atual meta-modelo Java, apenas e´ necessa´rio
configurar a fa´brica AbstractPSMCODE Factory para suportar a instanciac¸a˜o do novo com-
ponente. Este novo componente adotara´ o mesmo comportamento gene´rico e algor´ıtmico
que os demais componentes.
82 CAPI´TULO 5. DEFINIC¸A˜O DA SOLUC¸A˜O DO MDA SMART
Figura 5.3: Arquitetura interna (simplificada) dos va´rios componentes do MDA SMART.
Figura 5.4: Fa´brica de componentes para a gerac¸a˜o de co´digo fonte.
5.2 Editor de Modelos
O editor gra´fico e´ internamente suportado pelo JGraph, na versa˜o 1.9.2.2, e sera´ de-
senvolvido para que possa suportar um subconjunto de diagramas UML, nomeadamente
diagramas de domı´nio.
O desenvolvimento deste componente requer uma quantidade de tempo muito mais ele-
vada que os restantes componentes. Uma vez que este componente na˜o e´ o foco principal
do projeto, apenas sera´ desenvolvido um conjunto mı´nimo de rotinas para suportar a ma-
nipulac¸a˜o de diagramas de domı´nio. O objetivo deste componente foca-se, unicamente, em
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comprovar que e´ poss´ıvel obter bons resultados com o JGraph como base do editor gra´fico.
Este componente pode, posteriormente, evoluir independentemente do resto da ferramenta,
pois a arquitetura da ferramenta (Figuras 5.3 e 5.4) assegura esta independeˆncia.
Uma vez que o editor na˜o se encontra preparado para representar qualquer todos os
tipos de diagramas da UML, foi adicionalmente inclu´ıda uma funcionalidade para visualizar
os modelos no formato de texto plano. Paralelamente a este formato, foi desenvolvida uma
outra funcionalidade para a representac¸a˜o do modelo em a´rvore, em que e´ poss´ıvel filtrar
os resultados exibidos segundo o tipo de meta-classes contidas no modelo de entrada.
Nos seguintes subto´picos sa˜o tecidas algumas considerac¸o˜es relativas ao proto´tipo do
editor gra´fico que foi implementado, em especial a funcionalidade de validac¸a˜o ”a priori”.
5.2.1 Editor Gra´fico
O editor gra´fico, ainda numa fase muito pro´xima do proof of concept, permite a mani-
pulac¸a˜o de diagramas de domı´nio, quer sejam provenientes de modelos importados de ou-
tras ferramentas (como o Enterprise Architect), quer sejam criados de raiz no MDA SMART.
Tal como foi avanc¸ado anteriormente, o desenvolvimento deste tipo de componentes e´
altamente demorado, pelo que foi desenvolvido um conjunto limitado de funcionalidades
de forma validar a potencialidade da ferramenta. Este fator e´ agravado pela complexidade
de representar os elementos visuais mais ”simples” da UML.
Uma geometria UML requer a representac¸a˜o de muitos segmentos de texto e de de-
senho e um controlo minucioso da interac¸a˜o do rato. A t´ıtulo de exemplo, temos que o
elemento visual Classe (Figura 5.5) representativo de uma classe UML, na verdade re-
presenta a classe, os sterotypes da classe, os atributos, os me´todos e os classificadores de
acessos a` classe, aos atributos e aos me´todos. Isto implica, portanto, o desenvolvimento
de formas geome´tricas computacionalmente exigentes e dependentes de muitos fatores na˜o
determin´ısticos.
Figura 5.5: Identificac¸a˜o detalhada dos va´rios elementos da representac¸a˜o visual da meta-
classe ’Class’ do meta-modelo UML2.
No JGraph, os elementos visuais do modelo do domı´nio foram conseguidos atrave´s da
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utilizac¸a˜o de heavy renders, ou seja, os renders utilizados por defeito foram estendidos
de forma a suportar paine´is constru´ıdos em SWING. Adicionalmente, para cada um dos
renders foi constru´ıda uma pano´plia de menus, de handlers de eventos e ac¸o˜es, de forma a
que suportem a manipulac¸a˜o de cada uma das representac¸o˜es.
Figura 5.6: Editor de modelos (UML2) do MDA SMART.
Note-se que, apenas foi desenvolvido o necessa´rio para testar este componente. No
futuro e´ previsto que o editor seja conseguido atrave´s da integrac¸a˜o de um ambiente ja´
existente e mais avanc¸ado.
5.2.2 Propriedades dos Artefatos Visuais
Um dos inconvenientes da utilizac¸a˜o do formato XMI e´ que este na˜o inclui, nem deve
incluir, qualquer propriedade acerca da representac¸a˜o visual dos modelos. Portanto, e´
necessa´rio a criac¸a˜o de um suporte auxiliar para guardar a representac¸a˜o visual de cada
um dos modelos, nomeadamente a posic¸a˜o de cada um dos elementos na a´rea de desenho.
Caso na˜o exista este cuidado, a disposic¸a˜o visual de um modelo na˜o e´ mantida ao
longo do tempo. A` medida que o modelo escala, os algoritmos de disposic¸a˜o automa´tica,
comec¸am a criar representac¸o˜es humanamente ileg´ıveis e, com frequeˆncia, va˜o perturbar o
trabalho e rendimento do utilizador.
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De va´rias soluc¸o˜es poss´ıveis, a mais simples e´ a criac¸a˜o de uma estrutura em memo´ria
que, para cada identificador u´nico dos elementos, guarde um conjunto de propriedades que,
posteriormente, sa˜o persistidas em memo´ria f´ısica. Para simplificar ainda mais o processo,
uma vez que na˜o existem quaisquer restric¸o˜es acerca deste formato auxiliar, sera´ utilizada
a biblioteca XTREAM1 que mapeia automaticamente objetos Java para ficheiros de texto
(Figura 5.7) e vice-versa. Trata-se de uma biblioteca que aplica o padra˜o aplicacional
Facade para encapsular o vasto nu´mero de instruc¸o˜es que normalmente sa˜o utilizadas para
realizar este tipo de operac¸o˜es.
Figura 5.7: Mapeamento entre estruturas de memo´ria e ficheiros XML. Apenas e´ necessa´rio
a invocac¸a˜o da operac¸a˜o ”xstream.toXML(Object obj)”.
Como o desempenho tem sido uma constante preocupac¸a˜o no desenvolvimento desta
ferramenta, foi tambe´m inclu´ıda a biblioteca do parser kXML2. Este parser esta´ altamente
desenvolvido para a (des)serializac¸a˜o de objetos e visa substituir o standard JAXP DOM
oferecido pelo Java, ou o StAX do Java 6 e verso˜es superiores2,3,4.
Este mecanismo foi implementado para um modo de utilizac¸a˜o particularmente simples,
sendo inspirado no processo utilizado pelos leitores de v´ıdeo no carregamento de legendas.
Um ficheiro de propriedades tera´ sempre o mesmo nome que o nome do ficheiro do modelo
que representa, sendo acrescida da extensa˜o ”props”. Quando um modelo e´ carregado,
caso exista o ficheiro de propriedades nas condic¸o˜es anteriores, enta˜o essas propriedades
sa˜o igualmente transferidas para memo´ria; caso contra´rio, e´ criada uma nova estrutura
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estamos a utilizar o XTream, estas duas operac¸o˜es sa˜o conseguidas apenas atrave´s de duas
invocac¸o˜es: ”xstream.fromXML(String xml)” e ”xstream.toXML(Object obj)”.
De forma a aumentar a seguranc¸a desta soluc¸a˜o, conjuntamente com as propriedades,
e´ inclu´ıdo o identificador u´nico do modelo. Se no processo de leitura existe um ficheiro que
respeite as condic¸o˜es, mas o identificador na˜o corresponde ao do modelo, enta˜o o ficheiro
e´ desprezado e e´ considerada uma nova estrutura em memo´ria.
5.2.3 Validac¸a˜o ”a priori”
Uma das vantagens do Jgraph e´ o facto de incluir um validador interno parametriza´vel
que permite validar o modelo segundo um conjunto de regras pre´-estabelecidas. Esta
validac¸a˜o pode ser bastante u´til, se for customizada para reagir a quaisquer ac¸o˜es do
utilizador.
Ao contra´rio de uma grande parte das ferramentas, o MDA SMART valida a integridade
e consisteˆncia do modelo representado segundo a especificac¸a˜o do meta-modelo. Atrave´s
da extensa˜o das regras oferecidas pelo Jgraph, e´ poss´ıvel validar na˜o so´ a representac¸a˜o do
modelo, mas tambe´m a informac¸a˜o que este pretende representar.
Esta funcionalidade foi desenvolvida de forma a suportar um pequeno conjunto de regras
que visam validar o modelo de domı´nio, antes de ser propagado a`s fases posteriores de
execuc¸a˜o da ferramenta. Na Figura 5.8, e´ vis´ıvel o editor a alertar o utilizador para o facto
de estar a especificar a implementac¸a˜o de uma classe UML numa interface UML. Trata-se
de uma inconsisteˆncia simples, mas que pode ocorrer muito facilmente com utilizadores
menos atentos.
Os ganhos desta funcionalidade sa˜o bastantes, nomeadamente:
• O utilizador e´ alertado imediatamente acerca das incoereˆncias que o modelo possa
conter, podendo, desde logo, proceder a` respetiva correc¸a˜o;
• A reduc¸a˜o da probabilidade de inconsisteˆncias numa fase muito precoce permite
reduzir o custo e tempo de desenvolvimento de qualquer projeto;
• Permite validar modelos importados de outras ferramentas;
• Existe maior independeˆncia dos va´rios componentes da ferramenta, permitindo, por
exemplo, que a ferramenta possa funcionar sobre um ambiente distribu´ıdo.
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Figura 5.8: Exemplo da validac¸a˜o ”a priori” - prevenc¸a˜o da especificac¸a˜o da implementac¸a˜o
de uma classe (UML) numa interface (UML).
5.3 Transformac¸a˜o de Modelos
O componente de transformac¸a˜o de modelos e´ o mesmo do que o demonstrado na
secc¸a˜o anterior, apresentando apenas alterac¸o˜es a n´ıvel da configurac¸a˜o que transforma
modelos UML2 em modelos Java – UML22Java. De forma a facilitar a execuc¸a˜o desta
funcionalidade, foi ainda constru´ıda uma interface gra´fica que permite a sua parametrizac¸a˜o
dentro da ferramenta.
Relativamente a` configurac¸a˜o UML22Java, as alterac¸o˜es centram-se no meta-modelo
Java e nas regras ATL que acompanharam estas alterac¸o˜es. O meta-modelo UML2 tambe´m
na˜o sofrera´ alterac¸o˜es, uma vez que oMDA SMART ja´ utiliza a especificac¸a˜o completa deste
o in´ıcio do desenho da ferramenta.
Nas seguintes subsecc¸o˜es sa˜o descritas quais as alterac¸o˜es efetuadas no meta-modelo
Java e nas regras ATL que foram desenvolvidas de forma a otimizar o estado final da
ferramenta.
5.3.1 Meta-Modelo Java
O meta-modelo Java considerado previamente e´ insuficiente para traduzir a imple-
mentac¸a˜o da maioria dos domı´nios reais, como, por exemplo, na definic¸a˜o do comporta-
mento de uma entidade Java. Deste modo, sera´ necessa´rio a especificac¸a˜o de um novo
meta-modelo, pelo que existe a possibilidade de refinar o atual em uso, ou enta˜o utilizar
uma versa˜o mais desenvolvida proveniente de uma entidade externa.
A opc¸a˜o ideal seria a inclusa˜o de uma especificac¸a˜o completa, a` semelhanc¸a do que foi
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realizado no suporte ao UML2. Uma poss´ıvel soluc¸a˜o seria conjugar o plugin JDT5 com
um conjunto de novas regras ATL. Existem, no entanto, outros meta-modelos de terceiros
desenvolvidos para suportarem a tecnologia Java, como, por exemplo, o caso de estudo
J2SE5 1.0 de Fabien Giquel que e´ orientado ao suporte de engenheira reversa de aplicac¸o˜es
escritas na versa˜o 5 do Java.
A soluc¸a˜o mais realista passa pelo desenvolvimento do atual meta-modelo Java ate´ que
suporte a maioria dos casos de uso. A passagem de um meta-modelo simples como o atual,
para um ta˜o completo como o oferecido pelo Eclipse, seria um esforc¸o desproporcional a`
evoluc¸a˜o da ferramenta. A ferramenta esta´ preparada para escalar para va´rias configurac¸o˜es
diferentes, mas cada configurac¸a˜o requer uma construc¸a˜o progressiva.
A Figura 5.9 corresponde a` definic¸a˜o do novo meta-modelo onde as alterac¸o˜es mais
relevantes sa˜o:
Hierarquizac¸a˜o O meta-modelo encontra-se hierarquicamente otimizado para que as re-
gras ATL possam herdar comportamento entre si;
Interfaces E´ introduzida a meta-classe Interface;
Me´todos E´ adicionada a definic¸a˜o de comportamento a` meta-classe Classe e a` meta-classe
Interface;
Especificac¸a˜o de valores Tanto os atributos (meta-classe Field) de uma classe, como
de uma interface, recebem a especificac¸a˜o de um valor por defeito;
Tipos de dados Os tipos de dados deixam de estar restringidos a classes e a primitivas,
podendo tambe´m ser classificados como interfaces, ou listas gene´ricas de tipos de
dados;
Realizac¸a˜o de interfaces O contrato de uma classe com uma interface pode ser definido
atrave´s do campo implement.
5.3.2 Regras ATL
As regras ATL utilizadas na configurac¸a˜o UML22Java devem suportar as alterac¸o˜es
introduzidas no meta-modelo Java. Uma vez que o meta-modelo foi todo reconfigurado,
especialmente na hierarquizac¸a˜o de meta-classes, sera´ necessa´ria a reescrita de todas as
regras e a inclusa˜o de algumas adicionais.
5http://www.eclipse.org/projects/project.php?id=eclipse.jdt
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Figura 5.9: Meta-modelo Java utilizado pelo MDA SMART.
A hierarquizac¸a˜o foi estrategicamente utilizada, de forma a aproveitar a capacidade do
compilador ATL de interpretar e gerar co´digo ma´quina para regras que herdem comporta-
mento de outras. Atrave´s desta medida, e´ poss´ıvel reduzir a probabilidade de inconsisteˆncia
no conjunto de todas as regras, e ainda torna a sua leitura mais simplificada pelo facto de
se tornarem mais pro´ximas dos meta-modelos.
O exemplo (Listagem) 5.1 representa a regra que mapeia todas as meta-classes do tipo
UML!NamedElement para a correspondente meta-classe Java (JAVA!JavaElement). Por
se tratar de uma regra abstrata (abstract rule), esta pode ser estendida por outras regras,
quer sejam, ou na˜o, abstratas. A t´ıtulo de exemplo, a regra Package2Package (Listagem
5.2) estende a regra anterior pelo facto da meta-classe JAVA!Package ser sub-classe da
meta-classe JAVA!JavaElement. Esta organizac¸a˜o foi recursivamente aplicada ate´ que as
regras ATL reflitam a organizac¸a˜o hiera´rquica do meta-modelo Java (Figura 5.9).
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1 −−A01 NamedElement with extended name
2 abstract r u l e NamedElement2ExtendedNamedElement
3 {
4 from e : UML! NamedElement
5 to out : JAVA! JavaElement
6 ( name <− e . getExtendedName ( ) . javaNameCleanup ( ) )
7 }
Listagem 5.1: Regra ATL (abstrata) para a meta-classe UML!NamedElement.
1 −−N02 Package
2 ru l e Package2Package extends NamedElement2ExtendedNamedElement
3 {
4 from e : UML! Package ( e . oc l IsTypeOf (UML! Package ) )
5 to out : JAVA! Package
6 ( )
7 }
Listagem 5.2: Mapeamento de packages hierarquizado.
No processo de reescrita, para ale´m da articulac¸a˜o das regras em hierarquia, foram
introduzidas novas pec¸as, de forma a otimizar a consisteˆncia do modelo gerado no processo
de transformac¸a˜o. Estas pec¸as consistem em regras auxiliares que utilizam intensivamente
as funcionalidades do OCL.
A regra auxiliar javaNameCleanup (Listagem 5.3) foi constru´ıda para validar os iden-
tificadores provenientes do UML, que sa˜o independente de qualquer especificac¸a˜o de im-
plementac¸a˜o, e que podem na˜o ser va´lidos para a tecnologia Java. Na definic¸a˜o de um
atributo em UML e´ quase poss´ıvel utilizar uma qualquer expressa˜o para o nome, como,
por exemplo, ”valor imuta´vel” ou ”static”. Na tecnologia Java o identificador ”static”
e´ uma palavra reservada e, portanto, na˜o pode ser utilizada como identificador de uma
varia´vel. Noutra tecnologia diferente, esta restric¸a˜o pode ocorrer apenas com expressa˜o
”valor imuta´vel”. Dado isto, foram introduzidas estas, e outras, preocupac¸o˜es no processo
de transic¸a˜o entre os modelos independentes da tecnologia e os dependentes.
1 −− http : // docs . o ra c l e . com/ java se / specs / j l s / se7 /html/ j l s −3. html#j l s −3.8
2 he lpe r context S t r ing de f : javaNameCleanup ( ) : S t r ing =
3 i f Sequence{ ’ ab s t r a c t ’ , ’ cont inue ’ , ’ f o r ’ , ’ new ’ , ’ switch ’ ,
4 ’ a s s e r t ’ , ’ d e f au l t ’ , ’ i f ’ , ’ package ’ , ’ synchron ized ’ , ’ boolean ’ ,
5 ( . . . . . . . . . . . . . . . . . . . . ) ,
6 ’ super ’ , ’ wh i l e ’ } −> e x i s t s ( i | i = s e l f )
7 then
8 ’ ’+s e l f
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9 else
10 s e l f . s ub s t r i ng (1 , 1) −> regexRep laceAl l ( ’ [ ˆ a−zA−Z $ ] ’ , ’ ’ )
11 + s e l f . s ub s t r i ng (2 , s e l f . s i z e ( ) ) −> regexRep laceAl l ( ’ [ ˆ a−zA−Z $0
−9] ’ , ’ ’ )
12 end i f ;
Listagem 5.3: Regra ATL que valida os identificadores Java.
Ambos os exemplos anteriores validam a possibilidade de construc¸a˜o de novos com-
ponentes orientados unicamente a` verificac¸a˜o de modelos. Atrave´s do OCL e algumas
outras funcionalidades do ATL, e´ poss´ıvel construir mecanismos de verificac¸a˜o que tornem
qualquer modelo de software (abstrato ou na˜o abstrato) mais robusto a inconsisteˆncias.
As arquiteturas orientadas a modelos possuem a mais-valia de permitirem a validac¸a˜o
do modelo de software mediante o n´ıvel de independeˆncia que o mesmo contrata com a
implementac¸a˜o.
As restantes regras ATL desenvolvidas esta˜o dispon´ıveis no apeˆndice A.1.
5.4 Modelos Para Interfaces Gra´ficas
A extensa˜o do MDA SMART, na compatibilizac¸a˜o das tecnologias, tambe´m ocorre ao
suporte de gerac¸a˜o de interfaces gra´ficas. Ale´m da gerac¸a˜o de interfaces gra´ficas, esta
extensa˜o ira´ permitir o desenvolvimento de funcionalidades caracter´ısticas das arquiteturas
suportadas por modelos e que, com frequeˆncia, na˜o sa˜o aproveitadas. Neste caso especial,
temos a possibilidade da coexisteˆncia de um modelo gra´fico com um modelo de lo´gica
computacional na mesma ferramenta, onde existira´ a troca (transiente) de informac¸a˜o,
mantendo a independeˆncia entre ambos.
Num processo standard de desenvolvimento de software, os modelos de lo´gica de nego´cio
evoluem independentemente dos modelos gra´ficos, sendo necessa´rio, posteriormente, um es-
forc¸o adicional para a interligac¸a˜o entre ambos os componentes. Nos casos onde os domı´nios
sa˜o muito espec´ıficos, pode ate´ na˜o ser poss´ıvel a evoluc¸a˜o independente entre ambos, sendo
necessa´rio o desenvolvimento de um em func¸a˜o do outro. Por este mesmo motivo e´ que
algumas ferramentas incluem o desenvolvimento dos dois recursos de uma forma integrada,
pore´m a portabilidade de ambos os modelos e´ afetada pela sua dependeˆncia.
Contrariamente a`s duas soluc¸o˜es anteriores, o objetivo do MDA SMART e´ o de incluir o
suporte independente e coexistente entre os dois tipos de modelos de software. Pelo facto
de serem coexistentes na mesma ferramenta, e´ poss´ıvel que um modelo possa assimilar
refereˆncias (transientes) do outro, enriquecendo por isso os modelos de implementac¸a˜o
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respetivos a` configurac¸a˜o, da qual ambos fazem necessariamente parte. Pelo facto de estas
refereˆncias serem transientes, permitem aos modelos evolu´ırem independentemente entre
si, ou ate´ que possam permutar com outras configurac¸o˜es e modelos.
A t´ıtulo de exemplo, para a construc¸a˜o de duas aplicac¸o˜es distintas a partir do mesmo
modelo, e´ necessa´rio a gerac¸a˜o dos artefactos de lo´gica de nego´cio e de interfaces gra´ficas
e, por fim, proceder a` a´rdua tarefa de, manualmente, ligar as interfaces a cada um dos
artefactos de implementac¸a˜o. Com a coexisteˆncia dos modelos, a u´ltima tarefa na˜o se-
ria necessa´ria, uma vez que, na gerac¸a˜o das interfaces, as ligac¸o˜es entre a animac¸a˜o e o
controlador sa˜o gratuitamente inclu´ıdas.
Atualmente, existem va´rios bons standards da World Wide Web Consortium (W3C)
[Goschnick 10] que podem ser utilizados para suportarem este componente doMDA SMART,
nomeadamente: AMBOSS [Giese 08], ANSI/CEA [Rich 09], CTT [Gallardo 08], Diane+
[Tarby 96], GOMS [John 96], GTA [Van Der Veer 96], HTA [Stanton 06], TKS [Johnson 88],
TOOD, UsiXML [Limbourg 05]. De todos os formatos dispon´ıveis o mais indicado para o
MDA SMART sera´, naturalmente, o UsiXML, na˜o so´ pela sua arquitetura baseada no MDA,
mas tambe´m pela utilizac¸a˜o de um formato de meta-modelos igual a` do MDA SMART. Na
atual data de desenvolvimento do MDA SMART, o UsiXML e´ o formato com mais trabalho
ativo [Tesoriero 10, Aquino 10, Lawson 08, Vanderdonckt 08, Stanciulescu 08, Kieffer 10].
5.4.1 Modelos UsiXML
O UsiXML e´ uma linguagem baseada em XML e uma das apostas mais promissoras para
a construc¸a˜o de modelos de interfaces gra´ficas para mu´ltiplos contextos, como Character
User Interfaces (CUIs), Graphical User Interfaces (GUIs), Auditory User Interfaces (AUIs)
e Multimodal User Interfaces (MUIs).
O UsiXML, a` semelhanc¸a do MDA, segue uma arquitetura hiera´rquica de modelos com
granularidades de abstrac¸a˜o diferentes (Figura 5.10). Temos, por isso, os modelos inde-
pendes da lo´gica computacional e os sucessivos modelos mais refinados ate´ serem atingidos
os artefactos de implementac¸a˜o. Por exemplo, um modelo de tarefas (camada CIM) pode
ser consolidado num modelo PIM que sera´ refinado em um ou mais modelos puramente
heteroge´neos, como texto, imagens, voz, ou ate´ modelos sensoriais.
Atualmente, os va´rios n´ıveis de abstrac¸a˜o do UsiXML sa˜o suportados por um conjunto
vasto de ferramentas, tais como: IdealXML [Montero 07], KnowiXML [Furtado 04], Trans-
formiXML [Limbourg 04], GrafiXML [Michotte 08], VisiXML, SketchiXML [Coyette 07], For-
miXML, FlashiXML, QtkXML, JaviXML, VisualXML e ReversiXML [Torres 05] – Figura 5.11.
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Figura 5.10: Equivaleˆncia entre o MDA e o UsiXML. Fonte: [Vanderdonckt 05].
Figura 5.11: Ferramentas que suportam o UsiXML. Fonte: [Vanderdonckt 05].
O ponto de partida para a compatibilizac¸a˜o entre o MDA SMART e o UsiXML ocor-
rera´ nos modelos de implementac¸a˜o, nomeadamente no modelo de texto e imagens. Este
modelo, embora esteja longe de cobrir todos os casos de uso reais, para o atual ponto de
desenvolvimento do MDA SMART, sera´ mais do que suficiente para cobrir a quase tota-
lidade dos casos de uso. Nesta fase, todos os modelos UsiXML sera˜o desenvolvidos com
recurso a` ferramenta GrafiXML.
5.4.2 Replicac¸a˜o de Modelos UsiXML
O ponto de partida na compatibilizac¸a˜o entre MDA SMART e o UsiXML centra-se
apenas numa integrac¸a˜o de natureza parcial. O objetivo e´ utilizar uma abordagem ta˜o
completa como o UsiXML para a replicac¸a˜o de um conjunto de animac¸o˜es gra´ficas pre´-
estabelecidas para as va´rias propriedades comuns a` maioria dos modelos de lo´gica de
nego´cio. Futuramente, e´ expecta´vel que o MDA SMART venha a suportar todo o for-
mato UsiXML, em especial os modelos mais abstratos. Torna-se igualmente interessante
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o suporte aos va´rios modelos de implementac¸a˜o adicionais ao considerado, nomeadamente
os modelos sensoriais e os modelos para a interface com a voz humana.
A Figura 5.12 ilustra o modelo UsiXML que sera´ considerado. Este consistira´ num mo-
delo textual que oferece o comportamento necessa´rio para que um utilizador possa realizar
as operac¸o˜es mais elementares de cada entidade computacional presente num modelo de
implementac¸a˜o. De seguida, e´ feita a discriminac¸a˜o de cada uma das partes do modelo
gra´fico:
Main Frame Janela principal da interface e que permitira´ a interligac¸a˜o demais janelas
da aplicac¸a˜o;
Create Entity Menu que permitira´ a criac¸a˜o de uma entidade atrave´s do preenchimento
de todas as informac¸o˜es a si referentes;
Entity Details Menu destinado a` exibic¸a˜o detalhadas dos atributos contidos numa instaˆncia
de uma entidade;
List Entity Janela onde sera˜o listadas todas as instaˆncias em memo´ria de cada um dos
tipos de entidades.
Figura 5.12: Modelo UsiXML para replicac¸a˜o.
O componente responsa´vel pela gerac¸a˜o das interfaces gra´ficas, tal como acontecera´
no caso de estudo, ira´ replicar este template (Figura 5.12), incluindo uma co´pia de cada
elemento do template para cada entidade computacional do modelo lo´gico.
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5.5 Gerac¸a˜o de Co´digo Fonte
O componente para a gerac¸a˜o de co´digo fonte, na sua forma final, apresenta uma
arquitetura de templates bem mais desenvolvida do que a apresentada previamente. Os
templates respetivos a` tecnologia Java foram modificados para refletirem as alterac¸o˜es
introduzidas no meta-modelo. Contudo, para suportar a tecnologia Android e os modelos
de interfaces para ambas as tecnologias, foram criados novos templates .
O ponto de ana´lise mais cr´ıtico, neste componente, recai na possibilidade de criar uma
especificac¸a˜o do meta-modelo Java para a tecnologia Android. Uma vez que o meta-modelo
Java considerado e´ genericamente compat´ıvel com as duas tecnologias, apenas e´ necessa´rio
o desenvolvimento dos templates ajustados a` tecnologia Android. Posteriormente, com o
melhoramento do meta-modelo, a derivac¸a˜o de um meta-modelo espec´ıfico para a tecno-
logia Android sera´ a soluc¸a˜o mais correta e que melhores resultados pode apresentar para
acompanhar o lanc¸amento de novas verso˜es do Android, bem como lidar com os problemas
inerentes a` fragmentac¸a˜o existente nesta plataforma.
5.5.1 Templates Java
A n´ıvel da tecnologia Java, os templates foram refinados para suportarem as novas
meta-classes oferecidas, como, por exemplo, as interfaces, os me´todos, ou a especificac¸a˜o
da inicializac¸a˜o de uma varia´vel.
Dado que foram utilizadas estruturas avanc¸adas como os macros, foi poss´ıvel man-
ter a construc¸a˜o dos templates simples e preparados para escalarem juntamente com o
meta-modelo. Como e´ vis´ıvel no exemplo (Listagem) 5.4, o template utilizado para gerar
uma interface diferencia apenas ligeiramente dos templates destinados a`s classes, pois os
me´todos declarados nas macros podem ser invocados polimorficamente para a resoluc¸a˜o de
propriedades, quer das classes, quer das interfaces.
1 #ElementSig ( $ I n t e r f a c e ) interface $ I n t e r f a c e . getName ( ) #
Inte r f aceExtends ( $ I n t e r f a c e )
2 {
3 ##
4 #foreach ( $ f i e l d in $ I n t e r f a c e F i l d s )
5 ##
6 #se t ( $type = ”#ResolveType ( $ f i e l d ) ” )##
7 #se t ($name = $ f i e l d . getName ( ) )##
8 #se t ( $ i n i t = ”#Re s o l v e I n t i a l i z a t i o n ( $ f i e l d ) ” )##
9 #ElementSig ( $ f i e l d ) $type $name $ i n i t ;





14 ##Methods d e c l a r a t i o n
15 #foreach ( $op in $Inter face Methods )
16 ##




Listagem 5.4: Macro para a gerac¸a˜o de interfaces Java.
5.5.2 Templates Android
A gerac¸a˜o de co´digo para Android e´ realizada atrave´s de dois passos: primeiramente,
e´ realizada uma co´pia de um projeto Android pre´-constru´ıdo para a diretoria de destino;
posteriormente, sa˜o inseridos dentro do projeto os va´rios ficheiros de co´digo fonte gerados.
Este projeto pode ser exportado para o ambiente de desenvolvimento Eclipse (Java Develop-
ment Kit (JDK) + Android Software Development Kit (SDK)) para posterior desenvolvimento
ou compilac¸a˜o.
Dado que o meta-modelo da tecnologia Android e´ o mesmo que a tecnologia Java, os
templates utilizados para a segunda fase do processo sa˜o praticamente iguais aos templates
utilizados para gerar o co´digo Java.
A partir deste ponto, comec¸a a fazer sentido o desenvolvimento de uma meta-modelo
espec´ıfico para a tecnologia Android, especialmente se, no modelo mais abstrato do produto
de software, forem modelados aspetos relativos a` interac¸a˜o do utilizador com o produto,
ou seja, as interfaces gra´ficas.
A diferenc¸a mais evidente entre ambas as tecnologias ocorre na gesta˜o de eventos gera-
dos pelo utilizador. Em Android, o comportamento dos eventos despontados pelo utilizador
e´ definido atrave´s das ”activities” [Meier 10], ao passo que, em Java estes eventos sa˜o geri-
dos pelas frameworks gra´ficas como o Swing, o Standard Widget Toolkit (SWT) ou o Abstract
Window Toolkit (AWT).
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5.5.3 Templates GUI - Swing e Android
A gerac¸a˜o das interfaces gra´ficas, quer para a tecnologia Android, quer para a tecnologia
Java, ocorre da mesma forma que os restantes processos de gerac¸a˜o de co´digo fonte aqui
demonstrados. Deste modo, existem dois conjuntos de templates Velocity preparados para
gerarem, a partir de modelos de implementac¸a˜o UsiXML, co´digo fonte para as tecnologias
Android e Java.
Caso seja ativa a funcionalidade de referenciac¸a˜o transiente entre modelos introduzida
conjuntamente com o suporte ao UsiXML, o processo de gerac¸a˜o ira´ incluir a interligac¸a˜o
entre os va´rios artefactos de implementac¸a˜o. Caso contra´rio, apenas sera´ gerado o co´digo
correspondente ao modelo gra´fico, ficando a` responsabilidade do developer a ligac¸a˜o da ca-
mada aplicacional com as interfaces gra´ficas. A Figura 5.13 demostra as duas modalidades
para a gerac¸a˜o de interfaces gra´ficas: sem, e com, refereˆncia entre modelos.
Figura 5.13: Refereˆncia entre modelos ativa/desativa.
5.6 Funcionalidades Complementares
Adicionalmente ao desenvolvimento do nu´cleo do MDA SMART, nomeadamente as ar-
quiteturas de modelac¸a˜o, transformac¸a˜o de modelos e gerac¸a˜o de co´digo fonte, foram de-
senvolvidas funcionalidades especiais para promover o grau de usabilidade na ferramenta.
Nos seguintes subto´picos sa˜o descritas cada uma das funcionalidades que foram desen-
volvidas paralelamente com o nu´cleo da ferramenta.
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5.6.1 Consola
A consola, igualmente presente nos atuais IDEs, tem como principal objetivo fornecer
output gerado durante a utilizac¸a˜o do MDA SMART, dando assim ao utilizador o feedback
do atual estado de execuc¸a˜o da ferramenta. As mensagens fornecidas podem ser de va´rios
tipos, nomeadamente, de feedback apo´s ac¸a˜o do utilizador, de estado de execuc¸a˜o, ou de
erro, caso acontec¸a algum evento na˜o previsto.
Este componente foi implementado com recurso a` biblioteca Apache log4j6 e que dispo-
nibiliza sete n´ıveis diferentes de mensagens7.
Adicionalmente ao log4j, foram desenvolvidos alguns eventos para tornar a consola mais
funcional, como, por exemplo, as ac¸o˜es ”select all”, ”copy”, ”clear all”, ”larger font” e
”smaller font”.
5.6.2 Perfis
Um dos problemas inerentes ao alto n´ıvel de parametrizac¸a˜o dos va´rios componentes
do MDA SMART e´ o tempo de setup gasto em cada sessa˜o. Este fator e´ agravado caso o
utilizador pretenda manter a mesma configurac¸a˜o durante va´rias sesso˜es de trabalho e em
tarefas onde a execuc¸a˜o dos componentes e´ encadeada entre si. Na˜o e´ dif´ıcil de imaginar
que a rotina dia´ria de um designer de software consista no desenvolvimento de um modelo
PIM, consecutiva transformac¸a˜o em outros modelos e, por fim, a gerac¸a˜o do co´digo para
va´rias plataformas, utilizando durante um longo per´ıodo de tempo o mesmo conjunto de
configurac¸o˜es.
Neste sentido, foi inclu´ıdo um pequeno gestor de perfis que dete´m va´rias configurac¸o˜es
relativas a` parametrizac¸a˜o dos componentes. Adicionalmente, foi inclu´ıdo um contrato
(atrave´s de uma interface Java) que permite a execuc¸a˜o automa´tica de perfis.
5.6.3 Ajuda
Juntamente com a ferramenta e´ fornecida toda a documentac¸a˜o necessa´ria para a sua
correta utilizac¸a˜o. Este suporte foi constru´ıdo com recurso a` biblioteca JavaHelp System
[Lewis 00] que utiliza documentos HTML5 (+CSS) para a representac¸a˜o da informac¸a˜o.
Uma vez que este componente utiliza uma standard ta˜o flex´ıvel como o HTML, facil-
mente foram conseguidos documentos de ajuda completos, e com boa apareˆncia, e que
6http://logging.apache.org/log4j/1.2/publications.html
7http://logging.apache.org/log4j/1.2/apidocs/org/apache/log4j/Level.html
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podem ser reaproveitados para mu´ltiplos fins, como uma pa´gina de ajuda online.
5.7 Caso de Estudo
De forma a validar o MDA SMART, foi desenvolvido um caso de estudo que aborda um
domı´nio exigente no desenvolvimento de software, as aplicac¸o˜es de Field Force Automation.
Neste caso espec´ıfico, um sistema para o apoio a`s equipas de terreno na instalac¸a˜o de linhas
ADSL e fibra o´tica.
Esta aplicac¸a˜o e´ caracterizada por, recorrentemente, ser utilizada no suporte a` venda
e prestac¸a˜o de servic¸os descentralizados, tal como acontece nas empresas transportadoras
(Fedex, Correios de Portugal), ou nas equipas de apoio ao cliente (Sapo, Zon). Normal-
mente, este tipo de aplicac¸a˜o e´ suportado por dispositivos de baixa capacidade como PDAs,
smartphones, tablets PCs ou dispositivos desenvolvidos a` medida.
O grande desafio deste domı´nio e´ precisamente a definic¸a˜o de interfaces gra´ficas bem
conseguidas para os dispositivos mo´veis, especialmente os mais pequenos. O desenvolvi-
mento deste tipo de software e´ igualmente afetado pela exigeˆncia de recursos f´ısicos, como
ligac¸o˜es sem fios, a eletro´nica avanc¸ada e a internet. Consequentemente, a portabilidade
de um pacote de software desenvolvido neste domı´nio e´ claramente condicionada pela es-
pecificidade do hardware, em especial no caso dos equipamentos desenvolvidos a` medida,
pelo que se torna interessante submeter o MDA SMART a um problema desta natureza.
A Figura 5.14 apresenta um poss´ıvel modelo de domı´nio para suportar uma aplicac¸a˜o
de Field Force Automation. Este modelo constitui o ponto de partida do caso de estudo e
sera´ iterado pelos va´rios componentes do MDA SMART ate´ que seja obtido o co´digo fonte
para a plataforma mo´vel Android 2.1 e a plataforma desktop Java 6.
Figura 5.14: Modelo de domı´nio para a aplicac¸a˜o de FFA.
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Nas seguintes subsecc¸o˜es sera˜o desenvolvidas as va´rias fases do caso de estudo ate´ que o
co´digo fonte relativo ao modelo considerado na Figura 5.14 seja extra´ıdo. Cada subsecc¸a˜o
e´ relativa a um componente do MDA SMART, onde, detalhadamente, sa˜o desenvolvidas as
condic¸o˜es necessa´rias para que um modelo possa transitar para o componente seguinte.
5.7.1 Passo 1 - Construc¸a˜o do Modelo UML
O primeiro passo (Figura 5.15) e´ relativo a` criac¸a˜o do modelo, quer atrave´s do editor
disponibilizado pelo MDA SMART, quer atrave´s da importac¸a˜o de modelos desenvolvidos
em ferramentas de terceiros.
A ferramenta, para este n´ıvel de abstrac¸a˜o, disponibiliza um editor de modelos UML2.
A construc¸a˜o deste editor e´ motivada pela existeˆncia de um mecanismo de validac¸a˜o ”a
priori”que visa promover a` consisteˆncia dos modelos, desde uma fase de concec¸a˜o muito
inicial. Adicionalmente a` validac¸a˜o, este componente permite ao MDA SMART cobrir os
n´ıveis mais abstratos de uma arquitetura MDA, reduzindo deste modo a dependeˆncia de
ferramentas externas.
Uma vez que o editor gra´fico na˜o se encontra desenvolvido para suportar a completa
especificac¸a˜o do meta-modelo UML2, como, por exemplo, o digrama de casos de uso,
ou diagramas de sequeˆncia e interac¸a˜o, sa˜o disponibilizadas duas vistas adicionais para
representac¸a˜o, em a´rvore e em texto plano, dos modelos constru´ıdos em ferramentas de
terceiros.
5.7.2 Passo 2 - Transformac¸a˜o de Modelos
A segunda iterac¸a˜o (Figura 5.16) e´ relativa a` transformac¸a˜o do modelo PIM no modelo
de implementac¸a˜o Java considerado na secc¸a˜o 5.3.1. O processo de transformac¸a˜o consiste
num conjunto de regras (ATL) para a reflexa˜o do modelo de entrada no modelo de sa´ıda.
Para ale´m das regras de transformac¸a˜o, e tal como foi introduzido ao longo deste
documento, o processo de transformac¸a˜o foi fortalecido atrave´s de va´rias regras (e guardas)
OCL que permitem maximizar a independeˆncia entre as duas camadas de abstrac¸a˜o, bem
como a consisteˆncia de ambas. Seguem-se as regras aplicadas para este fim:
isPublic Determina se o n´ıvel de isolamento de um elemento Java (classe, atributo,
me´todo) e´ de acesso pu´blico, ou na˜o. Adicionalmente, esta˜o presentes regras para os
n´ıveis de isolamento protegido (isProtected), abstrato (isAbstract) e final (isFinal);
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Figura 5.15: Passo 1 - Construc¸a˜o do modelo PIM.
propertyName Regra constru´ıda para gerar um identificador Java va´lido para as propri-
edades UML que na˜o esta˜o definidas. Por exemplo, as associac¸o˜es podem existir num
modelo UML sem que qualquer nome ou identificador seja especificado, ao passo que,
em Java, todas as propriedades teˆm de necessariamente possuir um identificador na˜o
nulo e va´lido;
isAggregation Regra utilizada para determinar se uma associac¸a˜o entre duas meta-
classes trata-se, ou na˜o, de uma agregac¸a˜o;
getExtendedName Permite o desdobramento do sistema de referenciac¸a˜o (relativo) dos
packages UML para o sistema absoluto de referenciac¸a˜o Java;
isUnique Permite corrigir as situac¸o˜es em que um identificador na˜o e´ u´nico dentro de
um conjunto de propriedades. A t´ıtulo de exemplo, caso exista uma associac¸a˜o entre
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duas classes, esta regra na˜o permite que o atributo, dentro da classe responsa´vel por
referenciar a associac¸a˜o, receba o mesmo identificador que um identificador de estado
contido na classe;
getType Regra constru´ıda especificamente para determinar se um objeto Java e´ referente
a um tipo de dados simples ou a uma colec¸a˜o, utilizando para isso a cardinalidade
(lowerValue e upperValue) dos respetivos objetos UML do modelo de entrada;
javaNameCleanup Tal como foi analisado ao longo do documento, esta regra e´ res-
ponsa´vel por retificar todos os identificadores do modelo de origem, de forma a que
se tornem va´lidos na especificac¸a˜o do modelo de destino, tal como e´ vis´ıvel na Figura
5.16.
O facto de a independeˆncia e a consisteˆncia serem constantemente maximizadas, per-
mite a` ferramenta assegurar a real interoperabilidade dos modelos. Neste caso de estudo, o
mesmo modelo Java sera´ utilizado para gerar co´digo fonte nas tecnologias Java e Android,
sem que o modelo UML necessidade de alguma alterac¸a˜o.
Figura 5.16: Transformac¸a˜o de modelos - UML2 para Java.
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5.7.3 Passo 3 - Gerac¸a˜o do Co´digo Fonte (Java/Android)
O terceiro passo (Figura 5.17) consiste na gerac¸a˜o do co´digo fonte. A partir do modelo
Java, e atrave´s de dois conjuntos de templates, um para a tecnologia Java e um outro para a
tecnologia Android, e´ gerado co´digo fonte. Apenas e´ poss´ıvel utilizar o mesmo meta-modelo
para as duas tecnologias, porque o que e´ gerado e´ co´digo fonte na˜o compilado e ambas as
tecnologias partilham a mesma linguagem de desenvolvimento.
O co´digo fonte Android tambe´m poderia ser obtido a partir de uma meta-modelo para a
linguagem C#, uma vez que existe suporte para compilar co´digo escrito nesta linguagem8.
Figura 5.17: Gerac¸a˜o do co´digo fonte para as tecnologias Java e Android.
8http://developer.android.com/tools/sdk/ndk/index.html
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5.7.4 Passo 4 - Replicac¸a˜o do Modelo de Interac¸a˜o
A gerac¸a˜o das interfaces para a interac¸a˜o com o co´digo fonte (gerado no passo 3) e´
obtida atrave´s a utilizac¸a˜o de modelos constru´ıdos em UsiXML. O modelo considerado
dispo˜e da definic¸a˜o gene´rica de um menu principal (Main Frame), de uma janela dedi-
cada a` listagem das entidades instanciadas por tipo (List Entity), de uma janela para a
visualizac¸a˜o detalhada de cada uma das entidades (Entity Details) e de uma janela para a
criac¸a˜o de novas instaˆncias (Create Entity).
Uma vez que existe a informac¸a˜o relativa a cada uma das entidades presentes no modelo
Java, e´ poss´ıvel replicar (Figura 5.18) um novo modelo UsiXML que conte´m cada um dos
tipos de janelas para cada uma das entidades presentes no modelo Java, tal como e´ ilustrado
pela Figura 5.18.
Figura 5.18: Construc¸a˜o do modelo com a definic¸a˜o das interfaces gra´ficas.
5.7.5 Passo 5 - Gerac¸a˜o das Interfaces Gra´ficas
A` semelhanc¸a do terceiro passo, nesta iterac¸a˜o (Figura 5.19), os dois modelos gra´ficos
sa˜o derivados para implementac¸o˜es f´ısicas Java e Android. Como nesta configurac¸a˜o doMDA
SMART existe a refereˆncia ativa entre modelos, o co´digo gerado inclui automaticamente as
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refereˆncias aos atributos e me´todos disponibilizados na API do modelo de lo´gica de nego´cio
gerado no terceiro passo.
Figura 5.19: Gerac¸a˜o das interfaces gra´ficas para as tecnologias Java e Android.
5.7.6 Passo 6 - Resultado Final
Neste u´ltimo passo (Figura 5.20) e´ vis´ıvel o resultado final obtido com a iterac¸a˜o dos
va´rios componentes doMDA SMART. O co´digo final reflete a combinac¸a˜o entre a modelac¸a˜o
abstrata de software em UML2, com uma configurac¸a˜o ATL para as va´rias transformac¸o˜es
de modelos, o UsiXML para a definic¸a˜o de interfaces gra´ficas e, por fim, o Velocity para a
derivac¸a˜o de co´digo fonte a partir de modelos muito pro´ximos da implementac¸a˜o.
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Figura 5.20: Resultado final obtido com a extrac¸a˜o de co´digo fonte para Java (plataforma
desktop) e Android (plataforma mo´vel) a partir do mesmo modelo abstrato de software.
5.7.7 Considerac¸o˜es Finais
A aplicac¸a˜o de FFA foi gerada com sucesso, quer para a plataforma desktop Java, quer
para a plataforma mo´vel Android. O co´digo fonte foi importado sem problemas para um
IDE onde, posteriormente, foi compilado para testes e execuc¸a˜o.
Foram desenvolvidos alguns testes ba´sicos para verificar o comportamento das duas
aplicac¸o˜es, nomeadamente na interac¸a˜o entre as interfaces gra´ficas e a camada de lo´gica
de nego´cio e na resposta ao input do utilizador. Por exemplo, os campos corresponden-
tes ao tipo de dados nume´ricos apenas permitem a inserc¸a˜o de d´ıgitos, ao passo que os
campos correspondentes a refereˆncias a entidades sa˜o substitu´ıdos por caixas de selec¸a˜o
pre´-povoadas com os objetos em memo´ria.
O desenvolvimento do caso de estudo numa configurac¸a˜o standard do MDA SMART
demorara´, em me´dia, entre 20 a 30 minutos para um utilizador com fortes conhecimentos em
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modelac¸a˜o UML. Considerando a ma´quina utilizada no desenvolvimento da ferramenta, o
processo gerac¸a˜o para as duas plataformas demora, aproximadamente, entre 6 a 9 segundos.
O caso de estudo ajuda a percebe qual a funcionalidade de cada um dos componentes e
de que forma se interligam. Atrave´s deste caso de estudo e´ poss´ıvel verificar que a utilizac¸a˜o
de modelos, com va´rios n´ıveis de abstrac¸a˜o, pode propiciar ao aumento na produtividade
de software, bem como maximizar a durabilidade de um sistema constru´ıdo neste suporte.
Os pontos fortes do MDA SMART recaem sobre a detec¸a˜o precoce de erros, a con-
sisteˆncia e a durabilidade dos modelos. Com a detec¸a˜o precoce de erros, como por exemplo
a validac¸a˜o ”a priori”, e´ encurtado o tempo e custo de desenvolvimento pela diminuic¸a˜o
de erros que normalmente sa˜o detetados em fases avanc¸adas do processo.
Atrave´s da validac¸a˜o ”a priori” e das regras OCL utilizadas nos processos de trans-
formac¸a˜o, e´ poss´ıvel obter modelos interme´dios mais consistentes e, por isso, modelos finais
mais fie´is ao modelo original. Com a utilizac¸a˜o de va´rios n´ıveis de abstrac¸a˜o, dos mode-
los interme´dios mais consistentes, e de uma abordagem baseada em templates para cobrir
todas as variac¸o˜es de uma implementac¸a˜o, e´ maximizada a durabilidade de cada um dos
modelos, principalmente os com maior grau de abstrac¸a˜o.
Todavia, a configurac¸a˜o utilizada neste caso de estudo denota algumas fragilidades.
O meta-modelo Java, por se tratar de uma simplificac¸a˜o da especificac¸a˜o completa, na˜o
suporta a integral equivaleˆncia com meta-modelo UML2. No entanto, esta fragilidade na˜o
afeta a durabilidade dos modelos, pois o meta-modelo Java pode ser melhorado sem que
ocorra qualquer alterac¸a˜o no meta-modelo UML2.
Uma segunda fragilidade e´ relativa a` utilizac¸a˜o do UsiXML apenas como um template
para a implementac¸a˜o de um conjunto esta´tico de funcionalidades. Do mesmo modo que
acontece com a configurac¸a˜o UML22Java, o componente UsiXML devera´ ser utilizado a
partir dos altos n´ıveis de abstrac¸a˜o, bem como suportar a especificac¸a˜o de objectos ale´m
das esta´ticos implementados.
A formulac¸a˜o de melhores resultados e concluso˜es mais concretas, so´ pode ocorrer apo´s a
execuc¸a˜o de testes junto de va´rias equipas de developers. So´ deste modo e´ poss´ıvel apurar
a verdadeira dimensa˜o das mais-valias na utilizac¸a˜o do MDA SMART para produc¸a˜o de
software porta´vel.
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5.8 Conclusa˜o
Este cap´ıtulo foi dedicado ao desenvolvimento dos componentes que perfazem a arquite-
tura doMDA SMART, nomeadamente os componentes para a manipulac¸a˜o e transformac¸a˜o
de modelos e as estruturas dedicadas gerac¸a˜o de co´digo fonte. Um dos pontos tangenciais
ao desenvolvimento desta dissertac¸a˜o e´ precisamente as deciso˜es que tornearam o desenho
da ferramenta, bem como as mais-valias e fragilidades consequentes da arquitetura.
O cap´ıtulo inicia com uma visa˜o geral sobre a arquitetura do MDA SMART, especial-
mente a contextualizac¸a˜o dos principais componentes desenvolvidos. Neste ponto sa˜o ainda
trac¸adas algumas considerac¸o˜es relativas a` forma pela qual a ferramenta esta´ desenhada
para escalar ao longo do tempo para novas tecnologias, ou outros fins.
As secc¸o˜es seguintes sa˜o dedicadas ao desenvolvimento de cada um dos componentes
presentes na arquitetura doMDA SMART. Sa˜o detalhadamente identificadas as dificuldades
inerentes ao desenvolvimento do editor de modelos e quais as melhorias introduzidas nos
restantes componentes de transformac¸a˜o de modelos e gerac¸a˜o de co´digo fonte.
Neste cap´ıtulo foi introduzido o suporte a` criac¸a˜o de modelos gra´ficos de interac¸a˜o. Ape-
sar de a integrac¸a˜o do UsiXML no MDA SMART ser apenas parcial, os resultados obtidos
validam a futura compatibilizac¸a˜o entre o MDA SMART e o UsiXML na sua totalidade.
A segunda parte deste cap´ıtulo consistiu no desenvolvimento de um caso de estudo
para validar todo o trabalho desenvolvido em torno da ferramenta. O caso de estudo,
um exemplo exato de FFA, foi especialmente desenvolvido para testar a capacidade de
resposta do MDA SMART para duas plataformas ta˜o distintas como a plataforma desktop
Java e a plataforma mo´vel Android. A primeira plataforma e´ caracterizada por oferecer
bons recursos computacionais e quase livres de restric¸o˜es, enquanto que a segunda e´ forte-
mente limitada pelas caracter´ısticas f´ısicas dos dispositivos, como as baixas resoluc¸o˜es e o
processamento/armazenamento limitado.
Este cap´ıtulo surge com o propo´sito de expor a validac¸a˜o da ferramenta MDA SMART,
ferramenta que resultou de um processo iterativo e incremental de desenvolvimento de
funcionalidades model-driven: inicialmente pelo desenvolvimento do estado da arte e, pos-
teriormente, pela selec¸a˜o de va´rias te´cnicas e tecnologias segundo um crite´rio bem definido.
A Tabela 5.1 expo˜e de forma suma´ria as principais caracter´ısticas do MDA SMART.
Objeto Valor
Metodologia MDA – n´ıveis de abstrac¸a˜o PIM e PSM




Baseados no meta-modelo Ecore -
UML2.ecore e Java.ecore
Editor gra´fico - modelos UML2 - modelo de domı´nio
Editor gra´fico - usabilidade
Undo, redo, disposic¸a˜o automa´tica, for-
matac¸a˜o da fonte, etc
Editor gra´fico - vistas alterna-
tivas
Vistas em a´rvore e em texto plano - com-
pat´ıveis com qualquer modelo.
Componentes de transformac¸a˜o
de modelos
Baseado em meta-modelos Ecore e regras
ATL
Gerac¸a˜o de co´digo Baseado em templates Velocity
Tecnologias alvo Java e Android
Escala´vel
Atrave´s a extensa˜o dos componentes desen-
volvidos ou pela criac¸a˜o de novos
Compatibilidade Integrac¸a˜o parcial com o UsiXML
Funcionalidades extra Perfis automa´ticos e consola de depurac¸a˜o
Documentac¸a˜o
No co´digo fonte gerado (Javadoc) e no ma-
nual da ferramenta (JavaHelp)
Tabela 5.1: MDA SMART - Suma´rio das principais caracter´ısticas.
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Cap´ıtulo 6
Concluso˜es
The greatest reward is not what we receive for our
labor, but what we become by it.
John Ruskin
Este cap´ıtulo inicia com a descric¸a˜o do trabalho desenvolvido na a´rea das metodologias
de desenvolvimento de software orientada a modelos. De seguida, sa˜o desenvolvidos os
objetivos mais relevantes que foram atingidos durante o processo de desenho, selec¸a˜o de
tecnologias e construc¸a˜o da ferramentaMDA SMART. O cap´ıtulo e´ fechado com uma secc¸a˜o
exclusivamente dedicada a` descric¸a˜o do trabalho futuro que pode ser desenvolvido a partir
dos resultados obtidos com o MDA SMART.
6.1 Introduc¸a˜o
O desenvolvimento de software e´ cada vez mais condicionado pelo desenvolvimento das
tecnologias, nomeadamente ao n´ıvel do hardware, ou do software base. Por tra´s deste
desenvolvimento encontram-se as metodologias utilizadas que sa˜o cada vez mais precisas e
mais produtivas, que conferem ao produto melhor desempenho, menor custo de produc¸a˜o,
mais durabilidade e mais interoperabilidade.
No entanto, este desenvolvimento conduz-nos a` proliferac¸a˜o de plataformas e tecno-
logias. Constantemente surgem novas plataformas com funcionalidades e desempenhos
melhorados e que impo˜e cada vez mais restric¸o˜es a` portabilidade de um produto de soft-
ware. Deste modo, portar um pacote de software para novas plataformas acarreta custos
temporais e moneta´rios para o produtor.
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A utilizac¸a˜o de modelos de software tem sido uma das soluc¸o˜es de engenharia mais
bem-sucedidas para ultrapassar a atual proliferac¸a˜o das plataformas. Os modelos na˜o
sa˜o afetados pela diversidade e/ou evoluc¸a˜o dos dispositivos de destino e, atualmente,
sa˜o suportados por um conjunto vasto de te´cnicas e ferramentas que, metodologicamente,
melhoram a qualidade do produto final, atrave´s do refinamento iterativo das propriedades
de um modelo.
Nos dias de hoje, existem va´rios registos de ferramentas que teˆm por base de funcio-
namento modelos de software. Estas ferramentas conjugam uma parte, ou a totalidade,
de te´cnicas como a construc¸a˜o de modelos fortificados por uma linguagem, verificac¸a˜o de
modelos, contagem de me´tricas e transformac¸a˜o iterativa de modelos. Negativamente, com
o tempo, estas ferramentas tendem para um domı´nio fechado de casos de uso.
O trabalho desenvolvido em torno da ferramentaMDA SMART visa contrariar o domı´nio
fechado de casos de uso. Desenhada, desde a sua raiz, para ser uma ferramenta escala´vel
para um nu´mero vasto de tecnologias, esta abordagem estimula o desenvolvimento e a
transformac¸a˜o metodolo´gica de modelos de software, bem como a compatibilizac¸a˜o entre
estes. Ale´m da compatibilizac¸a˜o entre modelos, foram introduzidas algumas preocupac¸o˜es
relativas a` consisteˆncia dos modelos, nos processos de criac¸a˜o e transformac¸a˜o. Sa˜o exem-
plos a validac¸a˜o ”a priori” no processo de criac¸a˜o, ou a utilizac¸a˜o do OCL na transformac¸a˜o
dos modelos.
O desenvolvimento do MDA SMART originou a escrita de um artigo para a confereˆncia
MOMPES’121, no qual foi dada especial eˆnfase ao suporte desta ferramenta para o desen-
volvimento de software h´ıbrido. No futuro sera´ desenvolvida a escrita de novos artigos, os
quais tera˜o um papel fundamental para avaliar quais os ganhos com a evoluc¸a˜o desta nova
abordagem.
6.2 Trabalho Desenvolvido
Esta dissertac¸a˜o apresentou os esforc¸os desenvolvidos para a constituic¸a˜o de uma fer-
ramenta para a gerac¸a˜o de co´digo fonte a partir de modelos abstratos de software, o MDA
SMART. Os esforc¸os desenvolvidos visaram a constituic¸a˜o de va´rias linhas de desenho que
permitissem distinguir e promover o potencial oferecido pela ferramenta em relac¸a˜o a`s
va´rias dispon´ıveis, tal como foram referenciadas no estado da arte.
As principais caracter´ısticas desta ferramenta centram-se na sua arquitetura simples,
1http://www3.di.uminho.pt/mompes/2012/
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aberta e facilmente escala´vel para um vasto nu´mero de configurac¸o˜es. O alto n´ıvel de
parametrizac¸a˜o de cada um dos componentes permite que a ferramenta na˜o convirja para
uma tecnologia espec´ıfica, podendo mesmo ser compatibilizada com outros paradigmas
(exemplo do UsiXML).
Nos seguintes para´grafos sa˜o sumariadas as principais concluso˜es do trabalho resultante
da concec¸a˜o e desenho do MDA SMART.
Uma Ferramenta Para a Gerac¸a˜o de Co´digo Porta´vel
Foi desenvolvida uma ferramenta que, partindo de modelos abstratos, gera co´digo fonte
porta´vel para va´rias tecnologias (Java e Android) e para va´rias plataformas (desktop e
h´ıbrida/mo´vel). A ferramenta segue uma arquitetura de modelos inspirada no MDA e
visa suportar as treˆs camadas inferiores: PIM, PSM e co´digo fonte. Adicionalmente a`
manipulac¸a˜o de cada uma destas treˆs camadas, foram desenvolvidos processos altamente
parametriza´veis para que a iterac¸a˜o entre camadas, apesar de automa´tica, seja puramente
controlada pelo developer.
A arquitetura do MDA SMART esta´ concebida para ser independente de qualquer tec-
nologia ou configurac¸a˜o.
Reduc¸a˜o da Dependeˆncia de Ferramentas
Uma das fragilidades que recorrentemente sa˜o identificas nas ferramentas model-driven
e´ precisamente a dependeˆncia e encadeamento entre ferramentas, mais precisamente o MDA
toolchain. Isto acontece devido ao facto de as ferramentas na˜o suportarem todos os n´ıveis
de abstrac¸a˜o, nem todas as tecnologias dispon´ıveis.
A arquitetura do MDA SMART visa suportar os va´rios n´ıveis de abstrac¸a˜o do MDA e
permite a extensa˜o de qualquer um dos componentes para satisfazer uma nova especificac¸a˜o.
Deste modo, e´ reduzida a necessidade de recorrer a ferramentas externas para executar
partes na˜o compatibilizadas pelo MDA SMART.
Arquitetura Escala´vel e Orientada ao Componente
O MDA SMART foi idealizado para escalar, a qualquer altura, para novos componen-
tes de transformac¸a˜o de modelos, de gerac¸a˜o de co´digo, ou ate´ componentes de outras
dinaˆmicas, como a verificac¸a˜o de modelos, ou a contagem de me´tricas.
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Esta arquitetura escala´vel e´ assegurada por causa da atomicidade de cada um dos
componentes e por causa dos modelos (e respetivos meta-modelos) que sa˜o o u´nico ponto
de contacto entre partes e processos. Tecnologicamente, estes princ´ıpios sa˜o mantidos por
va´rios padro˜es aplicacionais, como, por exemplo, o factory para a instanciac¸a˜o de cada um
dos componentes singulares.
Consisteˆncia dos Modelos
Ale´m do desenvolvimento das estruturas responsa´veis pela manipulac¸a˜o dos modelos,
foram institu´ıdas preocupac¸o˜es relativas a` consisteˆncia dos va´rios modelos derivados.
O editor de modelos foi desenvolvido para oferecer um bom n´ıvel de usabilidade ao
developer, nomeadamente atrave´s de funcionalidades como o ”undo”, ”redo” e a disposic¸a˜o
automa´tica dos diagramas. As informac¸o˜es relativas aos modelos que auxiliam o developer,
e que na˜o fazem parte da especificac¸a˜o, como o esquema de cores ou a disposic¸a˜o do
diagrama, foram inclu´ıdas e mantidas separadamente da especificac¸a˜o original do modelo.
O maior contributo que o editor recebe e´ referente a` validac¸a˜o ”a priori”. Esta fun-
cionalidade permite a validac¸a˜o das instruc¸o˜es do developer sem que as mesmas se refli-
tam no modelo e possam originar graves problemas de inconsisteˆncia. Os processos de
transformac¸a˜o de modelos tambe´m foram aprimorados atrave´s da inclusa˜o de regras OCL.
Mais do que regulamentar o processo de transformac¸a˜o, as regras permitem a resoluc¸a˜o
das poss´ıveis inconsisteˆncias devido a` grande heterogeneidade dos modelos.
A consisteˆncia dos modelos melhora reciprocamente a qualidade do co´digo fonte gerado,
uma vez que se torna mais simples, com melhor desempenho, e, necessariamente, menos
blindado.
Co´digo Fonte Ajustado a` Tecnologia Alvo
Ao contra´rio de algumas ferramentas, como o Enterprise Architect, a gerac¸a˜o do co´digo
fonte e´ baseada (unicamente) em modelos de implementac¸a˜o, em vez de algoritmos gene´ricos
e na˜o otimizados para tecnologia alvo. A utilizac¸a˜o dos modelos de implementac¸a˜o, nem
que seja apenas como reposito´rios tempora´rios de dados, permite que o co´digo gerado esteja
em conformidade com a tecnologia alvo.
Em casos de uso que envolvam tecnologias mais heteroge´neas que a UML e o Java, e´
poss´ıvel observar que algumas ferramentas introduzem uma grande quantidade de erros
no processo de gerac¸a˜o. Este e´ um dos principais motivos para que os developers uti-
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lizem os modelos apenas para a consolidac¸a˜o dos requisitos, acabando por implementar
manualmente o co´digo fonte correspondente.
Compatibilizac¸a˜o de Abordagens - Java, Android e UsiXML
Normalmente, a produc¸a˜o manual/automa´tica de interfaces gra´ficas e´ feita independen-
temente do desenvolvimento da camada aplicacional, uma vez que sa˜o escassos os suportes
que permitem a evoluc¸a˜o independente e coexistente de ambas as vertentes.
A compatibilizac¸a˜o entre a arquitetura de modelos do MDA SMART com a do UsiXML
permite a referenciac¸a˜o entre modelos e a obtenc¸a˜o de co´digo fonte mais pro´ximo do es-
tado final desejado. O fator mais interessante nesta compatibilizac¸a˜o e´ a possibilidade de
permuta entre modelos, uma vez que associada a` coexisteˆncia e´ inerente a independeˆncia.
Isto e´, no caso de estudo considerado, o mesmo modelo UsiXML foi utilizado para gerar
as interfaces gra´ficas, quer para o modelo Java, quer para o modelo Android. Caso surjam
novos modelos em ambas as partes, a combinac¸a˜o entre os pares e´ continuamente va´lida.
Fragmentac¸a˜o do Co´digo
Um dos atuais problemas no desenvolvimento de software e´ precisamente a fragmentac¸a˜o
das va´rias plataformas, em especial das plataformas mo´veis. A gerac¸a˜o de co´digo atrave´s
de templates permite atenuar este efeito atrave´s da construc¸a˜o de va´rios artefactos, ins-
tancia´veis em tempo de execuc¸a˜o e que satisfazem as va´rias variantes referentes a uma
implementac¸a˜o.
A t´ıtulo de exemplo, o meta-modelo Java e´ igualmente compat´ıvel com a versa˜o Android
2.1 e com a versa˜o 2.2, se existirem templates (ou fragmentos) destinados a`s duas verso˜es.
6.3 Trabalho Futuro
Esta secc¸a˜o e´ dedicada ao trabalho futuro que pode ser desenvolvido na sequeˆncia
desta dissertac¸a˜o. As seguintes propostas de investigac¸a˜o e desenvolvimento convergem
dos resultados e das necessidades que surgiram durante o desenvolvimento da dissertac¸a˜o
e, tangencialmente, do desenvolvimento da ferramenta MDA SMART.
Apenas com o desenvolvimento de uma ferramenta, onde a independeˆncia dos n´ıveis de
abstrac¸a˜o dos modelos e das tecnologias alvo seja o pressuposto, e´ que e´ poss´ıvel formular
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propostas ta˜o claras acerca das necessidades dos processos de desenvolvimento de software
suportados por modelos.
6.3.1 Editor de Modelos
O MDA SMART segue uma arquitetura de componentes que coexistem entre si inde-
pendentemente da sua func¸a˜o ou propo´sito. O editor de modelos UML, ao contra´rio do
componente de transformac¸a˜o, na˜o suporta a totalidade da especificac¸a˜o UML2. Por este
mesmo motivo e´ que foram inclu´ıdas as funcionalidades que permitem a importac¸a˜o de
modelos constru´ıdos e persistidos em XMI atrave´s de ferramentas de terceiros. Pore´m, o
desenvolvimento, mais ou menos completo, do editor e´ um objetivo secunda´rio em relac¸a˜o
aos outros definidos para a ferramenta.
O objetivo principal deste componente era o de propiciar o aparecimento de te´cnicas
para assegurarem a coesa˜o dos modelos. A abordagem ”a priori” introduzida no MDA
SMART constitui a possibilidade do desenvolvimento de te´cnicas para assistirem o processo
de modelac¸a˜o que, por vezes, ocorre em ambientes prop´ıcios a inconsisteˆncias, principal-
mente quando sa˜o geridos ambientes multi-vista.
O desenvolvimento destas te´cnicas pode convergir para o aparecimento (ou reutilizac¸a˜o)
de linguagens bem definidas que, de um modo silencioso, podem suportar o processo de
construc¸a˜o dos modelos nas camadas mais abstratas sem que o developer assim se aperceba.
6.3.2 Verificac¸a˜o de Modelos
Um dos pontos mais cr´ıticos nas arquiteturas suportadas por modelos e´ precisamente
a verificac¸a˜o dos mesmos. Deste modo, torna-se oportuno a inclusa˜o de um componente
destinado a` verificar sinta´tica e semaˆntica dos va´rios modelos nas va´rias camadas de abs-
trac¸a˜o.
A soluc¸a˜o mais linear para este fim seria a utilizac¸a˜o da configurac¸a˜o ATL + OCL +
Ecore. Pore´m, esta configurac¸a˜o na˜o e´ u´nica e pode estender-se a muitas outras propostas
[Elaasar 11].
No aˆmbito da verificac¸a˜o dos modelos, surge ainda a possibilidade da inclusa˜o de
me´tricas para a avaliac¸a˜o do n´ıvel de complexidade dos modelos [SDMetrics 12, Muller 05,
Monperrus 08]. Estas me´tricas podem ser utilizadas para assistirem o processo de mo-
delac¸a˜o e, associadas a` verificac¸a˜o de modelos, serem utilizadas para o refinamento e me-
lhoramento dos modelos. Quanto mais aperfeic¸oados forem os modelos iniciais, melhores
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resultados sera˜o esperados nos modelos finais.
6.3.3 Meta-Modelos
O MDA SMART segue uma arquitetura de componentes fortemente orientada aos mo-
delos e aos meta-modelos. So´ desta forma e´ poss´ıvel obter uma arquitetura compat´ıvel
com o MDA e escala´vel para um nu´mero varia´vel de tecnologias. O desenvolvimento dos
atuais componentes, ou o acre´scimo de novos, requer que os meta-modelos utilizados sejam
evolu´ıdos ao ponto de satisfazerem as necessidades da ferramenta.
O desenvolvimento do meta-modelo Java sera´ necessa´rio para que a ferramenta possa
cobrir domı´nios aplicacionais mais exigentes do que os atuais ja´ compreendidos. No caso
da tecnologia Android, faz sentido a extensa˜o e refinamento do meta-modelo Java para uma
vertente especializada na plataforma mo´vel.
Paralelamente ao aperfeic¸oamento dos meta-modelos atuais, e´ considera´vel o desenvol-
vimento de novos meta-modelos (ou reutilizac¸a˜o) para paradigmas de programac¸a˜o ta˜o
desenvolvidos como a plataforma .NET.
A simplicidade de mapeamento entre meta-modelos oferecida pelo ATL, tal como foi
demonstrado ao longo desta dissertac¸a˜o, e´ fator motivador para o aparecimento de meta-
modelos, e respetivas transformac¸o˜es, para tecnologias muito espec´ıficas e sem suporte.
Por exemplo, o MDA SMART pode servir de alavanca para o suporte de uma determinada
proposta que esteja em desenvolvimento e que na˜o coexista com as atuais existentes.
6.3.4 Compatibilidade com o standard UsiXML
A compatibilizac¸a˜o entre duas arquiteturas baseadas em modelos, como oMDA SMART
e o UsiXML, foi iniciada ao longo do desenvolvimento da dissertac¸a˜o. Com a compatibi-
lizac¸a˜o das duas abordagens e´ esperado que ambas se possam referenciar mutuamente e
com isso obter co´digo fonte que resulte, simultaneamente, da derivac¸a˜o singular de cada
uma das abordagens e da parte comum das duas.
Futuramente, este n´ıvel de compatibilizac¸a˜o podera´ alcanc¸ar va´rios patamares. Um pri-
meiro seria referente ao desenvolvimento das estruturas necessa´rias para a parametrizac¸a˜o
especializada da utilizac¸a˜o do UsiXML, dentro do MDA SMART. E´ expecta´vel que esta
parametrizac¸a˜o seja gene´rica o suficiente para permitir o acoplamento, permuta e desaco-
plamento entre quaisquer dois modelos.
Um segundo patamar seria relativo a` inclusa˜o dos va´rios n´ıveis de abstrac¸a˜o do UsiXML,
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em especial os com maior grau de abstrac¸a˜o. Atualmente so´ e´ considerado o modelo
de implementac¸a˜o textual, sendo desprezados os modelos mais abstratos e as restantes
variantes de implementac¸a˜o, como os modelos sensoriais ou de voz humana.
Apeˆndice A
Transformac¸a˜o de Modelos
A.1 Mapeamento ATL - UML22Java
1 −−@at lcompi ler a t l 2006
2 module UML2JAVA;
3 c r e a t e OUT : JAVA from IN : UML;
4 −− −−−−−−−−−−−−−−−−−−−−−−−−−−−−−
5 −− UML 2 . 4 . 1 to Java model
6 −− Done manually for a M2M too l







14 −− To check i f a va r i ab l e i s public or not
15 he lpe r context UML! NamedElement de f : i sPub l i c ( ) : Boolean =
16 s e l f . v i s i b i l i t y = #public ;
17
18 he lpe r context UML! NamedElement de f : i sP ro t e c t ed ( ) : Boolean =
19 s e l f . v i s i b i l i t y = #protected ;
20
21 he lpe r context UML! C l a s s i f i e r de f : i sAbs t r a c t ( ) : Boolean =
22 s e l f . i sAbs t r a c t ;
23
24 he lpe r context UML! St ruc tu ra lFeature de f : i s F i n a l ( ) : Boolean =
25 s e l f . isReadOnly ;
26
27 he lpe r context UML! Property de f : i sAggregat i on ( ) : Boolean =
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28 i f s e l f . aggregat i on . oc l I sUnde f ined ( ) then fa l se
29 else
30 i f s e l f . aggregat i on = #none then fa l se
31 else true
32 end i f
33 end i f ;
34
35 −− Gett ing a name o f Class property
36 he lpe r context UML! Property de f : propertyName ( ) : S t r ing =
37 i f s e l f . name . oc l I sUnde f ined ( ) then
38 ’ fromAssoc ’+s e l f . type . name
39 else
40 s e l f . name
41 end i f ;
42
43 −− http : // docs . o ra c l e . com/ java se / specs / j l s / se7 /html/ j l s −3. html#j l s −3.8
44 he lpe r context S t r ing de f : javaNameCleanup ( ) : S t r ing =
45 i f Sequence{ ’ ab s t r a c t ’ , ’ cont inue ’ , ’ f o r ’ , ’ new ’ , ’ switch ’ , ’
a s s e r t ’ , ’ d e f au l t ’ ,
46 ’ i f ’ , ’ package ’ , ’ synchron ized ’ , ’ boolean ’ , ’ do ’ , ’ goto ’ , ’
p r i va t e ’ , ’ t h i s ’ ,
47 ’ break ’ , ’ double ’ , ’ implements ’ , ’ p ro t ec t ed ’ , ’ throw ’ , ’ byte ’ ,
’ e l s e ’ , ’ import ’ ,
48 ’ pub l i c ’ , ’ throws ’ , ’ case ’ , ’enum ’ , ’ i n s t an c e o f ’ , ’ r e turn ’ , ’
t r a n s i e n t ’ , ’ catch ’ ,
49 ’ extends ’ , ’ i n t ’ , ’ shor t ’ , ’ t ry ’ , ’ char ’ , ’ f i n a l ’ , ’ i n t e r f a c e ’
, ’ s t a t i c ’ , ’ void ’ ,
50 ’ c l a s s ’ , ’ f i n a l l y ’ , ’ long ’ , ’ s t r i c t f p ’ , ’ v o l a t i l e ’ , ’ const ’ , ’
f l o a t ’ , ’ na t ive ’ ,
51 ’ super ’ , ’ wh i l e ’ } −> e x i s t s ( i | i = s e l f )
52 then
53 ’ ’+s e l f
54 else
55 s e l f . s ub s t r i ng (1 , 1) −> regexRep laceAl l ( ’ [ ˆ a−zA−Z $ ] ’ , ’ ’ )
56 + s e l f . s ub s t r i ng (2 , s e l f . s i z e ( ) ) −> regexRep laceAl l ( ’ [ ˆ a−zA−
Z $0−9] ’ , ’ ’ )
57 end i f
58 ;
59
60 −− Resolve Java Class NameSpace
61 he lpe r context UML! Namespace de f : getExtendedName ( ) : S t r ing =
62 i f s e l f . namespace . o c l I sUnde f ined ( ) then ’ ’
63 else i f s e l f . namespace . oc l I sKindOf (UML! Model ) then ’ ’
64 else s e l f . namespace . getExtendedName ( ) + ’ . ’
65 end i f e nd i f + s e l f . name ;
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66
67 −− Don ’ t a l low to have equal i d e n t i f i e r s in same meta−c l a s s
68 he lpe r context S t r ing de f : i sUnique ( c : OclAny ) : S t r ing =
69 i f ( c −> s e l e c t ( x | x = s e l f )−>s i z e ( ) = 0) then s e l f
70 e l s e s e l f+ ’ ’+c −> s i z e ( )
71 end i f ;
72
73 he lpe r context UML! Property de f : getType ( ) : Java ! Type =
74 i f ( not s e l f . upperValue . o c l I sUnde f ined ( ) and not s e l f . lowerValue .
o c l I sUnde f ined ( ) )
75 then
76 l e t lowerVal : I n t eg e r = s e l f . lowerValue . va lue in
77 l e t upperVal : I n t eg e r = s e l f . upperValue . va lue in
78 i f ( ( lowerVal = upperVal ) or ( ( upperVal−lowerVal )=1) )
79 then
80 s e l f . type
81 e l s e
82 thisModule . JavaType2JavaTypeList ( s e l f )
83 end i f
84 e l s e
85 thisModule . JavaType2JavaTypeList ( s e l f )
86 end i f ;
87
88 −− −−−−−−−−−−−−−−−−−−−−−−−−−−−−−
89 −− LAZY RULES
90 −− −−−−−−−−−−−−−−−−−−−−−−−−−−−−−
91
92 −−LR01 Create a ( Java ) ListType from any ( Java ) Type
93 lazy ru l e JavaType2JavaTypeList
94 {
95 from e : UML! Property
96 to out : JAVA! TypeList







104 −−A01 NamedElement with extended name
105 abs t r a c t r u l e NamedElement2ExtendedNamedElement
106 {
107 from e : UML! NamedElement
108 to out : JAVA! JavaElement
109 ( name <− e . getExtendedName ( ) . javaNameCleanup ( ) )
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110 }
111
112 −−A02 NamedElement ” s imple ”
113 abs t r a c t r u l e NamedElement2NamedElement
114 {
115 from e : UML! NamedElement
116 to out : JAVA! JavaElement






123 ru l e Primit iveType2Primit iveType
124 {
125 from e : UML! DataType
126 to out : JAVA! Primit iveType
127 (
128 name <− e . name . javaNameCleanup ( )−−. i sUnique ( out . owner . members





133 ru l e Package2Package extends NamedElement2ExtendedNamedElement
134 {
135 from e : UML! Package ( e . oc l IsTypeOf (UML! Package ) )





141 ru l e C las s2Clas s extends NamedElement2NamedElement
142 {
143 from e : UML! Class ( e . oc l IsTypeOf (UML! Class ) )
144 to out : JAVA! Class
145 (
146 superClas s <− e . superClass−> f i r s t ( ) ,−− Because Java does not
support mu l t ip l e i nh e r i t an c e
147 implement <− e . c l i entDependency −> c o l l e c t ( x | x . s upp l i e r ) ,
148 i sAbs t r a c t <− e . i sAbst rac t ,
149 i sPub l i c <− e . i sPub l i c ( ) ,
150 package <− e . namespace ,
151 name <− e . name . javaNameCleanup ( ) . i sUnique ( out . package .
packagedComponent −> c o l l e c t ( x | x . name) )




155 −−N05 Binary As soc i a t i on
156 ru l e As s o c i a t i on2F i e l d s
157 {
158 from e : UML! As soc i a t i on ( e . ownedEnd−>s i z e ( ) = 2)
159 to endLeft : JAVA! F i e ld
160 (
161 owner <− e . ownedEnd−> f i r s t ( ) . type ,
162 name <− ( ’ fromAssocA ’+(e . ownedEnd−>l a s t ( ) ) . type . name) .
javaNameCleanup ( ) . i sUnique ( endLeft . owner . members −> c o l l e c t
( x | x . name) ) ,
163 type <−e . ownedEnd−>l a s t ( ) . getType ( )
164 ) ,
165 endRight : JAVA! F i e ld
166 (
167 owner <− e . ownedEnd−>l a s t ( ) . type ,
168 name <− ( ’ fromAssocB ’+(e . ownedEnd−> f i r s t ( ) ) . type . name) .
javaNameCleanup ( ) . i sUnique ( endRight . owner . members −>
c o l l e c t ( x | x . name) ) ,





174 ru l e Property2Fie ld
175 {
176 −− To ensure that i s only matched to {Class , I n t e r f a c e , Operation
} p r op e r t i e s
177 from e : UML! Property ( e . owner . oc l IsTypeOf (UML! Class )
178 or e . owner . oc l IsTypeOf (UML! I n t e r f a c e )
179 or e . owner . oc l IsTypeOf (UML! Operation ) )
180 to out : JAVA! F i e ld
181 (
182 value <− e . de fau l tValue ,
183 i s S t a t i c <− e . i s S t a t i c ,
184 i sPub l i c <− e . i sPub l i c ( ) ,
185 i s F i n a l <− e . i s F i n a l ( ) ,
186 i sP ro t e c t ed <− e . i sP ro t e c t ed ( ) ,
187 type <− e . getType ( ) ,
188 owner <− e . owner ,
189 name <− e . propertyName ( ) . javaNameCleanup ( ) . i sUnique ( out . owner .
members −> c o l l e c t ( x | x . name) )
190 )
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191 }
192
193 −−N06 L i t e ra l 2Va lue
194 abs t r a c t r u l e L i t e ra l 2Va lue
195 {
196 from e : UML! L i t e r a l S p e c i f i c a t i o n ( e . owner . de fau l tVa lue = e )




201 −−N07 Litera lBoo lean2ValueBoolean
202 ru l e Li tera lBoo lean2ValueBoolean extends L i t e ra l 2Va lue
203 {
204 from e : UML! L i t e ra lBoo l ean to out : JAVA! ValueBoolean
205 ( va lue <− e . va lue )
206 }
207
208 −−N08 L i t e r a l S t r i n g2Va lu eS t r i n g
209 ru l e L i t e r a l S t r i n g2Va lu eS t r i n g extends L i t e ra l 2Va lue
210 {
211 from e : UML! L i t e r a l S t r i n g to out : JAVA! ValueStr ing
212 ( va lue <− e . va lue )
213 }
214
215 −−N09 L i t e r a l I n t e g e r 2Va l u e I n t e g e r
216 ru l e L i t e r a l I n t e g e r 2Va l u e I n t e g e r extends L i t e ra l 2Va lue
217 {
218 from e : UML! L i t e r a l I n t e g e r to out : JAVA! ValueInteger −−(e . onwer )
219 ( va lue <− e . va lue )
220 }
221
222 −−N012 I n t e r f a c e 2 I n t e r f a c e
223 ru l e I n t e r f a c e 2 I n t e r f a c e
224 {
225 from e : UML! I n t e r f a c e
226 to out : JAVA! I n t e r f a c e
227 (
228 sup e r I n t e r f a c e <− e . g e n e r a l i z a t i o n −>c o l l e c t ( x | x . g ene ra l ),−−
−> s e l e c t ( x | x . oclIsTypeOf (UML! I n t e r f a c e ) ) −> asSequence ( )
,
229 package <− e . namespace ,
230 i sAbs t r a c t <− e . i sAbst rac t ,
231 name <− e . name . javaNameCleanup ( ) . i sUnique ( out . package .
packagedComponent −> c o l l e c t ( x | x . name) )
232 )




236 ru l e Operation2Method
237 {
238 from e : UML! Operation
239 to out : JAVA!Method
240 (
241 i s S t a t i c <− e . i s S t a t i c ,
242 i sPub l i c <− e . i sPub l i c ( ) ,
243 i sAbs t r a c t <− e . i sAbst rac t ,
244 i sP ro t e c t ed <− e . i sP ro t e c t ed ( ) ,
245 type <− e . getType ( ) ,
246 owner <− e . owner ,
247 name <− e . name . javaNameCleanup ( )−−. i sUnique ( out . owner . members





252 ru l e Parameter2FeatureParameter
253 {
254 from e : UML! Parameter ( e . d i r e c t i o n <> #return )
255 to out : JAVA! FeatureParameter
256 (
257 method <− e . owner ,
258 type <− e . getType ( ) ,
259 name <− e . name . javaNameCleanup ( ) . i sUnique ( out . method .
parameters −> c o l l e c t ( x | x . name) )
260 )
261 }
Listagem A.1: Mapeamento ATL para a transformac¸a˜o do meta-modelo UML2 no meta-
modelo Java.
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