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Fakulteta za računalnǐstvo in informatiko
Kristjan Turnšek Zdešar
Razvoj prilagojene aplikacije za
obvladovanje projektov v podjetju
DIPLOMSKO DELO
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Fakulteta za računalnǐstvo in informatiko izdaja naslednjo nalogo:
Tematika naloge:
Za potrebe vodenja projektov podjetja uporabljajo kupljene ali lastne pro-
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še posebej staršema Renati in Stanislavu ter Danici in Milanu. Za konec
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Naslov: Razvoj prilagojene aplikacije za obvladovanje projektov v podjetju
Avtor: Kristjan Turnšek Zdešar
Nadziranje projektov v sodobnih podjetjih je zelo pomembno za uspešno
poslovanje. Vodje projektov zato potrebujejo kvaliteten sistem, ki jim bo
pomagal kar najbolje ocenjevati potek projekta, da lahko pravočasno ukre-
pajo. Danes obstaja že več programov, ki ponuja funkcionalnosti, kot so
načrtovanje projektov, vendar ponujajo še mnogo drugih funkcionalnosti, ki
pa jih manǰse podjetje vseeno ne potrebuje. Kljub temu pa morajo kupiti
celoten program. Sistem razvit v okviru diplomskega dela ponuja aplika-
cijo za načrtovanje projektov, ki se osredotoča le na načrtovanje. Projekti
razdeljeni na kategorije so prikazani v tabeli, katero je mogoče filtrirati. Za
vsak projekt se lahko dodaja podatke o prihodkih ali stroških, ter potrebnem
delu. Posodobljeni podatki se iz spletne aplikacije pošljejo na strežnik, kjer
teče zaledni program, ki podatke shrani v podatkovno bazo. Uporabniki se
razlikujejo pa nazivih, na katere so vezane pravice pri urejanju.
Ključne besede: načrtovanje, projekti, poslovno orodje, spletna aplikacija.

Abstract
Title: Development of dedicated application for project management in a
company
Author: Kristjan Turnšek Zdešar
Project planning is very important for successful business in modern compa-
nies. Therefore project leaders need quality system, which helps them assess
project’s course, so they can take preliminary action. Today there exist many
programs that offer functionalities like project planning, but mainly they of-
fer many more features, which may not be needed by a company of a smaller
scale. Planning system, developed for this thesis, offers a web application
for planning that focuses only on project planning. Projects were divided
in categories, which are shown in filterable table. For each project, user can
add data for costs or profits or required effort. Updated data is sent form
web application to backend server, which then saves it to database. Users
differ by titles which are bound to editing permissions.




Z vsakim dnem postaja uporaba orodij za upravjanje s projekti v podjetjih
bolj pomembna. Brez tega je nemogoče ostati konkurenčen drugim podje-
tjem, ki se takšnih orodij poslužujejo. Če je to včasih veljajo le za večja
podjetja, velja danes že za skoraj vsa. Vseeno pa je podjetjem z večjim ka-
pitalom lažje kupiti licenco oziroma razviti lastno rešitev, oziroma sistem, za
upravljanje s projekti. Med raziskovanjem smo ugotovili, da večina takšnih
sistemov na trgu vsebuje ogromno različnih funkcionalnosti, ki jih nekatera,
predvsem srednja in manǰsa podjetja, sploh ne potrebujejo. Morda zato, ker
uporabljajo v okviru razvoja programske opreme agilni pristop in želijo le
eno funkcionalnost ki bi jim zares pomagala, kupiti pa morajo cel program.
V okviru diplomske naloge smo razvili aplikacijo za potrebe podjetja, v
katerem so ravno razširjali svoj interni informacijski sistem. Sistem je že pred
razširitvijo vseboval seznam zaposlenih, orodja za vnašanje zahtev za dopust
in bolnǐsko odsotnost ter povračila potnih stroškov in orodje za vnašanje
porabljenega časa za naloge, ki jih razvijalci opravijo. Potrebovali pa so
še aplikacijo, v kateri bi lahko načrtovali prihodnje projekte in nadzorovali
trenutne. Projekte se načrtuje časovno, finančno ter z določanjem količine
potrebnega dela. Vodje projektov lahko zato na podlagi vnešenih podatkov
ukrepajo pravočasno.
V 2. poglavju pojasnjujemo, kaj sploh je načrtovanje projektov in kako
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poteka. Predstavljamo načine ocenjevanja velikosti projekta ter kako se lo-
titi dolgoročnega načrtovanja. V 3. poglavju opisujemo obstoječe rešitve na
splošno ter podajamo 2 konkretna primera. 4. poglavje vas bo seznanilo s
tehnologijami, ki smo jih uporabljali med razvojem aplikacije. V 5. poglavju
pǐsemo o izzivih, ki smo jih srečali med razvojem, ter njihovih rešitvah. V
6. poglavju aplikacijo in njene funkcionalnosti še predstavimo ter podajamo
nekaj zaslonskih slik. Na koncu sledi zaključek v katerem povzemamo vsebino




Načrtovanje projektov je aktivnost, ki se jo izvede pred pričetkom projekta.
Med načrtovanjem je potrebno oceniti obseg projekta ter določiti aktivnosti,
ki bodo potrebne za njegovo realizacijo. Namreč, iz tega kaj je potrebno
narediti - razviti, se določi potrebne aktivnosti na projektu. Nato naredimo
časovno analizo in določimo vrstni red izvajanja aktivnosti. Posledično lahko
ocenimo velikost projekta iz časovnega in finančnega vidika [1].
V nadaljevanju opisujemo zakaj je pomembno dobro oceniti obseg pro-
jekta in predstavljamo štiri kategorije po katerih običajno ocenjujemo. Na
koncu poglavja pǐsemo še kaj so priložnostni projekti in kaj projekti v čakanju.
2.1 Ocenjevanje velikosti projekta
V okviru idejne zasnove projekta je potrebno oceniti obseg projekta. Ocena
se pridobi na podlagi izkušenj vodje in s primerjanjem s podobnimi pred-
hodnimi projekti [28]. Poglavitno je oceniti potrebno količino napora (angl.
effort), predvidene stroške ter čas izvajanja projekta. Za lažje ocenjevanje
pa lahko najprej določimo približno velikost rešitve, ki jo moramo razviti. V
nadaljevanju sledi podrobneǰsa predstavitev prej omenjenih kategorij.
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2.1.1 Količina kode
Količino kode lahko ocenjujemo preprosto s štetjem vrstic kode. Uporablja
se enota KLOC (angl. Kilo Lines Of Code), kar je kratica za tisoč vrstic
kode. Za korektno oceno je potrebno pri štetju izpuščati komentarje in pra-
zne vrstice. Pri tej metodi je sicer možno povečati izmerjen obseg dela s
ponavljajočo ali razvlečeno kodo. Druga, bolj natančna in kompleksneǰsa
metoda ocenjevanja, je uporaba funkcijskih točk [24]. Pri tej je pomembno
število potrebnih funkcij. Vsaka izmed njih sprejme neke podatke, jih sproce-
sira in vrne rezultat. Pri vrednotenju se torej upošteva število funkcij, število
vhodov in izhodov ter dodatno še količina notranjih ali zunanjih datotek, do
katerih se dostopa. Tem številom se doda faktor, ki je vezan na njihovo kom-
pleksnost, katero ocenimo med vrednotenjem. Nato moramo določiti kom-
pleksnost še nekaterih drugih dejavnikov in uporabiti matematično formulo
za končni rezultat [3].
2.1.2 Napor
Napor predstavlja količino dela, ki ga bodo morali opraviti razvijalci. Je
produkt števila razvijalcev ter časa, ki ga bodo potrebovali. Torej, več kot
je razvijalcev na projektu, manj časa bo potreboval vsak in obratno. Upo-
rabljajo se enote, kot so človek-ura, človek-dan ali človek-teden. Napor se
ponavadi ocenjuje s primerjanjem s predhodnimi projekti ali z uporabo em-
piričnih formul kot je model Putnam [22]. Ta uporablja matematično formulo
za izračun napora iz podanih podatkov, kot so količina kode, čas za izvajanja
projekta in produktivnost ekipe. Slednjo se izračuna s podatki predhodnih
projektov, za katere je že znan napor.
2.1.3 Čas
Delo na projektu se razdeli na aktivnosti in določi, kdaj in v katerem za-
poredju se bodo te izvajale. Pogosto se za to uporablja Ganttov diagram
[19]. Na sliki 2.1 so aktivnosti predstavljene z vodoravnimi črtami. Dalǰsa
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kot je črta, dlje se bo aktivnost izvajala. Iz diagrama lahko tudi zelo hitro
razberemo, kdaj je predviden konec projekta ter katere aktivnosti so kritične.
Kritične aktivnosti predstavljajo sekvenco tistih aktivnosti, ki si sledijo brez
vmesnih praznih polj. Zanje je pomembno, da se končujejo pravočasno, saj se
v nasprotnem primeru naslednje ne morejo začeti izvajati. S tem se celoten
projekt podalǰsa.
Slika 2.1: Primer Ganttovega diagrama [8].
2.1.4 Stroški
Izmed vseh omenjenih kategorij je najzahtevneǰse ocenjevanje stroškov, saj
nanje vpliva največ dejavnikov. Poleg plače razvijalcev je potrebno upoštevati
tudi strojno opremo, licence programske opreme, učenje zaposlenih ter komu-
nikacijo in sestajanje s stranko. Kljub kompleksnosti ocenjevanja obstaja em-
pirična metoda COCOMO, ki bazira na količini kode. Lahko pa se oceni tudi
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na podlagi izkušenj in s primerjanjem s preteklimi projekti. Slednje lahko
ocenimo stroškovno ali nestroškovno [2]. Stroškovno pomeni, da upoštevamo
posamezne stroške projekta, kot so materiali, storitve in delo. Nato jih
seštejemo in jim dodamo vkalkulirani dobiček. Tako dobimo ceno, katero
je morda potrebno prilagoditi cenam konkurenčnih podjetij. Nestroškovna
ocena pa pomeni, da ocenimo pričakovano vrednost projekta na trgu. Ta
znesek nato razdelimo na posamezne stroške projekta in naš dobiček.
2.2 Priložnostni projekti in projekti v čakanju
V podjetjih, kjer hkrati delajo na več projektih, so le ti navadno v različnih
fazah. Nekateri se bližajo koncu, medtem ko so drugi le sklenjeni s stranko,
sam razvoj pa se še ni začel. Pri teh je že znano, koliko bo stranka plačala,
saj je pogodba že sklenjena. Zato lahko razvijalci takoj po končanju enega
projekta začnejo z naslednjim. Tako se ne pojavi obdobje brez dela. V pod-
jetjih pa se trudijo pridobiti tudi projekte, na katerih bi se razvoj, v primeru
sklenitve pogodbe, začel šele čez eno leto ali več. Znati morajo oceniti ko-
liko takšnih priložnostnih projektov bo sklenjenih, da lahko predvidijo koliko
zaposlenih bodo potrebovali. Ker pa iskanje dobrih razvijalcev ali uvajanje
manj izkušenih lahko traja kar nekaj časa, je pomembno, da so ocene korek-
tne in se zaposlovanje prične pravočasno. Sicer lahko pride do težavnih in
stresnih situacij [27].
Slika 2.2 prikazuje primer razporeditve projektov in priložnosti za nasle-
dnji 2 leti. Vǐsina stolpca predstavlja potreben napor za določeno četrtletje.
Modri stolpci predstavljajo količino projektov, na katerih razvijalci trenutno
delajo. Ker se bodo ti projekti zaključevali v naslednjih mesecih, vǐsina mo-
drih stolpcev s časom pada. Da pa ne bi bili zaposleni brez dela, se bodo
začeli izvajati projekti v čakanju, ki so na grafu označeni z zeleno. Dlje v
prihodnosti pa so le priložnostni projekti. Nekateri izmed njih se bodo nekoč
sklenili in postali projekti v čakanju, drugi pa ne. Naloga vodstva je, da bo
vedno na voljo dovolj dela za vse zaposlene, oziroma celo malo več, da lahko
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podjetje raste. To je na grafu prikazano z rdečo črto.
Slika 2.2: Primer razporeditve projektov in priložnosti.
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Poglavje 3
Pregled obstoječih rešitev
Danes obstaja že veliko sistemov za vodenje projektov in organizacijo dela
med člani ekipe. Te rešitve večinoma ponujajo mnoge funkcionalnosti, kot
so pregled potrebnega dela in stroškov za določen projekt ali razporejanje
aktivnosti projekta z Ganttovimi diagrami. Poleg tega pa vsebujejo orodja
za komunikacijo med razvijalci, pregledovanje opravkov za zaposlene ter or-
ganizacijo in razporeditev virov. Nekatere aplikacije lahko celo avtomatsko
razporejajo aktivnosti, če jim podamo podatke o trajanju aktivnosti in nji-
hovih medsebojnih odvisnostih. Skratka, vsebujejo mnogo različnih funkcij
in so dokaj kompleksni, s čimer je seveda povezana cena izdelka. Manǰsa
podjetja pa morda niti ne potrebujejo vseh teh funkcionalnosti ali pa jih že
imajo implementirane z drugim orodjem.
V nadaljevanju poglavja predstavljamo tri obstoječe sisteme za upra-
vljanje projektov ter analizo, ki pojasnjuje zakaj smo se kljub obstoječim
rešitvam odločili izdelati lastno aplikacijo.
3.1 Microsoft Project
Microsoft Project je zelo obširen program za načrtovanje projektov, poleg
tega pa je načrtovan tako, da deluje skupaj z drugimi orodji Microsoft Office.
Vsebuje orodja za opredelitev projekta, členjenje na aktivnosti in določanje
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medsebojnih odvisnosti med aktivnostmi. Projektom lahko določimo fi-
nančni načrt in potrebno količino dela. Med izvajanjem projekta dejan-
ske stroške in porabljen trud primerjamo z načrtovanimi, vnašamo pa tudi
količino potrebovanih virov [18]. Microsoft Project nato preveri koliko virov
bodo porabili vsi projekti skupaj in koliko jih bo še ostalo na voljo. V primeru
nezadostne količine virov, nam pomaga pri izravnavi le teh. To je tehnika, ki
prerazporedi vire, ki presegajo normalno razpoložljivost, v najbližje obdobje
ali obdobja, ko je predvidena raba vira pod normalno razpoložljivostjo [2].
Skratka program vsebuje ogromno orodij, je pa zato dokaj kompleksen za
uporabo.
3.2 Sinnaps
Sinnaps je špansko podjetje, ki se ukvarja izključno z razvojem sistemov za
upravljanje projektov. Njihov produkt je program za upravljanje projektov,
ki se izvaja v oblaku in je enostavneǰsi za uporabo kot Microsoft Project. Na-
rejen je po modelu Software as a Service (SaaS), kar pomeni, da gre za stori-
tev, na katero se naročimo. Zaradi tega ni potrebnega nobenega nameščanja,
ampak se program lahko takoj prične uporabljati. Vsebuje mnoga orodja in
funkcionalnosti, kot so orodja za komunikacijo in dodeljevanje nalog med
člani ekipe, časovno in finančno načrtovanje projektov, razporejanje virov in
upravljanje z datotekami. Za prikaz podatkov ponujajo grafične prikaze z
diagrami kot Ganttov in Pertov. Uporabnǐski vmesnik je zelo bogat in bar-
vit. Vmesnik je tudi močno animiran. Cena produkta je odvisna od števila
uporabnikov [4, 23].
3.3 OpenProject
OpenProject je nemško podjetje, ki je razvilo istomenski sistem za upravlja-
nje projektov. Ponujajo različico sistema, ki se izvaja v oblaku ter takšno,
ki si jo stranka namesti na lastnih napravah. Podobno kot Sinnapsov sistem
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tudi OpenProject vsebuje mnoge funkcionalnosti. Razlikuje se po tem, da
ima bolj enostavno in pregledno orodje za načrtovanje stroškov projekta. Po-
leg tega je sistem zelo prilagodljiv in je vključevanje v obstoječ informacijski
sistem podjetja dokaj preprosto. Cena produkta je kot pri večini storitev v
oblaku odvisna od števila uporabnikov [17, 16].
3.4 Analiza obstoječih rešitev
Pri pregledovanju obstoječih rešitev smo bili pozorni na finančno in časovno
načrtovanje projektov, saj je to glavna funkcionalnost, ki jo potrebujemo.
Pri Sinnapsovemu sistemu ni mogoče ločiti načrtovanih in dejanskih stroškov
kot v podjetju želijo. Microsoft Project sicer ponuja ustrezno orodje in še
mnoga druga, vendar podjetje vseeno ni tako veliko, da bi potrebovali ta
dodatna orodja. Kljub temu pa je potrebno kupiti celoten izdelek. Tretja
možnost, OpenProject, je bila najbolj perspektivna. Sistem je zelo prila-
godljiv in vsebuje orodje kot ga potrebujemo. Razlog, da nismo izbrali kar
tega sistema, je, da v podjetju že imajo mnoga orodja, ki jih OpenProject
in ostali sistemi za upravljanje projektov vsebujejo. Potrebovali so namreč
le razširitev sistema, ki bi podpirala načrtovanje projektov.




V tem poglavju opisujemo tehnologije, ki smo jih uporabili med razvojem
aplikacije. Predstavili bomo tehnologijo za upravljanje podatkovnih baz,
knjižnico za Javo, ki olaǰsa dostopanje do podatkovne baze, in protokol, ki
se pogosto uporablja za komuniciranje preko spleta. Nato bomo opisali še
tehnologije za izdelavo spletnih strani ter protokol, ki olaǰsa prijavljanje v
spletne aplikacije, ki se izvajajo na različnih strežnikih.
4.1 Sistem za upravljanje s podatkovnimi ba-
zami
Sistem za upravljanje s podatkovnimi bazami (SUPB) je programska oprema,
ki skrbi za ustvarjanje in spreminjanje podatkovne baze. Je vmesnik med
podatki v datotekah in končnimi uporabniki. Omejuje uporabnikov dostop
do podatkov glede na njegove pravice. Končnim uporabnikom prav tako ni
potrebno vedeti, kje in kako so podatki zares shranjeni [26]. Uporabnik lahko
nad podatki izvaja transakcije, SUPB pa mora poskrbeti, da zadoščajo štirim
lastnostim, katere poznamo pod akronimom ACID (Atomicity, Consistency,
Isolation, Durability). Obstaja veliko ponudnikov SUPB, kot so: Microsoft
13
14 Kristjan Turnšek Zdešar
SQL Server, MySQL, PostgreSQL, Oracle, SQLite, MariaDB, itd. [10].
Na začetku razvoja smo se odločali med dvema najbolj razširjenima sis-
temoma. To sta Microsoft SQL Server in MySQL. Oba sta zelo zmogljiva,
vseeno pa smo našli 2 prednosti Microsoftovega SQL Serverja, ki prideta do
izraza, ko se uporabljata v rastočih podjetjih. Ena prednost je, da lahko nare-
dimo varnostno kopijo podatkov z namenskim orodjem in brez začasne usta-
vitve podatkovne baze. Pri MySQLu moramo podatke pridobiti s pomočjo
SQL stavkov, kar je lahko zelo zamudno, poleg tega pa moramo za čas kopira-
nja preprečiti možnost spreminjanja podatkov v bazi. Microsoft SQL Server
tudi bolje poskrbi za varnost podatkov. Neposreden dostop do podatkovnih
datotek je namreč onemogočen procesom, ki niso del Microsoft SQL Serverja
[15]. Na podlagi opisanih razlik smo se odločili za Microsoft SQL Server.
4.2 Strežnǐski del
Na strežniku teče zaledni program (angl. backend), ki komunicira z upo-
rabnǐskim delom preko zahtev HTTP. Uporabnika na začetku identificira z
uporabnǐskim imenom in geslom, ter se v primeru, da je bila zahteva odo-
brena, nanjo odzove. V nasprotnem primeru pa uporabnika obvesti o napaki.
V ozadju program podatke pridobiva iz podatkovne baze preko aplikacijskega
programskega vmesnika (API), ki ga ponuja SUPB. Če želi uporabnik po-
datke projekta spremeniti, se preveri tudi, če mu je to za ta projekt dovoljeno.
V nadaljevanju predstavljamo tehnologiji, ki sta bili ključni za implementa-
cijo zalednega programa.
4.2.1 REST
Komunikacija med strežnikom in spletno aplikacijo poteka preko spleta z zah-
tevami HTTP z uporabo protokola REST. Takim aplikacijam v angleščini
pravimo RESTful application. Strežnik o komunikaciji ne hrani stanja, kar
pomeni, da ne hrani podatkov o odjemalcu. Odgovor na enako zahtevo
bo zato vedno enak. Druga pomembna lastnost aplikacij REST je, da sta
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strežnik in odjemalec popolnoma neodvisna. To pomeni, da lahko kodo za-
ledja ali aplikacije kadarkoli spremenimo, pa bo sistem še vedno deloval.
Važno je le, da ostanejo zahteve REST enake. Zahteva je sestavljena iz
glagola HTTP in poti ter opcijsko tudi telesa zahteve. Glagol je beseda, ki
predstavlja željeno akcijo. Najpogosteje se uporabljajo naslednje 4 možnosti:
• Get - uporablja se za pridobivanje podatkov
• Post - uporablja se za dodajanje podatkov
• Put - uporablja se za posodabljanje podatkov
• Delete - uporablja se za brisanje podatkov
Pot je naslov URL, ki definira lokacijo strežnika in mu pove na katere
podatke se zahteva nanaša. V pot lahko dodamo parametre, ki dodajo in-
formacijo o podatkih, ki jih ǐsčemo, kot na primer identifikacijsko število
objekta. Na konec poti je mogoče dodati filter, ki prikazuje rezultate glede
na željen kriterij. Za večje količine podatkov uporabimo tudi telo zahteve.
Tukaj ponavadi shranimo objekt, za katerega želimo, da se zapǐse v podat-
kovno bazo.
Na zahtevo strežnik pošlje odgovor HTTP, ki mu doda status, ki uporab-
niku pove ali je bila operacija uspešna. Tudi strežnik lahko zapǐse podatke
v telo zahteve, če je to potrebno [5].
To tehnologijo smo uporabljali za komunikacijo med spletno aplikacijo in
zalednim programom, ki teče na strežniku.
4.2.2 Java Spring
Java Spring je odprtokodna knjižnica ponudnika Pivotal Software. Ponuja
predloge za tehnologije povezane z dostopom do podatkovnih baz, kot so
JDBC, Hibernate in JPA. Programerju s tem olaǰsa delo, saj mu ni potrebno
razviti logike za povezovanje z bazo ali pošiljanje transakcij. Programer mora
razviti le poslovno logiko aplikacije [13].
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V osnovi potrebujemo za posredovanje tabele iz baze do uporabnika 4
razrede: entiteto, repozitorij, komponento in kontroler. Entiteta je javanski
razred, ki predstavlja tabelo. Tipi atributov morajo biti podobni, da se lahko
preslikajo iz baze. Poizvedbo za pridobivanje podatkov definiramo v repozi-
toriju, ki dostopa do baze in vrača objekt tipa entitete. Kontroler vsebuje
metode, ki predstavljajo komunikacijske točke REST (angl. REST endpo-
int) in se izvedejo vsakič, ko odjemalec pošlje zahtevo. Komponente so tisti
razredi, ki vse skupaj povezujejo in vsebujejo največ poslovne logike. Pove-
zujejo lahko več različnih repozitorijev ali pa preprečijo izvajanje zahteve, če
uporabnik nima ustreznih pravic. V primeru kompleksnih operacij lahko več
entitet združimo v objekte [14].
V naši aplikaciji smo zaledni program napisali v jeziku Java in uporabili
tudi Java Spring.
4.3 Spletna aplikacija
Spletne aplikacije so večinoma napisane v jeziku HTML, katerega dopolnju-
jeta CSS in Javascript. Obstaja več jezikov in knjižnic, ki omenjene tehno-
logije dopolnjujejo ali zamenjujejo. Vendar mnogi jeziki, za katere se zdi, da
HTML zamenjajo, na koncu kodo vseeno pretvorijo v trojico, omenjeno na
začetku odstavka. V tem podpoglavju opisujemo trojico tehnologij HTML,
CSS in JavaScript ter tehnologijo React JS, ki olaǰsa izdelovanje zahtevneǰsih
dinamičnih spletnih strani. Opisali bomo tudi tehnologijo, ki olaǰsa prijavlja-
nje v spletne aplikacije, katere se izvajajo na različnih strežnikih. Na koncu
smo predstavili še sistem za nadzor različic, ki smo ga uporabili v okviru
razvoja spletne aplikacije.
4.3.1 HTML, CSS in JavaScript
HTML je oznvačevalni jezik za prikazovanje spletnih strani. Za splošne na-
mene se je začel uporabljati leta 1995. Najnoveǰsa verzija, v času pisanja tega
diplomskega dela, je HTML 5, ki podpira dinamične vsebine in multimedijo
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[12]. Kljub temu pa je HTML le ogrodje strani in je za dodatno oblikovanje
potreben CSS. Z njim lahko značkam HTML dodamo pravilo, ki spremeni
njihov izgled. Z razredi lahko določimo, da stil velja le za določene značke
ali pa s selektorji vplivamo na podrejene značke [6]. Težava pri uporabi ne-
katerih noveǰsih funkcij CSS-a je, da jih brskalniki prikazujejo drugače ali
pa jih sploh ne podpirajo. Razvijalci morajo zato testirati spletne strani na
različnih brskalnikih ali pa se odreči neki funkciji.
Javascript je objektni skriptni jezik, ki se uporablja za izdelavo interak-
tivnih spletnih strani. Izvaja se na odjemalčevi strani in omogoča, da se
spletna stran odziva na uporabnikova dejanja.
4.3.2 React JS
React JS je knjižnica za JavaScript, ki jo vzdržuje Facebook. V Reactu se
uporabljajo komponente kot ključni gradniki aplikacije. Te so hierarhično
organizirane, kar izbolǰsa preglednost kode, hkrati pa se zmanǰsa možnost
hroščev. Vsaka komponenta mora imeti funkcijo, ki določa, kaj naj se izrǐse
na njenem mestu. Da se lahko med seboj razlikujejo, ima vsaka svoje stanje,
katerega lahko spreminjajo akcije uporabnika ali pa se spremeni ob nekem
drugem dogodku. Komponente, ki so hierarhično gledano na istem nivoju,
med seboj ne morejo komunicirati, temveč le z nadrejenimi ali podrejenimi
komponentami. Te v angleškem jeziku imenujemo kar parent in child, kar v
prevodu pomeni starši in otrok. V nadaljevanju bomo uporabljali omenjena
slovenska izraza za nad- in podkomponente.
Kadar se spremeni stanje neke komponente, se mora ta sprememba poka-
zati na ekranu. Naiven način tega je, da na novo izrǐsemo vse komponente,
kar je časovno dokaj zahtevno. React JS pa je optimiziran, tako da ob vsaki
spremembi stanja preveri, kaj se je zares spremenilo in na kaj bo to vpli-
valo. Tako posodobi le spremenjeno komponento in njene starše [20]. Na
sliki 4.1 je omenjena komponenta obarvana rumeno, medtem ko zelena barva
predstavlja, kaj se bo posodobilo. Če je omenjana komponenta svoje sta-
nje posredovala otrokom, se posodobijo tudi oni, kar na sliki predstavlja levi
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otrok [21].
Slika 4.1: Ponovni izris se v ReactJS zgodi le za spremenjene komponente
[21].
ReactJS smo uporabili za razvoj spletne aplikacije, katere ogrodje je na-
rejeno s HTML 5.
4.3.3 Enkratna prijava za vse spletne strani
Naša aplikacija je zamǐsljena kot razširitev že obstoječega informacijskega
sistema v podjetju. Ker pa aplikacija uporablja svoj strežnik, ki je ločen
od ostalega informacijskega sistema, se mora uporabnik prijaviti v vsakega
posebej. To je lahko zamudno in nadležno, zato je zelo dobrodošla možnost
prijave v oba sistema naenkrat. Proces, ki rešuje omenjeno težavo se imenuje
Single Sign On oziroma s kratico SSO. V osnovi poteka tako, da stran, ki
zahteva avtentikacijo (na sliki 4.2 Service Provider), uporabnika preusmeri
k ponudniku identitete, kjer se preveri njegova identiteta. V kolikor še ni
prijavljen, mora to storiti v tistem trenutku. Nato se ga preusmeri nazaj
na prvotno stran. Podatki o avtentikaciji se pošljejo v obliki dokumenta
XML, strukturiranega po standardu SAML, ki je ključen za SSO, saj omogoča
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izmenjavo uporabnikove identitete med stranmi. Zaradi varnosti je dokument
digitalno podpisan [7].
Slika 4.2: Potek SSO prijave [7].
Ko se uporabnik odjavi iz storitve, se zahteva za odjavo posreduje po-
nudniku identitete. Kajti od trenutka, ko se je uporabnik prijavil, ponudnik
avtomatsko vrača podatke o avtorizaciji vsem poznanim storitvam. Dobljeno
zahtevo ponudnik posreduje še vsem ostalim storitvam in s tem zaključi pro-
ces odjavljanja [25].
To tehnologijo smo uporabili pri združevanju naše aplikacije z informa-
cijskim sistemom v podjetju.
4.3.4 Sistem za nadzor različic
Sistem za nadzor različic oziroma angleško version control system (VCS) je
sistem, ki beleži spremembe na datotekah, katerim sledimo. V primeru, da
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med popravljanjem hrošča v kodi situacijo le poslabšamo, lahko datoteko
preprosto povrnemo v preǰsno stanje. Sistemi nam tudi ponujajo možnost
ustvarjanja vej (angl. branching). To pomeni, da se lahko odcepimo od
glavne veje razvoja (ponavadi imenovana master) in delamo na nekem de-
tajlu, ne da bi vplivali na glavni razvoj, kot prikazuje slika 4.3. Ko želimo
veje združiti, sistem avtomatsko poǐsče razlike med datotekami na obeh ve-
jah in jih označi. Napredni način lahko razlike, za katere je očitno, kaj je
pravilno, razreši kar sam. Ostale pa moramo pregledati sami in izbrati katero
različico obdržati. Če sta na vejah delali dve različni osebi, ki nista dovolj
pogosto združevali vej, lahko to postane kar zahtevno opravilo, saj se razlike
hitro kopičijo. Sistemi za nadzor različic so zato še posebej uporabni, ko na
enem projektu dela več ljudi [9].
Slika 4.3: Primer vej pri sistemih za nadzor različic [11].
Poznamo več tipov sistemov za nadzor različic. Večinoma se uporabljajo
porazdeljeni in centralizirani sistemi. Najbolj znan centraliziran sistem je
Subversion. Ta deluje tako, da so vsi podatki shranjeni na skupnem strežniku.
To je slabost takšnih sitemov, saj so vsi podatki le na eni lokaciji in obstaja
možnost izgube podatkov v primeru okvare diska. Drug priljubljen tip so
porazdeljeni sistemi. Dva pogosto uporabljana sta Git in Mercurial. Ti sis-
temi delujejo tako, da ima vsak uporabnik vse datoteke v repozitoriju na
svoji napravi. Obstajajo pa tudi spletne storitve, ki omogočajo hranjenje
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repozitorijev v oblaku. Do njih lahko tako dostopajo razvijalci, s katerimi
sodelujemo. Prednost takšnega sistema je, da so datoteke shranjene na več
lokacijah in je verjetnost izgube podatke zelo majhna. Poleg tega je shranje-
vanje hitreǰse, saj komunikacija s strežnikom ni vedno potrebna [9]. Pogosto
uporabljane spletne storitve za shranjevanje Git repozitorijev v oblaku so
GitHub, GitLab in BitBucket, za Mercurial pa Kalithea.
Med razvojem aplikacije smo uporabljali sistem za nadzor nad različicami
Git za shranjevanje in nadzor kode zalednega programa in spletne aplikacije.
Repozitorije smo shranjevali na oblak s storitvijo GitLab. Za porazdeljeni
sistem Git smo se odločili zaradi manǰse možnosti izgube podatkov.
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Poglavje 5
Arhitektura in razvoj aplikacije
Izdelava aplikacije je zahtevala implementacijo treh glavnih komponent: po-
datkovne baze, zalednega programa in spletne aplikacije. Zaledni program se
izvaja na strežniku. Njegova naloga je prejemati zahteve REST, ki jih preko
spleta pošlje spletna aplikacija. Za pripravo odgovora mora zaledni program
dostopati do podatkovne baze. To se stori z uporabo aplikacijskega progra-
meskega vmesnika (API), ki ga ponuja SUPB. Slika 5.1 še grafično prikazuje
uporabljene komponente in kako se te povezujejo.
V nadaljevanju tega poglavja bomo opisali izzive, s katerimi smo se srečali
med razvojem aplikacije in kako smo jih rešili. Predstavili bomo podatkovni
model in razložili zakaj smo ga tako načrtovali. Podrobno bomo predstavili
tudi kako poteka komunikacija med glavnimi komponentami. Opisali bomo
na kakšen način smo uporabnike avtenticirali in na koncu še kako smo apli-
kacijo testirali. Na začetku pa bomo za lažji uvod v poglavje predstavili
funkcionalnosti aplikacije z vidika končnega uporabnika.
5.1 Opis funkcionalnosti
Osnovni pogled aplikacije prikazuje vse vnešene projekte, ki se delijo na ak-
tualne in čakajoče. Slednji so tisti, kateri so že bili sklenjeni, vendar se še
niso začeli izvajati. Bolj natančno so opisani v podpoglavju 2.2. V aplikaciji
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Slika 5.1: Pregled glavnih komponent aplikacije in povezave med njimi.
jim lahko dodajamo vnose o pričakovanih stroških in prihodkih ter količino
napora, ki bo potrebna v različnih časovnih intervalih. Na podlagi vnešenih
podatkov lahko vodilno osebje podjetja oceni, kako se bo spreminjala potreba
po razvijalcih v prihodnosti in tako zaposlijo nekaj dodatnih razvijalcev.
Druga kategorija projektov, ki jih lahko vnašamo so aktualni projekti,
kateri so se že začeli izvajati. Ob začetku dela na projektu vnesemo oce-
njeno količino napora, ter napovedan konec projekta, nato pa se samodejno
izračuna koliko napora je še potrebnega in kako se naj porazdeli po mese-
cih. Ko zaposleni vnesejo, koliko časa so porabili na projektu, se avtomat-
sko popravi ocenjen potreben napor. Dobljeno oceno se lahko še dodatno
spreminja za posamezne mesece, saj se lahko zgodi, da je v nekem obdobju
razpoložljivih manj razvijalcev. Aplikacija pri vsakem vnosu preverja, da
so vrednosti ustrezne, ter da se časovna obdobja ne prekrivajo. Slika 5.2
prikazuje kako lahko s popravki prilagodimo, koliko dela morajo razvijalci
opraviti v določenem časovnem obdobju. Na primeru sta določena popravka
za mesece julij in avgust ter oktober, za ostale pa se vǐsina stolpcev izračuna
avtomatsko. Torej brez popravkov bi rdeči stolpci bili visoki 6.43 človek-
tednov (angleško man-week oziroma s kratico MW), ker bi se preostanek
45 MW enakomerno razporedil med 7 mesecev.
Poleg napora pa lahko vnašamo tudi stroške. Lahko se zgodi, da pride do
internega prenosa med projekti, tako da je strošek enega projekta prihodek
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Slika 5.2: Primer uporabe popravkov napora.
drugega, kar je v aplikaciji zelo enostavno nastaviti, saj pri dodajanju stroška
le izberemo ciljni projekt.
Uporabniki se morajo prijaviti v aplikacijo z uporabnǐskim imenom in ge-
slom. Pregledovanje podatkov je dovoljeno vsem prijavljenim uporabnikom,
medtem ko lahko posamezen uporabnik dodaja ali spreminja podatke le za
projekte, za katere je odgovoren. To informacijo se prebere iz podatkovne
baze. Za lažjo predstavo slika 5.3 prikazuje diagram primerov uporabe (angl.
use case diagram), ki prikazuje funkcionalnosti izdelane aplikacije.
5.2 Podatkovni model
Pri načrtovanju podatkovnega modela smo upoštevali dejstvo, da je naša
aplikacija za načrtovanje projektov le razširitev informacijskega sistema v
podjetju. Zato ni namenjena samostojni uporabi. Omenjen informacijski
sistem mora v svoji podatkovni bazi vsebovati tabele s podatki o osebah,
valutah, poslovnih domenah, podružnicah in vnosih porabljenega napora.
Omenjenih tabel ne združujemo na podlagi ključev (angl. join) z našimi na
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Slika 5.3: Diagram primerov uporabe.
nivoju baze, temveč v zalednem programu. Ta pridobi podatke iz naše baze
in nato še iz baze obstoječega informacijskega sistema in jih potem združi na
podlagi ključa. Razlog za takšno odločitev je, da so lahko tabele v različnih
podatkovnih bazah. Tabela, katera vsebuje vnose porabljenega napora, je
namenjena, da razvijalci, ko opravijo neko delo, vanjo vnesejo porabljen čas.
To se uporablja za izračun preostalega napora.
Za aktualne projekte, njihove stroške ter potreben napor, smo naredili 3
tabele. Podobno trojico smo naredili tudi za čakajoče projekte, ki so na sliki
5.4 poimenovani kot Backlog. Projekti obeh kategorij vsebujejo tudi atribute
z identifikacijskim ključem, ki pa na diagramu ni označen kot tuji ključ. Za
združevanje dveh tabel po ključu je zato poskrbljeno v zalednem programu,
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kjer se rešuje tudi morebiten primer, da se ključi ne ujemajo.
Tabela Accounts vsebuje podatke o računu stranke in ljudeh odgovornih
za odnose z njo. Atribut ProjectLeaderId vsebuje uporabnǐsko ime uporab-
nika, ki ima dovoljenje za urejanje čakajočih projektov, medtem ko lahko
aktualne projekte ureja uporabnik z imenom zapisanim v atributu Project-
ManagerID v tabeli Project. Več o avtentikaciji je zapisano v podpoglavju
5.4. Še ena posebnost aktualnih projektov je, da imajo možnost internega
prenašanja denarja. Tabela ProjectPlannedCosts se zato lahko sklicuje sama
nase. Atribut InternalCostReference pa vseeno ni označen kot tuji ključ, saj
je bilo lažje ustvariti 2 vnosa in s tem nekaj redundance. Željeno je namreč,
da se kljub izbrisu nekega vnosa podatek ohrani. Tabele imajo zato atribut
Disabled, ki se ob izbrisu nastavi na 1. Takšni podatki se končnemu uporab-
niku ne prikažejo več, v bazi pa ostanejo kot zabeležba. Smo se pa zaradi
te zahteve morali odpovedati refenci na nivoju baze in poskrbeti za ustrezno
obdelovanje podatkov v zalednem programu.
5.3 Komunikacija med podatkovno bazo, za-
lednim programom ter spletno aplikacijo
Komunikacija z zalednim programom poteka z uporabo vmesnika REST,
bolj natančno opisanega v podpoglavju 4.2.1. Spletna aplikacija torej pošilja
zahteve, ki jih program sprocesira in nanje ustrezno odgovori. Najprej upo-
rabnika avtenticira in kategorizira, ker nimajo vsi enakih pravic. V kolikor
gre le za pridobivanje podatkov, se avtentikacijo preskoči, v nasprotnem pri-
meru pa se preveri, da se uporabnǐsko ime prijavljenega uporabnika ujema s
tistim zapisanim v podatkovni bazi. Če se imeni ne ujemata, se vrne odgovor
REST s statusom 401 Unauthorized. Drugače se prejete vrednosti preverijo,
če ustrezajo kriterijem in nov vnos se shrani v bazo, uporabniku pa se vrne
pozitiven odgovor REST. Ko gre za interni prenos denarja, je postopek bolj
kompleksen. Tokrat je potrebno shraniti 2 vnosa, kakor je prikazano na sliki
5.5. Prvi se shrani strošek, da se pridobi njegov primarni ključ, kateri se
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Slika 5.4: Podatkovni model.
zapǐse k dobičku kot referenca. Nato se shrani dobiček in se s tem pridobi
njegov primarni ključ, ki se nastavi kot referenca pri strošku. Na koncu pa
se strošek še dokončno shrani. Vsi trije zapisi so del ene transakcije, zato se
v primeru napake vsi podatki povrnejo v stanje, kot so bili pred začetkom
transakcije. Za dostop do baze smo uporabljali knjižnico Java Spring opisano
v podpoglavju 4.2.2.
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Slika 5.5: Komunikacija med komponentami v primeru uspešnega dodajanja
internih prenosov.
5.4 Avtentikacija uporabnika
Ob prijavi v aplikacijo se izvede proces Single Sign On (SSO), podatki o tre-
nutnem uporabniku pa se pridobijo od ponudnika identitete. Omenjen proces
je natančneje opisan v podpoglavju 4.3.3. Ob prejemu zahtev REST mora
zaledni program preveriti, če ima prijavljeni uporabnik ustrezne pravice. Pri-
dobivanje podatkov o projektih je sicer dovoljeno vsem, spreminjanje pa le
nekaterim. Čakajoči projekti so vezani na račun stranke in jih zato lahko
ureja le tisti uporabnik, ki je odgovoren za projekte s to stranko. Pri aktu-
alnih projektih pa se ob začetku določi, kdo bo vodja. Podatek o vodji je
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za oba tipa projektov shranjen v podatkovni bazi. Obstaja tudi možnost,
da se uporabniku določi administratorski naziv, da lahko ureja podatke vseh
projektov.
5.5 Testiranje
Aplikacijo smo testirali na nivoju zalednega programa in spletne aplikacije.
Javanska knjižnica Spring razvijalcu zelo olaǰsa povezovanje s podatkovno
bazo, s čimer se zmanǰsa možnost napak. Testiranje pravilnega pridobivanja
podatkov zato ni bilo potrebno. Smo pa opravili teste enot za vsako metodo,
ki preverja pravilnost podatkov prejetih iz spleta. Testi so bili potrebni tudi
za metode, katere predstavljajo komunikacijske točke REST. Njihov rezultat
je namreč odvisen od tipa uporabnika, ki je poslal zahtevo. Uporabili smo pa-
rametrične teste, saj so morali vsako metodo preveriti z vsemi možnimi tipi.
Za spletno aplikacijo avtomatskih testov nismo uporabljali, saj bi njihova
izdelava vzela kar nekaj časa, spletna aplikacija pa se je pogosto spreminjala,
kar bi zahtevalo popravljanje testov. Poleg tega takšni testi ne odkrijejo
hroščev, ki nastanejo le pri določenem zaporedju klikov. Končni izdelek smo
zato preizkusili le ročno.
Poglavje 6
Predstavitev aplikacije
V tem poglavju predstavljamo aplikacijo in njen uporabnǐski vmesnik.
6.1 Osnovni pregled
Osnovna stran vsebuje veliko tabelo, kjer so združeni čakajoči in aktualni
projekti. To je prikazano na sliki 6.1. Glavni elementi za uporabnika so tipka
za dodajanje projektov, kontrolni elementi za filtriranje podatkov v tabeli
ter tabela. Filtriranje je možno po računih ali poslovnih domenah z iskalnim
nizom, mogoče pa je tudi izbrati prikaz le ene kategorije projektov. Prav tako
se lahko skrije projekte, katerih uporabnik ni vodja in jih ne more urejati. Na
sliki 6.1 je izbran prikaz vseh projektov in zato nekatere vrstice ne vsebujejo
tipke za urejanje in izbris. Ob vsaki spremembi filtra, se tabela avtomatsko
posodobi. Za bolǰso učinkovitost, je dodana tudi možnost razvrščanja po
stolpcih. Ker lahko tabela vsebuje aktualne in čakajoče projekte hkrati, se
ti razlikujejo po ikoni na začetku vsake vrstice.
6.2 Podrobni pregled projekta
Za prikaz dodatnih informacij moramo v tabeli klikniti puščico na začetku
vrstice, ki povzroči, da se vrstica razširi in se prikažejo dodatni podatki. V
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Slika 6.1: Osnovna stran aplikacije.
nastalem prostoru se prikažeta 2 manǰsi tabeli in sicer pri čakajočih projek-
tih tabela s predvidenimi stroški, ter tabela, ki prikazuje predvideno količino
napora za različna obdobja. Tudi pri aktualnih projektih se prikažejo pred-
videni stroški. Napor pa je tokrat znan v naprej in lahko zato vnašamo le
popravke za posamezna obdobja. Seveda je urejanje omogočeno le za upo-
rabnike z dovoljenjem. Pri aktualnih projektih se izpǐse še nekaj dodatnih
informacij, kot so ime uporabnika odgovornega za projekt, začetni in končni
datum ter količina napora, ki je še na voljo v primerjavi s celotno.
Slika 6.2 predstavlja primer za aktualni projekt, za katerega je bilo oce-
njeno, da se bo končal konec februarja 2020 in bodo na njem razvijalci opra-
vili 56 človek-tednov napora. Vnešena ima 2 popravka napora, saj bodo
poleti razvijalci na počitnicah in bodo naredili manj, pozneje pa se bo pro-
jektu pridružil študent in bo razvijanje potekalo hitreje. Vnešenih je tudi
nekaj stroškov, ki bodo nastali med izvajanjem projekta. Posebnost je zadnji
strošek, saj predstavlja interno plačilo med dvema projektoma. Na projektu
v primeru so razvili nekaj, kar bodo potrebovali tudi na projektu Controller
for high vacuum ion pumps. Zato se nekaj denarja iz proračuna slednjega
prenese na prvi projekt.
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Slika 6.2: Primer podrobnega pregleda za aktualen projekt.
6.3 Dodajanje in urejanje projektov
Ob kliku na tipko za dodajanje ali urejanje projekta se nam odpre okno
z vnosnimi polji, kot je prikazano na sliki 6.3. Vanje vnesemo podatke o
novem projektu, izberemo račun stranke ter poslovno domeno pod katero
spada. Ker ima podjetje lahko več podružnic, moramo izbrati tudi katera
izmed njih bo projekt izvajala. Če projekt urejamo, bo obrazec že izpolnjen,
vendar ga lahko spreminjamo. Ob kliku na tipko Submit, se pošlje zahtevek
REST na strežnik, kjer se podatki preverijo. V kolikor so le ti sprejemljivi se
tudi shranijo. Zaledni program nato vrne odgovor s pozitivnim statusom in
uporabniku se prikaže sporočilo o uspehu. Okno se samodejno zapre, tabela
pa osveži. Če je pri shranjevanju prǐslo do napake, se uporabniku prikaže
sporočilo z opisom napake.
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Slika 6.3: Dodajanje novega čakajočega projekta.
6.4 Dodajanje in urejanje podatkov o količini
napora
Klik na tipko za dodajanje ali urejanje napora nam odpre okno z vnosnim
obrazcem. Prikažejo se polja za začetni in končni datum željenega obdobja,
količino napora v človek-tednih ter opcijski komentar. Ti podatki se po-
tem pošljejo na zaledni program, kjer so preverjeni, da ustrezajo določenim
kriterijem. Obdobje veljavnosti novega vnosa se ne sme prekrivati z že ob-
stoječimi vnosi. Pri aktualnih projektih, kjer sta v naprej znana končni
datum in ocenjen napor, pa se preveri tudi, da se vnosi ne vnašajo za zadnji
mesec, ter da je vsota vnešenih popravkov napora manǰsa od celotne. Sle-
dnja zahteva preprečuje možnost negativnega preostanka napora. V primeru
nepravilnih podatkov se uporabniku izpǐse sporočilo o napaki, drugače pa se
okno samodejno zapre in tabela se osveži.
Diplomska naloga 35
Slika 6.4: Dodajanje predvidene količine napora čakajočemu projektu.
6.5 Dodajanje in urejanje podatkov o stroških
Enako kot pri količini napora, se tudi pri stroških odpre okno z obrazcem.
Pri čakajočih projektih moramo vnesti datum stroška, njegovo količino in
valuto, ter opcijsko komentar. Pri aktualnih projektih pa imamo še možnost
internega prenosa med projekti. Če v obrazcu obkljukamo, da gre za prenos,
se pojavi izbirno polje s seznamom možnih projektov. Tukaj izberemo pro-
jekt, kateremu se bo nov strošek prikazal z negativno vrednostjo, torej kot
dobiček. Ta funkcionalnost doda nekaj kompleksnosti zalednemu programu,
saj je pri urejanju možno dodati ali odstraniti interni prenos ali pa zamenjati
ciljni projekt, kar lahko vpliva na 3 projekte naenkrat. Podatki, ki se pošljejo
na strežnik, so kot vedno preverjeni, nato pa se vrne odgovor.
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Slika 6.5: Urejanje internega prenosa pri aktualnem projektu.
Poglavje 7
Zaključek
V okviru diplomske naloge smo razvili spletno aplikacijo za vodenje in načrtovanje
projektov. Le ti so ločeni na projekte, ki se trenutno izvajajo in takšne, ki
so že bili sklenjeni, vendar se razvoj zanje še ni začel. V aplikaciji lahko pro-
jekte poljubno dodajamo. Čakajočim projektom lahko določamo stroške, za
katere predvidevamo, da bodo nastali, ter količino napora, ki bo potrebna.
Za napor je možno vnesti poljubno število vnosov, saj se lahko potreba ali
razpoložljivost delavcev spreminja. Aktualnim projektom določamo dejanske
stroške in popravke količine napora. Ker je celotna količina napora že znana
ob pričetku in porabljen napor delavci redno vpisujejo, se lahko izračuna pre-
ostanek, ki se nato enakomerno porazdeli do konca projekta. Za obdobja, za
katera izračunana vrednost ne drži, pa določimo popravek.
Aplikacija je sestavljena iz podatkovne baze, zalednega programa in sple-
tne aplikacije. Namenjena je kot orodje za načrtovanje projektov v podjetju
in je razširitev že obstoječega infromacijskega sistema. Naša aplikacija na-
mreč ne ponuja možnosti dodajanja uporabnikov ali vnašanja porabljenega
napora, čeprav dostopa do takšnih podatkov v bazi.
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7.1 Možne nadgradnje
Arhitektura aplikacije je bila načrtovana na način, ki dopušča razširitve.
Največ funkcionalnosti je možno dodati na spletni strani, da se končnemu
uporabniku kar najbolj olaǰsa uporabo orodja. V trenutni različici so prikazi
podatkov večinoma tabelarični. Dodali bi lahko možnost generiranja grafa,
ki prikazuje kako se bo količina napora spreminjala do konca projekta, kot
je bilo prikazano na sliki 5.2. Stroškom bi lahko dodali kategorijo pod katero
spadajo in jih združevali. Tako bi bilo najlažje oceniti, kaj je najdražje pri
razvoju. S to ugotovitvijo bi se lahko poizkusilo proces izbolǰsati in tako
dvigniti končni dobiček.
Spletna stran deluje na mobilnih napravah in se prikazuje na pregleden
način. Vseeno pa je aplikacija napisana za računalnike in ni optimizirana za
pametne telefone ali tablice z majhnimi ekrani in drugačnimi ločljivostmi.
To je najbolj opazno pri vnašanju datumov, saj si lahko na računalniku
pomagamo s tipkovnico in hitro najdemo želeni datum, na telefonu pa je
vnašanje veliko bolj zamudno.
Trenutni uporabnǐski vmesnik je narejen le v angleškem jeziku. Po potrebi
bi lahko dodali podporo za več jezikov, ter stran prevedli.
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