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Resumen: El objetivo de este proyecto es dar a conocer el lenguaje VHDL y los 
dispositivos programables, FPGA, para que el lector pueda aprender a diseñar subsistemas 
electrónicos digitales e implementarlos. Para ello, se proporciona al lector una explicación 
de los distintos softwares empleados y de varios subsistemas electrónicos digitales que 
podrá realizar.  
A lo largo de este proyecto realizaremos todos los pasos para diseñar subsistemas 
electrónicos digitales: especificación y diseño, desarrollo en VHDL, simulación e 
implementación en una FPGA.  
Para el diseño utilizaremos el software FPGAdv 5.3 Pro de Mentor Graphics; para la 
simulación usaremos el software ModelSim de Mentor Graphics; para la compilación 
utilizaremos ISE Design Suite de Xilinx; y para la implementación en la FPGA usaremos 
Adept de Digilent.  
El primer subsistema electrónico digital consiste en realizar un driver para los displays de 7 
segmentos que disponemos en la placa NEXYS 3; el segundo subsistemas electrónicos 
digital consiste en realizar un driver para un teclado hexadecimal; y el tercer subsistema 
electrónico digital consiste en realizar un driver para una pantalla LCD. Además de los 
diseños de los drivers se incluye ejemplos en los cuales se puede ver en funcionamiento los 
distintos drivers. En los tres proyectos utilizaremos elementos como biestables, generadores 
de pulso, contadores, etc., que estarán disponibles en los apéndices los diseños y los códigos 
de los mismos.  
 
Palabras claves: Subsistemas electrónicos digitales, VHDL, FPGA.  
 
Abstract: The objective of this project is to make known the VHDL language and the 
programmable devices, FPGA, so that the reader can learn to design digital electronic 
subsystems and implement them. To do this, the reader is provided with an explanation of 
the different software used and various digital electronic sub-systems that can be made.  
Throughout this project, we will carry out all the steps to design digital electronic 
subsystems: specification and design, development in VHDL, simulation and 
implementation in an FPGA.  
For the design we will use the FPGAdv 5.3 Pro software from Mentor Graphics; for the 
simulation we will use the ModelSim software from Mentor Graphics; for the compilation 
we will use Xilinx's ISE Design Suite; and for the implementation in the FPGA we will use 
Adept from Digilent.  
The first digital electronic sub-system consists of making a driver for the seven segment 
displays that we have on the NEXYS 3 board; the second digital electronic sub-system 
consists of making a driver for a hexadecimal keyboard; and the third digital electronic sub-
system consists of making a driver for an LCD screen. In addition to the designs of the 
drivers, examples are included, in which the different drivers can be seen in operation. In 
the three projects we will use elements such as flip-flops, pulse generators, counters, etc., 
which will be available in the appendices the designs and the codes of the same.  
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Este Trabajo de Fin de Grado tiene por objetivo dar a conocer el lenguaje 
VHDL como herramienta para el diseño de circuitos electrónicos digitales, en 
concreto, sistemas globalmente síncronos y su implementación en una FPGA 
(Field Programmable Gate Array). [1] [2] 
Una FPGA es un dispositivo cuya lógica interna puede ser cambiada por el 
desarrollador una vez ya fabricado, es “programable en campo”. Desde el 
punto de vista del desarrollador, su funcionalidad es similar a un 
microprocesador, ya que es posible cambiar su funcionamiento de acuerdo con 
los requisitos de la aplicación. La principal similitud con un microprocesador es 
que el desarrollador de FPGA también usa un lenguaje para describir la 
funcionalidad de la aplicación y una herramienta para generar el nuevo 
hardware que se configurará dentro del FPGA. Sin embargo, como un FPGA 
no es un microprocesador, no ha sido diseñado para ejecutar un programa 
escrito por el desarrollador. El código fuente escrito por el desarrollador es, de 
hecho, una descripción de hardware, y se convierte en la configuración de 
lógica interna de FPGA. [3] 
A través de este Trabajo de Fin de Grado los lectores interesados en VHDL, 
podrán diseñar distintos módulos que les servirán para desarrollar circuitos 
globalmente síncronos. Para ello, se le proporciona al lector las herramientas 
necesarias para poder realizar todos los pasos necesarios para desarrollar e 
implementar subsistemas electrónicos digitales. 
La estructura de este proyecto comienza con una presentación de VHDL y de 
la FPGA Nexys 3 Spartan-6 Power Unleashed, seguida de una descripción del 
entorno de trabajo y una demostración del uso de los distintos programas 
empleados. Para continuar con el desarrollo de tres controladores y los 
componentes de los mismos. Se explicará cómo realizar el diseño en alto nivel 
en el  FPGAdv 5.3 Pro; cómo verificar el funcionamiento a través de la 
simulación de los controladores en el ModelSim; cómo tomar el diseño 
realizado en FPGAdv 5.3 Pro y generar el fichero de programación con el ISE 
Design Suite, en el cual, tendremos que chequear la sintaxis del código VHDL y 
verificar que todos los componentes que conforman el controlador estén 
correctamente; y cómo implementar dicho controlador en la FPGA a través del 
software Adept.  
El primero de los subsistemas electrónicos digitales que se realizarán, consiste 
en un controlador de cuatro displays de siete segmentos de la FPGA. Además 
del controlador se realizará una prueba de diseño empleando un contador que 
mostrará en cada momento un valor en cada uno de los displays.  
El segundo subsistema electrónico digital consiste en dos controladores de 
teclado matricial 4 x 4, uno para el teclado desarrollado por el departamento de 
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Electrónica de la Universidad de Málaga, y otro para el teclado de Digilent, 
ambos controladores se pondrán a prueba empleando para mostrar la tecla 
pulsada del controlador de cuatro displays realizado en el apartado anterior.  
El tercero consiste en un controlador para una pantalla LCD, en la cual, 
podemos visualizar caracteres con más precisión que en un display de 7 
segmentos. Las pruebas realizadas en el controlador son: un contador de 0 a 9, 
entrada de datos desde los interruptores de la propia FPGA, y entrada de datos 
desde uno de los teclados hexadecimales del apartado anterior.  
Además, todos los módulos elaborados en este proyecto podrán ser utilizados 
en la placa didáctica desarrollada en el departamento de Electrónica, la cual 
está compuesta por una Nexys 3 Spartan-6 Power Unleashed y varios 






















2. Presentación de VHDL 
HDL (Hardware Description Language) es un lenguaje de modelado que se usa 
para describir la estructura y el comportamiento de un circuito digital, todo ello 
expresado en forma de texto. Además, la sintaxis y la semántica de HDL 
incluyen notaciones para expresar secuencias temporales y concurrencias, tal 
como lo requiere un módulo de hardware.  
VHDL es un ejemplo de un lenguaje de descripción de hardware, que es un 
acrónimo para VHSIC (Very High Speed Integrated Circuit) Hardware 
Description Language, el cual, desarrolló el Departamento de Defensa de los 
Estados Unidos en el año 1981. IBM, Intermetrics y Texas Instruments 
desarrollaron conjuntamente en 1983 un lenguaje de diseño que permitiese 
estandarizar los diseños y la depuración de los algoritmos. En 1984 IEEE 
propuso el estándar que fue desarrollado por empresas privadas y 
universidades, pero no fue hasta diciembre  de 1987 que IEEE publicó el 
estándar std 1076-1987, que tras cinco años se conoció como el nombre de 
VHDL. [3] [4] [5] 
VHDL no es comparable al lenguaje de programación de software y las 
herramientas de síntesis no son iguales a las herramientas de compilación, ya 
que no generan código ejecutable desde una descripción en VHDL. Estas 
descripciones pueden ser usadas para generar componentes hardware, por 
ejemplo, un fichero para configurar una FPGA. Aquí entran los compiladores de 
circuitos de silicio, que tienen un lenguaje similar a un lenguaje de 
programación software, pero las variables no hacen referencia localidades de 
memoria, sino señales lógicas o grupos de señales de un circuito. [6] 
El modelado en VHDL consiste en dos partes: la entidad y la arquitectura. Las 
entradas y salidas del diseño son descritas en la entidad, las cuales pueden 
considerarse como cajas negras. Podemos ver en la figura 1 cómo en la parte 
descriptiva tenemos sólo las entradas y salidas que usaremos en el circuito. La 
arquitectura define la función de una entidad, especificando las relaciones entre 
las entradas y salidas. En la figura 2 tenemos la descripción del circuito 
comparador, en el cual cabe destacar las señales de entrada del circuito (A, B) 
son sensibles en el proceso, esto quiere decir, que cada vez que se produzca 
un cambio en alguna o en ambas señales se activara el proceso. Los módulos 
de los que componen cualquier sistema electrónico digital funciona 
simultáneamente, y constituye una descripción concurrente de la arquitectura 
del sistema.  
Esta concurrencia es fundamental en los sistemas hardware y está incorporada 
en el VHDL. Los procesos en VHDL son concurrentes, para ello debemos 
indicar en los procesos una lista de señales para las cuales el proceso es 
sensible, esto quiere decir, cuando se produzca un cambio en una o varias de 
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las señales de la lista el proceso se ejecutará hasta llegar a un wait. La 
instrucción wait proporciona modelar la activación dependiendo de una o más 
señales. Conceptualmente, no ocurre nada en un biestable hasta que se active 
un reloj. Es decir, el biestable está esperando un reloj hasta que use la señal 
de entrada. Además, se pueden escribir procesos implícitos, en los que la 
sentencia process como el wait están implícitos. Véase la sintaxis del VHDL. [7] 
  
 
Figura 1: Declaración de una entidad de un circuito comparador de un bit.  
 
Figura 2: Declaración de una arquitectura para un circuito comparador de un bit.  
Como resultado, una descripción en VHDL tiene los siguientes componentes: 
 Librería: Los resultados de la compilación de los proyectos en VHDL están 
guardados en librerías para la subsiguiente simulación, o para su uso 
posterior en otro diseño. 
 Entidad: Define las entradas y salidas del circuito digital, la interfaz entre la 
lógica implementada y el mundo exterior. 
 Arquitectura: Define la funcionalidad del circuito digital, usando las entradas 
y salidas definidas en la entidad. Se escribe como un conjunto de procesos 
concurrentes. 
A la hora de realizar un diseño podemos elegir entre uno o varios de los estilos 
de diseño, ya que no son excluyentes entre sí, y son: 
 Comportamiento: define un proceso descrito secuencialmente. 
 Flujo de datos: implica una estructura y comportamiento. 
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 Estructural: define interconexiones de componentes. 
Seleccionamos el estilo de acuerdo al nivel de abstracción o el detalle funcional 
deseado. Por ejemplo, en el momento de diseñar un comparador, podemos 
escribir el comportamiento del comparador; podemos escribir la ecuación 
lógica; o una serie de puertas para definir la estructura del comparador. 
























3. Presentación de Nexys 3 Spartan-6 Power Unleashed 
Una FPGA (Field Programmable Gate Array) o matriz de puertas programables 
es un dispositivo programable que contiene componentes lógicos programables 
cuya interconexión y funcionalidad puede ser configurada. La lógica 
programable puede reproducir desde funciones sencillas (simples puertas 
lógicas) hasta funciones combinacionales complejas. En la mayoría de las 
FPGA, los bloques lógicos también incluyen elementos de memoria que 
pueden ser simples flip-flops o bloque de memoria más completos. 
La configuración de una FPGA generalmente se especifica utilizando un 
lenguaje de descripción de hardware (HDL), similar al utilizado para un circuito 
integrado específico de la aplicación (ASIC). [3] 
3.1. Nexys 3 Spartan-6 Power Unleashed [8] 
 
Figura 3: Nexys 3 Spartan-6 Power Unleashed. 
La Nexys 3 contiene una FPGA de la familia SPARTAN 6 XL de la empresa 
Xilinx cuyas características son: 
 Memoria RAM de 16 MB. 
 Memoria no volátil serial (SPI) PCM de 16 MB. 
 Memoria no volátil paralela PCM de 16 MB. 
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 Puerto Ethernet PHU de 10 / 100 Mbps. 
 Programación por USB. 
 Puerto USB para mouse o teclado por medio de microcontrolador PIC24. 
 Puerto micro USB para comunicación UART por medio de FT232. 
 Puerto VGA (DB15) de 8 bits de color. 
 Oscilador de 100 MHz integrado en la tarjeta. 
 4 conectores de PMODS lo que proporciona 32 pines I/O. 
 1 conector VHDC con capacidad de 40 pines I/O. 
 8 interruptores. 
 4 pulsadores. 
 8 leds. 
 4 displays de 7 segmentos multiplexadas.  
 
La Nexys 3 puede configurarse de cuatro maneras posibles: 
1. Desde un PC puede usar el puerto micro USB (USB Adept) de 
configuración para programar la FPGA cada vez que se encienda.  
2. Un archivo de configuración almacenado en el dispositivo PCM paralelo no 
volátil puede transferirse a la FPGA en el encendido utilizando el puerto 
BPI-UP.  
3. Un archivo almacenado en el dispositivo PCM de serie no volátil (SPI) 
puede transferirse a la FPGA utilizando el puerto SPI.  
4. Un archivo de programación puede transferirse desde una memoria USB 
conectada al puerto USB HID. 
Para seleccionar el método de configuración se debe utilizar los jumpers J8, en 
cual se puede seleccionar uno de los tres últimos métodos de configuración. En 
el caso de la configuración por medio del puerto micro USB (USB Adept) de la 
FPGA SPARTAN 6 de la Nexys 3 se puede realizar en cualquier momento, solo 
con escribir directamente en los terminales del conector J7 o por el micro USB 
de configuración.  
3.1.1. Entradas y salidas básicas 
En la tarjeta NEXYS 3 se tiene disponible una serie de hardware que ofrece al 
diseñador la posibilidad de realizar pruebas fácilmente; entre los cuales 
tenemos: 
o 8 Leds. 
o 4 Displays de 7 segmentos. 
o 8 Interruptores. 
o 5 Botones. 
En la figura siguiente se muestra el circuito y las conexiones de los distintos 
dispositivos. Recordemos que las pantallas de 7 segmentos comparten los 
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mismos pines de cátodos para las cuatro pantallas y los ánodos están 
conectados al FPGA por medio de transistores PNP. 
 
Figura 4: Pines de la Nexys 3 de los puertos de entrada y salida. 
 
3.1.2. Conectores PMOD 
Los conectores PMOD están formados por un conector en ángulo de 12 pines 
en configuración 2X6, de los cuales 8 son pines conectados al FPGA, 2 pines 
de alimentación y 2 pines de tierra (GND). 
 
Figura 5: Pines de los conectores PMOD. 
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4. Entorno de desarrollo 
En este apartado hablaremos de los distintos programas empleados en el 
proyecto. Realizaremos los diseños en el FPGAdv 5.3 Pro que es una 
herramienta CAD para generar código VHDL. Realizaremos la simulación del 
VHDL generado con el ModelSim. Los códigos VHDL generados por el 
FPGAdv 5.3 Pro los añadiremos al ISE Design Suite a un nuevo proyecto y 
generaremos el archivo .bit para reprogramar la FPGA. Y con el Adept 
transferimos el archivo .bit a la FPGA. 
 
Figura 6: Esquema de interacción entre las aplicaciones. 
4.1. FPGAdv 5.3 Pro 
El programa para realizar la especificación y el diseño es el FPGAdv 5.3 Pro de 
Mentor Graphics. En ella crearemos una nueva librería, donde tendremos 
almacenados los distintos diseños. Al tratarse de una herramienta de diseño de 
alto nivel realizaremos un diseño Top-Down. Donde primero crearemos la 
entidad, en la cual especificaremos las entradas y salidas del sistema; y 
posteriormente creamos la arquitectura, en la cual definimos la funcionalidad 
del sistema.  
Al tratarse de un diseño modular nos permite la reutilización de módulos 
previamente especificados. Esto facilita el trabajo al no tener que estar 




Figura 7: Ejemplo de una librería. 
4.2. ModelSim 
El ModelSim es un entorno de simulación de HDL que permite la simulación de 
lenguajes de descripción de hardware como VHDL, Verilog y SystemC. 
ModelSim se puede emplear de forma independiente o de forma conjunta con 
otro programa. Modelsim proporciona al usuario  una interfaz gráfica amigable, 
pero también admite el uso scripts. [9] 
Para poder realizar la simulación previamente debemos crear una entidad 
simulable en el FPGAdv 5.3 Pro, e indicar las estimulaciones de las señales de 
entrada. 
4.3. ISE Design Suite 
El ISE Design Suite es una herramienta de software producido por Xilinx para 
la síntesis y el análisis de HDL diseños, lo que permite al desarrollador para 
sintetizar ("compilar") sus diseños, realizar análisis de tiempos, simular la 





Xilinx ISE es un entorno de diseño para productos FPGA de Xilinx, y está 
estrechamente vinculado a la arquitectura de dichos chips. El Xilinx ISE se usa 
principalmente para la síntesis y el diseño de circuitos, mientras que el 
simulador ModelSim se utiliza para las pruebas a nivel de sistema. [10] 
Emplearemos esta herramienta para crear el archivo de configuración de la 
FPGA a partir de los módulos diseñados e implementados en el FPGAdv 5.3 




El Adept es una herramienta de Digilent para la comunicación con las FPGAs 
con sistemas Digilent. Este programa nos permitirá configurar la FPGA con el 




















5. Subsistemas electrónicos digitales 
En este apartado vamos a explicar el funcionamiento y el diseño de los 
controladores y los componentes que lo forman, además de las distintas 
pruebas de diseño. Comenzaremos explicando que son los módulos genéricos, 
ya que son parte fundamental en el desarrollo. Asimismo, cabe destacar el 
empleo de una única señal de reloj globalmente síncrona para todos los 
módulos que componen los controladores. 
Los sistemas secuenciales se dividen en sistemas secuenciales síncronos y 
asíncronos. Los sistemas secuenciales síncronos están controlados por un reloj 
del sistema que proporciona el mecanismo de activación para provocar 
cambios de estado. La salida es una función del estado actual (máquina de 
Moore) o del estado actual y la entrada (Máquina de Mealy). El estado próximo 
es una función del estado actual y de la entrada. Los sistemas secuenciales 
asíncronos no tienen mecanismo de reloj, cambian de estado cuando se 
producen cambios en las señales de entrada. La señal de entrada proporciona 
los medios para permitir que los sistemas secuenciales procedan a través de 
una secuencia prescrita de estados. [11] 
 
Figura 8: Esquema general de una máquina secuencial síncrona (Mealy o Moore) 
5.1. Módulos genéricos 
5.1.1. Introducción 
A la hora de elaborar los distintos módulos que componen cada uno de los 
controladores, para poder reutilizar el mayor número de ellos se decidió utilizar 
una característica del VHDL que son las entidades genéricas. Esto quiere decir, 
que elegiremos una serie de parámetros que podemos adaptar a diferentes 
diseños, por ejemplo: si hemos creado un contador genérico que usamos en 
otro proyecto asignándole que cuente hasta un número X, este mismo módulo 
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lo podemos usar en otro proyecto asignándole que cuente hasta Y. No 
necesitamos crear dos contadores, uno para cada proyecto si no que usamos 
un único diseño y lo adaptamos a las necesidades de cada proyecto. 
5.1.2. Implementación 
Para elaborar módulos genéricos debemos saber que parámetros vamos a 
tener que modificar desde fuera del módulo, esto se hace en la parte de la 
descripción de la entidad, en su apartado generic. Por ejemplo, en un biestable 
D podemos hacer que sea genérico si la dimensión de entrada y salida del 
biestable hacemos que sea genérica. Para un mayor entendimiento se 
expondrá paso por paso el procedimiento. 
Para este ejemplo explicaremos cómo realizar un biestable D genérico, para 
este caso emplearemos para la entrada y para la salida de datos del biestable 
el tipo std_logic_vector (pero podemos emplear cualquiera de los tipos que 
acepta VHDL) que es un vector de valores del tipo std_logic, que es una 
extensión del tipo de Bit estándar. Define nueve valores, que permiten 
especificar sistemas lógicos. Al igual que el Bit, este tipo no se resuelve, es 
decir, no está permitido especificar dos asignaciones de valores a una señal del 
tipo Std_logic [12]. Los nueve valores son: 
 
Tipo Std_logic 
U Uninitialized (Sin inicializar) 
X Forcing Unknown (Forzar valor desconocido) 
0 Forcing 0 (Forzar 0) 
1 Forcing 1 (Forzar 1) 
Z High impedance (Alta impedancia) 
W Weak Unknown (Valor débil desconocido) 
L Weak 0 (Cero débil) 
H Weak 1 (Uno débil) 
- Don’t care (Cualquier valor) 
Tabla 1: Valores de std_logic. 
Como podemos apreciar en la figura 9, las señales de entrada y salida (d y q 
respectivamente) son del tipo std_logic_vector con una dimensión de n-1 a 0, 
esto quiere decir que la dimensión de la entrada depende del valor de n. Si 
queremos hacer un biestable D de 1 bit, n valdrá 1, si queremos hacer un 
biestable D de 16 bits, n valdrá 16. De esta manera sólo necesitamos diseñar 
un biestable D que podemos adaptar a cualquier proyecto. El tamaño se 
concreta en el momento en el que se vaya a usar el módulo. 
En la figura 10 tenemos el código que irá dentro del bloque embebido, en el 
podemos ver como el proceso es sensible a las señales de clk y reset, esto 
quiere decir que el proceso se activará cada vez que se produzca un cambio en 
alguna de estas señales. Si se activa la señal de reset la señal de salida q se 
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pondrá a 0; si no se activa reset, cada activación del reloj en flanco de subida 
se actualizará el valor de q con el de d. 
 
Figura 9: Diagrama de un biestable D. 
Si intentáramos generar el código VHDL, nos daría un error debido a que 
todavía no hemos declarado el parámetro n. Para poder declarar el parámetro 
n debemos ir a la ventana principal del FPGAdv y buscar nuestro biestable D, 
desplegar el componente y abrir symbol.sb. 
 
Figura 10: Código del proceso de un biestable D. 
Una vez abierto, pulsamos el botón derecho del ratón sobre el módulo del 
biestable y seleccionamos Object Properties…, y seleccionamos la pestaña 
Generic Declarations, asignamos el nombre de nuestra variable, el tipo, y un 
valor (este valor se podrá modificar en cada proyecto). Pulsamos Add para 
añadir nuestra variable, para finalizar pulsamos OK. Ya podemos compilar y 
generar el Hierarchy Through Components sin problemas. 
Para finalizar mostraremos la simulación del biestable en el simulador. Primero 
creamos un nuevo Block Diagram para poder asignar valores a las señales, en 
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la figura 13 tenemos un ejemplo de un biestable genérico de tamaño de 
entrada y salida de 4 bits. 
 
Figura 11: Biestable D. 
Realizamos los pasos descritos en el Anexo: Tutoriales para ejecutar el 
ModelSim y ver todas las ventanas. A continuación, tenemos el código y la 
entidad simulable. En la figura 14 tenemos el resultado de la simulación, 
podemos apreciar como el valor de q se actualiza con el de d en los flancos de 
subida del reloj. A continuación, tenemos el código VHDL generado con el 





ENTITY biestable_d_sim IS 
 








ARCHITECTURE struct OF biestable_d_sim IS 
   SIGNAL clk   : std_logic; 
   SIGNAL d     : std_logic_vector(3 DOWNTO 0); 
   SIGNAL q     : std_logic_vector(3 DOWNTO 0); 
   SIGNAL reset : std_logic; 
   COMPONENT biestable_d 
   GENERIC ( 
      n : positive := 16 
   ); 
   PORT ( 
      clk   : IN     std_logic ; 
      d     : IN     std_logic_vector (n-1 DOWNTO 0); 
      reset : IN     std_logic ; 
      q     : OUT    std_logic_vector (n-1 DOWNTO 0) 
   ); 
   END COMPONENT; 




   process 
   begin 
      clk<= '0', '1' after 10 ns; 
       wait for 20 ns; 
   end process;    
   reset<= '1' after 20 ns, '0' after 25 ns;    
   d<= "0000", "0100" after 50 ns, "0010" after 100 ns, "0110" after 
150 ns; 
   I0 : biestable_d 
      GENERIC MAP ( 
         n => 4 
      ) 
      PORT MAP ( 
         clk   => clk, 
         d     => d, 
         reset => reset, 
         q     => q 




Figura 13: Banco de pruebas del biestable D con n = 4. 
 
Figura 14: Simulación del biestable D con n = 4. 
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5.2. Módulos básicos 
5.2.1. Biestable D de un bit 
 
Figura 15: Entidad del biestable D de un bit. 
Para comenzar esta sección empezamos con el módulo más básico de todos, 
un biestable D de un bit, que tiene una señal de reloj (clk) de tipo std_logic, la 
cual se conectará a la única señal de reloj del sistema; una señal de reset (rst) 
de tipo std_logic que emplearemos para reiniciar el biestable; una señal de 
entrada (d) de datos de tipo std_logic; y una señal de salida (q) de tipo 
std_logic.  
El funcionamiento del biestable es sencillo, cuando se produce un flanco de 
subida en la señal de reloj se producirá una actualización del valor de la señal 
‘q’ con el valor en ese momento de ‘d’. 
 
Figura 16: Arquitectura del biestable D de un bit. 
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5.2.2. Biestable D genérico 
 
 
Figura 17: Entidad del biestable D genérico. 
Este biestable D tiene las mismas señales que el anterior, la diferencia reside 
en el tipo de las señales de entrada y salida de datos. Tanto ‘d’ como ‘q’ son 
del tipo std_logic_vector que son un vector de valores del tipo std_logic como 
se ha explicado anteriormente. El funcionamiento es análogo al descrito en el 
apartado anterior. 
 
Figura 18: Arquitectura del biestable D genérico. 
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5.2.3. Biestable D genérico con señal de enable  
 
Figura 19: Entidad del biestable D genérico con señal de enable. 
En este caso hemos añadido una nueva señal de entrada, ‘en’ es una señal de 
que actúa como una señal de activación. Hasta ahora el valor de la señal de 
salida se actualizaba con cada flanco de subida del reloj global, en este nuevo 
biestable el valor de la señal de salida sólo se actualizará cuando en un flanco 
de subida de reloj el valor de la señal ‘en’ tenga el valor ‘1’. 
 
Figura 20: Arquitectura del biestable D genérico con señal de enable. 
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5.2.4. Divisor de frecuencia 
 
Figura 21: Entidad del divisor de frecuencia genérico 
En la figura 21 podemos apreciar la entidad del divisor de frecuencia, la cual 
tiene las siguientes señales de entrada: señal de reloj global (clk) de tipo 
std_logic; una señal de reset (rst) de tipo std_logic que emplearemos para 
reiniciar el biestable; y una señal de salida (max_pulse) de tipo std_logic. El 
funcionamiento es el siguiente: le asignamos la dimensión y el valor del número 
al que queremos que cuente (por defecto la dimensión es 8 y el valor máximo 
de la cuenta es 255), mientras la señal de entrada ‘en’ este a uno el contador 
interno se incrementará, y cuando la cuenta llegue al número indicado se 
pondrá la salida (max_pulse) a uno durante un ciclo de reloj, y comenzará de 
nuevo desde 0. En el caso de que la señal de reset se pusiera a uno la cuenta 
volvería a empezar 
  
Figura 22: Arquitectura del divisor de frecuencia genérico. 
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5.2.5. Contador genérico 
 
Figura 23: Entidad del contador genérico 
Este módulo tiene unas características similares al anterior, tiene las mismas 
señales de entrada: señal de reloj global (clk) de tipo std_logic; una señal de 
reset (rst) de tipo std_logic que emplearemos para reiniciar el biestable. Pero la 
señal de salida es del tipo std_logic_vector, ya que iremos mostrando el valor 
de la cuenta. El funcionamiento es el siguiente: asignamos los valores de la 
dimensión y el valor máximo, y en cada flanco de subida del reloj en el que la 
señal ‘en’ este a uno la cuenta se incrementará. En el caso de que la señal de 
reset se pusiera a uno la cuenta volvería a empezar. 
 
Figura 24: Arquitectura del contador genérico 
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5.2.6. Registro desplazador 
 
Figura 25: Entidad del registro desplazador. 
En la figura 25 tenemos la entidad del registro desplazador, tiene una señal de 
entrada de reloj (clk), la cual irá conectada al reloj global, de tipo std_logic; una 
señal de entrada de activación (en) que indicará cuando debe activarse, es de 
tipo std_logic; una señal de reset (rst) para reiniciar el registro desplazador de 
tipo std_logic; una señal de entrada dedatos (dataIn) del tipo std_logic_vector 
con la dimensión dependiendo del valor de n; y una señal de salida de datos 
(dataOut) del tipo std_logic_vector con la dimensión dependiendo del valor de 
m. Para que el registro desplazador funcione de forma correcta el valor de m 
tiene que ser un múltiplo de n, de lo contrario no funcionará de forma correcta. 
El funcionamiento es el siguiente: cada vez que se produzca un flanco de 
subida del reloj y la señal ‘en’ tenga valor 1, el valor de la señal de salida del 
registro desplazador se verá desplazado hacia la izquierda por el valor de la 
señal de entrada ‘dataIn’. [2] 
 
Figura 26: Arquitectura del registro desplazador. 
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5.3. Controlador de 4 Displays de 7 segmentos 
La Nexys 3 ofrece 4 displays de 7 segmentos que pueden ser utilizados como 
salida de un sistema. Además, cada segmento puede iluminarse de manera 
independiente, por tanto, podemos realizar hasta 128 combinaciones 
diferentes. Los ánodos de los siete segmentos que forman cada dígito están 
unidos, formando un ánodo común, pero los cátodos permanecen separados. 
La señal de ánodo se utiliza para habilitar al dígito correspondiente. Los 
cátodos están etiquetados desde CA hasta CG, y DP es el punto. Los siete 
cátodos están disponibles como entradas para los cuatro displays. Este 
esquema de conexión de señal crea una pantalla multiplexada, donde las 
señales de cátodo son comunes a todos los dígitos, pero solo pueden iluminar 
los segmentos del dígito cuya señal de ánodo correspondiente. [8] 
  
Figura 27: Representación del display de 7 segmento. 
5.3.1. Especificación y diseño 
El circuito que vamos a desarrollar genera las señales de ánodo y los patrones 
de cátodo correspondientes de cada dígito en una sucesión repetitiva y 
continua, a una velocidad de actualización que es más rápida de lo que el ojo 
humano puede detectar. Cada dígito se ilumina solo una cuarta parte de la 
frecuencia a la que está establecida, pero debido a que el ojo no puede percibir 
el oscurecimiento de un dígito antes de volver a iluminarlo, el dígito aparece 
continuamente iluminado. Nosotros emplearemos una frecuencia de 10 KHz, 
para ello utilizaremos un generador de pulso que se activará cada 10.000 ciclos 
de reloj. 
5.3.1.1. Controlador de 4 displays de 7 segmentos 
En la figura 28 tenemos la entidad del controlador de 4 displays de 7 
segmentos, en ella podemos ver que tiene siete señales de entrada: cuatro son 
las señales de entrada de datos cada una de 4 bits del tipo std_logic_vector; 
una señal de reloj (clk) del tipo std_logic que estará conectada a la señal de 
reloj global; una señal de activación (en) del tipo std_logic que debe activarse 
con una frecuencia adecuada para que el ojo humano no note el paso de un 
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display a otro; y una señal de reset (rst) del tipo std_logic que reiniciará el 
sistema; y dos señales de salida: ‘anodes’ del tipo std_logic_vector es la seña l 
que indica cuál de los displays se debe encender y la señal ‘salida’ del tipo 
std_logic_vector que indica que segmentos deben estar encendidos.  
La arquitectura está formada por un contador genérico, dos bloques 
embebidos, y un conversor de hexadecimal a siete segmentos. El contador (es 
un circuito secuencial formado a partir de un biestable de tipo D y de tres 
procesos) tiene un tamaño de dos bits y cuenta hasta cuatro, dependiendo del 
valor del contador se le asigna un valor tanto a los ánodos como a los cátodos. 
En el primer bloque embebido asignamos el valor a los cátodos. En el segundo 
bloque embebido asignamos el valor a los ánodos. Cabe destacar, que tanto 
los ánodos como los cátodos funcionan en lógica negada.  
 
Figura 28: Entidad del controlador de 4 displays de 7 segmentos. 
El funcionamiento es el siguiente: el contador se activará cada cierto tiempo 
incrementando el valor de la cuenta, para cada uno de estos valores se 
producirá un resultado distinto. Cuando la cuenta vale 0 se encenderá el 
display situado a la derecha y mostrará el valor de la señal ‘unidades’; para el 
valor de la cuenta 1  se encenderá el segundo display empezando por la 
derecha y mostrará el valor de la señal ‘decenas’; para el valor de la cuenta 2  
se encenderá el tercer display empezando por la derecha y mostrará el valor de 
la señal ‘centenas’; y para el valor de la cuenta 3 se encenderá el cuarto 








Para realizar la simulación crearemos una entidad simulable, en la cual 
estimularemos las señales de entrada del controlador y veremos los valores de 
ambas señales de salida.  
 
Figura 30: Entidad simulable del controlador de los 4 displays de 7 segmentos.  
En la figura 31 podemos apreciar como los valores de los ánodos y de los 
cátodos cambian en función del valor de la señal B. Para los valores de las 
señales ‘unidades’ = 1, ‘decenas’ = 5, ‘centenas’ = 9, y ‘millares’ = A, podemos 
ver cómo las señales de salida del sistema van cambiando, la señal ‘anodes’ y 




Figura 31: Resultados de la simulación del controlador del display de siete segmentos. 
5.3.3. Implementación del diseño 
Para la implementación del diseño utilizaremos un contador y un generador de 
pulso genéricos. Conectaremos la señal de ‘max_pulse’ del divisor de 
frecuencia a la señal de ‘en’ del contador para que incremente el valor del 
contador a una determinada frecuencia. En este caso queremos que la cuenta 
se incremente una unidad por segundo aproximadamente, por tanto, debemos 
asignar al divisor de frecuencia un valor de 1.000.000 para obtener el 
incremento deseado. Además, necesitaremos un conversor de binario a BCD y 
un divisor de frecuencia para reducir el reloj de 100 MHz de la Nexys 3, que es 
demasiado rápido para el ojo humano, por ello emplearemos una frecuencia de 
10 KHz que nos permitirá poder visualizar correctamente los cuatro displays. 
5.3.3.1. Conversor de binario a BDC 
Nuestro conversor de binario a BCD tiene una entrada de 16 bits y cuatro 
salidas de 4 bits cada una. Para poder conseguir realizar la conversión 
debemos crear un proceso que tomando la cadena de bits de entrada realice 
los siguientes pasos:  
1. Desplazar la cadena binaria hacia la izquierda un bit. 
2. Si alguno de los dígitos tiene un valor igual o mayor a cinco, sumar tres. 
3. Repetir los pasos 1 y 2 tantas veces como se requiera. 
En nuestro caso al tratarse de una cadena de 16 bits debemos realizar doce 
veces los pasos 1 y 2. La arquitectura del conversor la podemos ver en la 
figura 30. 
Cabe destacar, que el módulo del conversor de binario a BCD tiene cinco 
procesos, cuatro de ello son ímplicitos, en estos el valor de las señales de 
salida sólo cambiarán cuando cambie la señal interna ‘P’. [1] [13] 
Una vez creado el módulo con los componentes que vamos a utilizar nos 
dirigimos al ISE Design Suite para realizar la síntesis, la implementación del 
diseño, y la obtención del archivo del programa, pero antes debemos 
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seleccionar los puertos que vamos a utilizar en la FPGA, para ello crearemos 
un archivo Implementation Constraints File y seleccionamos los puertos 
correctos. En la figura 31 tenemos los resultados de la síntesis, de la 
implementación del diseño y del archivo del programa.  
 
 




Figura 33: Controlador de 4 displays de 7 segmentos, conversor de binario a BCD y 
generadores de pulso. 
Ya sólo quedaría conectar la placa al ordenador, y usando el software Adept 
transferir el archivo .bit a la FPGA para poder visualizar el resultado. Podemos 
ver en la figura 35 el resultado del controlador de 4 displays de 7 segmentos y 
del contador. 
 





Figura 35: Resultado en la FPGA. 
5.4. Controlador de un teclado matricial 4 x 4 
En este apartado comenzaremos con el desarrollo del segundo módulo que 
consiste en un driver para un teclado matricial 4 x 4. Tendremos un controlador 
para el teclado matricial desarrollado por el Departamento de Electrónica de la 
Universidad de Málaga; y otro controlador para el teclado matricial de Digilent.  
Un teclado matricial es un dispositivo formado por varios pulsadores agrupados 
en filas y columnas. El funcionamiento del controlador es el siguiente: 
generamos una cadena de 4 bits y la enviamos a las columnas en el caso de 
que se produzca una pulsación se generara un código de cuatro bits en las 
filas, con este valor podemos saber que tecla ha sido pulsada. 
 
Figura 36: Esquema de un teclado matricial 4 x 4. 
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5.4.1. Especificación y diseño 
Comenzaremos explicando las especificaciones y el diseño del teclado 
matricial diseñado por el Departamento de Electrónica de la Universidad de 
Málaga. Aunque el funcionamiento es el mismo, el teclado diseñado por 
Digilent funciona con lógica negada por tanto debemos realizar algunas 
modificaciones para poder emplear el controlador en este teclado. 
En la figura 37 tenemos la entidad del controlador, en ella podemos ver las 
siguientes señales de entrada: la señal de reloj global (clk) de tipo std_logic; la 
señal ‘en’ de tipo std_logic para activar o desactivar el controlador, es un pulso 
periódico que empleamos para controlar la frecuencia del cambio de fila, la 
señal de reinicio ‘rst’ de tipo std_logic y la señal ‘columnas’ proveniente del 
teclado hexadecimal del tipo std_logic_vector; y como señales de salida, ‘filas’ 
(es una señal que se compone de cuatro bits y proviene del generador) del tipo 
std_logic_vector, y la señal ‘sal’ (señal formada con cuatro bits y proviene del 
decodificador) del tipo std_logic_vector. 
 
Figura 37: Entidad del controlador del teclado matricial del Departamento de Electrónica.  
En la figura 38 podemos observar los distintos componentes que forman el 
driver. Se conforma de tres componentes: un generador de filas, un 
decodificador, y un controlador de rebote.  
5.4.1.1. Generador de filas 
El generador de filas se compone de tres señales de entrada y una señal de 
salida. Las señales de entrada son ‘clk’, ‘en’, y ‘rst’; y como señal de salida 
‘filas’. El dispositivo se compone de dos partes: un contador, y un proceso, en 
el cual, se generan las distintas señales que se envían al teclado hexadecimal. 





Figura 38: Arquitectura del controlador del teclado matricial del Departamento de Electrónica. 
 
Figura 39: Arquitectura del generador de filas del controlador del teclado matricial. 
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La frecuencia que estamos empleando es de 400 KHz, esto quiere decir que 
cambiamos la señal de salida del generador de filas con una frecuencia de 100 
KHz. 
5.4.1.2. Decodificador 
El Decodificador se compone de dos señales de entrada y una señal de salida. 
Las señales de entrada son: la señal ‘fila’ proveniente de generador de filas, y 
la señal ‘columna’  proveniente del teclado hexadecimal, ambas de cuatro bits 
del tipo std_logic_vector; y la señal de salida ‘sal’ de cuatro bits del tipo 
std_logic_vector. En el tenemos un primer proceso ímplicito, en el cual 
concatenamos ambas señales formando una única señal, que posteriormente 
decodificaremos en el segundo proceso. En la figura 40 observamos la 
arquitectura del Decodificador. Por defecto la salida será cero, todos los valores 
de salida se expresan en hexadecimal. 
5.4.1.3. Controlador de rebotes 
Al emplear pulsadores que son elementos mecánicos, en el momento de la 
pulsación se producen una serie de rebotes, estos rebotes no se pueden 
eliminar del todo, pero si reducir su influencia en el comportamiento del circuito.  
Para ello hemos implementado el siguiente circuito, en la figura 41 tenemos la 
arquitectura del controlador de rebotes. El controlador de rebotes es un módulo 
genérico, lo cual nos permite poder utilizarlo en cualquier otro proyecto que lo 
necesitemos. Cuenta con una entrada de datos d de tamaño de 4 bits, además 
de una entrada de reloj, ‘clk’, y una entrada de reset, ‘rst’. Como señal de salida 
la señal ‘result’ de dimensión de 4 bits. Está compuesto de dos biestables D, un 
biestable D con señal de enable, y un divisor de frecuencia. 
El funcionamiento es el siguiente: cuando se produce una entrada de datos, 
estos datos pasan por los dos biestables y cuando se produce un cambio en la 
señal de salida de los biestables se ejecuta el proceso del bloque embebido, el 
cuál activa o desactiva el divisor de frecuencia, cuando el divisor de frecuencia 
cuenta 100, activa la señal de enable del biestable D durante un ciclo de reloj y 
este biestable almacena la cadena de bits. 
Antes de pasar a la parte de simulación, para poder utilizar el controlador en el 
teclado de Digilent debemos negar la salida del generador de columnas, y la 
entrada de las filas proveniente del teclado. Además, debemos modificar el 






Figura 40: Arquitectura del decodificador del controlador del teclado matricial. 
 




Para poder realizar la simulación se han modificado los valores del contador 
ubicado en el generador de columnas, y el generador de pulso ubicado en el 
controlador de rebotes. 
 
Figura 42: Entidad simulable del controlador del teclado matricial del Departamento de 
Electrónica. 
En la figura 43 tenemos los resultados de la simulación, podemos ver como la 
señal ‘columnas’, proveniente del teclado, al valer “0000” se produce en la 
salida del controlador por defecto el valor 0 en hexadecimal. Al producirse la 
combinación de la señal ‘fila’, proveniente del generador, con valor “1000” y de 
la señal ‘columnas’ con valor “1000”, obtenemos el valor 1 en la salida y al 
cambiar el valor de la señal ‘columnas’ a “0010” obtenemos el valor 7 en la 
salida. 
 
Figura 43: Resultado de la simulación. 
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5.4.3. Implementación del diseño 
La implementación del diseño de este controlador es un poco más compleja 
que la del controlador del display de 7 segmentos. La prueba consiste en 
mostrar en los 4 display de 7 segmentos la tecla pulsada en el teclado matricial, 
sin embargo, no sólo cambiaremos el valor del display correspondiente si no 
que desplazaremos el valor al siguiente display situado a la izquierda. 
Para poder realizar la prueba necesitaremos un par de divisores de frecuencia, 
un registro desplazador, y un bloque embebido para la ejecución de un 
proceso. En la figura 44 tenemos la arquitectura de la implementación del 
diseño. 
El funcionamiento es el siguiente: el controlador de teclado irá generando la 
señal para las filas, cuando se produzca una pulsación se pausará el contador 
ubicado en el generador de filas, y comenzará a contar el divisor de frecuencia 
establecido en la parte inferior de la imagen, cada vez que se produzca un 
pulso, la señal ‘nuevo’ tenga el valor 1, se activará la señal ‘en’ del registro 
desplazador y actualizará el valor de su salida. El módulo “Divisor” toma una 
señal de 16 bits y la separa en 4 señales de 4 bits para poder mostrar cada 
dígito en los 4 displays de 7 segmentos. 
Ahora debemos dirigirnos al ISE Design Suite, para poder crear el .bit para 
programar la FPGA. Comenzaremos creando un nuevo proyecto e incluyendo 
los archivos correspondientes, creamos el archivo Implementation Constraints 
File y seleccionamos los puertos correctos. En nuestro caso los puertos están 
especificados en la figura 45. 
Una vez completados los preparativos realizamos la síntesis, la implementación 
del diseño, y la obtención del archivo del programa. Para ello, nos dirigimos a la 
ventana Processes y seleccionamos los campos correspondientes. 
En la figura 46 tenemos los resultados de la operación anterior, como podemos 










Figura 45: Puertos de entrada y salida de la FPGA. 
 
Figura 46: Resultados del ISE Design Suite. 
En la figura 47 tenemos una imagen con los resultados obtenidos en la FPGA, 
podemos ver como el valor del display ubicado a la derecha se desplaza hacia 
la izquierda hasta desaparecer. 
 
Figura 47: Resultados en la FPGA (0000, 0002, 0026, 0267, 267A, 67Ab).  
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5.5. Controlador de una pantalla LCD 
En este apartado desarrollaremos el controlador para una pantalla LCD. Este 
controlador es más complejo que los anteriores ya que emplearemos una 
máquina de estados para la configuración y la comunicación entre la FPGA y la 
pantalla. Una de las características de esta pantalla es que funciona con 4 bits 
de datos en vez de 8 bits, esto se debe a que la pantalla LCD empleada está 
diseñada para usarse en Arduino.  
La pantalla empleada es la mostrada en la figura 48, podemos ver en la parte 
trasera de la placa como solo hay cuatro de los ocho pines de datos 
conectados a pines de salida, además el pin R/W está conectado a GND, por 
tanto, siempre va a tener valor cero y sólo podemos escribir en la pantalla. 
La pantalla estará conectada a través del conector PmodC de la FPGA Nexys 
3, ya que en el PmodD tenemos conectados el teclado matricial. Para alimentar 
la pantalla empleamos el Arduino Uno, ya que la FPGA Nexys 3 no tiene una 
salida de 5V.  
 
Figura 48: Pantalla LCD. 
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Los pines empleados son: 
 Pines de datos de 4 a 7. 
 Pin E como señal de sincronización. 
 Pin RS como selector de comandos y datos 
 
Figura 49: Tabla de representación de los distintos caracteres. 
La mayoría de las pantallas LCD tiene en la memoria interna almacenada todos 
los caracteres alfanuméricos. Los caracteres representables en la figura 49 son 
los caracteres almacenados en la pantalla LCD empleada. 
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5.5.1. Especificación y diseño 
 
Figura 50: Entidad del controlador LCD. 
En la figura 50 tenemos la entidad del controlador, en ella podemos ver las 
señales de entrada y salida. Tiene como entradas las señales de: reloj (clk) de 
tipo std_logic, la cual estará conectada a la señal de reloj global; reset (rst) del 
tipo std_logic para reiniciar el controlador; la señal ‘newData’ para indicar 
cuando hay un nuevo dato para enviar; y la señal ‘dataIn’ para la entrada de 
datos del tipo std_logic_vector con una dimensión de 8 bits. Tiene como 
señales de salida: la señal ‘e’ para la sincronización de tipo std_logic; la señal 
‘rs’ como selector de comandos de tipo std_logic; y la señal ‘dataOut’ para los 
datos del tipo std_logic_vector con una dimensión de 4 bits. Pero los comandos 
que acepta la pantalla siguen siendo de 8 bits, en consecuencia, tenemos que 
enviar primero la parte alta y posteriormente la parte baja. 
Antes de pasar a explicar las máquinas de estados que empleamos en el 
controlador, vamos a explicar los comandos que empleamos para configurar la 
pantalla LCD. Los comandos que usamos son:  
 Clear display: Limpia la pantalla y coloca el cursor en la posición inicial. El 
código es: “00000001”. 
 Return home: Devuelve el cursor a posición inicial. El código es: 
“00000010”. 
 Mode set: Establece la dirección del movimiento del cursor y específica o 
no para desplazar la pantalla. El código es: “00000110”. 
 Display control: Estable el encendido/apagado del cursor en la pantalla. El 
código de instrucción es “00001DCB”. D: mostrar bit de control de 
encendido / apagado. C: git de control de encendido / apagado del cursor. 
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B: bit de control de encendido / apagado del cursor intermitente. El código 
es: “00001100”. 
 Function set: Establece la longitud de los datos de la interfaz, el número de 
líneas de visualización y la fuente del carácter. El código de instrucción es 
“001DlNFxx”. Dl: bit de control de longitud de datos de interfaz, en nuestro 
caso empleamos 4 bits en vez de 8 bits. N: bit de control del número de 
línea. F: bit de control del tamaño de cada carácter. El código es: 
“00101000”. 
Para desarrollar este controlador realizamos una máquina de estados 
compuesta de 12 etapas basada en la librería LiquidCrystal de Arduino [14], 
que son:  
 Estado 1: Comenzamos introducción una espera de 50 ms. Una vez 
cumplida la espera ponemos las señales ‘e’ y ‘rs’ con valor 0, y pasamos al 
siguiente estado. 
 Estado 2: Enviamos a la pantalla un “00000011”.  
 
Figura 51: Diagrama de estados del controlador LCD. 
 Estado 3: Volvemos a enviar “00000011”. 
 Estado 4: Volvemos a enviar “00000011”.  
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 Estado 5: Enviamos “00000010”.  
 Estado 6: Enviamos function set  “00101000”.  
 Estado 7: Enviamos display control “00001100”. 
 Estado 8: Enviamos clear “00000001”. 
 Estado 9: Enviamos mode set “00000110”. 
 Estado 10: Enviamos return home “00000010”. 
 Estado 11: Espera de 2000 microsegundos. 
 Estado 12: Esperamos a tener datos que enviar. 
Para comunicarnos con la pantalla tenemos que dividir el mensaje de 8 bits en 
dos de 4 bits. Para ello, usamos la máquina de estados representada en la 
figura 52. Primero enviamos la parte alta, y desactivamos la señal e durante 1 
microsegundo, activamos la señal ‘e’ durante 1 microsegundo, y volvemos a 
desactivar ‘e’ durante 100 microsegundos. Este procedimiento es igual para la 




Figura 52: Diagrama de estados de envío de datos del controlador LCD. 
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Al tratarse de un código muy extenso se puede consultar en el apartado del 
controlador LCD ubicado en el anexo. 
5.5.2. Simulación 
Para la simulación creamos un nuevo Block Diagram para crear el banco de 
pruebas, también se han modificado los tiempos de espera para poder mostrar 
los cambios de estado en la simulación. 
 
Figura 53: Simulación del controlador LCD. 
En la figura 53 tenemos parte de la simulación, podemos ver cómo pasa del 
estado “enviar” al estado “enviopalta” al activarse la señal newData. Avanza por 
los estados “envio1”, “envio2” y “envio3”, envía la parte baja en el estado 
“enviopbajo” y vuelve a pasar por los estados de “envio1”, “envio2” y “envio3”, 
para terminar en el estado “enviar” hasta que el valor de newData vuelva a ser 
1. 
5.5.3. Implementación del diseño 
5.5.3.1. Entrada de datos desde interruptores 
En esta prueba de diseño emplearemos los 8 interruptores y uno de los 
pulsadores de la FPGA. El funcionamiento es el siguiente: emplearemos los 8 
interruptores para indicar el carácter que queremos introducir, y pulsaremos 
uno de los pulsadores para indicar la entrada de datos, si dejamos pulsado el 
pulsador introducirá de nuevo el sato en pantalla. Tendremos que emplear la 
tabla de la figura 49 para ver los códigos de cada carácter.  
Debemos crear un proyecto en el ISE Design Suite e introducir todos los 
códigos que necesitamos. Además de indicar los puertos necesarios y 
realizamos la síntesis, la implementación del diseño, y la obtención del archivo 
del programa. En la figura 55 tenemos los puertos especificados para nuestra 
prueba de diseño. En esta ocasión debemos añadir los puertos para los 






Figura 54: Arquitectura de la prueba de diseño del controlador LCD empleando los 
interruptores de la FPGA. 
 
 Figura 55: Puertos de entrada y salida de la FPGA. 
En la figura 56 tenemos varios ejemplos de datos introducidos en la pantalla a 
través de los interruptores. 
 
Figura 56: Resultados empleando los interruptores de la FPGA. 
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5.5.3.2. Contador de 0 a 9 
 
Figura 57: Arquitectura de la prueba de diseño del controlador LCD empleando un contador de 
0 a 9. 
Para realizar esta prueba de diseño vamos a necesitar un generador de pulso, 
un contador, un biestable D de un bit, un decodificador para pasar de binario a 
carácter que entienda la pantalla LCD, y el controlador de la pantalla LCD. 
Ahora debemos crear un proyecto en el ISE Design Suite e introducir todos los 
códigos que necesitamos. Además de indicar los puertos necesarios. En la 
figura 58 tenemos los puertos especificados para nuestra prueba de diseño. 
Realizamos la síntesis, la implementación del diseño, y la obtención del archivo 
del programa Por último, enviamos el archivo .bit a la FPGA utilizando Adept. 
 
Figura 58: Puertos de entrada y salida de la FPGA. 
Podemos ver en la figura 59 como muestra los datos con más precisión que en 





Figura 59: Resultados empleando un contador de 0 a 9 en la FPGA. 
5.5.3.3. Entrada de datos desde teclado matricial 
Para realizar esta prueba de diseño tenemos que emplear el controlador del 
teclado matricial, un generador de pulso, un decodificador de hexadecimal a 
carácter de la pantalla LCD, y el controlador de la pantalla LCD. 
El funcionamiento es el siguiente: al pulsar una tecla del teclado matricial se 
generará el código de la tecla que será decodificado en el carácter 
correspondiente y mostrado en la pantalla LCD. Cuando se produce una 
pulsación ponemos la señal ‘en2’ a 0 y la señal ‘en3’ a 1, la primera señal para 
parar el contador ubicado en el generador de filas, y la segunda señal para 
controlar el tiempo de la pulsación, si este tiempo es mayor al indicado en el 
módulo se producirá una nueva inserción de datos (repetición de la tecla 
pulsada). En el momento en el que se deja de pulsar la tecla se pone a 1 la 
señal de reset (‘rst1’) del módulo que controla la pulsación. 
Creamos un nuevo proyecto en el ISE Design Suite, y añadimos los códigos de 
nuestro proyecto, y realizamos la síntesis, la implementación del diseño, y la 
obtención del archivo del programa. Además de introducir los puertos de 
entrada y salida, en esta ocasión al emplear el teclado matricial debemos 
seleccionar los puertos del teclado. 
 
Figura 60: Arquitectura de la prueba de diseño del controlador LCD empleando el teclado 
matricial del Departamento de Electrónica. 
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En la figura 61 tenemos el resultado de la prueba de diseño utilizando un 
teclado matricial y una pantalla LCD. 
 
























El objetivo de este proyecto es ser una introducción al uso del lenguaje VHDL 
para el diseño de sistemas electrónicos digitales y su implementación en 
FPGAs. Se dan a conocer las distintas herramientas empleadas en el 
desarrollo de circuitos globalmente síncronos, y el empleo de módulos 
genéricos que faciliten el desarrollo de componentes más complejos. Uno de 
los objetivos del proyecto es mostrar la reutilización de los componentes 
(entidades) previamente desarrolladas, cómo se muestra en la prueba de 
diseño del controlador de la pantalla LCD la utilización del controlador del 
teclado matricial.  
En el desarrollo de los controladores se han utilizados componentes simples, 
como puede ser un biestable D, y componentes más complejos como pueden 
ser el controlador de la pantalla LCD. El empleo de módulos genéricos permite 
adaptar los controladores a distintas FPGAs, teniendo que cambiar solo los 
parámetros genéricos. Otra de las ventajas del VHDL es la independencia entre 
el diseño y la tecnología. 
En el controlador de 4 displays de 7 segmentos se han empleado varios 
elementos destacables como puede ser el conversor de binario a BCD, o el 
generador de pulso periódico que activa el display correspondiente en cada 
momento dependiendo de la frecuencia seleccionada, pudiendo hacer que 
veamos el paso de un display a otro, o ajustando la frecuencia para que el ojo 
humano no detecte el cambio. 
Para el controlador del teclado matricial desarrollado por el Departamento de 
Electrónica de la Universidad de Málaga utilizamos un controlador de rebotes 
genérico, que es posible adaptar a cualquier teclado matricial, y se reutiliza el 
controlador de los 4 displays de 7 segmentos para la implementación del 
diseño. Cabe destacar, que este controlador es totalmente compatible con el 
teclado de Digilent, pero habría que modificar el decodificador al cambiar la 
disposición de algunas teclas. 
En el desarrollo del controlador de la pantalla LCD hemos tenido varios 
problemas debido a tratarse de una pantalla diseñada para Arduino. Esto ha 
implicado, adaptar la librería de C para Arduino a VHDL. Otro de los principales 
problemas encontrados fue el ajuste de los ciclos de espera, ya que diferían de 
la documentación del fabricante.  
A partir de los controladores desarrollados en este proyecto se pueden emplear 
en desarrollar componentes más complejos como podría ser una máquina 
expendedora. El diseño de componentes genéricas de complejidad creciente y 
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8.1.1. Entorno de desarrollo 
En este apartado hablaremos de los distintos softwares empleados en el 
proyecto. Además de explicar cada uno de ellos, se representarán todos los 
pasos para crear un módulo con un ejemplo. 
8.1.1.1. FPGAdv 5.3 Pro 
El programa para realizar la especificación y el diseño es el FPGAdv 5.3 Pro de 
Mentor Graphics. En ella crearemos una nueva librería, donde tendremos 
almacenados los distintos diseños. 
 
Figura 62: FPGAdv 5.3 Pro. 
La ventana principal se divide en cuatro: 
 Source: muestra las librerías y los diseños almacenados. 
 HDL: muestra el código generado en cada proyecto. 
 Side Data: muestra el diseño y los datos del usuario asociados al diseño. 




Para crear una librería tenemos que ir a File ubicado en el menú preincipal y 
seleccionar New Librery…, le asignamos un nombre y un directorio, y pulsamos 
OK. 
 
Figura 63: Creación de una librería. 
En nuestro caso hemos creado la librería TFG_Ejemplos donde crearemos el 
comparador. Para crear el comparador seleccionamos la librería y pulsamos 
sobre la flechita que está al lado del icono , y seleccionamos Block Diagram. 
En el Block Diagram creamos los pines de entrada y salida seleccionando el 
icono , y para crear el bloque embebido seleccionamos el icono , al hacer 
doble click sobre él, nos dará varias opciones sobre el tipo de vista, 
seleccionamos Text. Se abrirá un cuadro de texto y en el escribiremos lo 
siguiente: 
 
Figura 64: Proceso que realizará la comparación. 
Una vez escrito el texto de la figura 64, seleccionaremos el icono  para 
guardarlo. Y pulsaremos con el botón izquierdo del ratón sobre el texto que 
está debajo del cuadro amarillo y seleccionaremos Finish Edit para finalizar la 
edición. Por último, conectaremos los pines de entrada y salida a la caja 
amarilla y le asignaremos un nombre, en nuestro caso decimos llamarlos A y B 
a las entradas y C a la salida. 
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Obtendremos la figura 9. Ahora tendremos que guardar el diseño y asignarle un 
nombre. Para finalizar tenemos que generar y compilar el Hierarchy Through 
Components, para ello seleccionamos del menú principal: HDL, Generate y 
Hierarchy Through Components, y HDL, Compile y Hierarchy Through 
Components.  
Ahora ha llegado el momento de simular nuestro diseño y para ello utilizaremos 
ModelSim. 
 
Figura 65: Diagrama de bloques del comparador. 
8.1.1.2. ModelSim 
Antes de comenzar con la simulación debemos crear el banco de pruebas. 
Crearemos otro diagrama de bloque en la librería e insertaremos nuestro 
bloque comparador, para ello seleccionamos el icono , seleccionamos 
nuestra librería y el módulo del comparador. Creamos un nuevo bloque 
embebido donde le daremos valores a las señales A y B. Obtendremos un 
módulo parecido al de la figura 66. 
Una vez que hemos guardado y asignado un nombre seleccionamos el icono 
 situado en el menú de la derecha. Y se abrirá una nueva ventana titulada 
Start ModelSim 5.4-5.6. Y al pulsar sobre el botón OK se abrirá el ModelSim.  
Para poder ver todas las ventanas que conforman el ModelSim seleccionamos 
View del menú principal y seleccionamos All Windows. Con esto se abrirán 7 
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ventanas. En la ventana Signals seleccionaremos las señales que queremos 
ver en la simulación, para ello tendremos que arrastrarlas hasta la ventana 
Wave, ubicada en la parte inferior derecha de la figura 67. 
 
Figura 66: Diagrama de bloques del simulador del comparador. 
En la figura 68 tenemos la simulación realizada con los datos que establecimos 
anteriormente. Podemos apreciar que el valor de C es 1 cuando los valores A y 
B son iguales, mientras que es 0 cuando son distintos. Por tanto, según la 
simulación nuestro comparador funciona correctamente. 
 
Figura 67: Todas las ventanas del ModelSim. 
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Llegado a este punto tendremos que realizar la implementación de nuestro 
comparador en la FPGA Nexys 3 y para ellos emplearemos el ISE Design Suite 
que nos proporcionara el archivo .bit para programar la FPGA. 
 
Figura 68: Simulación del comparador. 
8.1.1.3. ISE Design Suite 
El ISE Design Suite se compone de 3 secciones: 
1. Editor: Permite ver y modificar el código que contiene nuestro proyecto. 
2. Consola: Muestra los resultados de la síntesis, mensajes de avisos, y 
errores. 
3. Panel de diseño: Compuesta de dos ventanas, la superior (Hierarchy) 
muestra los ficheros de los que se componen nuestro proyecto; en la 
inferior (Processes) muestra las acciones que podemos hacer en el 
proyecto. 
 
Figura 69: Ventana principal de ISE Design Suite. 
Para poder comprobar el correcto funcionamiento del comparador en la FPGA 
asignaremos a cada señal de entrada un interruptor de la placa y para poder 
ver el resultado asignaremos un led a la salida.  
Para ello tendremos que crear un nuevo proyecto en ISE Design Suite, 
seleccionamos File del menú principal y seleccionamos New Project… 
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Asignamos un nombre al proyecto y una ubicación, seleccionamos el tipo de 
fuente, en nuestro caso HDL, y pulsamos Next. En la sección Project Setting 
seleccionamos las mismas especificaciones que en la figura 70, esta 
configuración es para La FPGA Nexys 3, y pulsamos Next y Finish. 
 
Figura 70: Especificaciones para Spartan6. 
Ahora debemos añadir el código de nuestro comparador, para ello pulsamos el 
botón derecho del ratón sobre la ventana Hierarchy y seleccionamos Add 
source…, buscamos nuestro archivo comparador_struct.vhd y pulsamos en 
Abrir. Se abrirá una ventana y pulsamos OK. Ya podemos realizar la síntesis a 
nuestro código, por tanto, seleccionamos el archivo comparador – struct en la 
ventana Hierarchy y hacemos doble click sobre Synthesize – XST de la 
ventana Processes. Si el código es correcto saldrá al lado de Synthesize – XST 
un check verde. 
Para poder usar los interruptores y el led de la FPGA debemos crear un archivo 
Implementation Constraints File, por tanto, hacemos click con el botón derecho 
del ratón en la ventana Hierarchy y seleccionamos New Source… y 
seleccionamos Implementation Constraints File, le damos un nombre y 
pulsamos Next y Finish. En este archivo indicaremos los puertos de entrada y 
salida de la placa, en este caso usaremos los interruptores que están a la 




Figura 71: Puertos de entrada y salida Nexys 3. 
Guardamos todo y seleccionamos Implement Design de la ventana Process. 
Este proceso se compone de tres subprocesos: Translate pasa el código fuente 
a un lenguaje que se pueda implementar en la FPGA; Map comprueba que el 
diseño cumple con las especificaciones del dispositivo; y Place & Route realiza 
una serie de algoritmos que optimizan el espacio utilizado en la FPGA, la 
ubicación y conexionado de los módulos implementados. Como resultado se 
obtienen una serie de ficheros con la información de dónde se tiene que crear 
nuestro módulo. 
 
Para finalizar, seleccionamos Generate Programming File para generar el 
archivo que cargaremos con Adept a la FPGA. 
 
 
Figura 72: Resultados obtenidos. 
 
8.1.1.4. Adept 
Una vez generado el archivo .bit podemos transferirlo a la FPGA, para ello 
utilizaremos Adept de Digilent. Conectamos la Nexys 3 al ordenador y 
esperamos a que el software la reconozca. Ahora solo tenemos que buscar 
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nuestro archivo .bit ubicado en nuestro proyecto creado en el ISE Design Suite 
y pulsamos Program.  
En la figura 73 podemos ver como la preparación, programación, y la 
verificación se han completado con éxito. 
 
Figura 73: Transferencia completada satisfactoriamente. 
Y en la figura 74 están los resultados de la comprobación en la FPGA Nexys 3, 
podemos ver el resultado de las cuatro posibles combinaciones. Tenemos los 
tres posibles resultados. En el primer caso cuando ambos son iguales se 
enciende los leds U15 y V15. En el segundo caso A > B y se encienden los 
leds M11 y N11. Y en el tercer caso B > A y se encienden los leds U16 y V16. 
 









ENTITY BD1 IS 
   PORT(  
      clk : IN     std_logic;  
      d   : IN     std_logic;  
      rst : IN     std_logic;  
      q   : OUT    std_logic   
   ); 
 






ARCHITECTURE struct OF BD1 IS 
 
BEGIN  
    
   process (clk, rst)    
   begin 
          if(rst = '1') then q <= '0'; 
            elsif rising_edge(clk) then q <= d; 
         end if; 









ENTITY BD IS 
   GENERIC(  
      n : positive 
   ); 
   PORT(  
      clk   : IN     std_logic;  
      d     : IN     std_logic_vector (n-1 DOWNTO 0); 
      reset : IN     std_logic;  
      q     : OUT    std_logic_vector (n-1 DOWNTO 0)  
   ); 
 








ARCHITECTURE struct OF BD IS 
 
BEGIN 
    
   process (clk, reset)    
   begin 
          if(reset = '1') then q <= (others=> '0'); 
            elsif rising_edge(clk) then q <= d; 
         end if; 









ENTITY BDen IS 
   GENERIC(  
      n : positive 
   ); 
   PORT(  
      clk   : IN     std_logic; 
      d     : IN     std_logic_vector (n-1 DOWNTO 0); 
      en    : IN     std_logic; 
      reset : IN     std_logic; 
      q     : OUT    std_logic_vector (n-1 DOWNTO 0) 
   ); 
 







ARCHITECTURE struct OF BDen IS 
 
BEGIN       
   process (clk, reset,en)    
   begin 
          if(reset = '1') then q <= (others=> '0'); 
            elsif rising_edge(clk) and en = '1' then q <= d; 
         end if; 











ENTITY Count IS 
   GENERIC(  
      x : positive := 8; 
      m : positive := 255 
   ); 
   PORT(  
      clk : IN     std_logic; 
      en  : IN     std_logic; 
      rst : IN     std_logic; 
      sal : OUT    std_logic_vector (x-1 DOWNTO 0) 
   ); 
 









ARCHITECTURE struct OF Count IS 
 
   SIGNAL d    : std_logic_vector(x-1 DOWNTO 0); 
   SIGNAL q    : std_logic_vector(x-1 DOWNTO 0); 
   SIGNAL temp : std_logic_vector(x-1 DOWNTO 0); 
   COMPONENT BD 
   GENERIC ( 
      n : positive 
   ); 
   PORT ( 
      clk   : IN     std_logic ; 
      d     : IN     std_logic_vector (n-1 DOWNTO 0); 
      reset : IN     std_logic ; 
      q     : OUT    std_logic_vector (n-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   FOR ALL : BD USE ENTITY TFG1.BD; 
 
BEGIN    
   sal <= q; 
  
   d <= (others => '0') when temp = m and en = '1'  
       else temp when en = '1' 
       else q; 
62 
 
    
   temp<= q+1; 
 
   -- Instance port mappings. 
   I0 : BD 
      GENERIC MAP ( 
         n => x 
      ) 
      PORT MAP ( 
         clk   => clk, 
         d     => d, 
         reset => rst, 
         q     => q 









ENTITY GeneradorPulso IS 
   GENERIC(  
      m : positive := 255; 
      x : positive := 8 
   ); 
   PORT(  
      clk       : IN     std_logic; 
      en        : IN     std_logic; 
      reset     : IN     std_logic; 
      max_pulse : OUT    std_logic 
   ); 
 









ARCHITECTURE struct OF GeneradorPulso IS 
   SIGNAL d    : std_logic_vector(x-1 DOWNTO 0); 
   SIGNAL q    : std_logic_vector(x-1 DOWNTO 0); 
   SIGNAL temp : std_logic_vector(x-1 DOWNTO 0); 
 
   COMPONENT BD 
   GENERIC ( 
      n : positive 
   ); 
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   PORT ( 
      clk   : IN     std_logic ; 
      d     : IN     std_logic_vector (n-1 DOWNTO 0); 
      reset : IN     std_logic ; 
      q     : OUT    std_logic_vector (n-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   FOR ALL : BD USE ENTITY TFG1.BD; 
  
BEGIN  
    
   d <= (others => '0') when temp = m and en = '1'  
        else temp when en = '1' 
        else q; 
    
   max_pulse <= '1' when temp = m and en = '1' else '0'; 
                                  
   temp<= q+1; 
 
   -- Instance port mappings. 
   I0 : BD 
      GENERIC MAP ( 
         n => x 
      ) 
      PORT MAP ( 
         clk   => clk, 
         d     => d, 
         reset => reset, 
         q     => q(x-1 DOWNTO 0) 









ENTITY Registro_desplazadorV2 IS 
   GENERIC(  
      n : positive := 4; 
      m : positive := 16 
   ); 
   PORT(  
      clk     : IN     std_logic; 
      dataIn  : IN     std_logic_vector (n-1 DOWNTO 0); 
      en      : IN     std_logic; 
      rst     : IN     std_logic; 
      dataOut : OUT    std_logic_vector (m-1 DOWNTO 0) 
   ); 
 







ARCHITECTURE struct OF Registro_desplazadorV2 IS 
   signal aux : std_logic_vector (m-1 downto 0); 
 
BEGIN 
    
   process(clk, rst) 
   begin 
      if rst = '1' then 
         aux <= (others => '0'); 
      else 
         if rising_edge(clk) and en = '1' then  
              aux <=  aux ((m - n - 1) downto 0) & dataIn;            
         end if; 
         dataOut <= aux; 
      end if; 




8.2.7. 4 Displays de 7 segmentos 





ENTITY Control_4dsp_7seg IS 
   PORT(  
      centenas : IN     std_logic_vector (3 DOWNTO 0); 
      clk      : IN     std_logic; 
      decenas  : IN     std_logic_vector (3 DOWNTO 0); 
      en       : IN     std_logic; 
      millares : IN     std_logic_vector (3 DOWNTO 0); 
      rst      : IN     std_logic; 
      unidades : IN     std_logic_vector (3 DOWNTO 0); 
      anodes   : OUT    std_logic_vector (3 DOWNTO 0); 
      salida   : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
 











ARCHITECTURE struct OF Control_4dsp_7seg IS 
   SIGNAL entrada : std_logic_vector(3 DOWNTO 0); 
   SIGNAL sal     : std_logic_vector(1 DOWNTO 0); 
 
   -- Component Declarations 
   COMPONENT Count 
   GENERIC ( 
      x : positive := 8; 
      m : positive := 255 
   ); 
   PORT ( 
      clk : IN     std_logic ; 
      en  : IN     std_logic ; 
      rst : IN     std_logic ; 
      sal : OUT    std_logic_vector (x-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT hex7seg 
   PORT ( 
      entrada : IN     std_logic_vector (3 DOWNTO 0); 
      salida  : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
   END COMPONENT; 
 
   FOR ALL : Count USE ENTITY TFG1.Count; 
   FOR ALL : hex7seg USE ENTITY TFG1.hex7seg; 
 
BEGIN  
   entrada <= unidades    when (sal = "11") else  
              decenas     when (sal = "10") else  
              centenas    when (sal = "01") else  
              millares    when (sal = "00") else 
              "0000"; 
 
   anodes <= "1110"    when (sal = "00") else  
             "1101"    when (sal = "01") else  
             "1011"    when (sal = "10") else  
             "0111"    when (sal = "11") else 
             "1111"; 
 
   -- Instance port mappings. 
   I0 : Count 
      GENERIC MAP ( 
         x => 2, 
         m => 4 
      ) 
      PORT MAP ( 
         clk => clk, 
         en  => en, 
         rst => rst, 
         sal => sal(1 DOWNTO 0) 
      ); 
   I1 : hex7seg 
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      PORT MAP ( 
         entrada => entrada, 
         salida  => salida 










ENTITY BinBCD IS 
   PORT(  
      B        : IN     std_logic_vector (15 DOWNTO 0); 
      centenas : OUT    std_logic_vector (3 DOWNTO 0); 
      decenas  : OUT    std_logic_vector (3 DOWNTO 0); 
      millares : OUT    std_logic_vector (3 DOWNTO 0); 
      unidades : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
 







ARCHITECTURE struct OF BinBCD IS 
   SIGNAL P : std_logic_vector(15 DOWNTO 0); 
BEGIN     
   bcd1: process(B) 
      variable z: STD_LOGIC_VECTOR (31 downto 0); 
      begin 
         for i in 0 to 31 loop 
            z(i) := '0'; 
         end loop; 
         z(18 downto 3) := B; 
         for i in 0 to 12 loop 
            if z(19 downto 16) > 4 then 
               z(19 downto 16) := z(19 downto 16) + 3; 
            end if; 
            if z(23 downto 20) > 4 then 
               z(23 downto 20) := z(23 downto 20) + 3; 
            end if; 
            if z(27 downto 24) > 4 then 
               z(27 downto 24) := z(27 downto 24) + 3; 
            end if; 
            if z(31 downto 28) > 4 then 
               z(31 downto 28) := z(31 downto 28) + 3; 
            end if; 
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            z(31 downto 1) := z(30 downto 0); 
         end loop; 
      P <= z(31 downto 16); 
   end process bcd1; 
    
   unidades <= P(3 downto 0); 
   decenas <= P(7 downto 4); 
   centenas <= P(11 downto 8); 









ENTITY hex7seg IS 
   PORT(  
      entrada : IN     std_logic_vector (3 DOWNTO 0); 
      salida  : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
 






ARCHITECTURE struct OF hex7seg IS 
 
BEGIN  
    with entrada select 
      salida <= "1000000" when "0000", --0 
                "1111001" when "0001", --1 
                "0100100" when "0010", --2 
                "0110000" when "0011", --3 
                "0011001" when "0100", --4 
                "0010010" when "0101", --5 
                "0000010" when "0110", --6 
                "1111000" when "0111", --7 
                "0000000" when "1000", --8 
                "0010000" when "1001", --9 
                "0001000" when "1010", --A 
                "0000011" when "1011", --B 
                "1000110" when "1100", --C 
                "0100001" when "1101", --D 
                "0000110" when "1110", --E 
                "0001110" when "1111", --F 










ENTITY Control_4dsp_7seg_sim IS 
 







ARCHITECTURE struct OF Control_4dsp_7seg_sim IS 
   SIGNAL anodes   : std_logic_vector(3 DOWNTO 0); 
   SIGNAL centenas : std_logic_vector(3 DOWNTO 0); 
   SIGNAL clk      : std_logic; 
   SIGNAL decenas  : std_logic_vector(3 DOWNTO 0); 
   SIGNAL en       : std_logic; 
   SIGNAL millares : std_logic_vector(3 DOWNTO 0); 
   SIGNAL rst      : std_logic; 
   SIGNAL salida   : std_logic_vector(6 DOWNTO 0); 
   SIGNAL unidades : std_logic_vector(3 DOWNTO 0); 
 
   COMPONENT Control_4dsp_7seg 
   PORT ( 
      centenas : IN     std_logic_vector (3 DOWNTO 0); 
      clk      : IN     std_logic ; 
      decenas  : IN     std_logic_vector (3 DOWNTO 0); 
      en       : IN     std_logic ; 
      millares : IN     std_logic_vector (3 DOWNTO 0); 
      rst      : IN     std_logic ; 
      unidades : IN     std_logic_vector (3 DOWNTO 0); 
      anodes   : OUT    std_logic_vector (3 DOWNTO 0); 
      salida   : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
   END COMPONENT; 
 
   FOR ALL : Control_4dsp_7seg USE ENTITY TFG1.Control_4dsp_7seg; 
 
BEGIN    
   process – Proceso para similar una señal de reloj 
   begin 
      clk <= '0', '1' after 1 ns; 
      wait for 2 ns; 
   end process; 
    
   process – Proceso para similar una señal de enable 
   begin 
      en <= '0', '1' after 10 ns; 
      wait for 12 ns; 
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   end process; 
   -- Proceso implícito para la señal de reset 
   rst <= '1', '0' after 5 ns; 
   -- Procesos implícitos para las señales de entrada de datos 
   unidades <= "0001"; 
   decenas  <= "0101"; 
   centenas <= "1001"; 
   millares <= "1010"; 
 
   -- Instance port mappings. 
   I0 : Control_4dsp_7seg 
      PORT MAP ( 
         centenas => centenas, 
         clk      => clk, 
         decenas  => decenas, 
         en       => en, 
         millares => millares, 
         rst      => rst, 
         unidades => unidades, 
         anodes   => anodes, 
         salida   => salida 









ENTITY TFG_Seg7 IS 
   PORT(  
      clk    : IN     std_logic; 
      en     : IN     std_logic; 
      rst    : IN     std_logic; 
      anodes : OUT    std_logic_vector (3 DOWNTO 0); 
      salida : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
 








ARCHITECTURE struct OF TFG_Seg7 IS 
   SIGNAL B         : std_logic_vector(15 DOWNTO 0); 
   SIGNAL max_pulse : std_logic; 
 
   -- Component Declarations 
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   COMPONENT Count 
   GENERIC ( 
      x : positive := 8; 
      m : positive := 255 
   ); 
   PORT ( 
      clk : IN     std_logic ; 
      en  : IN     std_logic ; 
      rst : IN     std_logic ; 
      sal : OUT    std_logic_vector (x-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT GeneradorPulso 
   GENERIC ( 
      m : positive := 255; 
      x : positive := 8 
   ); 
   PORT ( 
      clk       : IN     std_logic ; 
      en        : IN     std_logic ; 
      reset     : IN     std_logic ; 
      max_pulse : OUT    std_logic  
   ); 
   END COMPONENT; 
   COMPONENT Seg7 
   PORT ( 
      B      : IN     std_logic_vector (15 DOWNTO 0); 
      clk    : IN     std_logic ; 
      en     : IN     std_logic ; 
      rst    : IN     std_logic ; 
      anodes : OUT    std_logic_vector (3 DOWNTO 0); 
      salida : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
   END COMPONENT; 
 
   -- Optional embedded configurations 
   -- pragma synthesis_off 
   FOR ALL : Count USE ENTITY TFG1.Count; 
   FOR ALL : GeneradorPulso USE ENTITY TFG1.GeneradorPulso; 
   FOR ALL : Seg7 USE ENTITY TFG1.Seg7; 
   -- pragma synthesis_on 
 
BEGIN 
   -- Instance port mappings. 
   I1 : Count 
      GENERIC MAP ( 
         x => 16, 
         m => 9999 
      ) 
      PORT MAP ( 
         clk => clk, 
         en  => max_pulse, 
         rst => rst, 
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         sal => B 
      ); 
   -- Momento en el que asignamos valores a los módulos genéricos 
   I3 : GeneradorPulso 
      GENERIC MAP ( 
         m => 1000000, 
         x => 20 
      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => en, 
         reset     => rst, 
         max_pulse => max_pulse 
      ); 
   I2 : Seg7 
      PORT MAP ( 
         B      => B, 
         clk    => clk, 
         en     => en, 
         rst    => rst, 
         anodes => anodes, 
         salida => salida 




8.2.8. Teclado matricial 





ENTITY TFG_Tecla_Hex_DE IS 
   PORT(  
      P1  : IN     std_logic_vector (3 DOWNTO 0); 
      clk : IN     std_logic; 
      en  : IN     std_logic; 
      rst : IN     std_logic; 
      P0  : OUT    std_logic_vector (3 DOWNTO 0); 
      sal : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
 











ARCHITECTURE struct OF TFG_Tecla_Hex_DE IS 
 
   SIGNAL P  : std_logic_vector(3 DOWNTO 0); 
   SIGNAL P2 : std_logic_vector(3 DOWNTO 0); 
 
   -- Component Declarations 
   COMPONENT Rebote 
   GENERIC ( 
      x : positive := 32 
   ); 
   PORT ( 
      clk    : IN     std_logic ; 
      d      : IN     std_logic_vector (x-1 DOWNTO 0); 
      rst    : IN     std_logic ; 
      result : OUT    std_logic_vector (x-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT TFG_Decodificador_Tecla_DE 
   PORT ( 
      P0  : IN     std_logic_vector (3 DOWNTO 0); 
      P1  : IN     std_logic_vector (3 DOWNTO 0); 
      sal : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT TFG_Generador_Tecla_DE 
   PORT ( 
      clk : IN     std_logic ; 
      en  : IN     std_logic ; 
      rst : IN     std_logic ; 
      P   : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
   END COMPONENT; 
   -- Optional embedded configurations 
   -- pragma synthesis_off 
   FOR ALL : Rebote USE ENTITY TFG1.Rebote; 
   FOR ALL : TFG_Decodificador_Tecla_DE USE ENTITY 
TFG1.TFG_Decodificador_Tecla_DE; 
   FOR ALL : TFG_Generador_Tecla_DE USE ENTITY 
TFG1.TFG_Generador_Tecla_DE; 
   -- pragma synthesis_on 
 
BEGIN  
   P0 <= P; 
   -- Momento en el que asignamos valores a los módulos genéricos 
   I2 : Rebote 
      GENERIC MAP ( 
         x => 4 
      ) 
      PORT MAP ( 
         clk    => clk, 
         d      => P1, 
         rst    => rst, 
         result => P2 
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      ); 
   I0 : TFG_Decodificador_Tecla_DE 
      PORT MAP ( 
         P0  => P, 
         P1  => P2, 
         sal => sal 
      ); 
   I1 : TFG_Generador_Tecla_DE 
      PORT MAP ( 
         clk => clk, 
         en  => en, 
         rst => rst, 
         P   => P 









ENTITY TFG_Generador_Tecla_DE IS 
   PORT(  
      clk   : IN     std_logic; 
      en    : IN     std_logic; 
      rst   : IN     std_logic; 
      filas : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
 








ARCHITECTURE struct OF TFG_Generador_Tecla_DE IS 
   SIGNAL cont : std_logic_vector(18 DOWNTO 0); 
 
   COMPONENT Count 
   GENERIC ( 
      x : positive := 8; 
      m : positive := 255 
   ); 
   PORT ( 
      clk : IN     std_logic ; 
      en  : IN     std_logic ; 
      rst : IN     std_logic ; 
      sal : OUT    std_logic_vector (x-1 DOWNTO 0) 
   ); 
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   END COMPONENT; 
   FOR ALL : Count USE ENTITY TFG1.Count; 
   -- pragma synthesis_on 
 
BEGIN 
    
   process(cont) 
   begin       
         if cont < 100000 then 
            filas <= "1000"; 
         elsif cont < 200000 then 
            filas <= "0100"; 
         elsif cont < 300000 then 
            filas <= "0010"; 
         elsif cont < 400000 then 
            filas <= "0001"; 
        else  
           filas <= "0000"; 
         end if; 
   end process; 
 
   -- Momento en el que asignamos valores a los módulos genéricos 
   I0 : Count 
      GENERIC MAP ( 
         x => 19, 
         m => 400000 
      ) 
      PORT MAP ( 
         clk => clk, 
         en  => en, 
         rst => rst, 
         sal => cont 









ENTITY TFG_Decodificador_Tecla_DE IS 
   PORT(  
      columnas : IN     std_logic_vector (3 DOWNTO 0); 
      filas    : IN     std_logic_vector (3 DOWNTO 0); 
      sal      : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
 








ARCHITECTURE struct OF TFG_Decodificador_Tecla_DE IS 
   signal conjunto : std_logic_vector (7 downto 0); 
BEGIN  
   -- Proceso implícito 
   conjunto <= filas & columnas; 
    
   process(conjunto) 
   begin 
      case conjunto is 
    
      when "10001000" => sal <= "0001"; -- 1 
      when "10000100" => sal <= "0100"; -- 4 
      when "10000010" => sal <= "0111"; -- 7 
      when "10000001" => sal <= "1010"; -- A 
    
      when "01001000" => sal <= "0010"; -- 2 
      when "01000100" => sal <= "0101"; -- 5 
      when "01000010" => sal <= "1000"; -- 8 
      when "01000001" => sal <= "0000"; -- 0 
    
      when "00101000" => sal <= "0011"; -- 3 
      when "00100100" => sal <= "0110"; -- 6 
      when "00100010" => sal <= "1001"; -- 9 
      when "00100001" => sal <= "1011"; -- B 
    
      when "00011000" => sal <= "1111"; -- F 
      when "00010100" => sal <= "1110"; -- E 
      when "00010010" => sal <= "1101"; -- D 
      when "00010001" => sal <= "1100"; -- C 
    
      when others => sal <= "0000"; 
      end case; 









ENTITY Rebote IS 
   GENERIC(  
      x : positive := 32 
   ); 
   PORT(  
      clk    : IN     std_logic; 
      d      : IN     std_logic_vector (x-1 DOWNTO 0); 
      rst    : IN     std_logic; 
      result : OUT    std_logic_vector (x-1 DOWNTO 0) 
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   ); 
 









ARCHITECTURE struct OF Rebote IS 
 
   -- Internal signal declarations 
   SIGNAL alto : std_logic; 
   SIGNAL q    : std_logic_vector(x-1 DOWNTO 0); 
   SIGNAL q1   : std_logic_vector(x-1 DOWNTO 0); 
   SIGNAL sal  : std_logic; 
  
   -- Component Declarations 
   COMPONENT BD 
   GENERIC ( 
      n : positive 
   ); 
   PORT ( 
      clk   : IN     std_logic ; 
      d     : IN     std_logic_vector (n-1 DOWNTO 0); 
      reset : IN     std_logic ; 
      q     : OUT    std_logic_vector (n-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT BDen 
   GENERIC ( 
      n : positive 
   ); 
   PORT ( 
      clk   : IN     std_logic ; 
      d     : IN     std_logic_vector (n-1 DOWNTO 0); 
      en    : IN     std_logic ; 
      reset : IN     std_logic ; 
      q     : OUT    std_logic_vector (n-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT GeneradorPulso 
   GENERIC ( 
      m : positive := 255; 
      x : positive := 8 
   ); 
   PORT ( 
      clk       : IN     std_logic ; 
      en        : IN     std_logic ; 
      reset     : IN     std_logic ; 
      max_pulse : OUT    std_logic  
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   ); 
   END COMPONENT; 
 
   -- pragma synthesis_off 
   FOR ALL : BD USE ENTITY TFG1.BD; 
   FOR ALL : BDen USE ENTITY TFG1.BDen; 
   FOR ALL : GeneradorPulso USE ENTITY TFG1.GeneradorPulso; 




    
   process (q, q1) 
   begin 
      if (q = q1) then 
        sal <= '1'; 
      else  
         sal <= '0'; 
      end if; 
   end process; 
 
   -- Instance port mappings. 
   I1 : BD 
      GENERIC MAP ( 
         n => x 
      ) 
      PORT MAP ( 
         clk   => clk, 
         d     => d, 
         reset => rst, 
         q     => q 
      ); 
   I2 : BD 
      GENERIC MAP ( 
         n => x 
      ) 
      PORT MAP ( 
         clk   => clk, 
         d     => q, 
         reset => rst, 
         q     => q1 
      ); 
   I0 : BDen 
      GENERIC MAP ( 
         n => x 
      ) 
      PORT MAP ( 
         clk   => clk, 
         d     => q1, 
         en    => alto, 
         reset => rst, 
         q     => result 
      ); 
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   -- Momento en el que asignamos valores a los módulos genéricos 
   I3 : GeneradorPulso 
      GENERIC MAP ( 
         m => 100, 
         x => 7 
      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => sal, 
         reset     => rst, 
         max_pulse => alto 









ENTITY TFG_Tecla_Hex_DE_prueba7seg IS 
   PORT(  
      clk      : IN     std_logic; 
      columnas : IN     std_logic_vector (3 DOWNTO 0); 
      en       : IN     std_logic; 
      rst      : IN     std_logic; 
      anodes   : OUT    std_logic_vector (3 DOWNTO 0); 
      filas    : OUT    std_logic_vector (3 DOWNTO 0); 
      salida   : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
 









ARCHITECTURE struct OF TFG_Tecla_Hex_DE_prueba7seg IS 
   SIGNAL centenas   : std_logic_vector(3 DOWNTO 0); 
   SIGNAL d          : std_logic_vector(15 DOWNTO 0); 
   SIGNAL decenas    : std_logic_vector(3 DOWNTO 0); 
   SIGNAL en2        : std_logic; 
   SIGNAL en3        : std_logic; 
   SIGNAL max_pulse1 : std_logic; 
   SIGNAL millares   : std_logic_vector(3 DOWNTO 0); 
   SIGNAL nuevo      : std_logic; 
   SIGNAL rst1       : std_logic; 
   SIGNAL sal        : std_logic_vector(3 DOWNTO 0); 




   COMPONENT Control_4dsp_7seg 
   PORT ( 
      centenas : IN     std_logic_vector (3 DOWNTO 0); 
      clk      : IN     std_logic ; 
      decenas  : IN     std_logic_vector (3 DOWNTO 0); 
      en       : IN     std_logic ; 
      millares : IN     std_logic_vector (3 DOWNTO 0); 
      rst      : IN     std_logic ; 
      unidades : IN     std_logic_vector (3 DOWNTO 0); 
      anodes   : OUT    std_logic_vector (3 DOWNTO 0); 
      salida   : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT Divisor 
   PORT ( 
      P        : IN     std_logic_vector (15 DOWNTO 0); 
      centenas : OUT    std_logic_vector (3 DOWNTO 0); 
      decenas  : OUT    std_logic_vector (3 DOWNTO 0); 
      millares : OUT    std_logic_vector (3 DOWNTO 0); 
      unidades : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT GeneradorPulso 
   GENERIC ( 
      m : positive := 255; 
      x : positive := 8 
   ); 
   PORT ( 
      clk       : IN     std_logic ; 
      en        : IN     std_logic ; 
      reset     : IN     std_logic ; 
      max_pulse : OUT    std_logic  
   ); 
   END COMPONENT; 
   COMPONENT Registro_desplazador 
   PORT ( 
      clk : IN     std_logic ; 
      dat : IN     std_logic_vector (3 DOWNTO 0); 
      en  : IN     std_logic ; 
      rst : IN     std_logic ; 
      sal : OUT    std_logic_vector (15 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT TFG_Tecla_Hex_DE 
   PORT ( 
      clk      : IN     std_logic ; 
      columnas : IN     std_logic_vector (3 DOWNTO 0); 
      en       : IN     std_logic ; 
      rst      : IN     std_logic ; 
      filas    : OUT    std_logic_vector (3 DOWNTO 0); 
      sal      : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
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   END COMPONENT; 
 
   -- Optional embedded configurations 
   -- pragma synthesis_off 
   FOR ALL : Control_4dsp_7seg USE ENTITY TFG1.Control_4dsp_7seg; 
   FOR ALL : Divisor USE ENTITY TFG1.Divisor; 
   FOR ALL : GeneradorPulso USE ENTITY TFG1.GeneradorPulso; 
   FOR ALL : Registro_desplazador USE ENTITY 
TFG1.Registro_desplazador; 
   FOR ALL : TFG_Tecla_Hex_DE USE ENTITY TFG1.TFG_Tecla_Hex_DE; 
   -- pragma synthesis_on 
 
BEGIN 
   -- Proceso para parar el Contador ubicado en el generador de filar 
y para activar el divisor de frecuencia que controla cuanto tiempo se 
pulsa cada tecla. 
   process(columnas,en) 
   begin 
      if(columnas = "1000" or columnas = "0100" or columnas = "0010" 
or columnas = "0001") then 
         en2 <= '0'; 
         en3 <= '1'; 
         rst1 <= '0'; 
      else 
         en2 <= en;  
         en3 <= '0';  
         rst1 <= '1'; 
      end if; 
   end process; 
 
   -- Instance port mappings. 
   -- Momento en el que asignamos valores a los módulos genéricos 
   I6 : Control_4dsp_7seg 
      PORT MAP ( 
         centenas => centenas, 
         clk      => clk, 
         decenas  => decenas, 
         en       => max_pulse1, 
         millares => millares, 
         rst      => rst, 
         unidades => unidades, 
         anodes   => anodes, 
         salida   => salida 
      ); 
   I3 : Divisor 
      PORT MAP ( 
         P        => d, 
         centenas => centenas, 
         decenas  => decenas, 
         millares => millares, 
         unidades => unidades 
      ); 
   I5 : GeneradorPulso 
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      GENERIC MAP ( 
         m => 10000, 
         x => 14 
      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => en, 
         reset     => rst, 
         max_pulse => max_pulse1 
      ); 
   I1 : GeneradorPulso 
      GENERIC MAP ( 
         m => 15000000, 
         x => 24 
      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => en3, 
         reset     => rst1, 
         max_pulse => nuevo 
      ); 
   I2 : Registro_desplazador 
      PORT MAP ( 
         clk => clk, 
         dat => sal, 
         en  => nuevo, 
         rst => rst, 
         sal => d 
      ); 
   I0 : TFG_Tecla_Hex_DE 
      PORT MAP ( 
         clk      => clk, 
         columnas => columnas, 
         en       => en2, 
         rst      => rst, 
         filas    => filas, 
         sal      => sal 










ENTITY TFG_Tecla_Hex_DE_prueba7seg IS 
   PORT(  
      clk      : IN     std_logic; 
      columnas : IN     std_logic_vector (3 DOWNTO 0); 
      en       : IN     std_logic; 
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      rst      : IN     std_logic; 
      anodes   : OUT    std_logic_vector (3 DOWNTO 0); 
      filas    : OUT    std_logic_vector (3 DOWNTO 0); 
      salida   : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
 








ARCHITECTURE struct OF TFG_Tecla_Hex_DE_prueba7seg IS 
   SIGNAL centenas   : std_logic_vector(3 DOWNTO 0); 
   SIGNAL d          : std_logic_vector(15 DOWNTO 0); 
   SIGNAL decenas    : std_logic_vector(3 DOWNTO 0); 
   SIGNAL en2        : std_logic; 
   SIGNAL en3        : std_logic; 
   SIGNAL max_pulse1 : std_logic; 
   SIGNAL millares   : std_logic_vector(3 DOWNTO 0); 
   SIGNAL nuevo      : std_logic; 
   SIGNAL rst1       : std_logic; 
   SIGNAL sal        : std_logic_vector(3 DOWNTO 0); 
   SIGNAL unidades   : std_logic_vector(3 DOWNTO 0); 
 
   COMPONENT Control_4dsp_7seg 
   PORT ( 
      centenas : IN     std_logic_vector (3 DOWNTO 0); 
      clk      : IN     std_logic ; 
      decenas  : IN     std_logic_vector (3 DOWNTO 0); 
      en       : IN     std_logic ; 
      millares : IN     std_logic_vector (3 DOWNTO 0); 
      rst      : IN     std_logic ; 
      unidades : IN     std_logic_vector (3 DOWNTO 0); 
      anodes   : OUT    std_logic_vector (3 DOWNTO 0); 
      salida   : OUT    std_logic_vector (6 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT Divisor 
   PORT ( 
      P        : IN     std_logic_vector (15 DOWNTO 0); 
      centenas : OUT    std_logic_vector (3 DOWNTO 0); 
      decenas  : OUT    std_logic_vector (3 DOWNTO 0); 
      millares : OUT    std_logic_vector (3 DOWNTO 0); 
      unidades : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT GeneradorPulso 
   GENERIC ( 
      m : positive := 255; 
      x : positive := 8 
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   ); 
   PORT ( 
      clk       : IN     std_logic ; 
      en        : IN     std_logic ; 
      reset     : IN     std_logic ; 
      max_pulse : OUT    std_logic  
   ); 
   END COMPONENT; 
   -- Momento en el que asignamos valores a los módulos genéricos 
   COMPONENT Registro_desplazadorV2 
   GENERIC ( 
      n : positive := 4; 
      m : positive := 16 
   ); 
   PORT ( 
      clk     : IN     std_logic ; 
      dataIn  : IN     std_logic_vector (n-1 DOWNTO 0); 
      en      : IN     std_logic ; 
      rst     : IN     std_logic ; 
      dataOut : OUT    std_logic_vector (m-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT TFG_Tecla_Hex_DE 
   PORT ( 
      clk      : IN     std_logic ; 
      columnas : IN     std_logic_vector (3 DOWNTO 0); 
      en       : IN     std_logic ; 
      rst      : IN     std_logic ; 
      filas    : OUT    std_logic_vector (3 DOWNTO 0); 
      sal      : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
   END COMPONENT; 
 
   -- Optional embedded configurations 
   -- pragma synthesis_off 
   FOR ALL : Control_4dsp_7seg USE ENTITY TFG1.Control_4dsp_7seg; 
   FOR ALL : Divisor USE ENTITY TFG1.Divisor; 
   FOR ALL : GeneradorPulso USE ENTITY TFG1.GeneradorPulso; 
   FOR ALL : Registro_desplazadorV2 USE ENTITY 
TFG1.Registro_desplazadorV2; 
   FOR ALL : TFG_Tecla_Hex_DE USE ENTITY TFG1.TFG_Tecla_Hex_DE; 
   -- pragma synthesis_on 
 
BEGIN 
   process(columnas,en) 
   begin 
      if(columnas = "1000" or columnas = "0100" or columnas = "0010" 
or columnas = "0001") then 
         en2 <= '0'; 
         en3 <= '1'; 
         rst1 <= '0'; 
      else 
         en2 <= en;  
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         en3 <= '0';  
         rst1 <= '1'; 
      end if; 
   end process; 
 
   -- Instance port mappings. 
   I6 : Control_4dsp_7seg 
      PORT MAP ( 
         centenas => centenas, 
         clk      => clk, 
         decenas  => decenas, 
         en       => max_pulse1, 
         millares => millares, 
         rst      => rst, 
         unidades => unidades, 
         anodes   => anodes, 
         salida   => salida 
      ); 
   I3 : Divisor 
      PORT MAP ( 
         P        => d, 
         centenas => centenas, 
         decenas  => decenas, 
         millares => millares, 
         unidades => unidades 
      ); 
   I5 : GeneradorPulso 
      GENERIC MAP ( 
         m => 10000, 
         x => 14 
      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => en, 
         reset     => rst, 
         max_pulse => max_pulse1 
      ); 
   I1 : GeneradorPulso 
      GENERIC MAP ( 
         m => 15000000, 
         x => 24 
      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => en3, 
         reset     => rst1, 
         max_pulse => nuevo 
      ); 
   I2 : Registro_desplazadorV2 
      GENERIC MAP ( 
         n => 4, 
         m => 16 
      ) 
85 
 
      PORT MAP ( 
         clk     => clk, 
         dataIn  => sal, 
         en      => nuevo, 
         rst     => rst, 
         dataOut => d 
      ); 
   I0 : TFG_Tecla_Hex_DE 
      PORT MAP ( 
         clk      => clk, 
         columnas => columnas, 
         en       => en2, 
         rst      => rst, 
         filas    => filas, 
         sal      => sal 




8.2.9. Pantalla LCD 






ENTITY TFG_LCD IS 
   PORT(  
      clk     : IN     std_logic; 
      dataIn  : IN     std_logic_vector (7 DOWNTO 0); 
      newData : IN     std_logic; 
      rst     : IN     std_logic; 
      dataOut : OUT    std_logic_vector (3 DOWNTO 0); 
      e       : OUT    std_logic; 
      rs      : OUT    std_logic 












ARCHITECTURE struct OF TFG_LCD IS 
   type control is (retrasoInicial, p3, s3,t3,p2,funset, dispControl, 
clear, modeSet, returnHome, espera, enviar, enviar2, envioPalta, 
envioPbaja, envio1, envio2, envio3); -- Declaración de los estados 
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   signal estadoAct : control; 
   signal i : integer range 0 to 5000000; 
BEGIN      
  process (clk, rst) 
    variable estadoSig : control := retrasoInicial; -- Estado 
siguiente 
    variable estadoAux : control := retrasoInicial; -- Estado auxiliar 
    variable datos : std_logic_vector(7 downto 0); 
    variable contChar : integer range 0 to 32 := 0; 
    variable aux : integer range 0 to 1 := 0; 
  begin 
    if rst = '1' then              
        estadoAct <= retrasoInicial; 
        i <= 0; 
    elsif (clk'event and clk = '1') then       
        case estadoAct is 
     -- El primer estado es una espera de 50 ms  
          when retrasoInicial => 
            if i = 5000000 then 
              e <= '0'; 
              rs <= '0'; 
              estadoAct <= p3; 
              i <= 0; 
              aux := 0; 
            else 
              i <= i + 1; 
            end if; 
          -- Enviamos un 0x03         
          when p3 => 
            estadoAct <= envioPalta; 
            estadoAux := s3; 
            datos := "00000011"; 
          -- Enviamos un 0x03         
          when s3 => 
            if i = 500000 then 
              estadoAct <= envioPalta; 
              estadoAux := t3; 
              datos := "00000011"; 
              i <= 0; 
            else 
              i <= i + 1; 
            end if; 
          -- Enviamos un 0x03                    
          when t3 => 
            if i = 500000 then 
              estadoAct <= envioPalta; 
              estadoAux := p2; 
              datos := "00000011"; 
              i <= 0; 
            else 
              i <= i + 1; 
            end if; 
          -- Enviamos un 0x02            
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          when p2 => 
            if i = 15000 then 
              estadoAct <= envioPalta; 
              estadoAux := funset; 
              datos := "00000010"; 
              i <= 0; 
            else 
              i <= i + 1; 
            end if; 
          -- Enviamos la función de configuración                    
          when funset => 
            estadoAct <= envioPalta; 
            estadoAux := dispControl; 
            datos := "00101000"; 
          -- Enviamos el controlador del diplay                 
          when dispControl => 
            estadoAct <= envioPalta; 
            estadoAux := clear; 
            datos := "00001100"; 
          -- Limpiamos la pantalla         
          when clear => 
            estadoAct <= envioPalta; 
            datos := "00000001"; 
            contChar := 0; 
  -- Sí el estado anterior es dispControl el siguiente estado 
será modeSet, en caso de qué se llegará a introducir 32 caracteres se 
limpiaría la pantalla. 
            if aux = 0 then 
              estadoAux := modeSet; 
            else 
              estadoAux := enviar2; 
            end if; 
          -- Configuramos el cursor            
          when modeSet => 
            if i = 200000 then 
              estadoAct <= envioPalta; 
              estadoAux := returnHome; 
              datos := "00000110"; 
              i <= 0; 
            else 
              i <= i + 1; 
            end if; 
          -- Situamos el cursor al principio            
          when returnHome => 
            estadoAct <= envioPalta; 
            estadoAux := espera; 
            datos := "00000010"; 
          -- Espera de 2000 us         
          when espera => 
            if i = 200000 then 
              estadoAct <= enviar; 
              datos := "00000000"; 
              i <= 0; 
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            else 
              i <= i + 1; 
            end if; 
          -- En este estado permaneceremos mientras no haya datos que 
enviar.            
          when enviar => 
            if newData = '1' then                    
              if contChar = 16 then 
                estadoAct <= envioPalta; 
                estadoAux := enviar2; 
                datos := "11000000"; 
                aux := 0; 
              elsif contChar = 32 then 
                estadoAct <= clear; 
                aux := 1; 
              else 
                rs <= '1'; 
                estadoAct <= envioPalta; 
                estadoAux := enviar; 
                datos := dataIn;                         
              end if; 
              contChar := contChar + 1; 
            else 
              estadoAct <= enviar; 
              rs <= '0'; 
            end if; 
          -- En este estado iremos cuando se tenga que cambiar de 
línea         
          when enviar2 => 
            if aux = 1 then 
              if i = 2000000 then 
                rs <= '1'; 
                estadoAct <= envioPalta; 
                estadoAux := enviar; 
                datos := dataIn; 
                i <= 0; 
              else 
                i <= i + 1; 
              end if; 
            else 
              rs <= '1'; 
              estadoAct <= envioPalta; 
              estadoAux := enviar; 
              datos := dataIn; 
            end if; 
    -- Estado para enviar la parte alta de cada palabra 
          when envioPalta => 
            dataOut <= datos(7 downto 4); 
            estadoAct <= envio1; 
            estadoSig := envioPbaja; 
          -- Estado para enviar la parte baja de cada palabra            
          when envioPbaja => 
            dataOut <= datos(3 downto 0); 
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            estadoAct <= envio1; 
            estadoSig := estadoAux; 
                      
          -- Los tres estados siguientes son para activar y desactivar 
la señal E 
    when envio1 => 
            e <= '0'; 
            if i = 100 then 
              estadoAct <= envio2; 
              i <= 0; 
            else 
              i <= i + 1; 
            end if; 
          
          when envio2 => 
            e <= '1'; 
            if i = 100 then 
              estadoAct <= envio3; 
              i <= 0; 
            else 
              i <= i + 1; 
            end if; 
            
          when envio3 => 
            e <= '0'; 
            if i = 10000 then 
              estadoAct <= estadoSig; 
              i <= 0; 
            else 
              i <= i + 1; 
            end if; 
        end case;    
      end if; 
    end if; 









ENTITY TFG_LCD_sim IS 
 










ARCHITECTURE struct OF TFG_LCD_sim IS 
 
   SIGNAL clk     : std_logic; 
   SIGNAL dataIn  : std_logic_vector(7 DOWNTO 0); 
   SIGNAL dataOut : std_logic_vector(3 DOWNTO 0); 
   SIGNAL e       : std_logic; 
   SIGNAL newData : std_logic; 
   SIGNAL rs      : std_logic; 
   SIGNAL rst     : std_logic; 
 
   COMPONENT TFG_LCD 
   PORT ( 
      clk     : IN     std_logic ; 
      dataIn  : IN     std_logic_vector (7 DOWNTO 0); 
      newData : IN     std_logic ; 
      rst     : IN     std_logic ; 
      dataOut : OUT    std_logic_vector (3 DOWNTO 0); 
      e       : OUT    std_logic ; 
      rs      : OUT    std_logic  
   ); 
   END COMPONENT; 
   FOR ALL : TFG_LCD USE ENTITY TFG1.TFG_LCD; 
 
BEGIN    
   process 
   begin  
      clk <= '0', '1' after 1 ns; 
      wait for 2 ns; 
   end process; 
    
   rst <= '1', '0' after 10 ns; 
    
   dataIn <= "00000000", "00110000" after 12220 ns, "00110001" after 
12540 ns, "00110010" after 12960 ns; 
   newData <= '0', '1' after 12220 ns, '0' after 12222 ns, '1' after 
12540 ns, '0' after 12542 ns, '1' after 12960 ns, '0' after 12962 ns; 
 
   I0 : TFG_LCD 
      PORT MAP ( 
         clk     => clk, 
         dataIn  => dataIn, 
         newData => newData, 
         rst     => rst, 
         dataOut => dataOut, 
         e       => e, 
         rs      => rs 








8.2.9.3. Implementación de diseño 





ENTITY TFG_LCD_pruebaInput IS 
   PORT(  
      clk     : IN     std_logic; 
      dataIn  : IN     std_logic_vector (7 DOWNTO 0); 
      newData : IN     std_logic; 
      rst     : IN     std_logic; 
      dataOut : OUT    std_logic_vector (3 DOWNTO 0); 
      e       : OUT    std_logic; 
      rs      : OUT    std_logic 
   ); 
 








ARCHITECTURE struct OF TFG_LCD_pruebaInput IS 
   SIGNAL max_pulse : std_logic; 
   COMPONENT GeneradorPulso 
   GENERIC ( 
      m : positive := 255; 
      x : positive := 8 
   ); 
   PORT ( 
      clk       : IN     std_logic ; 
      en        : IN     std_logic ; 
      reset     : IN     std_logic ; 
      max_pulse : OUT    std_logic  
   ); 
   END COMPONENT; 
   COMPONENT TFG_LCD 
   PORT ( 
      clk     : IN     std_logic ; 
      dataIn  : IN     std_logic_vector (7 DOWNTO 0); 
      newData : IN     std_logic ; 
      rst     : IN     std_logic ; 
      dataOut : OUT    std_logic_vector (3 DOWNTO 0); 
      e       : OUT    std_logic ; 
      rs      : OUT    std_logic  
   ); 




   -- Optional embedded configurations 
   -- pragma synthesis_off 
   FOR ALL : GeneradorPulso USE ENTITY TFG1.GeneradorPulso; 
   FOR ALL : TFG_LCD USE ENTITY TFG1.TFG_LCD; 
   -- pragma synthesis_on 
 
BEGIN 
   -- Instance port mappings. 
   I1 : GeneradorPulso 
      GENERIC MAP ( 
         m => 50000000, 
         x => 26 
      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => newData, 
         reset     => rst, 
         max_pulse => max_pulse 
      ); 
   I0 : TFG_LCD 
      PORT MAP ( 
         clk     => clk, 
         dataIn  => dataIn, 
         newData => max_pulse, 
         rst     => rst, 
         dataOut => dataOut, 
         e       => e, 
         rs      => rs 









ENTITY TFG_LCD_pruebaCont IS 
   PORT(  
      clk     : IN     std_logic; 
      en      : IN     std_logic; 
      rst     : IN     std_logic; 
      dataOut : OUT    std_logic_vector (3 DOWNTO 0); 
      e       : OUT    std_logic; 
      rs      : OUT    std_logic 
   ); 
 










ARCHITECTURE struct OF TFG_LCD_pruebaCont IS 
 
   SIGNAL dataIn    : std_logic_vector(3 DOWNTO 0); 
   SIGNAL max_pulse : std_logic; 
   SIGNAL num       : std_logic_vector(7 DOWNTO 0); 
   SIGNAL q         : std_logic; 
 
   COMPONENT BD1 
   PORT ( 
      clk : IN     std_logic ; 
      d   : IN     std_logic ; 
      rst : IN     std_logic ; 
      q   : OUT    std_logic  
   ); 
   END COMPONENT; 
   COMPONENT Count 
   GENERIC ( 
      x : positive := 8; 
      m : positive := 255 
   ); 
   PORT ( 
      clk : IN     std_logic ; 
      en  : IN     std_logic ; 
      rst : IN     std_logic ; 
      sal : OUT    std_logic_vector (x-1 DOWNTO 0) 
   ); 
   END COMPONENT; 
   COMPONENT GeneradorPulso 
   GENERIC ( 
      m : positive := 255; 
      x : positive := 8 
   ); 
   PORT ( 
      clk       : IN     std_logic ; 
      en        : IN     std_logic ; 
      reset     : IN     std_logic ; 
      max_pulse : OUT    std_logic  
   ); 
   END COMPONENT; 
   COMPONENT TFG_LCD 
   PORT ( 
      clk     : IN     std_logic ; 
      dataIn  : IN     std_logic_vector (7 DOWNTO 0); 
      newData : IN     std_logic ; 
      rst     : IN     std_logic ; 
      dataOut : OUT    std_logic_vector (3 DOWNTO 0); 
      e       : OUT    std_logic ; 
      rs      : OUT    std_logic  
   ); 




   -- Optional embedded configurations 
   -- pragma synthesis_off 
   FOR ALL : BD1 USE ENTITY TFG1.BD1; 
   FOR ALL : Count USE ENTITY TFG1.Count; 
   FOR ALL : GeneradorPulso USE ENTITY TFG1.GeneradorPulso; 
   FOR ALL : TFG_LCD USE ENTITY TFG1.TFG_LCD; 
   -- pragma synthesis_on 
 
 
BEGIN    
   with dataIn select 
      num <= "00110000" when "0000", --0 
             "00110001" when "0001", --1 
             "00110010" when "0010", --2 
             "00110011" when "0011", --3 
             "00110100" when "0100", --4 
             "00110101" when "0101", --5 
             "00110110" when "0110", --6 
             "00110111" when "0111", --7 
             "00111000" when "1000", --8 
             "00111001" when "1001", --9 
             "01000001" when "1010", --A 
             "01000010" when "1011", --B 
             "01000011" when "1100", --C 
             "01000100" when "1101", --D 
             "01000101" when "1110", --E 
             "01000110" when "1111", --F 
             "00100000" when others; 
 
   -- Instance port mappings. 
   I3 : BD1 
      PORT MAP ( 
         clk => clk, 
         d   => max_pulse, 
         rst => rst, 
         q   => q 
      ); 
   I2 : Count 
      GENERIC MAP ( 
         x => 4, 
         m => 10 
      ) 
      PORT MAP ( 
         clk => clk, 
         en  => max_pulse, 
         rst => rst, 
         sal => dataIn 
      ); 
   I1 : GeneradorPulso 
      GENERIC MAP ( 
         m => 50000000, 
         x => 26 
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      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => en, 
         reset     => rst, 
         max_pulse => max_pulse 
      ); 
   I0 : TFG_LCD 
      PORT MAP ( 
         clk     => clk, 
         dataIn  => num, 
         newData => q, 
         rst     => rst, 
         dataOut => dataOut, 
         e       => e, 
         rs      => rs 









ENTITY TFG_LCD_pruebaHex IS 
   PORT(  
      P1      : IN     std_logic_vector (3 DOWNTO 0); 
      clk     : IN     std_logic; 
      en      : IN     std_logic; 
      rst     : IN     std_logic; 
      P0      : OUT    std_logic_vector (3 DOWNTO 0); 
      dataOut : OUT    std_logic_vector (3 DOWNTO 0); 
      e       : OUT    std_logic; 
      rs      : OUT    std_logic 
   ); 
 








ARCHITECTURE struct OF TFG_LCD_pruebaHex IS 
   SIGNAL dataIn     : std_logic_vector(3 DOWNTO 0); 
   SIGNAL en2        : std_logic; 
   SIGNAL en3        : std_logic; 
   SIGNAL max_pulse1 : std_logic; 
   SIGNAL num        : std_logic_vector(7 DOWNTO 0); 




   COMPONENT GeneradorPulso 
   GENERIC ( 
      m : positive := 255; 
      x : positive := 8 
   ); 
   PORT ( 
      clk       : IN     std_logic ; 
      en        : IN     std_logic ; 
      reset     : IN     std_logic ; 
      max_pulse : OUT    std_logic  
   ); 
   END COMPONENT; 
   COMPONENT TFG_LCD 
   PORT ( 
      clk     : IN     std_logic ; 
      dataIn  : IN     std_logic_vector (7 DOWNTO 0); 
      newData : IN     std_logic ; 
      rst     : IN     std_logic ; 
      dataOut : OUT    std_logic_vector (3 DOWNTO 0); 
      e       : OUT    std_logic ; 
      rs      : OUT    std_logic  
   ); 
   END COMPONENT; 
   COMPONENT TFG_Tecla_Hex_DE 
   PORT ( 
      P1  : IN     std_logic_vector (3 DOWNTO 0); 
      clk : IN     std_logic ; 
      en  : IN     std_logic ; 
      rst : IN     std_logic ; 
      P0  : OUT    std_logic_vector (3 DOWNTO 0); 
      sal : OUT    std_logic_vector (3 DOWNTO 0) 
   ); 
   END COMPONENT; 
   -- pragma synthesis_off 
   FOR ALL : GeneradorPulso USE ENTITY TFG1.GeneradorPulso; 
   FOR ALL : TFG_LCD USE ENTITY TFG1.TFG_LCD; 
   FOR ALL : TFG_Tecla_Hex_DE USE ENTITY TFG1.TFG_Tecla_Hex_DE; 
   -- pragma synthesis_on 
 
BEGIN 
   process(P1,en) 
   begin 
      if(P1 = "1000" or P1 = "0100" or P1 = "0010" or P1 = "0001") 
then 
         en2 <= '0'; 
         en3 <= '1'; 
         rst1 <= '0'; 
      else 
         en2 <= en;  
         en3 <= '0';  
         rst1 <= '1'; 
      end if; 
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   end process; 
 
   with dataIn select 
      num <= "00110000" when "0000", --0 
                 "00110001" when "0001", --1 
                 "00110010" when "0010", --2 
                 "00110011" when "0011", --3 
                 "00110100" when "0100", --4 
                 "00110101" when "0101", --5 
                 "00110110" when "0110", --6 
                 "00110111" when "0111", --7 
                 "00111000" when "1000", --8 
                 "00111001" when "1001", --9 
                 "01000001" when "1010", --A 
                 "01000010" when "1011", --B 
                 "01000011" when "1100", --C 
                 "01000100" when "1101", --D 
                 "01000101" when "1110", --E 
                 "01000110" when "1111", --F 
                 "00100000" when others; 
   -- Instance port mappings. 
   I2 : GeneradorPulso 
      GENERIC MAP ( 
         m => 12500000, 
         x => 24 
      ) 
      PORT MAP ( 
         clk       => clk, 
         en        => en3, 
         reset     => rst1, 
         max_pulse => max_pulse1 
      ); 
   I0 : TFG_LCD 
      PORT MAP ( 
         clk     => clk, 
         dataIn  => num, 
         newData => max_pulse1, 
         rst     => rst, 
         dataOut => dataOut, 
         e       => e, 
         rs      => rs 
      ); 
   I1 : TFG_Tecla_Hex_DE 
      PORT MAP ( 
         P1  => P1, 
         clk => clk, 
         en  => en2, 
         rst => rst, 
         P0  => P0, 
         sal => dataIn 
      ); 
 
END struct;   
