Recent work has shown that the outputs of convolutional neural networks become Gaussian process (GP) distributed when we take the number of channels to infinity. In principle, these infinite networks should perform very well, both because they allow for exact Bayesian inference, and because widening networks is generally thought to improve (or at least not diminish) performance. However, Bayesian infinite networks perform poorly in comparison to finite networks, and our goal here is to explain this discrepancy. We note that the high-level representation induced by an infinite network has very little flexibility; it depends only on network hyperparameters such as depth, and as such cannot learn a good high-level representation of data. In contrast, finite networks correspond to a rich prior over high-level representations, corresponding to kernel hyperparameters. We analyse this flexibility from the perspective of the prior (looking at the structured prior covariance of the top-level kernel), and from the perspective of the posterior, showing that the representation in a learned, finite deep linear network slowly transitions from the kernel induced by the inputs towards the kernel induced by the outputs, both for gradient descent, and for Langevin sampling. Finally, we explore representation learning in deep, convolutional, nonlinear networks, showing that learned representations differ dramatically from the corresponding infinite network.
Our hypothesis is that the poor performance of Bayesian infinite networks arises because the toplayer representation (equivalent to the kernel), is fixed by the network hyperparameters, and thus cannot be learned from data. This breaks many of our key intuitions about why deep networks are effective. For instance in transfer learning we use a large-scale task such as ImageNet to a learn a good high-level representation, then apply this representation to other tasks where less data is available. However, transfer learning is impossible in Bayesian neural networks, because the top-1 RESULTS
TOY EXAMPLE
In the introduction, we noted that infinite Bayesian networks perform worse than standard neural networks trained using stochastic gradient descent. Thus, as we make finite neural networks wider, there should be some point at which performance begins to degrade. We considered a simple, twolayer, fully-connected linear network with the full set of 20 4-dimensional inputs denoted X, hidden unit activations denoted H, and 10-dimensional outputs denoted Y,
where Ξ is IID standard Gaussian noise, W is the input-to-hidden weight matrix and V is the hidden-to-output weight matrix, whose columns, w µ and v ν are generated IID from,
and where the variance of the weights is normalised by the number of inputs to that layer, X for the 4-dimensional input, and N for the width of the hidden layer.
In the first example ( Fig. 1 left) , we generated targets for supervised learning using a second neural network with weights generated as described above, and H gen ∈ {1, 2, 4} hidden units. We evaluated the Bayesian model-evidence for networks with many different numbers of hidden units (x-axis). Bayesian reasoning would suggest that the model evidence for the true model (i.e. with a matched number of hidden units) should be higher than the model evidence for any other model, as indeed we found ( Fig. 1 top left) , and these patterns held true for the predictive probability, or equivalently test performance ( Fig. 1 bottom left) . While these results give an example where smaller networks perform better, they do not necessarily help us to understand the behaviour of neural networks on real datasets, where the true generative process for the data is not known, and is certaintly not in our model class. As such, we considered two further examples where the neural network generating the targets lay outside of our model class. First, we first used the same neural network to generate the targets (with H gen = 4), but multiplying the inputs by 100 ( Fig. 1 middle) . Second, we modified the inputs by zeroing-out all but the first input unit (Fig. 1 right) . In both of these experiments, there was an optimium number of hidden units, after which performance degraded as more hidden units were included.
To understand why this might be the case, it is insightful to consider the methods we used to evaluate the model evidence and generate these results. In particular, note that conditioned on H, the output Figure 1 : A toy fully-connected, two-layer Bayesian linear network showing situations in which smaller networks perform better than larger networks. Left: training data generated from the prior with H gen hidden units. Middle: training data generated from the prior with H gen = 4 but where we scale-up the inputs by a factor of 100. Right: training data generated from the prior with H gen = 4, but where we zero-out all but the first input dimension. Top: Bayesian model evidence. Bottom: predictive log-probability, or equivalently test-error. for any given channel, y ν , is IID and depends only on the corresponding column of the output weights, v ν ,
Thus, we can integrate over the output weights, v ν , to obtain a distribution over Y conditioned on H,
which is the classical Gaussian process representation of Bayesian linear regression (Rasmussen & Williams, 2006) . Remembering that the hidden activities, H, is a deterministic function of the weights, W, and inputs, X, we can write this distribution as,
Thus, the first-layer weights, W, act as kernel hyperparameters in a Gaussian process: they control the covariance of the outputs, y ν . To evaluate the model evidence we need to integrate over W,
and we estimate this integral by drawing 64, 000 samples from the prior, P (W). Importantly, while W provides flexibility in the kernel in finite networks, this flexibility gradually disappears as we consider larger networks. In particular,
Therefore, in this limit, the distribution over Y converges to,
This is exactly the distribution we would expect from Bayesian linear regression in a one-layer network. Thus, by taking the infinite limit, we have eliminated the additional flexibility afforded by the two-layer network, and we can see that the superior performance of smaller networks in Fig. 1 emerges because they give additional flexibility in the covariance of the outputs, which gradually disappears as network size increases.
KERNEL REPRESENTATIONS FOR FINITE NETWORKS
In the previous section, we considered the simplest networks in which these phenomena emerge: a two-layer, linear network. In this section, we setup a finite deep nonlinear network and show that activity flowing through this network can be understood entirely in terms of kernel matricies.
Consider a single layer within a fully-connected network, where the activity at the previous layer, H −1 , corresponding to a batch containing all inputs, is multiplied by a weight matrix, W , to give activations, A . This activation matrix, A is multiplied by another matrix, M , to give an updated activation matrix, A . Critically, this multiplication leaves the representation unchanged ( Fig. 2) : M simply helps to ensure that we can exactly compute the kernel in nonlinear finite networks (see below). Finally, the activations, A , are passed through a non-linearity, φ, to give the activity at this layer, H ,
where,
In a standard neural network, we would set M = I, such that A = A and M = N . For a fully-connected network, the columns of W , denoted w µ are generated IID from a Gaussian distribution,
where the normalization constants, 1/N −1 , ensures that activations remain normalized.
We now define the activation kernel and activity kernel,
where the kernels for A and A are equivalent, as we always use M for which M M T = I. The only remaining object is the covariance, J . As each channel (column) of the activations is a linear function of the corresponding channel of the weights, a λ = H −1 w λ , the activations are Gaussian and IID conditioned on the activity at the previous layer,
with covariance J . For a fully connected network, the covariance, J , is equal to the previous layer's activity-kernel, L ,
but the relationship is more complex in convolutional architectures (Garriga-Alonso et al., 2019; Novak et al., 2019 ) (Appendix A.2).
In order to work entirely in the kernel domain, we need to be able to transform L −1 to J to K , and back to L (Fig. 2 ). The first transformation, from the activity kernel at the previous layer, L −1 , to the covariance, J is described above. To perform the next transformation, from the covariance, J , to the activity kernel, K , we sample activations, A , from a Gaussian with covariance J (Eq. 13), then directly compute the activation kernel from the activations (Eq. 12). Both of these transformations can be performed in either finite or infinite networks. However, the key difficulty comes when we try to transform the activation kernel, K , into the activity kernel, L , in finite (15) However, to compute L for nonlinear networks, we need the activations, P (A |K ) to be Gaussian distributed, so that we can apply results from Cho & Saul (2009) . In a standard finite network, where we take M = I, the distribution P (A |K ) cannot be Gaussian, as the activations are constrained to K = 1 M A A T . This is the reason we require M : if we allow M to be Gaussian distributed,
and take the limit of M → ∞,
then we simultaneously have Gaussian P (A |K ), and we have left the activation kernel unchanged, K = 1 M A A T . As this network alternates between finite N and infinite M layers, we call it a finite-infinite network.
DEEP NEURAL NETWORKS AS DEEP GAUSSIAN PROCESSES
Given the above setup, we can see that even a finite network with M = I is a deep Gaussian process. In particular, in a deep Gaussian process, the activations at layer , denoted A , consist of N IID channels that are Gaussian-process distributed (Eq. 13), with a kernel/covariance determined by the activations at the previous layer. For a fully connected network,
The relationship between finite neural networks and Deep GPs is worth noting, because the same intuition, of the lower-layers shaping the top-layer kernel, arises in both senarios (e.g. Bui et al., 2016) , and because there is potential for applying GP inference methods for neural networks, and vice versa.
KERNEL FLEXIBILITY: PRIOR VIEWPOINT: ANALYTICAL
We can analyse how flexibility in the kernel emerges, by looking at the variability (i.e. the variance and covariance) of J , K and L . In the appendix, we derive recursive updates for deep, linear, convolutional networks,
C L ir,jr , L ku,lu |L 0 = C K ir,jr , K ku,lu |L 0
where, 19d) and where i, j, k and l index datapoints, whereas r and u index spatial locations, and where fully connected networks are a special case where there is only one spatial location in the inputs and hidden layers.
For fully connected networks, this expression predicts that the variance of the kernel is proportional to the depth (including the last layer; L + 1) and inversely proportional to the width, N ,
This expression is so simple because, for a fully-connected linear network, the expected covariance at each layer is the same. For more nonlinear, convolutional or locally-connected networks the covariance is still proportional to N , but the depth-dependence becomes more complex, as the covariance changes as it propagates through layers.
KERNEL FLEXIBILITY: PRIOR VIEWPOINT: EXPERIMENTAL
To check the validity of these expressions, we sampled 10,000 neural networks from the prior, and evaluated the variance of the kernel for a single input ( Fig. 3) . These inputs were either spatially unstructured (i.e. white noise), or spatially structured, in which case the inputs were the same across the whole image. For fully connected networks, we confirmed that the variance of the kernel is proportional to the depth including the last layer, L + 1, and inversely proportional to width, N ( Fig. 3A ). For locally connected networks, we found that structured and unstructured inputs gave the same kernel variance, which is expected as any spatial structured is destroyed after the first layer ( Fig. 3B ). Further, for convolutional networks with structured input, the variance of the kernel was proportional to network depth ( Fig. 3C bottom) , but whenever that spatial structure was absent, either because it was absent in the inputs or because it was eliminated by an LCN (Fig. 3BC bottom) the variance of the kernel was almost constant with depth (see Appendix A.2.1). The large decrease in kernel flexibility for locally connected networks might be one reason behind the result in Novak et al. (2019) that locally connected networks have performance that is very similar to an infinitewidth network, in which all flexibility has been eliminated. Finally, as the spatial input size, S, increases, for convolutional networks with spatially structured inputs, the variance of the kernel is constant, whereas for locally connected or spatially unstructured inputs, the variance falls ( Fig. 3D ).
KERNEL FLEXIBILITY: POSTERIOR VIEWPOINT: ANALYTICAL
An alternative approach to understanding flexibility in finite neural networks is to consider the posterior viewpoint: how learning shapes top-level representations. To obtain analytical insights, we considered maximum a-posteriori and sampling based inference in a deep, fully-connected, linear network. In both cases, we found that learned neural networks shift the representation from being close to the input kernel, defined by,
to being close the output kernel, defined by,
In particular, under MAP inference, the shape of the kernel smoothly transitions from the input to the output kernel (Appendix B.2),
where N < is the geometric average of the width in layers + 1 to L + 1, and N ≤ is the geometric average of the width in layers 1 to . Thus, the kernels (and the underlying weights) at each layer can be made arbitrarily large or small by changing the width, despite the prior distribution being chosen specifically to ensure that the scale of the kernels was invariant to network width. This is an issue Figure 3 : The variance of the kernel for linear, fully connected and convolutional networks, with spatially structured and unstructured inputs. The dashed lines in all plots display the theoretical approximation (Eq. 19) which is valid when the width is much greater than the number of layers. The solid lines display the empirical variance of the kernel from 10,000 simulations. A The variance of the kernel for fully connected networks, plotted against network width, N , for shallow (blue; L + 1 = 1), and deep (orange; L + 1 = 16) networks (top) and plotted against network depth, L + 1, for narrow (green; N = 64) and wide (red; N = 1024) networks. B The variance of the kernel for locally connected networks with spatially structured and unstructured inputs, plotted against the number of channels, N , and against network depth, L + 1. Note that the structured line lies underneath the unstructured line. The inputs are 1-dimensional with S = 32 spatial locations, and 100 input channels. C As in B, but for convolutional networks. D The variance of the kernel as a function of the input spatial size, S, for deep (L + 1 = 16) LCNs (top) and CNNs (bottom) with spatially strutured and unstructured inputs.
inherent to the use of MAP inference, which often finds modes that give a poor characterisation of the Bayesian posterior. In contrast, if we sample the weights using Langevin sampling (Appendix C), and set all the intermediate weights, from N 1 to N L to N , then we get a similar recusion,
but where the top-layer representation, K L depends on the ratio between the network width, N , and the number of output units, Y = N L+1 . In particular, if Y = N , then we get a relationship very similar to that for MAP inference,
However, as the network width grows very large, the prior begins to dominate, and the posterior becomes dominated by the prior,
as K L = K 0 . Finally, if the network width is small in comparison to the number of units,
as the top-layer kernel converges to the output, K L = K L+1 .
KERNEL FLEXIBILITY: POSTERIOR VIEWPOINT: EMPIRICAL
The above results suggest that finite neural networks perform well by giving flexibility to interpolate between the input kernel and output kernel. To see how this happens in real neural networks, we considered a 34-layer ResNet without batchnorm corresponding to the infinite network in Garriga-Alonso et al. (2019) trained on CIFAR-10. We began by computing the correlation between elements of the finite and infinite kernel ( Fig. 4A top) as we go through network layers (x-axis), and as we go through training (blue lines). As expected, the randomly initialized, untrained network retains a high correlation with the infinite kernel at all layers, though the correlation is somewhat smaller for higher layers, as there have been more opportunities for discrepancies to build up. However, for trained networks, this correspondence between the finite and infinite networks is far weaker: even at the first layer, the correlation is only around 0.5, and as we go through layers, the correlation decreases to almost zero. To understand whether this decrease in correlation indicated that the kernels were being actively shaped, we computed the correlation between the kernel for the finite network and the output kernel, defined by taking the inner product of vectors representing the one-hot class labels ( Fig. 4A  bottom) . We found that while the correlation for the untrained network decreased across layers, training gives strong positive correlations with the output kernel, and these correlations increase as we move through network layers. While correlation is a useful simple measure of similarity, there are other measures of similarity that take into account the special structure of kernel matricies. In particular, we considered the marginal likelihood for the one-hot outputs corresponding to the class label, which is also a measure of the similarity of the kernel and the kernel formed by the one-hot outputs. To compute this measure, we maximized the marginal likelihood using a covariance that is a scaled sum of the kernel defined by that layer of the network and the identity (see Appendix D). As we would hope, we found that for the infinite network, the marginal likelihood increased somewhat as we moved through network layers, and the untrained finite network had similar performance, except that there was a fall in performance at the last layer. In contrast, the marginal likelihood for the finite, trained networks was initially very close to the infinite networks, but grows rapidly as we move through network layers.
To gain an insight into how training shaped the neural network kernels, we computed their eigenvalue spectrum. For the infinite network ( Fig. 4C top) , we found that the eigenvalue spectrum at all levels decayed as a −1 power law. This is expected at the lowest level due to the well known 1/f power spectrum of images (Van der Schaaf & van Hateren, 1996) , but is not necessarily the case at higherlevels. Given the power-spectrum of the output kernel is just a small set of equal-sized eigenvalues corresponding to the class labels ( Fig. 4C bottom, green line), we might expect the eigenspectrum of finite networks to gradually get steeper as we move through network layers. In fact, we find the opposite: for intermediate layers, the eigenvalue spectrum becomes flatter, which can be interpreted as the network attempting to retain as much information as possible about all aspects of the image. It is only at the last layer where the relevant information is selected, giving an eigenvalue spectrum with around 10 large and roughly equally-sized eigenvalues, followed by much smaller eigenvalues, which mirrors the spectrum of the output kernel.
CONCLUSIONS
We have shown that finite Bayesian neural networks have more flexibility than infinite networks, and that this may explain the superior performance of finite networks. We assessed flexibility from two perspectives. First, we looked at the prior viewpoint: the variability in the top-layer kernel induced by the prior over a finite neural network. Second, we looked at the posterior viewpoint: the ability of the learning process to shape the top-layer kernel. Under both MAP inference and sampling in finite networks, learning gradually shaped top-layer representations so as to match the output-kernel. But, as Bayesian (sampling) networks are made wider, the kernels become gradually less flexible, eliminating the possibility for learning to shape the kernel. In contrast, for MAP inference, the degree of kernel shaping is not affected by network width, and this additional flexibility might be an avenue for overfitting. 
A KERNEL FLEXIBILITY: PRIOR VIEWPOINT
To compute the covariance of the kernel for a deep network, we consider a recursion where we start with C L −1 ij , L −1 kl |L 0 , then compute the resulting C J ij , J kl |L 0 , then compute the resulting C K ij , K kl |L 0 . In particular, we apply the law of total covariance for K |J , and we consider linear networks for which L = K ,
The first equation is different for fully connected and convolutional networks, so we give its form later.
The expression for K |J always behaves in the same way for linear and nonlinear, fully connected and convolutional networks so we consider this first. In particular, we always have E [K |J ] = J , so the first term in Eq. (28b) is
For the second term in Eq. (28b), we substitute the definition of K (Eq. 12),
The a's are jointly Gaussian, so their expectations are,
Thus, we can write the covariance of the kernels as,
Substituting this into the second term in Eq. (28b) and writing the expected product in terms of the product of expectations,
Thus, Eq. (28b) can be written,
We could directly use this expression but it is somewhat unwieldy as the right-hand-side contains three covariance terms. Instead, note that it is possible to approximate this expression as the final two covariance terms are O(1/N 2 ), in comparison to O(1/N ) for the other terms, and as such they become negligable as N grows,
Thus, the recursive updates become,
For a fully connected, network,
where the weights are drawn from a correlated, zero-mean Gaussian, with covariance
Thus, a λ has distribution,
where J is given by,
substituting for the expectation (Eq. 40), and identifying the activity kernel (Eq. 12),
Thus,
which can be substituted into the recursion Eq. (38a) allowing the updates to be directly computed,
A.2 CONVOLUTIONAL NETWORK For locally connected and convolutional networks, we introduce spatial structure into the activations, and we use spatial indicies, r, s, u and v. Thus, the activations for datapoint i at layer , spatial location r and channel λ are given by,
Note that for many purposes, these higher-order tensors can be treated as vectors and matrices, if we combine indicies (e.g. using a "reshape" or "view" operation). The commas in the index list are used to denote how to combine indicies for this particular operation, such that it can be understood as a standard matrix/vector operation. For the above equation, the activations, a ∈ R P ×SN are given by the matrix product of the activities from the previous layer, h −1 ∈ R P ×SN −1 , and the weights, W ∈ R ∈ SN −1 ×SN , where remember that S is the number of spatial locations in the input.
For a convolutional neural network, the weights are the same if we consider the same input-to-output channels, and the same spatial displacement, d, and are uncorrelated otherwise,
where D −1 is the set of all valid spatial displacements for the convolution, and D −1 = |D −1 | is the number of valid spatial displacements (i.e. the size of the convolutional patch). For a locallyconnected network, the only additional requirement is that the output spatial locations are the same,
Now we can compute the covariance of the activations, J , for a convolutional network, J ir,js = E a ir,λ a js,λ |L −1 (51)
substituting the covariance of the weights (Eq. 50), and noting that the product of h's forms the definition of the activity kernel (Eq. 12),
For locally connected intermediate layers, the derivation here is the same as previously, except that the output locations must be the same for there to be any covariance in the weights,
Substituting this into Eq. (38a),
Now, we can put together full recursive updates for convolutional networks, by pulling the sum out of the covariance above, and by taking the indicies in Eq. (38), as indexing both a datapoint and a spatial location (i.e. i → i, s),
C K ir,js , K ku,lv |L 0 ≈ C J ir,js , J ku,lv |L 0 + 1 N J ir,ku J js,lv + J ir,lv J js,ku
C L ir,js , L ku,lv |L 0 = C K ir,js , K ku,lv |L 0
Finally, to compute these terms, note that we can compute the recursions for r = s and u = v,
and this expression can be computed efficiently as a 2D convolution.
A.2.1 SPATIALLY STRUCTURED AND UNSTRUCTURED NETWORKS
To understand the very different results for spatially structured and unstructured networks (Fig. 3B-D) despite their having the same infinite limit, we need to consider how Eq. (58) interacts with Eq. (55). For a locally connected (i.e. spatially unstructured) network, the covariance of activations at different locations is always zero, i.e. J ir,js = 0 for r = s whereas, for a spatially structured network, the covariance terms have the same scale as the variance terms. The J ir,js terms enter into the variance of the kernel through Eq. (58). Note that there are D 2 −1 terms in this sum, and the sum is normalized by dividing by D 2 −1 . Thus, in spatially structured networks, there are D 2 −1 terms all with the same scale, so C[J ir,jr , J ku,lu |L 0 ] is O(1). In contrast, for spatially unstructured networks, we have only D −1 nonzero terms, so C[J ir,jr , J ku,lu |L 0 ] is O(1/D −1 ). This is particularly important if we consider the last layer. The last layer can be understood as a convolution, where the convolutional patch has the same size as the image (i.e. D L = S), and there is no padding, such the the output has a single spatial location. In this case, the 1/S normalizer can be very large, which causes the second term in Eq. (19b) to dominate the first term, leading to the almost constant variance of the kernel as we increase network depth observed in Fig. 3D .
B KERNEL FLEXIBILITY: POSTERIOR VIEWPOINT

B.1 REPARAMETERISING FINITE NEURAL NETWORKS
Swapping between a kernel representation and a feature representation is difficult if we work directly with a prior over the weights, W ∈ R N −1 ×N . Instead, note that as the weights are Gaussian, we can reparameterise the neural network, working instead with V ∈ R P ×N which has independent standard Gaussian entries. In particular, we can write the activities at the next layer using,
where L ∈ R P ×P is any matrix that satisfies,
such as the Cholesky decomposition of the covariance, J . We can thus write the kernel as,
Rearranging, we can write 1 N V V T , or equivalently the mismatch between the covariance, J , and the output kernel, K , in terms of L and K , and we denote this quantity R for future use,
where X −T = (X −1 ) T = (X T ) −1 .
B.2 MAP INFERENCE
Here, we consider MAP inference over V . As the entries of V have a standard Gaussian prior, we have,
We can write the likelihood in the same form,
Thus, the joint probability can be written as,
Now we find, the MAP values of V 1 , .
by taking gradients of P (V 1 , . . . , V L , Y|X) wrt K 1 , . . . , K L . In particular, we consider a linear, fully connected network where J = K −1 ,
where we have used,
Thus, the MAP kernel changes as a fixed ratio,
As the input kernel, K 0 , and the output kernel, K L+1 , are fixed we can solve for S,
so,
where the final term is the geometric average of the width at each layer. As such, the kernel at any given layer is,
defining the geometric average of the number of units at each layer prior to (and including) , and after ,
we can write,
This factor is the ratio of the geometric average of the widths for the previous and subsequent layers, to a power which depends on the distance to the end points (for = 0 or = L + 1 this factor is 1),
Thus, MAP does something sensible: no matter what the network widths (and including as the network widths go to infinity), the representation interpolates smoothly between the input and output kernels. However, the scale of these representations can shift in a strange, and potentially pathological fashion. Remember that we normalized the weights, taking into account the width of each layer such that the representations maintained the same scale, irrespective of layer width. However, under MAP inference, the network width controls the scale of the kernel, with larger kernels at layer given by widening layers from 1 to , and narrowing layers from + 1 to L + 1.
C DERIVING A COST-FUNCTION SUCH THAT GRADIENT DESCENT IS
EQUIVALENT TO SAMPLING
The pathologies in the above derivations indicate that MAP, using full-batch gradient descent may give a very approximation of the kernel induced by stochastic gradient descent. As such, we consider Langevin sampling which not only gives Bayesian inference, but also gives a good starting point for thinking about the noise introduced by stochastic gradient descent. In particular, we perform Langevin sampling over V (Eq. 59)
where dΞ is a matrix-valued Weiner process. Remembering that the objective is completely specified by R = 1 N V V T , for a linear or finite-infinite network, we consider the effect of this sampling on R ,
As the only stochasticity comes from the last term, and this term has known expectation,
We can compute the expected update, which becomes the exact update as we take N → ∞,
To check that these dynamics are sensible, we consider performing Langevin sampling using the above dynamics under the zero-mean, unit-variance prior on elements of V ,
so the gradient is,
Now, we set the expected change in R equal to zero,
and solving for the expected value of R ,
which is equal to the expected value of 1 N V V T under the prior, as is necessary given that these dynamics perform exact Langevin sampling in the limit.
C.1 LANGEVIN DYNAMICS AS THE MODES OF AN OBJECTIVE
We can work directly with the Langevin dynamics derived above, but this gives updates to R that depend on all the R's. Instead, we get a more flexible approach by approximating R and its changes as deterministic, and understanding the resulting dynamics as optimizing a loss function. We begin by rewriting gradients of the loss function wrt V in terms of gradient wrt R (omitting the layer index, for brevity),
substituting the value of R ij and computing the derivative,
putting this expression back in matrix form,
and remembering that R, and derivatives wrt R are symmetric,
Substituting this into Eq. (92),
Note L and its gradients scale linearly with N , so the first term here does not vanish as N grows.
We can write this expresssion as the preconditioned gradient of a modified objective, L ,
Remembering that that B T ⊗ A vec (X) = vec (AXB), where ⊗ is the Kronecker product, and as (R ⊗ I + I ⊗ R ) is positive definite, we can consider preconditioned gradient descent on L ,
As such, the expected updates to R induced by Langevin sampling are equivalent to preconditioned gradient descent on a modified objective, L .
C.2 THE SAMPLING OBJECTIVE AS MODIFIED MAXIMUM-LIKELIHOOD UNDER A WISHART PRIOR
To further check that the Langevin sampling result is sensible, we note that it is very similar to doing MAP inference under a Wishart prior, but that sampling fixes pathologies in this proceedure due to the skew inherent in the Wishart distribution.
In particular, the Wishart probability density is given by,
The pathologies arise if we compare the expectation and the mode of this distribution,
where the matricies K and J are P × P , and K is the inner product of N vectors with covariance 1 N J . Thus, the mode gives a very poor characterisation of the expectation of the distribution, to the extent if N = P + 1, the mode is zero while the expectation can take on any value. Thankfully, it is possible to find a closely related optimization problem that gives a good characterisation of the mean. In particular, we need to incorporate a new term in the objective that counteracts the "shrinkage" induced by the skew in the Wishart, such that the mode of the new objective equals the expectation,
Critically, this term, P +1 2 log |K | is almost entirely independent of the parameters (it depends only on the size, P ), and the combined objective is equivalent to the objective for Langevin sampling,
C.3 REPRESENTATION LEARNING IN DEEP NETWORKS
The log-probability of the data at the final layer can be written in the same form as the objective for Langevin sampling (Eq. 107), and the modified objective for Wishart inference (Eq. 116). In particular,
defining the constant kernel, K L+1 = 1 Y YY T , we can write the log-probability of Y in a manner that is consistent with the previous kernels, log P (Y|K L ) = Y 2 log L −1 L K L+1 − Tr L −1 L K L+1 + const (120) where the log determinant of K L+1 is constant, so can be included without changing the objective.
As such, the full objective can be written as,
When we differentiate, only the terms that vary with K are relevant,
While the derivations up to this point have been the same, the gradients are different for fully connected, locally connected, and convolutional networks diverge.
C.4 FULLY CONNECTED NETWORKS
For fully connected networks,
so the terms in the objective that depend on K are,
Differentiating the relevant terms,
We then set the gradients to zero,
We pre multiply by K ,
And note that the resulting expression can be written in terms of a ratio, R +1 = K +1 K −1
Solving for R +1 , 
to compute R, we use,
substituting for R L+1 , K L+1 K −1 0 = I + N Y (R − I) R L (132) As this cannot be solved analytically for R, we consider three special cases. First, if there are many outputs in comparison to the number of hidden units (i.e. N/Y → 0),
and thus, the top-level kernel is equal to the output kernel, i.e. K L = K L+1 . Second, we consider the other extreme where there are many more hidden units than output channels (i.e. N/Y → ∞). In this limit, we must have 0 = R − I because otherwise the N Y (R − I) term will explode, lim
thus, the representation does not change as it flows throught the network. Finally, we consider a more reasonable case where the number of hidden units is of the order of the number of output channels -in particular, we consider Y = N ,
as such, the top-layer kernel is almost -but not quite -equal to the output kernel, but it does get closer as the network gets deeper,
D NATURAL GRADIENTS FOR A GAUSSIAN-PROCESS SUM KERNEL
We begin by defining the covariance (kernel) as the sum over a set of kernels, K i , weighted by λ i ,
Our goal is to find the maximum-likelihood λ i parameters using a natural-gradient method. The likelihood is, log P (Y) = − 1 2 Tr K −1 YY T − N 2 log |K| + const .
(139) And the gradient is, ∂ log P (Y) ∂λ α = 1 2 Tr L α L y − N 2 Tr L α .
where, L α = K −1 K α (141)
For a natural-gradient method, need about the expected-second-derivatives. For the first term, these are,
= − N 2 (Tr L β L α + Tr L α L β ) (145) = −N Tr L α L β (146) using basic matrix identities, and the fact that, under the model, E [L y ] = N I. The second term is independent of Y, so we can just compute the second derivative, ∂ 2 ∂λ α λ β − N 2 Tr L α = N 2 Tr L β L α .
