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Työn tavoitteena oli luoda Android-kauppapaikalla julkaistavissa oleva so-
vellus, joka näyttää kartalla kaikki Otto-pankkiautomaatit. Asiakas, Netti-
Tv.net-verkkosivuston kehittäjä ja ylläpitäjä, lähestyi minua idean kanssa 
huomatessaan edellä mainitun tyyppisen sovelluksen puuttumisen kaup-
papaikalta. Projekti määriteltiin aluksi pääpiirteittäin, ja suunniteltiin oh-
jelman toimintajärjestys, ja sovittiin asiat, jotka asiakas hoitaa ja toimittaa 
projektin edetessä. 
 
Projekti onnistui aikataulussa ilman suuria kompromisseja, ja siihen saatiin 
lisättyä joitakin ominaisuuksia, joita ei alussa suunniteltu. Ohjelmasta tuli 
hyvä, toiminnallinen paketti, jonka voi häpeilemättä julkaista ja esitellä 
yleisölle. Android-alustan valinta helpotti ohjelman kehitystä, sillä siinä 
käytetty Java-ohjelmointikieli oli entuudestaan jokseenkin tuttu, ja 
Android tukee yhteensopivuutta taaksepäin erittäin pitkälle. 
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LYHENTEITÄ JA TERMEJÄ 
 
 
API Application Programming Interface eli ohjelmointirajapinta, 
tapa tarjota yhden ohjelman toiminnallisuuksia toiselle. Ra-
japinnan komennot dokumentoidaan, ja niitä kutsumalla voi-
daan suorittaa prosesseja rajapinnan toisella puolen, ja vas-
taanottaa tulokset rajapintaan yhteydessä olevaan proses-
siin. 
 
C#  Microsoftin kehittämä oliopohjainen ohjelmointikieli. Poh-
jautuu Java-ohjelmointikieleen. 
 
CSV  Comma-Separated Values, pilkulla erotetut arvot. Yksinker-
tainen taulukkotiedostoformaatti, jossa jokainen arvo erote-
taan toisistaan pilkuilla, ja pilkutetut arvojoukot sijaitsevat 
taulukkomaisesti omilla riveillään. 
 
HTTP  Hypertext Transfer Protocol. Protokolla, jota käytetään tie-
donsiirtoon internetissä TCP-protokollan päällä. Internetse-
laimet perustavat toimintansa tähän protokollaan.  
 
Java  Yksi maailman käytetyimmistä oliopohjaisista ohjelmointikie-
listä. Android pohjautuu Java-kieleen. Kehitetty alun perin 
verkkoselainympäristöön, mutta on sittemmin levinnyt hyvin 
erilaisiin käyttöympäristöihin.  
 
JSON   JavaScript Object Notation, erittäin suosittu tiedostofor-
maatti jossa voidaan tallettaa erilaisia muuttujia JSON-
objekteihin. 
 
Olio-ohjelmointi Suosittu ohjelmoinnin ajattelutapa, jossa erilaiset oliot sisäl-
tävät monenlaista tietoa, toimivat yhteistyössä, ja vaikutta-
vat monipuolisesti ohjelman ajoon. Samasta oliosta on 
helppo luoda erilaisia versioita eri ominaisuuksin, niitä on 
mahdollista jatkaa, ja niitä voi olla lukemattomia määriä. 
 
XML  Extensible Markup Language. Merkintäkieli, jolla kuvataan 
erilaisia rakenteita, kuten tekstitiedoston tai graafisen käyt-
töliittymän rakennetta. Voidaan merkata esimerkiksi teks-
tielementti, jolle annetaan erilaisia arvoja, kuten fontti, fon-
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Opinnäytetyön aiheena on Android-sovellus, jonka avulla käyttäjä voi 
nähdä lähellään sijaitsevat pankkiautomaatit dynaamisesti, reaaliaikai-
sesti, ja mahdollisimman nopeasti. Tarkoituksena on luoda pohja niin, että 
se olisi helposti muokattavissa asiakkaan halutessa, jolloin ohjelmaa voisi 
helposti laajentaa tai sitä voisi käyttää pohjana muille, vastaavanlaisille oh-
jelmille. Suomen pankkiautomaateista (Otto-automaateista) vastaa Auto-
matia Pankkiautomaatit Oy, joka myös tarjoaa kaikkien Suomen pankkiau-
tomaattien sijainnit CSV-muotoisena tiedostona (Automatia, 2017). Tar-
koituksena on tätä tiedostoa hyväksikäyttäen piirtää Google Maps -kartta-
elementille automaatit niin, että käyttäjän sijainti näkyisi myös reaa-
liajassa, jolloin käyttäjä näkee lähiympäristön automaatit, mutta voi myös 
halutessaan tutkia minkä tahansa muun alueen pankkiautomaattien sijain-
teja. Ohjelmasta on siis tarkoitus tehdä käyttäjäystävällinen, käyttäjän tar-
peiden mukaan muokattavissa oleva, virheenkestävä, itseään ylläpitävä 
kokonaisuus. 
2 SOVELLUKSEN ALUSTUS JA SELITYS 
2.1 Työn määrittely 
Asiakas tarjoaa käytettäväksi pankkiautomaattilistan JSON-muodossa, joka 
muunnetaan alkuperäisestä Automatia Pankkiautomaatit Oy:n tarjoa-
masta CSV-listasta asiakkaan serverillä JSON-muotoon helpomman käsit-
telyn vuoksi. Nämä pisteet piirrettään Google Maps -kartalle listan sisältä-
miin koordinaatteihin perustuen. Kartalle piirretään myös käyttäjän si-
jainti, jonka avulla hän voi nopeasti tarkistaa lähimmät pankkiautomaatit 
omien tarpeidensa mukaan, ja tarpeen vaatiessa on mahdollista saada reit-
tiohjeet tietylle automaatille nykyisestä sijainnista. Jos asiakas ei anna lu-
paa käyttää sijaintitietoja, ohjelman tulee silti näyttää automaattien sijain-
nit. 
 
Ohjelman tulee myös näyttää eri ominaisuuksin varustetut pankkiauto-
maatit mahdollisimman selkeästi, sekä tarjota käyttäjälle suodattimia joi-
den avulla käyttäjä voi listata vain tietyntyyppiset automaatit (kuten auki-
oloajan tai talletusmahdollisuuksien perusteella). Ohjelman tulee kestää 
myös muutoksia, joita Automatia Pankkiautomaatit Oy tarvittaessa tekee 
automaattien paikkatietolistaan ilman, että se vaatisi toimia niin käyttä-
jältä kuin asiakkaaltakaan. Lopullisesta tuotoksesta on tarkoitus saada kau-
pallinen sovellus, jonka pohjalta asiakas voi jatkaa kehitystyötä halutes-







Android on Googlen kehittämä mobiililaitekäyttöjärjestelmä. Android 1.0 
julkaistiin vuonna 2008, ja on sen jälkeen saavuttanut maailmanlaajuisilla 
markkinoilla valta-aseman. Androidista on kehityksensä aikana julkaistu yli 
10 eri versiota, ja Google kerääkin dataa Android-versioiden markkinaja-
kaumasta, ja esittää sen sekä sivuillaan, että osana uuden projektin luontia 
Android Studiossa. Tämän projektin luontihetkellä Android 4.4 (API 19) ja 
uudemmat hallitsevat noin 74 % maailmanlaajuisista markkinoista (Kuva 
1). Koska ohjelma tulee olemaan käytettävissä vain Suomen alueella, eikä 
ole mahdollista nähdä käyttöjärjestelmäversioiden jakaumaa alueittain, 
syntyy pieni ongelma. Voidaan kuitenkin olettaa, että Suomessa Android 
4.4 vanhempia versioita käyttäviä laitteita löytyy prosentuaalisesti huo-
mattavasti vähemmän kuin maailmalla, joten yli 75 % suomalaisista 
Android-laitteiden käyttäjistä on sekin suuri potentiaalinen kohdeyleisö. 
Tämän vanhempien Android-versioiden tukeminen mahdollisesti rajoit-
taisi ohjelman toimintoja, sekä toisi erittäin pienen lisän käyttäjäkuntaan, 
joten tyydytään API:in 19 ja uudempiin versioihin. 
 
 
Kuva 1. Android-versioiden markkinajakauma alkuvuodesta 2017 
(Google, 2017-a). 
2.3 Google Play 
Google Maps ja Location ovat osa Google Play -palvelupakettia (Google 





eri Play-palveluiden käyttö kolmannen osapuolen sovelluksissa haluttiin 
tehdä helpoksi, sekä mahdollistaa kaikkien Android-laitteiden päivittä-
mistä ilman ongelmia eri laitevalmistajien kanssa (Wikipedia, 2017-a). Pa-
ketti on kuitenkin suuri, ja harvoissa sovelluksissa tarvitaan kaikkia tarjot-
tavia lisäominaisuuksia. Siksipä marraskuussa 2014 Google muutti paketin 
käyttöä versiosta 6.5 eteenpäin niin, että siitä voidaan lisätä sovellukseen 
vain haluttuja ominaisuuksia (Google Developers, 2017-a). 
 
Palvelupakettia päivitetään pitkälle taaksepäin, jotta hyvinkin vanhat 
Android-versiot saavat uusimmat palvelupaketin ominaisuudet, jolloin pa-
ketin käyttö ei rajoita ohjelman sopivuutta vanhempien käyttöjärjestel-
mien kanssa. Ohjelman voi lisäksi määrätä käyttämään aina uusinta palve-
lupaketin versiota, mutta se tarkoittaisi ohjelman mahdollista rikkoutu-
mista aina, kun palvelupaketti päivitetään. Siksi on suositeltavaa määrätä 
ohjelma käyttämään tiettyä paketin versiota. Tämän kirjoitushetkellä uu-
sin palvelupaketin versio on helmikuussa 2017 julkaistu versio 10.2. Tämä 
on ensimmäinen versio jossa Android 2.3-version tuki päättyi (Google De-
velopers, 2017-b). Android 2.3 -version markkinaosuus on alle 2 %, joten 
tämän version käyttö tarkoittaisi marginaalisen pienen, Suomessa mahdol-
lisesti olemattoman asiakaskunnan menetystä. Tämän vuoksi on mahdol-
lista käyttää tällä hetkellä uusinta palvelupaketin versiota, ja näin valita tie-
tyt ohjelman käyttämät paketin ominaisuudet, kuitenkaan käyttäjiä me-
nettämättä. 
 
2.4 JavaScript Object Notation (JSON) 
JSON on avoimen standardin tiedostoformaatti, jossa selkolukuisesta teks-
tistä muodostetaan dataobjekteja käyttäen objekteja (object) jotka muo-
dostuvat avain-arvo-pareista, sekä listoja (array). JSON-tiedostojen keveys, 
helppolukuisuus, kieliriippumattomuus ja helppo syntaksi ovat auttaneet 
tekemään siitä yhden suosituimmista dataformaateista, ja sen suosion 
vuoksi monet ohjelmointikielet tukevatkin JSON-formaatin luontia ja luke-
mista. Kuvissa 2 ja 3 näytetään ja vertaillaan CSV-muotoisen ja JSON-
muotoisen tiedon tallettamista. CSV-lista muistuttaa rakenteeltaan vah-
vasti taulukkoa. JSON-objektit taas ovat olioiden kaltaisia, ja niiden muok-
kaaminen, linkittäminen, ja niihin viittaaminen on helppoa ja selkeää. 
Tässä työssä käytetään JSON-objekteja pankkiautomaattien tietojen varas-
toimiseen. Jokainen automaatti on yksi objekti, ja ne sisältävät samat tie-
dot, eli avaimet. Näitä tietoja hyödyntämällä projektissa luodaan kartalle 







Kuva 2. Riveillä 1-3 tiedot talletettuna CSV-muodossa. Riveillä 5-21 sa-







Kuva 3. Huomaa henkilön lapsien talletus rivillä 11. JSON-objektiin on 
talletettu luettelo, joka koostuu kahdesta muusta JSON-
objektista. 
3 SOVELLUKSEN KEHITYS 
3.1 Kehitysympäristön valmistelu 
Ohjelma kehitetään mobiililaitteille, joten vaihtoehtoja kehitysympäris-
töissä on useita. Tarkoitus on kuitenkin tehdä ohjelmasta vain Android-ver-
sio, joten paras tuki kehitykseen löytyy varmasti Androidia kehittävän 
Googlen omasta Android Studio -kehitysympäristöstä. Jos ohjelmaa kehi-
tettäisiin muille käyttöjärjestelmille sopivaksi, hyvä vaihtoehto kehityk-
seen olisi esimerkiksi Xamarin, jossa C#-kielellä tehty ohjelma voidaan au-
tomaattisesti kääntää lähes kokonaan sekä Androidille, iOS:lle että Win-
dowsille (Xamarin, 2017). Tämän työn asettamien vaatimusten vuoksi 
työssä käytetään kuitenkin Android Studiota, ja työ tehdään Androidille na-
tiivilla Java-ohjelmointikielellä. 
 
Jokainen ohjelma (app) Android Studiossa on oma projektinsa, ja ohjel-
maan saadaan oikeanlainen pohja luomalla uusi projekti ja määrittelemällä 
se oikein. Projektin luonti alkaa sen nimellä, tässä tapauksessa jo ennalta 
sovittu "Etsi Otto". Ohjelman domain tulee myös asiakkaalta. Siihen voi-
daan lisätä C++-tuki haluttaessa, mutta tässä tapauksessa ei ole ainakaan 
ennalta tiedossa mitään C++-kirjastoja, joita ohjelman kehitys vaatisi, joten 
C++-tuki voidaan jättää lisäämättä (Android Developers, n.d.-a). 
 
Ennen eteenpäin siirtymistä voidaan valita vielä hakemisto, johon projekti 
luodaan. Seuraavaksi on määriteltävä kuinka laajan alustatuen ohjelman 
pitäisi saada, ja tässä on huomioitava muutama asia. Mitä vanhempia käyt-
töjärjestelmiä ohjelma tukee, sitä laajemman yleisön se saavuttaa. Toi-
saalta, vanhemmat käyttöjärjestelmät rajoittavat ohjelman käytössä ole-
vien ominaisuuksien määrää, jolloin liian vanhat käyttöjärjestelmät voi vai-
keuttaa sen kehitystä, tai tehdä siitä jopa mahdottoman. Teoriaosuudessa 
määritettiin jo kohdeversioksi sopivan versio 4.4, eli API 19. 
 
Samalla määritellään projektin kohdelaitteet, jotka tässä tapauksessa ovat 
sekä älypuhelimet että tabletit. Seuraavaksi valitaan, minkälainen aktivi-
teetti ohjelmasta halutaan luoda. Kehityksen vapauden takia helpoin läh-
tökohta on tyhjä aktiviteetti (empty activity), jolloin lähdekoodiin tulee 
mahdollisimman vähän ylimääräistä. Annetaan aktiviteetille ja sen muotoi-
lutiedostolle nimet, ja annetaan Android Studion luoda projekti aikaisem-
min määriteltyyn kohdehakemistoon. Kun projektin luonti on valmis, löy-
tyy projektin hakemistoista muutama tiedosto, joista tärkeimpiä ovat oh-





muotoilutiedot (layout) sisältävä xml-tiedosto sekä ohjelman manifestitie-
dosto, joka sisältää perustietoja ohjelmasta, kuten sen käynnistyskuvak-
keen polun, ja ohjelman nimen. Projektin pohja on nyt luotu valmiiksi, ja 
voidaan aloittaa ohjelman luonti. 
3.2 Pankkiautomaattien tietotiedoston nouto 
Aluksi pitää noutaa konvertoitu tietotiedosto asiakkaan palvelimelta inter-
netin yli. Tätä varten ensimmäinen askel onkin internetyhteyden tarkista-
minen. Android-ohjelma ei saa lupia käyttää kaikkia puhelimen ominai-
suuksia oletuksena, vaan luvat eri ominaisuuksien hyödyntämiseen pitää 
pyytää käyttäjältä erikseen. Tähän on kaksi eri tapaa: API 22 tai vanhem-
mat (Android 5.1 ja aikaisemmat) versiot pyytävät luvat eri ominaisuuksien 
käyttöön ohjelmaa asennettaessa, ja API 23 ja uudemmat (Android 6.0 ja 
myöhemmät) versiot tukevat lupien pyytämistä kesken ohjelman suorituk-
sen, jolloin käyttäjän on helpompi ymmärtää ominaisuus jolle hän on an-
tamassa lupaa, ja mihin tarkoitukseen kyseisiä ominaisuuksia ohjelmassa 
tarvitaan. 
 
On myös mahdollista näyttää käyttäjälle selitys ominaisuuden käyttötar-
koituksesta kesken ohjelman käytön, sen sijaan että kaikkien ominaisuuk-
sien käyttötarkoitukset selitettäisiin ohjelmaa ladattaessa yhdessä, pit-
kässä tekstidokumentissa. Lupien erillinen kysyntä mahdollistaa myös yk-
sittäisten lupien myöhemmän sallimisen ja kieltämisen ohjelman asetuk-
sista käyttöjärjestelmän valikossa, toisin kuin ennen API 23:a, jolloin eri lu-
pien kieltäminen asennuksen jälkeen onnistui vain poistamalla ohjelma. 
(Android Developers, n.d.-b.)  
 
Eri lupien pyytämiseen tarvitaan vähintään kaksi lisäystä ohjelman tietoi-
hin: ohjelman manifestitiedostoon on lisättävä halutun ominaisuuden 
nimi, ja ohjelmakoodiin on lisättävä pyyntökomento, jota kutsutaan halu-
tulla hetkellä.  Aloitetaan lisäämällä manifestitiedostoon internetyhteyden 
käyttölupa, ja myöhemmin lisätään ohjelmakoodiin ajon aikainen käyttö-
lupapyyntö. Androidilla internetyhteyteen liittyvät kysymykset ja testit 
suorittaa ConnectivityManager-luokka, joka palauttaa vastauksen Networ-
kInfo-muodossa. NetworkInfo-muotoisesta palautteesta voidaan testata, 
onko internetyhteys toiminnassa (Android Developers, n.d.-c). Internetyh-
teyden käyttölupa kuuluu Androidilla niin sanottujen "normaalien" lupien 
piiriin, eli sen käyttöön ei tarvitse pyytää lupaa erikseen (Android Develo-
pers, n.d.-b). Tarkistetaan vain aluksi, että laite on yhteydessä verkkoon, ja 
jos on, noudetaan tietotiedosto asiakkaan serveriltä paikallista käsittelyä 
varten. 
 
Hyvin usein, kun jokin ohjelma suorittaa prosessia (kuten laskentaa tai tie-
tojen noutoa), on tärkeää miettiä miten pitkään prosessi kestää, ja kannat-
taisiko se ajaa tausta-ajona. Jos ohjelma tekee jotain pitkään, sitä ei ole 
suositeltavaa tehdä samassa säikeessä (thread) kuin käyttöliittymää, sillä 





prosessoriaikaa lainkaan, ja käyttöliittymä jäätyy. Tästä johtuen käyttäjä 
saattaa luulla ohjelman kaatuneen ja sulkee sen. Siksi tämäkin tietojen 
haku ja prosessointi, jonka tiedetään kestävän vähintään muutamia sekun-
teja, halutaan ajaa taustalla. Tällöin käyttäjä voi jatkaa ohjelman käyttöä ja 
ohjelmassa voidaan informoida käyttäjälle, että tämä joutuu odottamaan 
hetken, kun tiedostoa valmistellaan. Androidilla tausta-ajoa varten on 
suunniteltu AsyncTask-luokka, jota jatkamalla voidaan tehdä omia luokkia 
ja toimintoja, jotka tapahtuvat käyttöliittymästä erillisessä säikeessä. 
AsyncTaskissa on huomioitava, että se on suunniteltu käytettäväksi vain 
muutaman sekunnin mittaisten taustaprosessien ajamiseksi, ja pidempi-
kestoisten prosessien ajamiseksi on suositeltavaa käyttää Executors-luok-
kaa. (Android Developers, n.d.-d). Tietotiedoston haku ei kuitenkaan kestä 
huomattavia aikoja sen suhteellisen pienen koon vuoksi, joten AsyncTask 
sopii tehtävään ainakin toistaiseksi. AsyncTaskista käytän kahta metodia: 
ensimmäinen hakee taustalla halutun tiedon, ja toista kutsutaan, kun en-
simmäinen metodi on suorittanut työnsä loppuun. 
 
AsyncTaskin ensimmäistä metodia, doInBackground(), kutsutaan ensin, ja 
se määritetään hakemaan haluttu tieto (Android Developers, n.d.-d). Tieto 
esitetään verkkosivulla, joten sen voi noutaa HTTP-yhteydellä lukemalla 
asiakkaan verkkosivun koko lähdekoodin, joka koostuu vain yhdestä JSON-
tiedostosta, ja käsitellä sitä ohjelmassa tekstimuodossa (string). Luodaan 
siis HttpURLConnection-tyypin muuttujan, jolle määritetään, kuinka kauan 
yhteys voidaan pitää päällä ja mitä HTTP-metodia käytetään. On määritel-
tävä myös, halutaanko käyttää yhteyttä tietojen hakemiseen vai syöttämi-
seen. (Android Developers, n.d.-e). Kun yhteys on valmisteltu, tallennetaan 
sen hakema tieto InputStream-muotoiseen muuttujaan. Tämä muuttuja 
käsitellään BufferedReader- ja StringBuilder-toiminnoilla, jotka yhdessä lu-
kevat saadun tiedon, ja tallettavat sen tekstimuodossa. Lopuksi HTTP-
yhteys suljetaan, ja siirrytään AsyncTaskissa eteenpäin. (Kuva 4.) 
 
 






AsyncTaskin toista metodia, onPostExecute(), kutsutaan, kun AsyncTaskin 
muut prosessit ovat valmiita. Tämä metodi suoritetaan käyttöliittymälle 
varatulla säikeellä, jota tarvitaan, jotta voidaan lisätä käyttöliittymään 
myöhemmin lisättävään Maps-elementtiin merkkejä, jotka vastaavat 
pankkiautomaatteja. (Android Developers, n.d.-d.) Siispä onPostExecute()-
metodia kutsutaan vasta, kun koko tietotiedosto on noudettu ja muutettu 
tekstimuotoon, jolloin päästään jäsentelemään haettu tieto. Tieto saadaan 
JSON-muodossa: koko tiedosto on yksi lista (array), jossa jokainen auto-
maatti on oma objektinsa. Jokainen objekti sisältää samoin nimettyjä tie-
toja, kuten sijainnin, aukioloajat, ja automaatin mallin. Näitä tietoja tallen-
netaan eri muuttujiin, joiden avulla rakennetaan myöhemmin kartalle 
merkkejä, joihin sijoitetaan aina tietyn automaatin tiedot. Tässä vaiheessa 
tärkeintä on saada tiedot näkyviin, ja testattuani ohjelma, sain ennalta sat-
tumanvaraisesti valitsemieni automaattien tiedot näkyviin konsoliin, eli 
ohjelma hakee tietotiedoston ja tulkitsee sen onnistuneesti (Kuva 5). Seu-














3.3 Google Maps -karttaelementti 
 
Aluksi ohjelmaan lisätään käyttöön Google Maps -karttaominaisuus. Maps 
APIa käyttääkseen ohjelma tarvitsee ohjelmakohtaisen Maps API-avaimen, 
jonka saa generoitua ilmaiseksi, ja jonka avulla voidaan seurata ohjelman 
käyttömäärää. API-avain onkin ei-julkinen merkkisarja, jolla Google tunnis-
taa juuri tietyn ohjelman. Avaimen luontiin Google tarjoaa pikaisen proses-
sin. Kaikkia Google API:a käyttäviä projekteja voidaan hallinnoida yhdeltä 
sivulta osoitteessa console.developers.google.com, joten sinne luodaan 
uusi projekti. Projektille annetaan nimi, ja se lisätään järjestelmään. Sitten 
siihen lisätään Maps-API, ja generoidaan sille avain. Hallinnointisivulta voi-
daan seurata esimerkiksi avaimen tekemiä pyyntöjä API:lle tai virheiden 
määrää, eli voidaan seurata käyttäjien aktiivisuutta ja ohjelman toimi-
vuutta. 
 
GMAPI-avain lisätään projektin manifestitiedostoon, ja päivitetään samalla 
manifestin lupalistaa, eli lisätään ohjelman tietoihin, että se käyttää Maps-
karttoja. Käyttäjän sijaintitietojen lupatiedot lisätään myöhemmin. Google 
Play -palvelupaketti sisältää internetyhteyden lupatiedot, eli sitä ei tarvit-
sisi lisätä lupalistaan, mutta se lisätään selvyyden vuoksi. Nyt karttaomi-
naisuudet on lisätty ohjelman tietoihin, joten voidaan lisätä karttaele-
mentti myös käyttöliittymään ja ohjelmakoodiin. 
 
Käyttöliittymän muokkaukseen Android Studio tarjoaa kaksi rinnakkain 
käytettävää keinoa; XML-kielellä rakennetun layout-tiedoston manuaali-
nen muokkaus, tai käyttöliittymän rakentaminen graafisen kehitysympä-
ristön kautta. Muutokset yhdessä peilautuvat myös toiseen, jolloin käyttö-
liittymään tehdyt muutokset XML-tiedostossa näkyvät heti graafisessa ke-
hitysympäristössä, eikä ohjelmaa tarvitse ajaa testiympäristössä käyttöliit-
tymämuutosten tarkastelemiseksi. 
 
Tällä hetkellä käyttöliittymä on tyhjä, joten siihen lisätään Fragment-ob-
jekti, joka tarkennetaan MapFragment-elementiksi. Jotta ohjelmaan ei tar-
vitse luoda karttaluokkaa erillisenä tiedostona, määritetään MainActivity-
luokka implementoimaan OnMapReadyCallback-toiminnallisuus, jolloin 
MainActivity-luokkaan saadaan karttatuki (Android Developers, n.d.-f). Li-
sätään ohjelmakoodiin myös muuttuja karttaelementille, ja ohjelmaa 
käynnistettäessä kutsuttavassa OnCreate-funktiossa yhdistetään käyttö-
liittymän karttaelementti ohjelmakoodin karttaelementtimuuttujaan. 
Tämä linkki luomalla mahdollistetaan karttaelementin käsitteleminen oh-
jelmakoodissa. Lisätään MainActivity-luokkaan nyt OnMapReady()-funk-
tio, johon voidaan sijoittaa koodi, jonka halutaan ajettavan, kun karttaele-
mentti on valmis käytettäväksi. (Kuva 5.) 
 
Karttaelementin testaamiseksi määritellään kartan kameran uudet asetuk-





teltu. OnMapReady-funktion kutsumiseksi pitää lopuksi määrätä kartta-
muuttuja kutsumaan getMapAsync()-funktiota. Testauksessa kartta siirtyi 
Suomen yläpuolelle, joten kartta on nyt valmisteltu käytettäväksi (Kuva 6). 
 
 




Seuraavaksi yhdistetään jo tehdyt ominaisuudet, eli määritellään pankki-







Kuva 7. Ohjelman toimintajärjestys tässä vaiheessa. 
3.4 Automaattien näyttäminen kartalla 
Nyt informaatio saadaan haettua ja jäsenneltyä oikein, ja kartta on val-
miina käytettäväksi, joten niitä voidaan lähteä yhdistämään, eli piirretään 
kartalle automaattien sijainnit. Automaatit saadaan kartalle helpoiten 
käyttämällä karttakomponenttiin rakennettuja marker-merkkejä. Tuodaan 
ensin tuki merkeille projektiin, ja lisätään merkkejä kutsumalla addMar-
ker()-funktiota karttamuuttujalla. Funktio ottaa sisään yhden argumentin, 
joka kertoo merkin ominaisuudet, ja se voidaan rakentaa MarkerOptions()-
funktiolla. Merkeille voidaan määritellä muun muassa sijainti, otsikko, lisä-
tekstiä, väri, kuvake, kulma, ja näkyvyys. Testimerkiksi kuitenkin riittää yksi 





luodaan funktio, joka tekee saman käyttäen tietotiedostosta saatavia au-
tomaatin koordinaatteja ja muita tietoja, ja populoidaan kartta merkeillä 
(Kuvat 8 ja 10). (Android Developers, n.d.-g.) 
 
Kuva 8. Kaikki automaatit kartalle piirrettyinä pisteinä. 
 
Automaatteja on Suomessa kuitenkin yli 1390 automaattipistettä, ja niiden 
kaikkien näyttäminen samaan aikaan vaatii paljon enemmän laskentate-
hoa kuin mobiililaitteissa on tarjolla, ja vaikka se olisikin saatavilla, kaiken 
sen laskentatehon käyttäminen olisi tarpeetonta. Googlen tarjoaakin vaih-
toehdoksi usean merkin samanaikaiselle näyttämiselle ryhmittyvät merkit 
(clusterable marker), jotka yhdistyvät toisiinsa dynaamisesti riippuen siitä, 
kuinka monta merkkiä niiden läheisyydessä on samanaikaisesti. Tätä hyö-
dyntämällä onnistutaan vähentämään samanaikaisesti piirrettävien koh-
teiden määrää, ja näin nopeutettua ohjelman toimintaa. 
 
Lisätään projektiin tuki ryhmittyville merkeille gradle.build-tiedostoon 
sekä ohjelmakoodiin. Projektiin pitää luoda merkeille oma luokka, joka tu-
kee merkkien ryhmittelyä ja jotka liitetään ryhmittelyjohtajaan (cluster 
manager), joka hoitaa yhdistelyn valmiiden algoritmien perusteella. Merk-
kien ryhmittely riippuu niiden läheisyydestä toisiinsa, joka taas riippuu kar-





useampi merkki ruudulla näkyy ja sitä enemmän niitä pitää yhdistellä. 
(Google Developers, 2017-c.) 
 
Koska yhdistely riippuu kameran korkeudesta ja sijainnista, laskenta suori-
tetaan silloin kun käyttäjä ei liikuta kameraa. Jos laskenta suoritettaisiin 
kameraa liikutettaessa, se hidastaisi kameran liikkumista ja kuluttaisi re-
sursseja turhaan laskiessaan merkkejä uudestaan ja uudestaan kameran 
sijainnin muuttuessa. Siksi laskenta suoritetaankin vain kameran ollessa 
paikallaan. Tätä varten kartassa on CameraIdleListener-kuuntelijakompo-
nentti, joka kuuntelee kartan kameran siirtoja. Kun käyttäjä ei siirrä kame-
raa tarpeeksi pitkään aikaan, kuuntelija antaa luvan hoitaa merkkien yh-
distelylaskennan. Jos käyttäjä aloittaa kameran liikuttamisen kesken las-
kennan, laskenta pysäytetään ja jäädään odottamaan uutta lupaa aloittaa 
yhdistelylaskenta.  
 
Lisätään ryhmittelyjohtaja CameraIdleListener-komponenttiin, ja pyyde-
tään ryhmittelyä, kun kaikki merkit ovat valmiita, jolla varmistetaan, että 
merkit tulevat näkyviin, kun tietotiedosto on jäsennelty ja merkit luotu. 
Nyt merkit näkyvät kartalla käyttäjälle samoin, kuin jos ne olisi tehty nor-
maaleina marker-merkkeinä, mutta ryhmittymisestä johtuen merkit eivät 
hidasta ohjelmaa käyttökelvottomaksi aina kameran ollessa kaukana maan 
pinnasta (Kuva 9). Uusia merkkejä luodessa tulkitaan tietotiedostosta au-
tomaattien tyyppejä, ja jaetaan merkit kahteen ryhmään: oranssit merkit 
ovat automaatteja, joilta voi nostaa rahaa, ja siniset merkit ovat automaat-














Kuva 10. Ohjelman toimintajärjestys tässä vaiheessa.  
3.5 Käyttäjän näyttäminen kartalla 
 
Ohjelman käynnistyessä eri komponenttien toimintajärjestys olisi lopussa 
tarkoitus olla lyhyesti seuraava: tarkistetaan käyttäjän sijainnin saatavuus, 
haetaan tietolista, piirretään automaatit kartalle, piirretään käyttäjä kar-
talle, ja zoomataan käyttäjän sijaintiin, jos se nähdään. Käyttäjän sijainti-
tietoja ei ole vielä ohjelmassa, joten lisätään se seuraavaksi. Käyttäjän si-
jainnin näkemiseksi käyttäjältä pitää saada lupa sijainnin lukemiseen. Si-
jainti saadaan toki puhelimesta, mutta tiedot siitä menevät Googlelle, josta 
sitä voidaan kysellä GoogleApiClient-komponentilla. GoogleApiClient on 





Googlen API:lta (Google Developers, 2017-d). Tässä ohjelmassa ainoa tar-
vittava palvelu on LocationServices, eli paikkatietopalvelu. 
 
Jälleen ensimmäiseksi lisätään projektin manifestiin tieto siitä, että pro-
jekti hyödyntää sijaintitietoja, eli lisätään projektin koontitietoihin play-
services-location. Tuodaan projektiin GoogleApiClient, ja käytetään siinä 
olevaa rakentajaa luomaan ohjelmalle oma GoogleApiClient. GoogleApi-
Client-rakentaja tarvitsee muutaman parametrin: addConnectionCall-
backs, joka kertoo koska yhteys API:in syntyy tai pysähtyy, addOnConnec-
tionFailedListener, joka kertoo kun yhteysyritys epäonnistuu, sekä tarvit-
tavat API:t, joita on tässä tapauksessa vain yksi: LocationServices. Tämän 
jälkeen GoogleApiClient rakennetaan, ja säilötään muuttujaan. Aina ohjel-
man aktivoituessa tarkistetaan, onko muuttuja tyhjä, ja jos on, luodaan 
GoogleApiClient. Jos muuttujassa on säilöttynä jo GoogleApiClient, ei sitä 
tarvitse luoda uudelleen (kuten esimerkiksi silloin, kun näyttö sammute-
taan, ja laitetaan takaisin päälle). (Android Developers, n.d.-h.) (Kuva 11.) 
 
 
Kuva 11. Google API Clientin valmistelu, ja siihen yhdistäminen ohjelman 
palatessa aktiiviseksi onStart-funktiossa. 
 
Kun yhteys Googlen rajapintaan saadaan, voidaan aloittaa käyttäjän sijain-
nin näyttäminen kartalla. Kun pyyntö sijainnin näyttämiseksi tulee, tarkis-
tetaan ensin, onko sijaintia lupa käyttää. Jos käyttäjä ei halua jakaa sijain-
tiaan, ei sitä voida myöskään näyttää. Jos käyttäjä taas haluaa nähdä sijain-
tinsa kartalla, saadaan sijaintitiedot LocationServices.FusedLocati-
onApi.requestLocationUpdates-komennolla. Komentoa kutsuttaessa sille 
pitää antaa ohjelman GoogleApiClient, locationRequest-asetuskokoelma 
sekä locationListener-kuuntelija. LocationRequest sisältää tietoja, kuten 
päivitysten aikavälin ja sijainnin tarkkuuden. LocationListener on kuunte-
lija, jossa olevaa onLocationChanged-komentoa kutsutaan aina käyttäjän 
sijainnin päivittyessä. 
 
Sijainnin tarkkuutta voidaan mitata kahdella tasolla: mahdollisimman 
tarkka, resursseja enemmän kuluttava FINE_LOCATION, sekä epätarkempi 
mutta kevyempi COARSE_LOCATION. Tarkka sijainti näyttää käyttäjän si-





yhden korttelin, eli noin 100 metrin tarkkuudella. Koska ohjelmaa käyte-
tään kaupunkien keskustoissa, ja on tärkeää nähdä käyttäjän sijainti yksit-
täisillä kaduilla, joudutaan käyttämään enemmän akkua ja prosessoria ku-
luttavaa FINE_LOCATION-tarkkuutta. Nyt käyttäjän sijainti nähdään ja sitä 
voidaan hyödyntää, jos käyttäjä on antanut tähän luvan, joten viimeiseksi 
kerrotaan vielä karttakomponentille, että sen pitää piirtää käyttäjän si-
jainti. Se onnistuu helposti karttaan rakennetulla lipulla, eli asetetaan kar-
tan setMyLocationEnabled todeksi (true). (Google Developers, 2017-e.) 
Nyt kartalla näkyy automaattien sijaintien lisäksi myös käyttäjän sijainti, 




Kuva 12. Käyttäjä näkyy kartalla sinisenä pisteenä. 
 
On kuitenkin mahdollista, että käyttäjä ei halua jakaa omaa sijaintiaan oh-





tetään. Siispä ohjelman käynnistyessä, kun tarkistetaan, saadaanko käyt-
täjän paikkatietoja nähdä, pitää luvan puuttuessa sitä pyytää. Androidin 
versiosta 6.0 eteenpäin lupien pyytäminen on onnistunut ohjelmaa ajetta-
essa. Tämän ansiosta voidaan siis pyytää lupaa nähdä käyttäjän sijainti, ja 
jos käyttäjä ei sitä halua jakaa, voidaan näyttää selitys sijaintitietojen käyt-
tämiselle. Jos käyttäjä ei tämänkään jälkeen halua antaa ohjelman nähdä 
sijaintiaan, ei lupaa tarvitse kysyä enää uudestaan (Kuva 13). Käyttäjä voi 
tosin halutessaan antaa luvan myöhemmin ohjelman asetuksista. 
 
 





3.6 Jo lisättyjen toimintojen kehitystä 
 
Nyt kaikki ohjelman ydinkomponentit ovat valmiita, joten voidaan ryhtyä 
lisäämään ja parantamaan ohjelman muita toiminnallisuuksia. Edellä mai-
nittiin automaattien tietolistan hakemisen ja käytön optimoinnista. Nyt 
ohjelma toimii siis niin, että valmistellaan karttakomponentti, tutkitaan, 
saadaanko nähdä käyttäjän sijaintia, ja sitten piirretään kartalle kaikki mitä 
pystytään, eli automaatit ja mahdollisesti käyttäjä. 
 
Vaikka tietolista ei ole suuri, sen hakemiseen menee jonkin aikaa aina oh-
jelman käynnistyessä. Sen lisäksi, että ohjelman käynnistys viivästyy, se ku-
luttaa asiakkaan serverin resursseja. Siispä muutetaan listan käsittelyä 
niin, että se tallennetaan käyttäjän laitteelle. Kun ohjelma käynnistyy, se 
tarkistaa onko käyttäjän laitteessa jo tietolistaa tallennettuna, ja jos on, ei 
sitä tarvitse noutaa uudestaan, ellei se ole liian vanha. Jos listaa ei ole, tai 
se on liian vanha, se noudetaan verkosta uudestaan. Tällöin listaa ei tar-
vitse hakea joka käynnistyksen yhteydessä, mikä säästää sekä serverin re-
sursseja, jolla tietolista on, että asiakkaan verkkoyhteyttä ja parantaa oh-
jelman käynnistymiseen kuluvaa aikaa. 
 
Kun tietolista on haettu verkosta, se halutaan tallentaa puhelimen muis-
tiin. Annetaan tietolistalle tallennettaessa nimi, ja kun ohjelma käynniste-
tään seuraavan kerran, voidaan tarkistaa tiedoston viimeisestä muokkaus-
päivämäärästä, onko se liian vanha käytettäväksi. Jos tiedoston on päivi-
tetty tarpeeksi vähän aikaa sitten, käytetään sitä, ja näin säästetään data-
siirrossa sekä käyttäjän että asiakkaan päissä. Jos tiedosto on liian vanha, 
haetaan uusi lista ja korvataan vanha tiedosto uudella. Vanhoja tietolistoja 
ei siis pidetä turhaan laitteen muistissa, vaan ne korvataan aina uusim-
malla listalla, eikä täytetä laitteen muistia turhaan vanhoilla listoilla. 
 
Sen lisäksi, että automaattien sijainnit piirtyvät kartalle, on tärkeää nähdä 
myös niiden tarkka katuosoite, aukioloajat, sekä automaatin tarjoamat 
palvelut (esim. onko rahan talletus mahdollista). Nämä tiedot on jo talle-
tettu, mutta merkeissä oletuksena oleva infoikkuna ei tue monirivistä ku-
vauskenttää. Tämän vuoksi merkissä näkyy siis vain automaatin sijaintira-
kennus, sekä katuosoite, mutta muut tiedot leikkautuvat pois. Merkeille 
on siis luotava oma infoikkuna. 
 
Ensiksi luodaan infoikkunan tyylitiedot sisältävä XML-tiedosto. Tähän tulee 
kaksi TextView-rakennetta, joista ensimmäinen sisältää otsikon, ja toinen 
kuvaustekstin. Näihin voidaan tehdä vapaasti omia muutoksia, kuten esi-
merkiksi lisätä kuvaukseen jokin kuva, tai muuttaa infoikkunan taustan vä-
riä. Muutetaan otsikkotekstin fontti lihavoiduksi selkeyden paranta-
miseksi. Jotta uusi infoikkuna saadaan merkkien käytettäväksi, pitää luoda 
oma infoikkuna-adapteri. Se periytyy GoogleMap.InfoWindowAdapter-





ovat getInfoWindow, sekä getInfoContents. Kun infoikkuna halutaan näky-
viin, kutsutaan näistä ensimmäistä, getInfoWindow. Se voidaan asettaa si-
sältämään kaiken infoikkunan tyylitiedon, jolloin voidaan kustoimoida esi-
merkiksi ikkunan kokoa tai taustaväriä. Tämä ei kuitenkaan ole tässä ta-
pauksessa tarpeellista, joten asetetaan getInfoWindow palauttamaan null. 
Vain kun se palauttaa nullin, kutsutaan getInfoContents-funktiota (Kuva 
14). Tässä tapauksessa ikkunan tyylitiedot haetaan normaalista infoikku-
nasta, mutta sen sisältämät tekstit voidaan kustomoida. Asetetaan otsi-
koksi ja kuvaustekstiksi klikatusta merkistä saatava otsikko ja kuvausteksti 
ja palautetaan ne. Tällöin ne näytetään merkin infoikkunassa. Lopuksi ker-
rotaan sekä kartalle, että merkkien yhdistelijälle, että halutaan käyttää 
uutta infoikkuna-adapteria.  (Google Developers, 2016.) 
 
 
Kuva 14. Infoikkunassa getInfoWindow() palauttaa tyhjän (null), kutsu-




Ohjelmaa ensimmäistä kertaa käyttävä ei välttämättä ymmärrä heti, mitä 
kaikkea taustalla tapahtuu. Koska merkkien piirtämiseen menee hetki oh-
jelman käynnistymisen jälkeen, olisi hyvä kertoa käyttäjälle, että nyt pitää 
odottaa hetken aikaa, ettei käyttäjä suotta sulje ohjelmaa. Androidissa ly-
hyiden tekstien näyttämiseksi on luotu toast-toiminto. Toast on pieni teks-
tikupla, joka tulee ruudun alareunaan, ja siihen voidaan kirjoittaa mikä vain 
haluttu teksti, ja määritellä se näkyväksi halutuksi ajaksi. Kun tietolistaa 
haetaan ja jäsennellään, olisi hyvä näyttää käyttäjälle pieni teksti joka ker-







Toastin käyttö onnistuu seuraavasti: aluksi haetaan toastille ohjelman kon-
teksti, sitten luodaan toast konteksti ja haluttu teksti yhdistämällä, ja lo-
puksi toast näytetään. Halutut tekstit säilötään eri muuttujiin, jolloin ne 
kaikki löytyvät samasta paikasta ja niitä voi tarvittaessa käyttää useam-
massa eri tilanteessa. Ohjelmaa testattaessa huomasin, että kun tietolista 
haetaan laitteen muistista, merkit piirtyvät kartalle hyvin pienellä viiveellä. 
Kun taas tietolista joudutaan noutamaan verkosta, on viive huomattavasti 
pidempi. Tämän vuoksi toast kannattaakin näyttää vain silloin, kun tieto-
lista haetaan verkosta. Näihin voivat vaikuttaa käyttäjän internetyhteyden 
nopeus sekä laitteen suorituskyky. Ohjelman toimintakykyä muilla laitteilla 
testataankin myöhemmin, joten tämä asia merkitään muistiin myöhempää 




On huomioitava, että kirjoitushetkellä pankkiautomaatteja on Suomessa 
melkein 1400 kappaletta. Suurin osa näistä on normaaleja Otto-automaat-
teja, eli niissä onnistuu setelirahan nosto, sekä saldon ja tilitapahtumien 
tarkastelu. Joskus eteen voi tulla kuitenkin muita käyttövaatimuksia, kuten 
rahan talletus, tai liikuntarajoitteisuus. Tämän vuoksi normaalien Otto-au-
tomaattien lisäksi on olemassa esim. T-automaatteja (talletus), tai EP-
automaatteja (esteetön, matala asiointikorkeus, sekä puhetuki, jolloin 
niitä voi käyttää myös esimerkiksi pyörätuolissa olevat henkilöt). Kartalla 
näkyy toistaiseksi kaikki automaatit kahdella eri merkillä: sininen merkki 
kertoo, että automaatilla onnistuu myös rahan talletus, kun taas oranssi 
merkki ilmaisee pelkän rahan nostamisen olevan mahdollista. Tämän 
vuoksi, jos käyttäjä haluaa tallettaa esimerkiksi kolikoita, pitää hänen klik-
kailla läpi kaikki lähialueen siniset merkit nähdäkseen, onko kyseessä O+-
automaatti, vai T-automaatti, joista vain jälkimmäisessä onnistuu kolikoi-
den talletus. Paras ratkaisu ajan säästämiseksi ovat erilaiset filtterit. 
 
Automaatit ovat jaettu tietolistassa viiteen eri kategoriaan: O, P, EP, T, ja 
O+. Käytännöllisintä onkin siis luoda viisi filtteriä, yksi jokaiselle automaa-
tille, joista käyttäjä saa valita aktiiviseksi haluamansa. Aktiivinen filtteri tar-
koittaa tässä tapauksessa sitä, että sen tyyppiset automaatit piirretään kar-
talle näkyviin. Oletuksena kaikki filtterit olisivat aktiivisia ja käyttäjä voisi 
epäaktivoida niistä haluamansa, esimerkiksi kolme ensimmäistä, jos ha-
luaa nähdä vain ne automaatit, joissa setelirahan talletus on mahdollista.  
 
Filtterien lisäksi olisi ohjelmassa hyvä olla joitakin käyttöohjeita vastaa-
maan mahdollisiin kysymyksiin ilman, että käyttäjän on otettava yhteyttä 
ohjelman tekijöihin. Tällaisia ohjeita ovat esimerkiksi sijaintitietojen 
käyttö, filtterien tarkoitus, eri automaattien tietojen selventäminen, sekä 
yhteydenottotiedot. Ohjelmalla on siis selkeä tarve valikolle, joka sisältäisi 






Valikot, eli menut, ovat olennainen osa kaikenlaisten ohjelmien käyttöliit-
tymiä. Siksi Android tarjoaakin tehokkaan kokonaisuuden erilaisten valikoi-
den luomiseen. Ohjelman oletusnäkymä on jaettu kahteen osaan: pieni 
yläpalkki, jossa on ohjelman nimi ja eri valikkonapit, sekä lopun ruudun 
täyttävä karttakomponentti (Kuva 4). Koska valikot voidaan jakaa kahteen 
osaan (filtterit ja lisätietoja), ei niitä kannata laittaa yhdessä yhden napin 
alle, vaan jättää ne erillisiksi napeiksi valikkopalkkiin. Näin säästetään käyt-
täjältä yksi tarpeeton klikkaus, ja tehdään käytöstä suoraviivaisempaa. 
Aloitetaan luomalla molemmat napit. Se onnistuu uudella XML-tiedostolla, 
joka sisältää kaksi kenttää. Kentät määritellään koko ajan näkyviksi, jolloin 
ne eivät yhdisty tarpeettomasti minkään toisen napin alle niin kauan, kuin 
ruudun leveys vain riittää. Napeille määritetään omat takaisinkutsufunk-
tiot (callback-funktiot), joita kutsutaan nappia painettaessa. (Android De-
velopers, n.d.-k.) 
 
Nyt voidaan luoda napeille omat toiminnallisuudet ohjelmakoodiin. Filtte-
rit ovat siis lista vaihtoehtoja, josta voidaan valita aktiiviseksi niin monta 
kuin halutaan, eli käytetään monivalintaruutuja (checkbox). Normaalisti 
valikot toimivat niin, että kun jotain valikon vaihtoehtoa painetaan, valikko 
menee pois. Monivalinnan tarpeen vuoksi tätä ei kuitenkaan voida käyttää 
filtterien näyttämiseksi, sillä aina kun käyttäjä valitsisi yhden filtterin, filt-
terilista menisi pois näkyvistä, ja pitäisi avata uudelleen. (Android Develo-
pers, n.d.-k.) Siksi luodaankin filttereille valikkoikkunan sijaan oma dialogi-
ikkuna, joka pysyy näkyvissä siihen asti, kunnes käyttäjä joko hyväksyy te-
kemänsä muutokset (onDialogPositiveClick), hylkää tekemänsä muutokset 
(onDialogNegativeClick), tai koskettaa jotain ruudun aluetta dialogi-ikku-
nan ulkopuolella, jolloin ikkuna menee pois ja tehdyt muutokset myös hy-
lätään (Android Developers, n.d.-l). 
 
Dialogi-ikkunaa käytettiin aikaisemmin myös näyttämään käyttäjälle teksti, 
jossa selitetään, mihin käyttäjän paikkatietoja ohjelmassa käytetään. Kun 
käyttäjä hyväksyy tekemänsä filtterimuutokset, tallennetaan uusi filtteri-
lista muistiin, poistetaan kaikki kartalla olevat merkit, ja piirretään ne uu-
delleen niin, että vain ne merkit jotka käyttäjä haluaa nähdä, piirretään. 
Kun filtteridialogi taas esitetään käyttäjälle, haetaan muistista käyttäjän 
aktivoimat filtterit, ja merkitään ne valintaruudut aktiivisiksi, jotta käyttä-
jän ei aina tarvitse valita kaikkia haluamiaan filttereitä uudestaan, ja muu-
tosten tekeminen on helpompaa. Filtterit eivät kuitenkaan vielä tallennu 
niin, että samat olisivat käytössä, kun ohjelman sammutetaan kokonaan ja 
käynnistetään uudelleen. Nyt toinen valikon napeista toimii oikein, joten 
on aika siirtyä toiseen. 
 
Valikon jälkimmäinen nappi on infonappi, eli sen takaa löytyy kaikenlaista 
lisätietoa ohjelmasta. Tässä listassa halutaan näyttää neljä eri nappia: lisä-
tietoja ohjelmasta, lisätietoja filttereistä, lisätietoja sijainnin käytöstä, sekä 
yhteystiedot. Tämä tarkoittaa sitä, että lisätietoja-napin pitää synnyttää al-
leen pudotusvalikko, josta voidaan valita yksi neljästä edellä mainitusta 





tiedot. Jokainen neljästä napista avaa oman dialoginsa, joissa on eri tekstit 
selittämään lisää ohjelmasta. Nämä dialogit ovat vain tekstiä, eivätkä vai-
kuta ohjelman toimintaan, joten dialogien päättämiseksi niihin lisätään 
vain yksi nappi, jossa voi lukea esimerkiksi "ok" tai "selvä", jotta käyttäjä 
saa dialogin helposti pois ruudulta sen luettuaan. (Android Developers, 
n.d.-k.) 
3.8 Käyttäjän tekemien muutosten tallentaminen 
Android-sovelluksissa istuntokohtaiset muutokset nollautuvat usein, esi-
merkiksi näytön sammuessa, ohjelman joutuessa taustalle, näytön orien-
taation muuttuessa, ja tietenkin ohjelmaa sammutettaessa. Siksi onkin tär-
keää tallentaa käyttäjän tekemät muutokset pysyvämpään muotoon, ja tä-
hän tarjotaankin Preference- ja SharedPreferences-rajapintoja. SharedPre-
ferences tallettaa ohjelmakohtaiseen tiedostoon listan avain-arvo-pareja, 
joita voidaan tallentaa käyttäjän tietämättä, tai käyttäjän tekemien pää-
tösten seurauksena. Ohjelman käynnistyessä voidaan tiedosto noutaa lait-
teen muistista, ja lukea sieltä halutut arvot. Tällä hetkellä ainoa käyttäjältä 
kysyttävä asia on paikkatietojen käyttölupa, jota kysytään ohjelmaa ensim-
mäisen kerran käynnistettäessä. Jos käyttäjä ei anna lupaa, näytetään seli-
tys mihin paikkatietoja käytetään. Tämän jälkeen käyttäjältä kysytään lu-
paa uudestaan, jolloin käyttäjän pitää rastittaa ruutu "älä kysy uudelleen", 
jos hän ei halua nähdä kysymystä enää toiste. Prosessi on liian pitkä ja se-
kava käyttäjille, jotka eivät halua jakaa sijaintiaan. Tämän vuoksi muute-
taan sitä niin, että käyttäjä voi jo selityksen luettuaan päättää, haluaako 
antaa sijaintitietojen käyttöluvan. Tällöin vältytään yhdeltä turhalta lisäas-
keleelta, ja ohjelman aloitus on vähemmän häiritsevä. 
 
Ohjelmaa aloitettaessa noudetaan SharedPreferences-rajapinnan avulla 
avain-arvo-parit. Jos tiedostoa ei ole vielä olemassa, sitä ensimmäistä ker-
taa haettaessa se luodaan. Lisätään tiedostoon yksi avain, jonka arvo tal-
lennetaan sen perusteella, mitä käyttäjä vastaa alussa näytettävään lupa-
kyselyyn. Kun lupakyselyyn on vastattu, tallennetaan vastaus tiedostoon ja 
edetään normaalisti, joko ilman käyttäjän sijaintitietoja tai niiden kanssa. 
Nyt lupakyselyitä ei suoriteta aina ohjelman käynnistyessä, jos käyttäjä ei 






Kuva 15. Vanha lupakysely vasemmalla. Huomioi mahdollinen uudelleen-
kyselyn aiheuttama loppumaton kehä, jos käyttäjä ei rastita ”älä 
kysy uudelleen”-ruutua. 
Kuva 16. Uusi lupakysely oikealla. Uudessa metodissa ei ole mahdollista 
loppumatonta kyselyä, ja se on helpommin ymmärrettävissä päi-







Kuva 17. Ohjelman julkaisuversion toimintajärjestys. 
3.9 Mainosbanneri 
Jäljellä on enää viimeinen asiakkaan toivoma ominaisuus, eli pieni mainos-
banneri ohjelmaan. Mainosten lisääminen Android-sovelluksiin on tehty 
erittäin helpoksi Googlen Firebasen avulla. Asiakkaalla on käyttäjätunnuk-





jektikohtaisen avaimen. Firebase tarjoaa kattavat ohjeet mainosten lisää-
miseen omilla sivuillaan, joten niitä seuraten työn saa suoritettua pikai-
sesti. Projektiin tuodaan ensimmäiseksi Mobile Ads SDK -paketti, ja pro-
jekti synkronoidaan. Sitten ohjelmakoodiin määritellään ohjelman käyn-
nistykseen initialisointikäsky, jonka toinen argumentti on projektikohtai-
nen Firebase-avain. Testausvaiheessa käytetään Firebasen tarjoamaa tes-
tausavainta, jota käytettäessä oikeiden mainosten sijaan palvelu tarjoaa 
vain testimainoksia, jotka ovat oikeiden mainosten kokoisia. Näiden avulla 
voidaan rakentaa ohjelman ulkoasua ja testailla mainosten toimivuutta, 
kuitenkaan oikeita mainoksia käyttäen, sillä Google on ehdottomasti kiel-
tänyt kehittäjiä avaamasta omassa sovelluksessaan näkyviä mainoksia, ja 
sen tekeminen saattaa johtaa tunnusten jäädytykseen. Siksi turvallisinta 
onkin käyttää tarjottua testiavainta, jos sattuu vahingossa avaamaan mai-
noksen ohjelmassaan. (Firebase, 2017-a.; Firebase, 2017-b.) 
 
Kun ohjelma on valmisteltu tukemaan mainoksia, pitää valita minkälaisia 
mainoksia haluaa näyttää, ja mihin ne ohjelman käyttöliittymässä haluaa 
sijoitta. Käyttöliittymä koostuu valikkopalkista ja koko loppuruudun peit-
tävästä kartasta. Siistein ja vähiten tiellä olevin paikka mainoksille onkin 
siis kartan alapuolella. Koko ruudun levyinen, mutta korkeudeltaan matala 
bannerimainos on tähän sopiva valinta. Eri mainosten layout-elementit 
ovat tarjolla Firebasen ohjeissa. Haetaan bannerimainoksen elementti ja 
lisätään se ohjelman layout-tiedostoon karttaelementin alapuolelle. Sää-
detään karttaelementin korkeutta vielä niin, että mainos ei peitä karttaele-
mentin alaosaan ilmestyviä, lisätoiminnallisuuksia tarjoavia nappeja. Lo-
puksi lisätään ohjelmakoodiin mainosten initialisoinnin jälkeen kutsu-
pyyntö mainokselle, ja yhdistetään se juuri lisättyyn elementtiin. Näin oh-
jelman käynnistyessä luodaan samalla yhteys mainosjärjestelmään verkon 
yli, ja sieltä tarjotaan mainos ohjelmalle, joka sijoitetaan mainoselement-
tiin. Koska asiakas haluaa tarjota ohjelmasta ilmaisen ja maksullisen ver-
sion, voidaan tässä kappaleessa tehdyt lisäykset jättää tekemättä maksul-
liseen versioon. (Google Developers, 2017-f.) 
 
4 YHTEENVETO JA JATKOKEHITYS 
Ohjelman tekoon ryhdyttäessä olivat päätavoitteet ja -työkalut selkeät. 
Suurimmat ongelmat syntyivät Java-ohjelmointikielen vieraudesta ja 
layout-rakenteiden tekemisestä XML-merkintäkielellä. Eri käytettyjen omi-
naisuuksien dokumentaatio oli erittäin kattavaa, kiitos Googlen ahkeruu-
den, ja moniin ongelmiin niiden käytön suhteen löytyikin ratkaisu fooru-
meilta ja dokumentaatiosta, joten kompromisseja ominaisuuksien tai nii-
den implementoinnin suhteen ei tarvinnut tehdä. Ohjelma saatiin valmiiksi 
aikataulussa, ja asiakas oli tyytyväinen, sillä kaikki tavoitteet saavutettiin ja 





tamiseksi. Käyttötestaus oli ainoa asia, joka jouduttiin karsimaan aikatau-
lusta, mutta pyrin kehittämään käyttöliittymän parhaani mukaan uusia 
käyttäjiä ajatellen.  
 
Ohjelmasta on nyt versio 1.0 valmiina ja kuten aina ohjelmistokehityk-
sessä, jatkokehitykselle on tilaa. Android 7.0 julkaistiin ohjelman kehityk-
sen aikana, joten sen mukanaan tuomat lisäominaisuudet ja rajoitteet olisi 
hyvä käydä läpi versioon 1.1. Käyttötestausta olisi myös hyvä sisällyttää 
seuraavaan vaiheeseen, jotta mahdolliset puutteet ja epäselvyydet saatai-
siin myös parannettua versioon 1.1. Yksi asia, joka rajattiin heti alussa pois, 
oli myös tablettikokoisen näytön käyttöliittymät, joten käyttöliittymän ul-
koasu tableteilla kannattaisi myös testata ennen seuraavan version julkai-
sua. Versioon 1.2 ehdottaisin virheenkeston kehitystä, sillä ohjelma vaatii 
uudelleenkäynnistyksen esimerkiksi silloin, kun se käynnistetään ilman in-
ternetyhteyttä, ja yhteys palautuu ohjelman jo käynnistyttyä. Yritin kehi-
tyksessä huomioida mahdollisia nopeusongelmia, ja tässä auttoi ainakin 
omassa laitteessani oleva hidas verkkoyhteys. Pystyin tämän avulla totea-
maan, että tietolistan nouto ei ole liian hidasta.  Siitä voisi saada nopeam-
man esimerkiksi jakamalla automaatit asiakkaan serverillä erilaisiin ryh-
miin, esimerkiksi maakuntien, vanhojen läänien, tai vain harkiten rajattu-
jen alueiden mukaan, jolloin esimerkiksi Helsingissä olevat käyttäjät voisi-
vat määrittää haluavansa ladata vain Helsingin alueen automaatit. Suo-
messa verkkoyhteyksien nopeus mobiililaitteilla on kuitenkin huonoim-
massakin tapauksessa tarpeeksi hyvä, ja tietotiedoston koko on niin pieni, 
että tällaista automaattien jakoa ei tarvinnut tehdä ensimmäiseen versi-
oon. Seuraaviin versioihin voisi myös lisätä kameran sijainnin talletuksen, 
jolloin kamera siirtyisi siihen, mihin käyttäjä on sen viimeksi jättänyt, 
vaikka ohjelma sulkeutuisi välissä, ja karttaan voisi samalla lisätä napin, 
josta kamera keskittyisi taas käyttäjän sijaintiin. Ohjelma on nyt kuitenkin 
hyvässä pisteessä; se toimii nopeasti ja varmasti, se on kevyt käyttää ja 
helppo ymmärtää, se kestää muutoksia, ja kiitos Androidin yhteensopivuu-
den, sitä voi käyttää valtaosassa Suomessa olevia Android-puhelimia. 
 
Työ oli mukava tehdä, ja se oli opettavainen kokemus. Olen suorittanut 
koulussa yhden kurssin mobiiliohjelmointia, joten onneksi ei tarvinnut 
aloittaa projektia aivan tyhjältä pöydältä. Projektista opin paljon Android-
sovellusten kehittämisen lisäksi myös Java-kielestä, sekä tietenkin olio-oh-
jelmoinnista. Suosittelisinkin siis kaikkia Android-sovellusten kehittämi-
sestä kiinnostuneita lähteä yrittämään. Android Studio helpottaa työsken-
telyä suuresti, ja hyvä dokumentaatio sekä massiivinen käyttäjä- ja kehit-
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