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1Introduzione
La crescente diffusione di accessi Internet a larga banda ha incrementato la nascita di
nuove tecnologie e permesso l’integrazione fra comunicazione digitale e analogica. In
particolare cio` ha posto le basi ad un processo di integrazione di tutti quei servizi che
finora si sono evoluti in una maniera non omogenea e mediante l’utilizzo di diverse
tecnologie.
La possibilita` di integrare e convogliare in una unica struttura molti dei servizi
gia` esistenti, si e` sviluppata maggiormente nel campo della trasmissione vocale. E`
iniziato quindi lo sviluppo di molti dispositivi operanti nel campo della rete di fo-
nia. Tali dispositivi supportano il trasporto della voce su reti IP (VoIP) e permettono
l’interconnessione degli stessi con la rete di telefonia pubblica (PSTN).
La voce transita sui router di accesso ad Internet e da qui raggiunge in modo diretto
altri utenti che utilizzano gli stessi mezzi o, mediante opportuni gateway, gli utenti
della fonia tradizionale. Tutto cio` avviene in modo del tutto trasparente all’utente:
la voce viene convertita in pacchetti dati e fatta viaggiare attraverso un collegamento
Internet fino a raggiungere l’utente desiderato.
Un sistema VoIP molto diffuso e` Asterisk. Si tratta di un PBX Open Source; esso
supporta e permette di integrare VoIP, canali digitali e analogici e, oltre a consenti-
re agli utenti di avere accesso a tutte le funzioni di una tipica telefonia tradizionale,
include nuovi servizi.
L’architettura di Asterisk fa uso di numerosi thread i quali condividono una larga
struttura dati. Nell’attuale implementazione tali strutture dati condivise sono organiz-
zate in modo inefficiente e, oltre a portare a tempi di accesso all’informazione non
ottimi, hanno lo svantaggio di essere realizzate in modo da rendere il codice poco
leggibile e di conseguenza piu` propenso ad errori.
Manca inoltre una gestione sulla permanenza dell’oggetto in memoria, spesso in-
fatti dopo che esso e` stato allocato e utilizzato, viene distrutto senza controllare possi-
bili referenze ancora presenti nelle strutture dati. Potrebbe quindi accadere che tramite
tali riferimenti si possa accedere all’oggetto anche dopo la sua distruzione. Per porre
rimedio a questi problemi vengono a volte utilizzati dei metodi che rendono il codice
intricato e difficile da seguire.
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La soluzione proposta e` l’utilizzo di una astrazione sui dati che gestisca in maniera
unificata lock, persistenza dell’oggetto in memoria e accesso ai dati mediante algoritmi
efficienti, mantenendo al tempo stesso la facilita` di utilizzo.
Questi obiettivi sono stati raggiunti mediante la creazione di una libreria che rea-
lizza dei container di diverso tipo in base all’accesso che intendiamo farne e alle pre-
stazioni che vogliamo ottenere. Tale libreria e` stata quindi implementata realizzando
diverse strutture per gli oggetti e un insieme di funzioni che ne permettono la mani-
polazione. L’organizzazione scelta per relazionare gli oggetti porta alla possibilita` di
poter utilizzare i container in modo fortemente dinamico e flessibile, permettendo di
raggruppare piu` container in un altro container ma soprattutto di aggregare insieme
oggetti in container diversi.
Per controllare gli accessi agli oggetti sono stati previsti dei meccanismi di lock,
uno per ogni oggetto presente e uno per ogni container, in modo da garantire un accesso
esclusivo sia ai singoli oggetti che a tutto il container.
Per quanto riguarda la persistenza dell’oggetto in memoria, essa viene ottenuta me-
diante la memorizzazione delle referenze (quindi un reference counter per ogni oggetto
creato) in modo da sapere in ogni istante quanti e quali oggetti potrebbero accedere alla
memoria e permetterne la distruzione quando nessuno piu` ne avra` bisogno.
La semplicita` di utilizzo e` stata raggiunta realizzando tale struttura in una maniera
del tutto trasparente a chi utilizzera` la libreria. Infatti solo le funzioni di accesso ai
dati conoscono la struttura e l’implementazione interna, si preoccupano dei problemi
inerenti al lock, degli accessi e del conteggio delle referenze. Inoltre occultando la loro
reale implementazione all’utilizzatore finale, migliorano la leggibilita` del codice.
Tutti gli esempi, il codice, i comandi utilizzati durante questa tesi fanno riferimento
all’attuale versione di sviluppo di Asterisk. Essa puo` essere ottenuta con svn:
svn checkout http://svn.digium.com/svn/asterisk/trunk asterisk
Mentre le modifiche apportate e il codice di astobj2 si trova all’url:
http://svn.digium.com/view/asterisk/team/rizzo/astobj2
La descrizione del lavoro svolto per questa tesi e` organizzato in capitoli come
segue.
Capitolo 1 Concetti generali sul VoIP, descrizione sommaria del funzionamento di
Asterisk.
Capitolo 2 Architettura, implementazione attuale delle strutture dati e soluzione
proposta.
Capitolo 3 Implementazione della libreria astobj2, principali funzionalita` e interfac-
cia per il suo utilizzo.
Introduzione 3
Capitolo 4 Procedure di migrazione alla nuova struttura.
Capitolo 5 Modifiche apportate ad alcune strutture di Asterisk.
Capitolo 6 Conclusioni e sviluppi futuri.
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Asterisk e il VoIP
1.1 La telefonia tradizionale
La rete di telefonia tradizionale e` di tipo analogico e viene chiamata PSTN. Essa usa
un modo di trasferimento tra un nodo e l’altro detto a circuito.
Questo modo di trasferimento prevede che, all’atto della chiamata, venga instaurato
un percorso tra i vari nodi che compongono la rete e che questa connessione rimanga
stabile durante tutta la durata della telefonata. (Figura 1.1).
Per ogni connessione si ha la creazione di un percorso (canale) che resta riservato
ad esclusivo uso di quella connessione durante tutta la chiamata. Inoltre viene usata
tutta la banda richiesta dal canale (8Kpbs modulazione PCM). L’assegnazione delle
risorse e` quindi statica. Una volta stabilito un percorso e assegnate le risorse esse
risultano come occupate e non sono piu` disponibili per ulteriori connessioni.
La principale differenza tra una rete telefonica di questo tipo e una rete VoIP sta
nel diverso modo di trasferimento delle informazioni tra i vari endpoint.
1.2 Il VoIP
L’utilizzo del VoIP in realta` non e` una novita`, in quanto gia` da un po’ di tempo e` possi-
bile utilizzare le reti dati per inviare dati vocali; la voce veniva compressa utilizzando
software di comunicazione installati sui PC che intendevano comunicare e trasmessa
sulla rete.
Le difficolta` iniziali di diffusione di questa tecnologia erano essenzialmente la scar-
sa qualita` delle conversazioni dovuta a tecniche di compressione non adeguate, una
banda insufficiente e la mancanza di criteri che gestissero la qualita` del servizio.
Oggi grazie alla diffusione di accessi Internet a larga banda questa integrazione fra
comunicazione digitale e analogica si e` evoluta sempre di piu`.
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Endpoint BEndpoint A
Figura 1.1: Rete a commutazione di circuito
Il VoIP si basa su una rete dati, che usa per sua natura il modo di trasferimento
detto a pacchetto. Quello che succede in questo tipo di rete e` che le informazioni ven-
gono suddivise in pacchetti e inviate. A differenza di una rete analogica tradizionale
pero` essi giungono a destinazione nodo dopo nodo, anche seguendo percorsi diversi.
(Figura 1.2).
In breve, con VoIP si intende la trasformazione di un segnale vocale in pacchetti
IP e l’invio di essi al destinatario tramite una rete dati. Piu` in dettaglio quello che
accade e` che la nostra voce viene acquisita da un trasduttore di ingresso (microfono),
successivamente viene campionata, quantizzata e codificata, portata sotto forma di
traffico rete e inviata. A questo punto tali pacchetti viaggiano in rete e una volta a
destinazione non resta che svolgere le operazioni in modo inverso, cioe` decodificare i
dati e riconvertirli in un segnale analogico. (Figura 1.3)
Per poter sfruttare questa nuova tecnologia abbiamo bisogno di alcuni strumenti:
• Un centralino che sappia gestire vari tipi di connessione e protocolli.
• Delle interfacce verso le tecnologie con le quali vogliamo interagire.1
• Dei dispositivi finali che ci permetteranno di sfruttare questi nuovi servizi2.
• Una rete IP.
1Ad esempio vorremmo poter interagire con la rete telefonica tradizionale.
2Come dei telefoni (hardware o software) che siano in grado di interagire con il centralino adottato.
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Endpoint BEndpoint A
Figura 1.2: Rete a commutazione di pacchetto
Trasduttore di ingresso
Trasduttore di uscita
Campionamento
Quantizzazione
Codifica
Invio
Rete dati Ricezione
Decodifica
Figura 1.3: Trasmissione voce su una rete dati
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Il centralino che andremo ad analizzare sara` naturalmente Asterisk. Esso rap-
presenta una delle soluzioni OpenSource che permettono interoperabilita` con diversi
protocolli standard e diverse tecnologie e servizi.
1.3 Problematiche su una rete IP
Una rete IP, essendo nata per gestire un determinato tipo di traffico, non offre cosı` come
e` uno strumento completo ed adeguato nel trattare traffico voce. Questa tipologia di
traffico, date le sue diverse caratteristiche rispetto al tradizionale traffico che ha finora
interessato le reti dati, viene identificata come traffico di tipo real-time.
I primi problemi si incontrano nella gestione delle perdite dei pacchetti. Infatti la
rete IP e` di tipo best effort, ovvero non si ha la garanzia dell’arrivo di tutti i pacchetti.
Quando si verifica una perdita, sorgono dei problemi sulla ritrasmissione del pacchetto,
sulla possibilita` che il pacchetto arrivi a destinazione troppo tardi o che vada perso. In
alcuni di questi casi puo` accadere che l’informazione che esso porta non ha piu` nessuna
utilita`.
Oltre questo, i pacchetti seguono strade diverse per giungere a destinazione,
sperimentano dei ritardi diversi, quindi occorre anche gestire l’arrivo di pacchetti
out-of-order.
A tutto cio` si aggiungono tutte le problematiche di sicurezza tipiche di una rete
dati.
1.4 Asterisk
Lo sviluppo di Asterisk e` stato iniziato da Mark Spencer della Digium3.
E` un software libero e Open Source e, oltre ad offrire tutte le funzionalita` di un
PBX classico, comprende nuovi tipi di servizi in continua evoluzione.
Asterisk permette di connettere tra loro diversi tipi di rete e tecnologie, come
possiamo vedere in figura 1.4.
Ad esempio, tramite opportuni componenti o dei tradizionali modem e` possibile
far interagire Asterisk (e quindi una rete di tipo IP) con la rete di telefonia pubblica.
Questi componenti sono delle schede, in genere PCI, che permettono di connettere al
computer le normali linee telefoniche analogiche.
Asterisk, per poter fare interagire tutte queste diverse tecnologie, deve essere in
grado di conoscere diversi protocolli di comunicazione. Asterisk supporta un’am-
pia gamma di protocolli, infatti, oltre al proprio chiamato IAX, supporta anche SIP,
H.323. . .
3www.digium.com
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Gestisce diversi protocolli
SIP
H323
...
Interagisce con diverse tecnologie
PSTN
Rete dati
...
Supporta diversi codec
G723
GSM
...
Comunica con diversi dispositivi
Telefoni SIP
Dispositivi software
...
Figura 1.4: Interazione di Asterisk con diverse tecnologie
Tutto cio` ci porta a una delle funzionalita` piu` potenti di Asterisk: la capacita` di
connettere diverse tecnologie (reti, protocolli, codec) tra loro.
1.5 Protocolli
Un protocollo e` un insieme di regole che permettono a due entita` di stabilire una con-
nessione, comunicare e scambiarsi dei dati. Un protocollo puo` essere implementato
in hardware o in software, l’importante e` che sia capito da tutti i partecipanti alla
comunicazione, pena l’impossibilita` di realizzarne una.
Nel tempo naturalmente si sono sviluppati diversi protocolli, ognuno orientato
ad un certo tipo di comunicazione. Nella telefonia, tra i piu` utilizzati e supportati
abbiamo:
SIP : Session Initiation Protocol, e` un protocollo per creare, modificare e terminare
delle sessioni con uno o piu` partecipanti. Queste sessioni possono ad esempio
essere delle chiamate voce realizzate tramite la rete Internet. Il protocollo SIP e`
uno standard IETF definito nella rfc3261.4
RTP : Real Time Protocol, e` il protocollo usato piu` spesso per le comunicazioni vocali
su rete IP.
IAX : Inter Asterisk Exchance Protocol, il protocollo VoIP nativo di Asterisk.
4Tutte le rfc sono disponibili sul sito www.ietf.org.
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H323 : Lo standard ITU per il VoIP.
Descriviamo brevemente alcuni protocolli supportati da Asterisk: SIP e IAX.
1.5.1 SIP
Il protocollo SIP gioca un ruolo chiave nel VoIP. Esso non si occupa di governare tutta
la comunicazione, bensı` solo alcune parti. Per questo suo ruolo viene anche chiamato
“protocollo di signaling”. Esso si occupa di:
• Invitare gli utenti a partecipare ad una sessione: stabilire dove si trovano,
acquisire le caratteristiche di una sessione e negoziarne i parametri supportati.
• Instaurare la connessione, determinare il numero dei partecipanti, decidere il
media usato nella sessione o il codec5 piu` appropriato.
• Modificare le opzioni di comunicazione.
• Terminare la sessione.
Un messaggio SIP puo` essere una richiesta (REQUEST) o una risposta (RESPON-
SE). Una sequenza di una richiesta e una o piu` risposte e` detta transazione: essa e`
identificabile da un transaction-ID, un identificativo che ne specifica la sorgente, la
destinazione e il numero di sequenza.
Gli utenti SIP sono risorse identificabili o localizzabili mediante URI o URL. In
esse sono contenute tutte le informazioni necessarie per raggiungere un certo utente.
Degli esempi6 di indirizzi di un utente possono essere:
• SIP:pippo@mioDominio.it
• SIP:pluto@9.9.9.9:5068
5Un breve discorso sui codec sara` introdotto piu` avanti in questo stesso capitolo
6Questo e gli esempi seguenti sono tratti dalla rfc3261.
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atlanta.com . . . biloxi.com
. proxy proxy .
. .
Alice’s . . . . . . . . . . . . . . . . . . . . Bob’s
softphone SIP Phone
| | | |
| INVITE F1 | | |
|--------------->| INVITE F2 | |
| 100 Trying F3 |--------------->| INVITE F4 |
|<---------------| 100 Trying F5 |--------------->|
| |<-------------- | 180 Ringing F6 |
| | 180 Ringing F7 |<---------------|
| 180 Ringing F8 |<---------------| 200 OK F9 |
|<---------------| 200 OK F10 |<---------------|
| 200 OK F11 |<---------------| |
|<---------------| | |
| ACK F12 |
|------------------------------------------------->|
| Media Session |
|<================================================>|
| BYE F13 |
|<-------------------------------------------------|
| 200 OK F14 |
|------------------------------------------------->|
| |
Figura 1.5: Rappresentazione di una sessione SIP
Vediamo brevemente un esempio di come si stabilisce una sessione SIP:
Nella figura 1.5 possiamo vedere una sessione che utilizza il protocollo SIP. Segue
il pacchetto di REQUEST di tipo INVITE:
INVITE sip:bob@biloxi.com SIP/2.0
Via: SIP/2.0/UDP pc33.atlanta.com;branch=z9hG4bK776asdhds
Max-Forwards: 70
To: Bob <sip:bob@biloxi.com>
From: Alice <sip:alice@atlanta.com>;tag=1928301774
Call-ID: a84b4c76e66710@pc33.atlanta.com
CSeq: 314159 INVITE
Contact: <sip:alice@pc33.atlanta.com>
Content-Type: application/sdp
Content-Length: 142
Possiamo notare il nome del metodo, si tratta di un INVITE, nella prima linea.
Seguono le altre linee dell’header.
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Tra i campi piu` importanti abbiamo il campo Via, che contiene l’indirizzo
(pc33.atlanta.com) a cui Alice aspetta le risposte. Esso contiene anche un
parametro (branch) che identifica la transazione.
Il campo To contiene l’URI del destinatario, From il nome di chi ha effettuato la
richiesta.
Call-ID contiene un identificatore unico della chiamata, questo non e` pero` sempre
vero e in alcuni casi abbiamo bisogno della tripletta Call-ID, Totag e Fromtag per
identificare in modo univoco una chiamata. Il corpo del messaggio SIP contiene la
descrizione della sessione, codificata con un altro tipo di protocollo.7
1.5.2 RTP
RTP e` un protocollo orientato al trasporto di traffico real-time. Con questo nome
intendiamo qualsiasi flusso di informazioni piu` o meno sensibile ai ritardi, che soffre
di una consegna out-of-order dei pacchetti e che ha quindi bisogno di essere trattato
diversamente dal traffico tradizionale delle linee dati.
RTP e` formato da due parti, una di controllo (RTCP) e una di trasmissione da-
ti (RTP). I flussi RTCP sono flussi di controllo, supportano l’identificazione della
sorgente, gateway. . .
La parte di trasporto dati fornisce il controllo di tutte le proprieta` realtime del
traffico, inclusa la ricostruzione temporale dei pacchetti ricevuti out-of-order.8
Una parte dell’audio/video encoding supportato comprende: G722, G723, GSM,
GSM-EFR, L8, LCP, MPA, PCMA, JPEG, H261, H263, MPV, MP2T. . .
Il vero e proprio funzionamento del protocollo RTP e` specificato nell’rfc3550.9
Ad esempio per una applicazione audio multicast, ogni partecipante invia dei flussi
audio formati da pacchetti suddivisi in piccoli pezzi. Ogni piccolo pezzo di dati audio
viene incapsulato in un pacchetto RTP, che sara` quindi composto da un header e da
dei dati. Nell’header e` stabilito il tipo di encoding riguardante i dati, esso puo` essere
modificato da ogni partecipante, in modo da essere adeguato alla banda disponibile dai
diversi punti sorgenti/riceventi.
Relativamente alla perdita dei pacchetti e ai ritardi variabili, l’header RTP contiene
anche delle informazioni e un numero di sequenza che permettono al ricevitore di
ricostruire il flusso dati originale della sorgente.
Se si decide di trasmettere audio e video questo viene fatto su due sessioni RTP
separate. Cio` permette di poter decidere in modo indipendente quale dei due flussi
7SDP, Session Description Protocol che descrive la sessione multimediale.
8Un set iniziale dei tipi di payload di tale protocollo e` definito nella rfc 3551.
9RTP: A Transport Protocol for Real-Time Applications.
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ricevere, in modo da evitare spreco di banda se non si e` interessati a ricevere entrambe
le tipologie di traffico.
1.5.3 IAX
Il protocollo IAX fornisce controllo e trasmissione di flussi multimediali su Internet.
E` stato sviluppato per colmare alcune lacune che iniziavano a venir fuori con l’utilizzo
di altri protocolli. Sebbene sia nato per supportare flussi audio esso e` molto flessibile e
supporta bene anche contenuti video. Gli obiettivi che si pone sono quelli di minimiz-
zare la banda necessaria per stabilire e controllare la sessione multimediale e di fornire
un supporto trasparente nella gestione del NAT. Un esempio relativo allo scambio di
pacchetti utilizzato dal protocollo IAX per stabilire e terminare una sessione audio e`
rappresentato nella figura seguente:10
Host A Host B
| |
| NEW |
|-------------->|
| ACCEPT | Host A Host B
|<--------------|
| ACK |
|-------------->| | |
| RINGING | | HANGUP |
|<--------------| |-------------->|
| ACK | | ACK |
|-------------->| |<--------------|
| ANSWER | | |
|<--------------|
| ACK |
|-------------->|
| |
L’host A inizia una sessione e invia un messaggio NEW all’host B che risponde
con un ACK. A questo punto inizia lo scambio dei messaggi di RING, ANSWER, e
HANGUP per indicare la fine della chiamata. I vari messaggi scambiati durante questa
sessione sono detti frame.
10http://www.cornfed.com/iax.pdf
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1.6 Codec
Un codec e` un programma, un dispositivo, un algoritmo che che si occupa o descrive
la codifica/decodifica digitale di un segnale audio/video.
Il metodo di codifica principale utilizzato da Asterisk e` un formato audio non
compresso che puo` facilmente essere convertito da/ad altri tipi di codec.
Oltre alla digitalizzazione del segnale, i codec possono effettuare anche una com-
pressione/decompressione dei dati, in modo minimizzare la quantita` di memoria e la
banda occupata.
In base a questa codifica, digitalizzazione, compressione, i dati finali possono piu`
o meno essere fedeli all’originale. Esistono, in base alle scelte fatte, algoritmi con per-
dita di informazione, noti anche come algoritmi di compressione lossy, o senza perdita
di informazione (lossless). Facendo quindi ricorso a diverse tecniche, si puo` riprodurre
un flusso multimediale in modo approssimato ma comunque comprensibile, riducendo
di poco o molto la qualita` in base alle diverse esigenze, eliminando le frequenze non
udibili dall’orecchio umano, le ridondanze, etc. . .
In base alle operazioni da realizzare (memorizzazione, trasmissione, etc. . . ) e in
base ai dati gestiti (audio, video) esiste la possibilita` di utilizzare diversi tipi di co-
dec. Affiche´ due dispositivi siano in grado di comunicare occorre, naturalmente, che il
codec scelto sia supportato da entrambi gli endpoint.
Asterisk gestisce diversi tipi di codec,11 permette la negoziazione automatica del
codec del chiamante e l’interoperabilia` tra essi. Una lista dei codec attualmente
utilizzati nella versione di sviluppo di Asterisk e` presente in appendice A.
1.7 Configurazione
Segue una breve panoramica su alcuni dei file di configurazione di Asterisk.12 Abbia-
mo diversi file di configurazione, alcuni riguardano le caratteristiche dei vari driver di
canale, altri le applicazioni o il dialplan.13
modules.conf E` il file di configurazione generale. Permette di impostare l’autocari-
camento dei moduli e contiene una lista dei moduli che desideriamo includere o
escludere, come ad esempio i vari driver di canale.
sip.conf E` il file di configurazione del driver di canale SIP. Contiene la definizione dei
parametri relativi alla configurazione di SIP. Prima di poter utilizzare Asterisk
11G711 ulaw e alaw, G726, G729, GSM, iLBc, etc. . .
12Esistono diverse GUI che permettono di amministrare e configurare Asterisk, una lista e` presente
sul sito: http://www.voip-info.org/wiki/view/Asterisk+GUI
13Ogni riferimento e` relativo alla presente versione di sviluppo, come indicato nell’introduzione.
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ogni client deve essere registrato in questo file. E` diviso in sezioni, la prima e`
relativa ad opzioni riguardanti il server, come l’indirizzo IP e porta sulla quale
stare in ascolto. Le sezioni successive comprendono i parametri relativi ai vari
client.
Come il file sip.conf si occupa della configurazione del canale SIP, anche per gli
altri canali sono presenti altri file di configurazione. Si ha ad esempio iax.conf,
mgcp.conf. . .
extensions.conf E` il file di configurazione del dialplan. Contiene la gestione delle
numerazioni interne ed esterne. In questo file abbiamo serie di stringhe che
descrivono cosa succede (o deve succedere) in ogni comunicazione, quali sono
le azioni da intraprendere in base alla chiamata e alle scelte, agli eventi che
man mano si propongono. In poche parole controlla l’instradamento di tutte le
chiamate in ingresso e uscita e determina il funzionamento dell’intero PBX.
Il suo contenuto e` organizzato in sezioni.
voicemail.conf E` il file di configurazione delle applicazioni. Contiene la configura-
zione dell’applicazione Asterisk VoiceMail. Anche questo file e` organizzato in
sezioni, ne abbiamo una generale contenente configurazioni globali, una di tipo
zonemessages che contiene timezone e formati e una user-defined contenente
informazioni su gruppi e utenti.
musiconhold.conf E` il file di configurazione tramite il quale si seleziona la musica di
attesa.
1.8 Configurazione tramite database
Con il passare del tempo, il numero di utilizzatori di Asterisk e` cresciuto notevolmente
e, assieme a loro, anche le informazioni relative alla gestione degli utenti, del dialplan
o altro. Per poter organizzare e manipolare al meglio questi dati, l’utilizzo dei soli file
di configurazione si e` ben presto rivelato inadeguato.
Per questo motivo alcuni di questi file possono essere memorizzati e gestiti tramite
un database. In questo modo risulta molto semplice la loro gestione, visto che risulta
facile scrivere delle applicazioni che ne permettano la manipolazione tramite Web. Ci
sono diversi approcci alla memorizzazione di tali informazioni in un database, Asterisk
Realtime, dynamic friends. . .
Asterisk Realtime si basa su un file di configurazione (extconfig.conf) dove e`
possibile impostare che la lettura di alcuni file avvenga da un database.
Dynamic friend invece permette la lettura da database di oggetti SIP e IAX, o di
altri oggetti utilizzati da applicazioni come VoiceMail o MeetMe.
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Ci sono diversi modi modi per connettere un database ad Asterisk: usare il driver
MySQL integrato (negli addon), utilizzare il driver nativo Postgres o usare un driver
ODBC, incluso, al momento, nella versione di sviluppo di Asterisk.
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Capitolo 2
Architettura e implementazione
In questo capitolo vedremo come e` strutturato Asterisk, come interagiscono i vari th-
read che lo compongono e come viene effettuato l’accesso ai dati. Porremo particolare
attenzione alle strutture relative ai vari canali, alla descrizione generale di canale, al
descrittore della particolare tecnologia e alla struttura dei dati privati.
2.1 Organizzazione dei sorgenti
Per iniziare a vedere come e` strutturato Asterisk, abbiamo naturalmente bisogno del
sorgente. Possiamo scaricare l’ultima versione stabile o il branch di sviluppo dal sito
di Asterisk1. Una volta scaricato ed estratti i sorgenti, possiamo osservare che contiene
diverse directory, vediamone alcune:
channels Contiene il codice sorgente di tutti i driver di canale presenti in Asterisk.
codecs Contiene il codice sorgente dei codec supportati da Asterisk.
config Vari esempi di file di configurazione.
contribs Patch da utilizzare con altre applicazioni2 per poterle far funzionare in
Asterisk.
doc Documentazione varia sul sorgente di Asterisk, contiene anche la documentazio-
ne generata da make progdocs.3
formats Formati supportati utilizzati nella lettura dei suoni.
1www.asterisk.org
2Ad esempio il programma festival.
3Genera documentazione dal sorgente utilizzando il programma doxygen.
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funcs Contiene le funzioni definite dall’utente e utilizzabili nel dialplan.
include File di include per Asterisk.
main Codice sorgente delle principali funzionalita` del PBX.
2.2 Principali strutture dati
Un canale, in particolare la parte che ne descrive la sua struttura privata, e` un oggetto
condiviso che si presenta sotto forma di un modulo (.so). Tale modulo, insieme a tanti
altri, viene caricato in modo dinamico. I moduli possono essere caricati in modo auto-
matico, abbiamo gia` visto la configurazione di modules.conf, oppure manualmente
dall’interfaccia CLI di Asterisk. Per caricare dinamicamente dei moduli si possono
usare i comandi module load <modulo> o unload. Per avere una lista dei moduli
caricati basta utilizzare il comando channeltype list.
Ci sono differenti canali, ognuno basato su una diversa tecnologia. Quelli che in
genere si utilizzano, dipendono dall’hardware che si ha a disposizione o dalle reti con
le quali si intende interagire. Alcuni driver non sono utilizzati direttamente con delle
schede hardware ma creano dei canali che mirano a realizzare specifiche funzioni del
dialplan; un esempio e` dato da chan local4 e chan agent.5
Visto il ruolo fondamentale che il concetto di canale occupa in Asterisk, analiz-
ziamo le varie strutture dati di cui e` composto, la loro organizzazione e come sono
connesse tra loro.
2.2.1 Canali
Un canale e` descritto da una struttura ast_channel. Vediamo alcuni elementi
particolari che fanno parte di tale struttura.
4Utilizzato per cambiare contesto nel dialplan.
5Utilizzato per il delivery automatico delle chiamate.
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struct ast_channel {
const struct ast_channel_tech *tech;
void *tech_pvt;
struct ast_channel *_bridge;
struct ast_channel *masq;
struct ast_channel *masqr;
ast_mutex_t lock;
struct sched_context *sched;
struct ast_pbx *pbx;
unsigned int flags;
AST_LIST_ENTRY(ast_channel) chan_list;
...
};
Questa struttura in realta` definisce solo la parte piu` generale di un canale, la cui
descrizione viene completata con i primi due puntatori presenti: ast_channel_tech
e tech_pvt. Molte strutture dati sono state omesse, per una descrizione completa si
puo` consultare la documentazione generata con doxygen6 o direttamente dai sorgenti.
Sono presenti poi altri puntatori che servono a realizzare bridge e masquerading
e dei flag utilizzati per gestire gli eventi che il canale sperimenta tramite i vari thread
che lo manipolano. E` presente infine il lock usato per garantire l’esclusivita` delle
operazioni sulla struttura.
2.2.2 Descrittore della tecnologia di canale
Questa struttura e` il descrittore della tecnologia di canale che, insieme alla sua parte
generale e la struttura dati privata, ne definisce il completo funzionamento.
6Doxygen e` un programma che permette di generare automaticamente della documentazione a
partire dal sorgente. Ovviamente i commenti devono seguire la sintassi specificata da doxygen.
Capitolo 2. Architettura e implementazione 19
struct ast_channel_tech {
const char * const type;
const char * const description;
int capabilities;
int properties;
int (* const call)(struct ast_channel *chan, char *addr, int timeout);
int (* const answer)(struct ast_channel *chan);
int (* const write)(struct ast_channel *chan, struct ast_frame *frame);
int (* const hangup)(struct ast_channel *chan);
int (* const send_text)(struct ast_channel *chan, const char *text);
...
};
Contiene il nome con il quale ci riferiamo al canale, una breve descrizione, i formati
supportati, le proprieta` di quella particolare tecnologia e i puntatori alle funzioni di
callback utilizzate per inizializzare e gestire il canale.7
2.2.3 Descrittore privato di canale
Abbiamo un channel driver per ogni canale presente. Trattandosi chiaramente di una
struttura che dipende dal tipo di canale implementato, conterra` variabili proprie di ogni
canale.
Volendo analizzarne uno molto semplice (chan_local.c) avremo:
struct local_pvt {
/* Channel private lock */
ast_mutex_t lock;
/* Private flags */;
unsigned int flags;
/* Master Channel */
struct ast_channel *owner;
/* Outbound channel */
struct ast_channel *chan;
/* Next entity */
AST_LIST_ENTRY(local_pvt) list;
...
};
7Ne solo elencate solo alcune, per la lista completa si rimanda alla struttura definita nei sorgenti.
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In questa struttura e` quasi sempre presente un lock, dei puntatori al canale proprie-
tario e una entry per creare la lista di gestione delle strutture private. Sono presenti poi
altri elementi caratteristici del driver che stiamo analizzando.
2.2.4 Relazioni tra le strutture
Vediamo ora in figura le relazioni che esistono tra le principali strutture viste.
__________ __________ __________
| sip_pvt | | sip_pvt | | sip_pvt | sip_pvt list
| p->owner | --> | p->owner | -----> | p->owner | (managed by monitor_thread
|__________| |__________| |__________| of sip_channel)
| | |
| | |
| | | __________ __________
| | | | sip_mgcp | | sip_mgcp | mcgp list
| | | | p->owner | --> | p->owner | (managed by monitor_thread
| | | |__________| |__________| of mcgp channel)
| | | | |
v v v v v
___________ ___________ ___________ ___________ ___________
|struct | |struct | |struct | |struct | |struct |
channels list |ast_channel| --> |ast_channel| --> |ast_channel| --> |ast_channel| --> |ast_channel| (managed by ast_pbx thread or
|___________| |___________| |___________| |___________| |___________| monitor channel if idle)
| __________________| | ____________| |
| | _________________________________| | ____________________________|
| | | | |
v v v v v
________ ________ ________ ________
| | | | | | | |
backends list | SIP | --- | OTHERS |------------> | MGCP | --> | OTHERS |
|________| |________| |________| |________|
2.3 Funzionamento
Asterisk, come gia` accennato piu` volte, funziona in base a diversi thread, ognuno dei
quali compie un lavoro e interagisce con tutti gli altri thread e con le strutture dati
condivise. Per il suo funzionamento sono necessari diversi tipi di thread, quelli che
andremo ad analizzare riguardano i driver di canale.
Per ogni tecnologia infatti esiste un channel driver che resta in attesa (vedremo
successivamente anche mediante quale funzione) per qualche pacchetto indicante una
nuova chiamata. Una volta arrivato, il pacchetto viene analizzato e viene effettuata
l’autenticazione, controllando il file di configurazione relativo alla tecnologia trattata.
Viene poi fatto partire un nuovo thread in modo da gestire la nuova chiamata.
Iniziamo con l’illustrare brevemente i passi fondamentali che vanno dall’avvio del
programma alla creazione e al funzionamento dei vari thread.
2.3.1 Caricamento dei moduli
Per capire come vengono creati tutti questi thread, iniziamo naturalmente dalla
funzione main(), l’entry point principale che si trova nel file main/asterisk.c.
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In questa funzione, dopo i controlli di routine sulla corretta chiamata al programma,
vengono inizializzate varie strutture, i comandi del CLI8, le funzioni di log, i moduli
da caricare. La funzione che si occupa del caricamento dinamico di tali moduli e`
load_modules().
Da qui viene creata una lista di moduli9 che verranno successivamente caricati in
un certo ordine. A questo punto, in sequenza e per ogni modulo, viene chiamata la fun-
zione load_resource(), essa non e` che una callback alla funzione load_module()
di ogni driver di canale.
Vengono quindi chiamate in ordine tutte le funzioni di callback definite per il cari-
camento del modulo di ogni canale, ognuna di esse proseguira` poi con il proprio thread
principale, quello che si occupa di monitorare il canale.
Ogni canale inizia ad eseguire dalla sua funzione load_module(). Quello che
realizzera` questa funzione riguarda strettamente la tecnologia del canale che stiamo
trattando.
2.3.2 Funzionamento di un channel driver
In questa sezione viene descritto in linea di massima il funzionamento dei driver di
canale. Focalizzeremo la nostra attenzione in modo particolare sull’implementazione
del canale SIP, il funzionamento risulta analogo negli altri driver.
Dopo aver creato e inizializzato le strutture dati necessarie viene caricata la confi-
gurazione del driver e, tramite la funzione ast_pthread_create(), viene avviato il
thread del canale che si dovra` occupare di monitorarlo.
Quindi finora, dal main() e` stata eseguita una load_module() su tutti i canali
configurati per il caricamento dinamico e da ognuno di essi si e` creato il thread princi-
pale del canale. I thread attivi finora (quelli che riguardano la gestione dei canali) sono
il main e tutti i thread dei driver di canale.
2.4 Canale SIP
Un punto comune di ogni driver e` la creazione del thread che si occupa di monito-
rare il canale. Dall’entry point principale del driver di canale, load_module(), si
avvia in un nuovo thread, la funzione do_monitor(). Successivamente viene regi-
strata sipsock_read() nelle funzioni che si occupano dell’I/O, tale funzione verra`
chiamata per ogni pacchetto da gestire che giungera` sull’interfaccia.
8Command Line Interface, l’interfaccia tramite la quale e` possibile inviare dei comandi ad Asterisk
9In dettaglio, tramite la funzione add to load order() vengono inseriti in load order entry
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In questo thread i lock che vengono usati per proteggere le strutture dati sono
netlock, monlock, e iflock. Vediamone gli utilizzi:
monlock Viene utilizzato per proteggere il reload del thread e l’accesso a
struct sched_context sched.
netlock Viene utilizzato durante la gestione di una richiesta.
iflock Protegge la lista iflist di struct sip_pvt.
Dopo si entra in un ciclo che controlla gli eventi schedulati, richieste di reload,
timeout, ed eventi sulle interfacce associate al canale.
Per ogni richiesta parte quindi sipsock_read() e se tutto va bene anche un thread
per gestire quel canale, che non verra` piu` monitorato dal monitor thread.
Per ogni canale, l’insieme di oggetti che ne descrive la tecnologia, e` raggruppato
sotto forma di lista e l’accesso ad essa e` protetto da un meccanismo di lock. Queste
strutture, in chan_sip, sono formate da oggetti di tipo sip_pvt, la loro organizza-
zione e` sotto forma di lista e il lock che protegge la struttura e` iflock. In seguito ci
riferiremo ad un oggetto di questa struttura con il nome di dialog.10
Dopo alcuni controlli di base sulla correttezza del pacchetto si inizia ad analizzare
il tipo di richiesta, la presenza del peer, se si necessita di autenticazione e si procede in
base al tipo di richiesta pervenuta.
2.5 Implementazione di un channel driver
Per implementare un driver di canale occorre definire alcune strutture private del canale
e realizzare alcune fondamentali funzioni. Tra i primi oggetti da creare c’e` sicuramente
la parte privata del driver di canale e la funzione relativa al caricamento del modulo. E`
infatti proprio da questa funzione che iniziera` l’esecuzione il nostro driver.
definizione della struttura privata ast channel tech In questa struttura occorre sta-
bilire il nome del con il quale ci si riferira` al canale, una breve descrizione, le
sue caratteristiche fondamentali e delle funzioni di interfaccia del PBX.
creazione di una funzione load module() Questa funzione deve preoccuparsi di
inizializzare tutte le strutture del canale, in particolare la struttura
ast channel tech. Per rendere poi il driver disponibile ad Asterisk occorre
chiamare ast_channel_register() passando l’indirizzo di tale struttura.
10molto spesso ci si riferisce ad esso anche con il nome di call leg.
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creazione di una funzione unload module() Occorre deallocare tutte le strutture da-
ti associate, in particolare eliminare il driver dalla lista dei canali. Cio` si puo`
effettuare con ast_unregister_application().
scrittura del monitor di canale Si tratta della funzione principale che costituisce il
main thread di ogni driver.
definizione delle funzioni di callback Occorre definire delle funzioni di callback che
verranno eseguite quando accadono particolari eventi. Vanno memorizzate nella
struttura ast_channel_tech().
Vediamo ora alcune delle funzioni di callback che occorre definire e quello che
devono fare:
requester Si deve occupare di:
• inizializzare la struttura tech_pvt e inserirla nella lista dei canali privati
del driver.
• inizializzare una struttura ast_channel tramite ast_channel_alloc().
• creare correttamente i link tra le strutture.
devicestate Restituisce la disponibilita` del device. I valori di ritorno sono definiti nel
file di header devicestate.h.
call Inizializza le strutture per una chiamata.
hangup Conclude una chiamata e distrugge, se possibile, le strutture dati ad essa
associate.
answer Risponde alla chiamata. In genere le operazioni da effettuare sono cambiare
lo stato del canale in AST_STATE_UP con ast_set_state(), trasmettere una
risposta al chiamante.
read Legge un frame e lo elabora. Il formato del frame e` definito nel file di header
frame.h.
write Invia un frame audio.
write video Invia un frame video.
indicate Indica una particolare condizione che va gestita. Le condizioni sono definite
nel file di header frame.h.
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fixup Aggiorna tutti i puntatori, dalle strutture ast_channel alla struttura privata e
viceversa.
Altre funzioni da definire nella creazione di un driver di canale so-
no: transfer, send_digit_begin, send_digit_end, bridge, early_bridge,
send_text, send_image, send_html, exception, setoption, queryoption,
bridged_channel, func_channel_read, func_channel_write.
Il driver registra uno o piu` descrittori nel campo fds della struttura ast_channel.
Quando i dati sono disponibili viene chiamata la callback read che legge e restituisce
il frame.
Abbiamo due tipi di frame, ed entrambi possono presentarsi alla callback che li
elabora. Abbiamo dei frame di tipo multimedia e dei frame di segnale. Un frame di
tipo multimedia viene utilizzato per comunicare tra canali ed applicazioni. Un frame
di segnale invia informazioni di segnale tra canali e device.
Un frame si classifica in base ad un tipo e ad una classe. Per una definizione
completa dei tipi e delle classi si rimanda al file frame.h.
Le funzioni principali che gestiscono i flussi di comunicazione tra i canali sono
quindi quelle che gestiscono tali frame, ovvero le due callback read e write. Du-
rante una chiamata si ha quindi un flusso continuo di frame che porta ad una continua
esecuzione di queste due funzioni di callback.
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Capitolo 3
Implementazione della libreria astobj2
La libreria astobj2 e` stata realizzata per gestire tutti i meccanismi di lock, allocazione,
manipolazione e distruzione di tipi di dati generici. Essa puo` essere utilizzata in buona
parte delle strutture dati presenti in Asterisk.
Al momento non e` presente, o lo e` solo in minima parte, un approccio organizzato
a queste (numerose) strutture dati condivise.
Astobj2 si propone di organizzare questa gestione in modo unitario e trasparente
al programmatore. Tale libreria verra` implementata e successivamente utilizzata, in
alcune tra le piu` importanti strutture dati di Asterisk.
In questo capitolo ne presenteremo l’implementazione, motivando le decisioni
prese in fase di progettazione.
3.1 Strutture dati utilizzate
Vediamo quali sono le strutture dati sulle quali andremo a realizzare i nostri
meccanismi di accesso.
3.1.1 Oggetto astobj2
Ogni oggetto astobj2 e` formato da una parte di dati pubblica e una privata; una sua
rappresentazione e` in figura 3.1. La parte dati pubblica sara` l’unica visibile all’uti-
lizzatore e direttamente manipolabile. Essa e` destinata a contenere la struttura dati
definita dall’utente. La parte dati privata e` invece nascosta (e quindi protetta) dagli
accessi esterni; essa puo` essere raggiunta e manipolata solo attraverso le funzioni di
interfaccia fornite dalla libreria.
La struttura principale di un oggetto astobj2 e` quindi realizzata come segue:
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Figura 3.1: Rappresentazione di un oggetto astobj2. Dettaglio e forma compatta.
struct astobj2 {
struct __priv_data priv_data;
void *user_data[0];
};
Dove user_data e` un puntatore alla struttura definita dall’utente.
A questo punto occorre distinguere tra due indirizzi, uno interno che punta ai dati
privati (quello utilizzato dalle funzioni che implementano la libreria) e uno esterno
che punta ai dati dell’utente (quello visibile e utilizzato dall’esterno). Per facilitare il
passaggio tra questi due indirizzi sono state realizzate le seguenti macro:
INTERNAL_OBJ(puntatore_esterno)
EXTERNAL_OBJ(puntatore_interno)
che restituiscono, dato l’indirizzo di un oggetto, la sua parte interna/esterna. La regola
utilizzata e` che ogni accesso alle funzioni effettuato dall’esterno deve utilizzare (quindi
acquisire in ingresso o fornire in uscita) un indirizzo esterno.
3.1.2 Parte privata
La parte privata dell’oggetto, astobj2_priv_data, contiene le diverse variabili che
vanno a realizzare tutti i meccanismi precedentemente accennati. La struttura priva-
ta contiene quindi un lock, un reference counter e un puntatore ad un distruttore di
eventuali dati allocati dinamicamente dal chiamante.
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struct __priv_data {
ast_mutex_t lock;
int ref_counter;
astobj2_destructor_fn destructor_fn;
};
Il reference counter e` la variabile destinata a tenere il conteggio di tutte le refe-
renze all’oggetto create. Quando, a causa di una unreference, tale valore raggiungera`
zero, vorra` dire che non esistera` piu` nessun riferimento all’oggetto e pertanto si potra`
procedere alla sua eliminazione. Tale eliminazione comprende sia la deallocazione
delle strutture dati interne (fatta da una chiamata interna, quindi in modo trasparente
all’utente) sia la deallocazione delle strutture dati allocate esternamente, che avviene
chiamando un distruttore definito precedentemente dall’utente (anche questa opera-
zione viene effettuata in modo trasparente all’utente). Osserviamo che la funzione
distruttore e` una proprieta` dell’oggetto e non del container, cio` ci permette di definire
delle funzioni che operano sull’oggetto in modo indipendente dal container e di poter
utilizzare la funzioni di reference/unreference omettendo il nome del container come
parametro.1
3.1.3 Bucket list
Una volta realizzati tutti questi oggetti, occorre organizzarli in un’unica struttura che
ne permetta un accesso efficiente. Per questo motivo vanno ricercate le principali e
soprattutto piu` frequenti operazioni effettuate sui dati.
In Asterisk i vari oggetti sono organizzati, la maggior parte delle volte, sotto forma
di lista e vengono acceduti in modo casuale. Per questo tipo di accesso una organiz-
zazione a lista fornisce una complessita` O(N) mentre quello che vorremmo realizzare
e` avere una complessita` di ricerca costante. Per ottenere cio` gli oggetti sono stati me-
morizzati in un vettore al quale si accede mediante una funzione di hash. Gli elementi
comprendono un puntatore ad una struttura chiamata astobj2_bucket_list e uno
ad un oggetto astobj2.
struct bucket_list {
struct bucket_list *next; /* pointer to next bucket_list */
struct astobj2 *astobj; /* pointer to internal data */
};
1 Potremmo pensare di mettere il distruttore all’interno del container e di utilizzare un puntatore al
container all’interno della parte privata dell’oggetto, in modo da poter risalire al container e quindi al
distruttore, ma cosı` facendo dovremo avere anche un controllo sull’esistenza del container (in quanto
contiene informazioni sulla distruzione di eventuali oggetti ancora in uso). Inoltre precluderemo la
possibilita` di poter utilizzare oggetti di tipo diverso all’interno dello stesso container.
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Figura 3.2: Rappresentazione di un container e degli elementi dei quali e` composto
Possiamo cosı` realizzare nel vettore di bucket list una lista di bucket e quindi di
oggetti, in modo da poter gestire, come vedremo successivamente, eventuali conflitti
derivanti dall’indicizzazione hash.
3.1.4 Container
Vediamo in figura 3.2 una rappresentazione grafica della struttura complessiva di un
container e degli elementi dei quali e` composto. Ogni vettore punta ad una struttura
di tipo astobj2_bucket_list. Questa struttura contiene un puntatore utilizzato per
creare una lista semplice e un puntatore all’oggetto astobj2. La definizione di una lista
formata da elementi di tipo bucket_list anziche´ dei puntatori agli oggetti astobj2,
permette di realizzare piu` container con diverse proprieta` per gli stessi oggetti e far
appartenere piu` oggetti a diversi container.
L’accesso ad un container puo` essere realizzato mediante indicizzazione hash o li-
sta semplice. Per avere un accesso mediante tabelle hash, occorre innanzitutto stabilire
la dimensione del container e definire una buona funzione di hashing. Il dimensiona-
mento del container deve tener conto della quantita` dei dati che andremo a memoriz-
zare; un container di dimensioni ridotte avra` delle liste di bucket lunghe che portano
ad un aumento della complessita` nell’accesso agli oggetti, di contro una dimensione
eccessiva del container porta ad uno spreco eccessivo di memoria allocata.
La scelta fatta in astobj2 per raggruppare questi oggetti e` un vettore di bucket di
dimensione nota2 chiamato container. Ogni elemento viene inserito in base ad un
2Specificabile mediante la definizione di MAX BUCKETS, in generale diversa per ogni container.
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valore di hash calcolato su un certo valore chiave.
La struttura di un container e` la seguente:
struct container {
astobj2_hash_fn hash_fn;
astobj2_callback_fn cmp_fn;
int n_buckets;
int elements; /* number of elements in the container */
struct bucket buckets[0]; /* variable size */
};
Per ogni container vanno definite due funzioni: una funzione di hash che si oc-
cupa di restituire il valore di hash dell’oggetto e una funzione di confronto che dovra`
indicarci la presenza o meno di match. Il numero totale di bucket che compongo-
no un container e` memorizzato nella variabile privata n_buckets, inoltre la variabile
elements memorizza gli elementi presenti nel container.
Risoluzione dei conflitti
Il posizionamento dell’oggetto astobj2 nel vettore di bucket viene deciso dal valore
dell’hash calcolato sulla chiave dell’oggetto. Esso viene restituito da una funzione di
callback definibile dall’utente. Tale valore puo` per diversi motivi non essere unico,
pertanto si possono verificare dei conflitti nell’accesso ad una determinata posizione
nel vettore di bucket. Questi conflitti (o collisioni) possono essere gestiti in diversi
modi.
Occorrera` innanzitutto distinguere i vari tipi di conflitti che si possono verificare.
Abbiamo infatti i conflitti di hash (hash collision) che si hanno quando, date diverse
chiavi, k1 e k2 si ha che h(k1) = h(k2)3 e i conflitti di bucket (bucket collision), dati
diversi valori di hash, h1 e h2 si ha che f (h1) = f (h2).4 I conflitti di hash si creano a
partire dalla funzione di callback definita dall’utente e sono da esso risolvibili facendo
attenzione che la funzione scelta abbia una distribuzione piu` spaziata possibile nello
spazio delle chiavi; i conflitti di bucket vengono a crearsi quando il valore di hash viene
“adattato” alle dimensioni del container, cio` avviene nel codice che implementa il
container, l’utente puo` limitare tali conflitti scegliendo un numero di bucket maggiore
nel container.
Nonostante occorre cercare di minimizzare il piu` possibile le collisioni, esse av-
vengono comunque e non ci resta che decidere come gestirle. Potremo ad esempio
utilizzare una lista semplice, un doppio hashing, una scansione lineare alla ricerca del
3Dove h e` la funzione di hash scelta.
4Dove f e` una funzione che mappa un valore hash in un bucket.
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prossimo bucket libero. . . la soluzione scelta e` stata quella di realizzare un lista sem-
plice a partire dall’elemento che ha generato il conflitto. La risoluzione dei conflitti
mediante lista di bucket permette, definendo opportunamente le funzioni di callback,
una realizzazione del container sotto forma di lista semplice. Bastera` infatti specifica-
re una dimensione unitaria per il vettore di bucket affinche´ tutti gli oggetti vadano a
posizionarsi in quell’unico bucket e saranno quindi memorizzati in una lista semplice.
In questo caso il valore restituito dalla funzione di hash puo` essere qualsiasi e la com-
plessita` delle operazioni sara` in questo caso quella delle liste semplici. Affronteremo
piu` in dettaglio questa modalita` di utilizzo nella sezione 5.1.1.
La scelta della funzione di hash risulta particolarmente importante in quanto influi-
sce direttamente sulle prestazioni di accesso agli oggetti. Nelle future implementazio-
ni si potrebbero aggiungere delle funzioni per valutare la bonta` della funzione di hash
scelta, funzioni che controllano il numero di collisioni o che re indicizzano la struttura
hash modificandone i parametri,
Nella scelta fatta quindi, tutte le funzioni di ricerca, una volta trovato un elemento
tramite un accesso diretto alla bucket list, dovranno controllare l’esattezza dell’oggetto
cercato scorrendo l’eventuale sottolista di bucket.
3.2 Funzioni di callback definite dall’utente
Per permettere una maggiore flessibilita` alla struttura astobj2 e` stata data la possibilita`
all’utente di definire delle funzioni di callback. Nell’allocazione di un oggetto o di
un container vanno indicate, ad esempio, delle callback per la distruzione, l’hash o il
confronto di oggetti. Vediamo quindi quali funzioni e` possibile definire per un oggetto
e per il container che lo indicizzera`.
3.2.1 Distruttore di un oggetto
Per ogni oggetto va definita una funzione distruttore. Essa ha lo scopo di deallocare
le strutture dinamiche nell’oggetto definite dall’utente. In particolare va definita se
allochiamo memoria che andra` liberata oppure se abbiamo all’interno puntatori ad
altri oggetti di tipo astobj2 che andranno dereferenziati. Il suo prototipo e`:
typedef void (*astobj2_destructor_fn)(void *);
Riceve in ingresso il puntatore all’oggetto definito dall’utente e si occupa di
deallocarne la memoria dinamica; viene invocato quando l’oggetto astobj2 viene
distrutto.
Dal momento che anche il container e` un oggetto astobj2 occorre definire una fun-
zione che deallochi la memoria e le referenze da esso create. Tale funzione e` stata
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realizzata nella libreria che crea il container e non fa altro che effettuare l’unlink di
ogni struttura5 e l’unreference degli oggetti presenti.
3.2.2 Funzione di hash
Questa funzione va definita per ogni container. E` particolarmente importante in quanto
da essa dipende il tempo di accesso ad una struttura indicizzata. Data l’eterogeneita`
degli oggetti che si intendono trattare si e` lasciata libera all’utente l’implementazione
di tale funzione, inoltre data anche la diversita` delle operazioni che si andranno ad
effettuare su un container e` stata data la possibilita` di poter scegliere se effettuare una
“ricerca ottimizzata” su una parte del container o esaminando tutti i suoi elementi.
Questa funzione calcola quindi un valore hash per un oggetto. Il suo prototipo e` il
seguente:
typedef int (*astobj2_hash_fn)(const void *obj,
const int is_obj);
Essa riceve in ingresso un puntatore e un flag che specifica la natura del puntatore. In
base al flag possiamo stabilire se il puntatore si riferisce ad un oggetto di tipo astobj2
o ad una struttura opaca a noi nota, in quanto sara` quella data come argomento in
ingresso alle funzioni chiamanti.6 Questa funzione puo` restituire un valore positivo o
negativo, esso e` utilizzato per stabilire se la ricerca andra` effettuata in modo ottimizzato
(solo su una parte del container) o su tutti gli oggetti.
3.2.3 Confronto e callback
Queste due funzioni sono discusse insieme in quanto realizzano le stesse cose. Esse
chiamano una funzione definita dall’utente, una callback o una funzione di confronto
e restituiscono determinati valori in modo da effettuare delle operazioni sugli oggetti
del container. Il prototipo di queste funzioni e` il seguente:
typedef int (*astobj2_callback_fn)(void *obj,
void *arg, int flags);
In ingresso abbiamo due puntatori e dei flag che specificano il tipo del puntatore passa-
to. Questa funzione restituisce un elemento combinazione di vari flag in modo tale che
l’utente possa indicare alla funzione chiamante se e come proseguire o di effettuare
particolari operazioni sull’oggetto del container.
5La funzione che fa l’unlink si occupera` di deallocare la memoria della bucket list.
6Tratteremo le funzioni che utilizzano la callback relativa alla funzione di hash in seguito.
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I flag in ingresso possono essere:
enum search_flags {
OBJ_UNLINK = 0x01, /* unlink the object found */
OBJ_DATA = 0x02, /* on match, return the object. */
OBJ_SINGLE = 0x08, /* stop at the first match */
OBJ_POINTER = 0x10 /* the pointer is an object pointer */
};
e specificano la natura del secondo puntatore passato, mentre il primo e` sempre un
puntatore all’oggetto presente nel container con il quale stiamo trattando. I vari flag
utilizzati per il valore da restituire sono specificati dal seguente enumerato:
enum _cb_results {
CMP_MATCH = 0x1,
CMP_STOP = 0x2
};
La funzione di callback puo` quindi effettuare qualsiasi operazione sull’oggetto e
indicare al chiamante se occorre continuare nella ricerca o fermarsi.
3.3 Metodi di accesso
Abbiamo visto la struttura di un oggetto astobj2, di un container, di come mediante
le funzioni di callback messe a disposizione, sia possibile realizzare la struttura del
container e vari metodi di accesso. Vediamo ora quali sono le funzioni basilari che ne
consentono la manipolazione e le varie modalita` di accesso alle informazioni in esso
contenute.
3.3.1 Ricerca
Per poter effettuare la ricerca di un oggetto in un container e` stata realizzata la funzione
astobj2_find. Per scorrere il container viene innanzitutto acquisito il lock su di esso,
pertanto, durante la ricerca, non dobbiamo preoccuparci dell’eventuale eliminazione di
oggetti dal container da parte di altre funzioni che accedono ad esso.
In base ai valori in ingresso dati alla funzione, possiamo realizzare diversi tipi di
ricerca e diverse operazioni sull’oggetto. Tutto cio` va indicato nella chiamata alla
funzione, definita come segue:
void *astobj2_find(struct container *c, void *p,
enum search_flags flags);
Capitolo 3. Implementazione della libreria astobj2 33
In ingresso occorre indicare il nome del container sul quale operare, un puntatore ad
un elemento la cui natura viene specificata nei flag seguenti. I valori che l’ultimo
parametro puo` assumere sono stati raggruppati nel seguente enumerato:
enum search_flags {
OBJ_UNLINK = 0x01, /* unlink the object found */
OBJ_DATA = 0x02, /* on match, return the object. */
OBJ_SINGLE = 0x08, /* stop at the first match */
OBJ_POINTER = 0x10 /* the pointer is an object pointer */
};
tramite questi l’utente puo` indicare alla funzione come proseguire. Possiamo quindi
effettuare l’unlink dell’oggetto, 7 ricercare piu` oggetti, 8 effettuare una ricerca per
chiave o indirizzo, decidere se vogliamo che ci vengano restituiti o meno dei risultati.
L’argomento passato a questa funzione, oltre che essere utilizzato per effettuare le
operazioni nella funzione cmp_fn, viene utilizzato come parametro di ingresso per la
funzione di hash. Nel caso in cui si tratti di un puntatore ad oggetto la funzione di
hash sara` in grado di restituirci il bucket esatto dove l’oggetto e` contenuto. Nel caso
di una struttura opaca possiamo procedere in diversi modi, facendo in modo che la
funzione di hash restituisca un valore positivo (e realizzare in questo modo una ricerca
ottimizzata) o negativo per scorrere l’intero container.
I parametri comprendono il container sul quale effettuare la ricerca, la chiave o
l’indirizzo dell’oggetto da cercare ed eventuali flag.
Il confronto viene effettuato chiamando una funzione di callback impostata inizial-
mente, in fase di definizione del container. L’implementazione di tale funzione e` stata
descritta nel paragrafo 3.2.3.
Il valore restituito dalla funzione e` il puntatore all’elemento trovato. Dal momento
che viene restituito un oggetto, il suo reference counter viene incrementato prima del
ritorno della funzione, in modo che non possa essere eliminato da altri thread tra una
chiamata e l’altra. Sara` compito del chiamante, una volta finito di utilizzare l’oggetto,
effettuare l’unreference. Se la funzione di ricerca viene utilizzata senza specificare
alcun flag essa seguira` il suo comportamento di default: verra` applicata su tutti gli
oggetti del container, restituendo e referenziando ogni oggetto che ha sperimentato un
match.
3.3.2 Callback
La funzione di ricerca astobj2\_find() e` stata in realta` implementata sulla funzio-
ne di callback astobj2_callback che ne realizza entrambi i meccanismi. Questa
7Questa operazione implica unreference.
8In questo caso verra` restituita una lista di oggetti referenziati.
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funzione e` quindi stata realizzata in modo da poter avere la massima flessibilita` nella
gestione di tutti i casi possibili.
Vediamone la definizione:
void *astobj2_callback(struct container *c,
const enum search_flags flags,
astobj2_callback_fn cb_fn, void *arg);
Essa acquisisce come parametri dall’esterno il nome del container sul quale la-
vorare, dei flag di ricerca, analoghi a quelli definiti e utilizzati per la funzione
astobj2_find(), una funzione di callback e un ultimo parametro utilizzato come
argomento della funzione di callback.
In questa funzione, cosı` come nella funzione di ricerca, si puo` scorrere il container
in diversi modi, per intero o seguendo una determinata lista di bucket. La possibilita`
di decidere quale tipo di ricerca effettuare e` data all’utente finale, che realizzera` la
funzione di hash in modo opportuno. Il funzionamento e` del tutto analogo a quello
visto nel paragrafo 3.3.1. La funzione che viene eseguita sui vari oggetti del container
e` stavolta la funzione di callback definita nel paragrafo 3.2.3 e indicata come parametro
di ingresso al momento della chiamata alla funzione di callback.
Infine la funzione di callback puo` avere un singolo match o match multipli, in tal
caso verra` creata e restituita una lista di oggetti che hanno avuto un match. Per ognuno
di questi oggetti verra` effettuata una operazione di reference. Il chiamante, una volta
utilizzata tale lista, dovra` preoccuparsi di dereferenziare gli oggetti e deallocare la
struttura restituita.
Se la funzione di callback viene utilizzata senza specificare alcun flag essa seguira`
il suo comportamento di default e verra` applicata su tutti gli oggetti del container senza
restituire alcun valore alla sua terminazione.
3.3.3 Iteratore
Per poter analizzare tutti gli elementi di un container e` stato realizzato un iterator.
L’utilizzo per un utente finale e` del tutto analogo a quello di un ciclo while, con l’unico
vincolo di definire e inizializzare alcune strutture prima del suo utilizzo.
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Un esempio di codice che utilizza tale iterator su un generico container e` il
seguente:
struct container *c = ... /* il container sul quale stiamo iterando */
struct astobj2_iterator i;
struct my_obj *o;
astobj2_iterator_init(c, &i);
while ( (o = astobj2_iterator_next(&i)) ) {
... do something on o ...
}
if (o)
astobj2_ref(o, -1);
Vediamo, oltre alle strutture dati gia` note, una struttura astobj2_iterator e una
chiamata alla sua inizializzazione. Si tratta di una struttura utilizzata per memorizzare
alcune informazioni utili durante lo scorrimento del container.
struct astobj2_iterator {
struct container *c; /* the container */
int bucket; /* current bucket */
int pos; /* current position in bucket */
struct astobj2 *cur; /* current object, NULL at start */
};
In questa struttura memorizziamo la posizione dell’oggetto nel container. Per fare cio`
abbiamo bisogno di due valori, quello relativo alla posizione all’interno del vettore
di bucket, e quello relativo alla posizione dell’oggetto nella bucket list che stiamo
scorrendo.
Dal momento che occorre anche controllare la fine del vettore di bucket, dobbiamo
sapere quanti bucket sono presenti nel container al quale ci stiamo riferendo.
Il container viene quindi attraversato incrementando di volta in volta i valori che
ne indicano la posizione e rilasciando il lock sul container tra una chiamata e l’altra.
In questo modo, anche se l’oggetto che stiamo analizzando non puo` scomparire, in
quanto il suo reference counter viene incrementato prima di restituirlo, e` possibile
che altri oggetti vengano inseriti o cancellati dalla bucket list che stiamo scorrendo.
In tal modo, visto che i contatori della struttura astobj2_iterator non vengono
aggiornati potremmo commettere degli errori nello scorrimento del container. Infatti,
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se un oggetto viene inserito prima o sull’elemento al quale puntiamo, ci ritroviamo
fermi due volte sullo stesso oggetto, mentre se un oggetto viene eliminato andremo a
saltare l’elemento successivo sul quale siamo posizionati.
Per ridurre la probabilita` che si verifichino queste situazioni e` stato memorizzato un
ulteriore elemento nella struttura dell’iteratore: il puntatore all’elemento corrente. Ad
ogni chiamata, oltre a controllare i valori dei contatori di scorrimento, viene controllato
anche il puntatore all’oggetto, riuscendo cosı` ad individuare e recuperare una buona
parte di queste situazioni critiche.
Dopo l’inizializzazione con astobj2_iterator_init() utilizziamo la seguente
funzione per muoverci sull’elemento successivo:
void * astobj2_iterator_next(struct astobj2_iterator *a);
Questa funzione ci restituisce l’oggetto corrente con il reference counter incrementa-
to. Sara` la stessa chiamata effettuata successivamente a preoccuparsi di effettuarne
il decremento. Se stiamo effettuando qualche operazione che porta alla terminazio-
ne del ciclo in un punto diverso da quello della sua normale terminazione occorre
non dimenticare di effettuare l’unreference dell’oggetto una volta terminata la sua
manipolazione.
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3.4 Un esempio
Vediamo ora, con un breve esempio, come, mediante l’utilizzo della libreria astobj2,
risulta particolarmente semplice creare un oggetto, un container e inserire, manipolare
ed eliminare gli oggetti in esso contenuti.
1 /* dichiarazione del container e di un oggetto */
2 {
3 struct container *c;
4 struct my_struct *obj;
5 int n_object = 50;
6 int i;
7 struct astobj2_iterator ai;
8
9 /* allocazione di un container */
10 c = astobj2_container_alloc(N_BUCKETS, NULL /* no callback */,
11 NULL /* no hash */);
12 /* creazione e inserimento nel container
13 * di n_object oggetti astobj2 con distruttore nullo */
14 for (i = 0; i < n_object; i++) {
15 obj = astobj2_obj_alloc( sizeof(struct my_struct), NULL);
16 astobj2_link(c, obj);
17 }
18
19 /* utilizzo di una funzione di callback */
20 astobj2_callback(c, 0, print_cb, (void *)fd);
21
22 /* utilizzo dell’iteratore */
23 astobj2_iterator_init(c, &ai);
24 while ( (obj = astobj2_iterator_next(&ai)) ) {
25 astobj2_unlink(c, obj);
26 }
27
28 /* distruzione del container */
29 astobj2_ref(c1, -1); /* destroy container */
30 return 0;
31 }
4 Un oggetto astobj2 puo` essere realizzato su qualsiasi tipo di struttura, in que-
sto esempio presupponiamo di utilizzare una struttura precedentemente definita
dall’utente chiamata my_struct.
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10 Viene allocato un container di dimensione N_BUCKETS e per esso non viene defini-
ta nessuna funzione di hash o di confronto. Questo vorra` dire che tutti gli oggetti
andranno a finire nello stesso bucket, quindi il valore di N_BUCKETS puo` essere
unitario. In questo caso, cosı` come nelle funzioni seguenti, si presuppone che le
chiamate abbiano un buon esito.
15 Viene allocato un oggetto di tipo astobj2. Nell’esempio si presuppone che la
struttura my_struct non faccia uso di memoria dinamica e non abbia nessuna
operazione da effettuare al momento della sua eliminazione, e` quindi corretto
non creare alcun distruttore.
16 Effettuiamo il link dell’oggetto al container.
20 Eseguiamo una callback su tutti gli oggetti del container. print_cb e` una funzione
definita in base al prototipo della funzione di callback.
23 Vediamo un esempio di utilizzo dell’iteratore per effettuare l’unlink degli og-
getti del container. Innanzitutto occorre dichiarare una struttura per l’alloca-
zione di alcune variabili necessarie alle operazioni di scorrimento del contai-
ner, successivamente basta effettuare un ciclo while dove si utilizza la funzione
astobj2_iterator_next() per spostarsi sul successivo elemento.
29 Per distruggere il container basta effettuare una unreference, sara` poi compito del
distruttore indicato in fase di creazione del container9 preoccuparsi di svuotare
il container e liberare la memoria allocata.
9Implementato nella libreria astobj2.
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Capitolo 4
Utilizzo della nuova classe astobj2
In questo capitolo approfondiremo la procedura di migrazione dalla modalita` di utiliz-
zo delle macro alla classe astobj2, i particolari che occorre considerare nel passaggio
e i principali meccanismi di funzionamento dal punto di vista dell’utente della nuova
classe.
Per poter definire nel modo piu` appropriato un container occorre pensare al
suo utilizzo, al tipo di accessi al quale sara` sottoposto, al tipo di oggetti che lo
comporranno.
4.1 Organizzazione interna
Gli oggetti possono essere organizzati in un container in diversi modi. Per ora e` stato
implementato l’accesso tramite indicizzazione hash, pur rimanendo disponibile un ac-
cesso tramite lista semplice. La scelta va fatta in base alle operazioni che intendiamo
fare per accedere alla struttura. In alcuni casi resta comunque molto semplice passare
da un tipo di organizzazione all’altro, vedremo successivamente come procedere.
Molto piu` importante risulta invece la scelta (e il cambio) del valore di chiave per
un container. Infatti il valore scelto come chiave sara` quello che utilizzeremo nella
funzione hash per stabilire la posizione in cui verra` memorizzato l’oggetto all’interno
del container. E` quindi molto importante stabilire se tale valore puo` essere modificato o
se si tratta di una chiave primaria o meno, in quanto da cio` dipendera` il comportamento
di tutte le funzioni di gestione degli oggetti stessi e le modalita` di funzionamento delle
funzioni di callback da realizzare.
E` importante ricordare che il container non fa nessuna assunzione sul valore della
chiave e sulla sua coerenza durante la permanenza dell’oggetto nel container. Sara`
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quindi l’utente finale a doversi preoccupare di non modificare i valori utilizzati come
chiave di indicizzazione.1
4.2 Allocazione dinamica di memoria nell’oggetto
Per rendere maggiormente flessibile la struttura dell’oggetto creato e` stata resa possi-
bile l’allocazione di strutture dati dinamiche al suo interno. Cio` vuol dire che e` pos-
sibile realizzare un oggetto senza alcuna restrizione sulla memoria da esso allocata, a
patto pero` di definire un distruttore che verra` richiamato automaticamente all’atto del-
la distruzione dell’oggetto, che si preoccupera` di liberare lo spazio precedentemente
allocato.
La definizione del distruttore, oltre a deallocare memoria precedentemente allo-
cata, si deve anche occupare di dereferenziare puntatori ad eventuali oggetti di tipo
astobj2 contenuti al suo interno. Quindi con questa piccola accortezza e` possibile
realizzare un oggetto astobj2 su qualsiasi struttura dati esistente.
4.3 Funzioni da definire
Una volta stabiliti i valori di chiave e il distruttore per l’oggetto astobj2, preoccupia-
moci del container e delle funzioni da definire per manipolarlo correttamente. Esse
andranno dichiarate in fase di allocazione del container.
Alcune sono obbligatorie o vanno definite una sola volta, ad esempio:
astobj2_hash_fn, astobj2_cmp_fn, altre possono essere definite al momento del-
l’utilizzo, in base alle esigenze. Occorre porre particolare attenzione nella definizione
della funzione di hash, in quanto le scelte fatte influenzano direttamente le prestazioni.
Abbiamo visto nel capitolo 3.2.2 come tale funzione viene utilizzata all’interno del
container, quello che serve all’utilizzatore e` invece sapere il significato dei parametri
in ingresso e quello che realizziamo con il valore restituito. L’oggetto del puntatore
dipende dal valore del flag. Esso puo` essere un puntatore ad un oggetto astobj2 oppure
un puntatore ad un oggetto opaco che e` quello passato alla funzione di callback. Al
momento dell’inserimento dell’oggetto nel container e` importante che la chiave del-
l’oggetto sia ben definita. La funzione di hash viene richiamata, in questo caso, con un
puntatore all’oggetto. Successivamente potremo stabilire il tipo di parametro passato
all’atto della chiamata alla funzione di hash, in base ai flag passati alle funzioni di ri-
cerca o di callback. il tipo di parametro passato all’atto del In alcuni casi2 la variabile
1Tali valori potranno essere modificati solo dopo aver effettuato l’unlink dell’oggetto dalla struttura
del container e il successivo link in base alla nuova chiave di indicizzazione.
2Approfondiremo con un esempio nella sezione 5.2.2.
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scelta come chiave non e` unica nel container ma e` una parte della chiave primaria,
potremo aver bisogno di una funzione che effettua degli affinamenti nella ricerca. Per
questo la funzione di hash potra` utilizzare quel puntatore come oggetto opaco e re-
perire da lı` le informazioni necessarie al chiamante: ricerca ottimizzata o su tutto il
container.
Un’altra funzione da definire e` quella che effettua il confronto tra due chiavi di
un oggetto, tra due oggetti o tra un oggetto e dei valori qualsiasi. Il suo prototipo e`
analogo alla funzione di callback gia` vista in 3.2.3. Infatti impostando opportunamente
i vari flag, possiamo indicare alla funzione che il puntatore passato non e` un puntatore
ad un oggetto del container, ma ad un oggetto opaco qualsiasi, che l’utente conosce e
definisce in base alle esigenze, e si potra` quindi effettuare qualsiasi operazione su ogni
oggetto o parte del container.
4.4 Referenziare
Il conteggio delle referenze e` l’elemento fondamentale sul quale si basa la dealloca-
zione degli oggetti in memoria in astobj2. Occorre quindi fare molta attenzione a
referenziare gli oggetti ad ogni creazione, link, assegnamento in una struttura e derefe-
renziare ogni volta che un puntatore viene eliminato. Oltre quindi alle referenze create
dalla libreria astobj2, presenti in tabella 4.4, occorre anche occuparsi di quelle create
nel programma stesso.
Notiamo inoltre che l’incremento del reference counter va effettuato prima dell’as-
segnamento del puntatore alla variabile relativa nel caso di assegnamento, e prima del
return della variabile puntatore, nel caso di chiamata a funzione.
4.5 Convenzioni sui nomi
I nomi delle funzioni e delle strutture che con esse vengono utilizzate dovrebbero
seguire delle convenzioni che facilitano la comprensione della loro natura.
I nomi usati nelle funzioni visibili dall’esterno della libreria utilizzano astobj2_
come suffisso. I nomi delle funzioni utilizzate come callback nella funzione
astobj2_callback dovrebbero fare riferimento al loro impiego, specificando inol-
tre nel nome che vengono utilizzate come callback; potremmo quindi aggiungere ad
esse il suffisso _cb. Le strutture usate come argomenti nelle funzioni di callback sono
proprie di tali funzioni, dovrebbero quindi fare riferimento sia alle funzioni, sia al fatto
che vengono utilizzate come argomento della callback; utilizzeremo quindi anche in
questo caso il suffisso _cb.
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Funzione Modifica delle referenze
astobj2 ref() Incrementa, decrementa in base al parametro
passato. Restituisce il valore del reference counter.
astobj2 obj alloc() Viene inizializzato a uno.
astobj2 container alloc() Viene inizializzato a uno.
astobj2 link() Non modifica il reference counter.
astobj2 find() Se restituisce il puntatore all’oggetto il referen-
ce counter viene incrementato. Nel caso di og-
getti multipli il reference counter viene incremen-
tato per ogni oggetto restituito. Si puo` avere
un comportamento diverso specificato dai flag in
ingresso.
astobj2 callback() In genere non restituisce nessun puntatore all’og-
getto. Si puo` avere un comportamento diverso spe-
cificato dai flag in ingresso. In tal caso se viene re-
stituito un puntatore all’oggetto il reference coun-
ter viene incrementato. Nel caso di oggetti multi-
pli il reference counter viene incrementato per ogni
oggetto restituito.
astobj2 iterator init() Il reference counter non viene modificato.
astobj2 iterator next() Il reference counter del precedente oggetto viene
decrementato, quello dell’oggetto restituito viene
incrementato. Se l’iterazione termina forzatamen-
te (ad esempio a causa di un break) occorrera` pre-
occuparsi di decrementare il reference counter una
volta finito di utilizzare l’oggetto.
Tabella 4.1: Tabella delle funzioni interne ad astobj2 che incrementano il reference counter
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Capitolo 5
Modifiche apportate
5.1 Descrizione del canale local
Chan local non e` un vero e proprio canale come gli altri, dedicato ad interagire con
una certa periferica hardware. Esso viene utilizzato per altri scopi come ad esempio
eseguire un diverso contesto nel dialplan.
La gestione del canale local e` abbastanza semplice. In essa si utilizza una sola
struttura dati condivisa con altri thread, quella relativa alla parte privata del descrittore
di canale. Le modifiche apportate a questo file hanno interessato questa unica struttura
e per ora e` stata mantenuta inalterata la sua organizzazione sotto forma di lista.
La prima cosa fondamentale da fare e` l’inclusione, tra gli altri file di header, del
file astobj2.h. Esso contiene le dichiarazioni di tutte le strutture dati e delle funzioni
realizzate nella libreria.
Verranno ora descritte le modifiche apportate al canale local.
5.1.1 Descrittore privato del canale local pvt
La struttura che rappresenta il descrittore privato di canale e` local_pvt. Essa contiene
tutte le variabili relative al funzionamento del driver di canale rispetto alla particolare
tecnologia che stiamo analizzando.
Un oggetto di tipo astobj2 comprende nella sua struttura privata molti meccanismi
che, nel precedente codice, erano inseriti nella struttura del canale. Ora possiamo
eliminare da questa struttura gli elementi non piu` necessari, come ad esempio il lock,
che protegge l’accesso alla struttura stessa e le variabili usate per la creazione di liste
di oggetti.
Le variabili che non ha piu` senso gestire nel codice del canale sono:
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ast_mutex_t lock; /* Channel private lock */
AST_LIST_ENTRY(local_pvt) list; /* Next entity */
Inoltre sostituiamo la dichiarazione della lista
static AST_LIST_HEAD_STATIC(locals, local_pvt);
con quella del container: static struct container *locals;
Parametri del container scelto
Il container di oggetti local_pvt e` stato implementato sotto forma di lista. Per fare
cio` e` bastato definire una funzione di hash nulla e, coerentemente il vettore di elementi
che contengono la bucket list di dimensione unitaria. Abbiamo quindi impostato il
valore di MAX_LOCALS_BUCKETS pari a 1.
Per poter ridurre al minimo il codice da modificare, sono state realizzate alcune
macro che, con delle opportune define, utilizzano la precedente implementazione del
canale o quella della nuova libreria. Vediamo in tabella 5.1 come sono definite le macro
nella precedente implementazione e in tabella 5.2 nella nuova implementazione:
Macro implementazione originale
ASTOBJ2_LOCK(obj) ast_mutex_lock(&obj->lock);
ASTOBJ2_UNLOCK(obj) ast_mutex_unlock(&obj->lock);
DECLARE_LOCAL_PVT(var, val) struct local_pvt *var = val;
UNDECLARE_LOCAL_PVT(var)
Tabella 5.1: Implementazione delle macro per l’utilizzo senza la libreria astobj2
Macro implementazione in astobj2
ASTOBJ2_LOCK(obj) astobj2_lock(obj)
ASTOBJ2_UNLOCK(obj) astobj2_unlock(obj)
DECLARE_LOCAL_PVT(var, val) struct local_pvt *var;
astobj2_ref((struct local_pvt*)val, 1);
var = val;
UNDECLARE_LOCAL_PVT(var) astobj2_ref(var, -1)
Tabella 5.2: Implementazione delle macro per l’utilizzo con la libreria astobj2
Dopo aver modificato la struttura e deciso i parametri e il funzionamento del
container, occorrera` implementare le varie funzioni di callback.
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La funzione di hash non e` stata definita, questo perche´, essendo stata decisa una
implementazione del container mediante lista semplice, il valore di hash non ha im-
portanza: tutti gli elementi andranno ad essere inseriti nel medesimo elemento della
bucket list.
Un breve riepilogo dei parametri scelti per la realizzazione di questo container e`
presentato in tabella B.1
Creazione e distruzione del container
L’allocazione del container viene fatta al momento del caricamento del modulo del
canale local da parte del main(). Viene semplicemente chiamata la funzione di
allocazione specificando tutti i parametri richiesti in ingresso:
astobj2_container_alloc(MAX_LOCALS_BUCKETS, locals_hash,
locals_key, NULL, NULL);
Ovviamente se si verificheranno dei problemi nell’allocazione del container
presenteremo un messaggio di errore e faremo fallire il caricamento del modulo
interessato.
Il container verra` distrutto invece al momento della chiamata alla funzione di un-
load del modulo. Prima di effettuare la distruzione, occorre effettuare una chiamata
alla funzione di hangup() su tutti i canali ad esso associati. Dal momento che que-
sta operazione andra` fatta su ogni elemento del container e` stata utilizzata la funzione
astobj2_callback, quindi abbiamo definito la funzione che effettua la chiamata al-
l’hangup del canale, facendo restituire il valore CMP_MATCH che, con la definizione
del valore dei flag impostata con unlink e multiple, indica alla astobj2_callback di
effettuare unreference e unlink.
Nella funzione di unload effettuiamo quindi prima l’hangup e poi dereferenziamo
l’intero container.
astobj2_callback(locals, flags, call_ast_softhangup, NULL);
astobj2_ref(locals, -1);
Capitolo 5. Modifiche apportate 46
5.2 Descrizione del canale SIP
Il canale SIP serve a comunicare tramite VoIP con altre tecnologie che supportano tale
protocollo.
La gestione del protocollo sip utilizza una struttura dati molto piu` complessa ri-
spetto a quella vista precedentemente. Innanzitutto non abbiamo una sola struttura
dati da gestire, ma diverse: peer, user. . . Alcune di esse sono organizzate sotto forma
di lista, mentre altre hanno gia` una struttura del tipo container gestita tramite delle
macro. Sono inoltre presenti altre strutture condivise tra thread, come la struttura con-
tenente la parte privata del vari driver di canale. A tutti questi componenti e` applicabile
il concetto di container di oggetti astobj2. Vediamo tali strutture in dettaglio:
domain Contiene i domini che dovremo gestire; al momento utilizza un meccanismo
a lista, puntata da domain_list.
sip history Si tratta di una struttura utilizzata per salvare la transazioni riguardanti un
dialog di tipo SIP. Utilizza una lista puntata da sip_history_head.
sip user Lista di utenti. Realizzata con container, puntata dalla variabile userl.
sip peer Lista di peer. Realizzata con container, puntata dalla variabile peerl. La
gestione di questa struttura e` stata reimplementata utilizzando la classe astobj2.
La sua realizzazione non ha presentato particolari difficolta`.
sip register Gestisce le registrazioni. Realizzato sotto forma di container, puntato
dalla variabile regl.
sip pvt E` il descrittore privato di canale. Attualmente viene gestito sotto forma di
lista senza nessuna macro. Questa struttura e` stata reimplementata utilizzando la
libreria astobj2. Nella sua implementazione occorre prestare attenzione a diversi
casi particolari, quali la ricerca all’interno del container (e quindi le funzioni ad
essa correlate) e la distruzione degli oggetti. Spesso ci si riferisce ad un oggetto
di tipo sip_pvt con il nome di dialog.
Di seguito verranno descritte le modifiche effettuate a una parte di queste strutture,
le varie scelte prese e le funzioni definite relativamente al loro utilizzo.
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5.2.1 Descrittore privato di canale sip peer
Questa struttura contiene tutti i dati relativi ad un peer. Questi elementi sono sono orga-
nizzati in una lista contenente tutti i peer presenti nel file di configurazione sip.conf.
Possiamo distinguerli in peer di tipo statico, realtime o autocreate peer. L’accesso a
questa lista viene realizzato utilizzando delle macro e anche qui occorre eliminare tutte
le strutture che realizzano il precedente concetto di lista/container.
Tra i vari componenti di questa struttura individuiamo subito la chiave, l’elemento
unico di ogni peer, la variabile name.
Parametri del container scelto
L’implementazione anche in questo caso e` sotto forma di lista, le operazioni da effet-
tuare su tale container sono le piu` semplici: inserimento, cancellazione, ricerca per
chiave e scorrimento degli elementi. Solo in un caso occorre effettuare una ricerca
tramite un valore della struttura diverso dalla chiave scelta.
Un breve riepilogo dei parametri scelti per questo container e` in tabella B.2.
Creazione e distruzione del container
L’allocazione del container viene effettuata al momento del caricamento del modulo
del canale SIP. Viene effettuata la chiamata alla funzione di allocazione del container:
astobj2_container_alloc(MAX_SIP_PEER_BUCKETS, peers_hash,
peers_cmp, NULL);
Se risulta impossibile allocare tale struttura viene stampato un messaggio di errore e il
caricamento del modulo fallisce.
Tale container viene distrutto al momento dell’unload del modulo. Non ci sono par-
ticolari operazioni da effettuare sugli elementi prima dell’unload, basta solo eliminare
gli oggetti dal container e dereferenziare il container stesso.
Funzioni di callback
Le altre funzioni realizzate per il container di oggetti sip_peer sono molto semplici.
La chiave restituisce il valore della variabile name, la funzione di confronto e` una sem-
plice chiamata a strcmp(). La funzione distruttore deve semplicemente richiamare
l’unreference ai puntatori delle altre strutture che utilizzano la libreria astobj2, come
ad esempio gli oggetti di tipo sip_pvt: mwipvt e call.
Capitolo 5. Modifiche apportate 48
5.2.2 Descrittore privato di canale sip pvt
Questa struttura rappresenta il descrittore privato di canale nel quale sono contenute
tutte le variabili necessarie ad interagire con un canale SIP.
Dalla struttura originaria possiamo innanzitutto eliminare il lock e il puntatore al
successivo elemento della lista. Il puntatore alla lista e` chiamato iflist e il relativo
lock iflock; essi sono stati sostituiti con il container sip_pvt_container e il lock
interno. Sono quindi state eliminate le seguenti variabili dalla struttura sip_pvt:
ast_mutex_t lock; /*!< Dialog private lock */
struct sip_pvt *next; /*!< Next dialog in chain */
e la dichiarazione del puntatore alla lista:
static struct sip_pvt *iflist = NULL;
e` stata sostituita con quella del container:
astobj2_container_alloc(MAX_SIP_PVT_BUCKETS, sip_pvt_hash,
sip_pvt_cmp, NULL);
Parametri del container scelto
Un breve riepilogo dei parametri scelti per la realizzazione di questo container e`
descritto in tabella B.3.
Come valore per la chiave e` stata scelta la variabile callid. Nei casi in cui Asteri-
sk non agisce da sip proxy, tale chiave risulta essere unica nel container, quindi non si
presenta alcun particolare problema nella ricerca. Nei casi in cui Asterisk agisce come
sip proxy una chiamata non risulta piu` identificata univocamente dal solo callid ma
richiede la tripletta callid, fromtag e totag.1 Non si e` deciso di utilizzare diretta-
mente questi tre valori come chiave in quanto, al momento del link della struttura dati
al container, il valore di fromtag non e` ancora definito.
In questi casi, discriminati andando a guardare il valore di pedanticsipchecking,
occorre quindi effettuare qualche controllo in piu` prima di stabilire se un dialog e` stato
trovato o meno nel container. Per realizzare in modo efficiente tale tipo di ricerca2 si
passa una struttura opaca alla funzione di ricerca e alla funzione di hash. In questo mo-
do riusciamo, tramite l’hash sulla chiave, a puntare nel giusto bucket list ed effettuare
un affinamento della ricerca per un match all’interno della lista.
1Inoltre per avere un corretto funzionamento, occorre anche l’impostazione di “pedanticsipchecking
on” nel file di configurazione sip.conf
2Che risulta solo un affinamento nella ricerca per chiave.
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Gestione delle referenze
Ogni volta che viene creata una referenza alla struttura sip_pvt occorre incrementare
il suo reference counter, allo scopo di evitare che l’oggetto venga distrutto da qualche
puntatore ancora presente nella struttura.
Descriviamo brevemente quali sono le funzioni che si occupano di referenziare
gli oggetti del container sip_pvt_container. Oltre alle referenze da incrementare
quando vengono creati o restituiti da qualche funzione, occorre anche considerare le
referenze create dalla presenza di puntatori in altre strutture. Una lista completa degli
oggetti che puntano a sip pvt sono:
• struttura sip_refer, variabile refer_call
• struttura sip_pkt, variabile owner
• struttura sip_peer, variabile call
• struttura sip_peer, variabile mwipvt
• struttura sip_registry, variabile call
• struttura ast_channel, variabile tech_pvt
Quindi ogni volta che si ha una creazione/eliminazione di queste strutture occorre fare
attenzione a modificare coerentemente anche il reference counter di sip_pvt.
Distruzione di un dialog
Un dialog viene distrutto in diversi modi, questo perche´ ci sono diverse situazio-
ni che possono portare alla sua eliminazione. Queste situazioni sono ad esempio
l’eliminazione dovuta alla chiusura della connessione, ad errori vari, timeout. . .
Al momento questa questa eliminazione utilizza diversi metodi:
• impostando un flag3 nella struttura sip pvt e distruggendo il dialog nell’ese-
cuzione del monitor thread, tramite la chiamata esplicita per la distruzione a
sip_destroy();
• schedulando una procedura di eliminazione4 nello scheduler, raggiungibile
dall’id presente nella variabile autokill in sip pvt;
• mediante distruzione esplicita del singolo oggetto con chiamata al distruttore.
3SIPNEEDDESTROY
4sip sched destroy()
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Il metodo piu` utilizzato per la distruzione di un dialog e` quello di impostare il flag
di distruzione all’interno della variabile sip pvt. Sono state definite le seguenti macro:
/* imposta il flag per la distruzione nel monitor */
SET_NEEDDESTROY_SIP_PVT(_obj)
/* pulisce il flag per la distruzione */
UNSET_NEEDDESTROY_SIP_PVT(_obj)
Per distruggere immediatamente il dialog si utilizza invece la seguente macro:
UNREFERENCE_SIP_PVT(obj, i) astobj2_ref(obj, i)
Questa macro andra` utilizzata esclusivamente nei casi in cui la struttura risulta gia`
eliminata dal container o comunque verra` rimossa da esso in qualche altro modo. Va
quindi usata quando occorre eliminare delle referenze locali, delle referenze contenute
in altre strutture o nel caso in cui il dialog e` stato precedentemente sottoposto ad unlink
dal container.
Per la schedulare una procedura di distruzione utilizziamo una chiamata ad una
macro che inserisce nello scheduler la distruzione di un oggetto, questa modalita` di
distruzione dell’oggetto viene spesso utilizzata quando occorre attendere un timeout.
Questa funzione utilizza la variabile autokill della struttura sip pvt per memorizzare
l’id della funzione di distruzione dello scheduler e ogni volta che viene rischedulata
una distruzione con un nuovo timeout, la precedente viene eliminata dalla coda dello
scheduler.
/* Macro used to schedule a destruction, used for timeouts */
SIP_SCHEDDESTROY(obj) \
sip_scheddestroy(obj, DEFAULT_TRANS_TIMEOUT)
Funzioni di callback
Il container e` indicizzato in base al valore della variabile callid della struttura
sip_pvt.
Per la ricerca di un dialog in base al valore della chiave del container non ci sono
problemi. In alcuni casi pero` abbiamo bisogno di effettuare una ricerca anche in base
ad altri valori, diversi dalla chiave. In realta` non si tratta di una ricerca effettuata
esclusivamente in base a valori completamente diversi dal callid, ma di un affinamento
della ricerca fatta per chiave principale. Per rendere quindi semplice tale ricerca, e per
realizzarla con le funzioni gia` esistenti di astobj2, il confronto tra gli altri valori e` stato
spostato interamente nella funzione di callback.
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Per poter realizzare questo tipo di confronto, la funzione astobj_cmp_fn ha bi-
sogno di accedere a tutto l’oggetto e non solo valore della chiave, inoltre ha anche
bisogno di altri parametri che andranno passati alla funzione di callback.
La funzione di callback astobj_hash_fn quindi e` stata creata in modo da riuscire
a trattare con un oggetto di tipo opaco al posto del solo astobj2. L’oggetto opaco, allo
scopo di questa ricerca dovra` contenere i seguenti parametri:
struct sip_pvt_search {
...
const char *callid;
const char *totag;
const char *fromtag;
enum sipmethod method;
...
}
Nella funzione distruttore occorre deallocare la memoria allocata per le strutture
dati dinamiche e, nel caso di presenza di puntatori ad altri oggetti di tipo astobj2, de-
crementare il reference counter. In un oggetto sip pvt sono presenti sia puntatori a
della memoria allocata dinamicamente, sia puntatori ad astobj2. Quindi comprende-
remo nel distruttore le funzioni di deallocazione della memoria e di decremento del
reference counter. Si avranno quindi, tra le altre, le seguenti chiamate:
/* Remove link from peer to subscription of MWI */
if ( p->relatedpeer != NULL )
astobj2_ref(p->relatedpeer, -1);
if (p->refer) {
if (p->refer->refer_call != NULL)
astobj2_ref(p->refer->refer_call, -1);
free(p->refer);
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Capitolo 6
Conclusioni e sviluppi futuri
La trattazione condotta finora ha illustrato in varie fasi la progettazione, l’implemen-
tazione, e l’utilizzo di un nuovo concetto nell’approccio alle strutture dati di Asterisk.
Cio` ha portato ad una diversa organizzazione delle informazioni in memoria in modo
da realizzare un accesso piu` rapido e diretto alle informazioni cercate e migliorare al
tempo stesso la leggibilita` del codice.
In fase di progettazione si e` posta tutta l’attenzione possibile nel realizzare una
struttura che avesse abbastanza flessibilita` in modo da poter essere usata nella maggior
parte dei casi possibili. Inoltre, tramite le numerose funzioni di callback, e` stata data
ampia possibilta` all’utente finale di diversificarne e personalizzarne l’utilizzo in base
ai bisogni.
La nuova libreria e` poi stata utilizzata nella riscrittura di una parte del codice. Al-
cune strutture sono state reimplementate passando da un accesso sequenziale, l’unico
che poteva essere effettuato con il precedente approccio, ad un accesso indicizzato me-
diante tabelle hash, portando ad un notevole miglioramento prestazionale nei tempi di
accesso alle informazioni.
Le strutture modificate hanno presentato delle possibilita` di utilizzo della libreria
in diversi casi possibili. Si va quindi dalle strutture semplici e con pochi riferimenti,
alle piu` complesse, con diversi riferimenti, tipi di accesso, procedure di distruzione. . .
Durante la fase di implementazione della libreria e` stata lasciata aperta la pos-
sibilita` di ampliare l’utilizzo delle funzioni di accesso fornite o aggiungere ulteriori
funzionalita` in base ad eventuali esigenze future. Per quanto riguarda invece il suo
utilizzo, esso puo` essere esteso con facilita` agli altri componenti dei canali gia` visti.
In un primo momento si puo` pensare infatti di completare il canale SIP realizzandolo
interamente con strutture astobj2, per poi estenderne l’utilizzo a tutti i driver di canale
restanti e alle altre strutture condivise.
53
Appendice A
Asterisk e gestione dei codec
Dall’interfaccia CLI di Asterisk e` possibile visualizzare tutti i tipi di codec supportati
in una specifica versione.
*CLI> core list codecs
Disclaimer: this command is for informational purposes only.
It does not indicate anything about your configuration.
INT BINARY HEX TYPE NAME DESC
--------------------------------------------------------------------------------
1 (1 << 0) (0x1) audio g723 (G.723.1)
2 (1 << 1) (0x2) audio gsm (GSM)
4 (1 << 2) (0x4) audio ulaw (G.711 u-law)
8 (1 << 3) (0x8) audio alaw (G.711 A-law)
16 (1 << 4) (0x10) audio g726aal2 (G.726 AAL2)
32 (1 << 5) (0x20) audio adpcm (ADPCM)
64 (1 << 6) (0x40) audio slin (16 bit Signed Linear PCM)
128 (1 << 7) (0x80) audio lpc10 (LPC10)
256 (1 << 8) (0x100) audio g729 (G.729A)
512 (1 << 9) (0x200) audio speex (SpeeX)
1024 (1 << 10) (0x400) audio ilbc (iLBC)
2048 (1 << 11) (0x800) audio g726 (G.726 RFC3551)
65536 (1 << 16) (0x10000) image jpeg (JPEG image)
131072 (1 << 17) (0x20000) image png (PNG image)
262144 (1 << 18) (0x40000) video h261 (H.261 Video)
524288 (1 << 19) (0x80000) video h263 (H.263 Video)
1048576 (1 << 20) (0x100000) video h263p (H.263+ Video)
2097152 (1 << 21) (0x200000) video h264 (H.264 Video)
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Tabelle di riepilogo dei container
realizzati
Nome del container locals
Oggetti nel container MAX_LOCAL_PVT_BUCKETS
Oggetti struct local\_pvt
Chiave non necessaria
Unicita` della chiave
Struttura lista
Tabella B.1: Riepilogo dei parametri scelti per il container locals
Nome del container sip_peer_container
Oggetti nel container MAX_SIP_PEER_BUCKETS, lista
Oggetti struct sip_peer
Chiave name
Unicita` della chiave Si
Struttura lista
Funzioni definite peers_cmp peers_hash() peer_destroyer()
Tabella B.2: Riepilogo dei parametri scelti per il container sip peer container
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Nome del container sip_pvt_container
Oggetti nel container MAX_SIP_PVT_BUCKETS
Oggetti struct sip_pvt
Chiave La chiave e` callid e in alcuni casi risulta non
unica.
Unicita` della chiave No in alcuni casi, nei quali il valore di
pedanticsipchecking e` attivo1.
Struttura container.
Funzioni definite sip_pvt_cmp() sip_pvt_hash()
sip_pvt_destroyer()
Tabella B.3: Riepilogo dei parametri scelti per il container sip pvt container
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Appendice C
Glossario
Asterisk Software che realizza un sistema PBX software includendo nuovi e piu`
avanzati servizi.
astobj2 Libreria che realizza una astrazione sulle strutture dati in modo da accervi in
modo semplice ed efficiente.
best effort, rete di tipo Una rete di tipo best effort cerca di consegnare i pacchetti a
destinazione ma non ne garantisce l’arrivo.
call leg Sinonimo di dialog. Identifica un endpoint nelle strutture dati di una chiamata.
CLI Command Line Interface, interfaccia Interfaccia tramite la quale e` possibile
inviare dei comandi ad Asterisk.
codec Si tratta di un algoritmo che descrive il metodo utilizzato per la compressione
di una sorgente audio/video e nella sua decompressione.
dialog In Asterisk indica una struttura sip pvt. Viene anche chiamata con il nome di
call leg.
dialplan Insieme delle regole che determinano l’instradamento delle chiamate in
Asterisk.
encoding Insieme di regole che specificano un formato di codifica.
endpoint Punto finale di un qualsiati tipo di comunicazione.
gateway Punto di connessione in gradi effettuare una conversione di protocollo di rete
permettendo cosı` l’interazione di due o piu` sistemi diversi.
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GUI Graphical User Interface Interfaccia grafica utilizzata per interagire con
l’utente.
H323 Standard ITU-T per la trasmissione di voce/video su IP.
IAX Inter Asterisk Exchance Protocol E` il protocollo nativo di Asterisk per le
comunicazioni VoIP.
IETF Internet Engineering Task Force Organismo che si occupa della definizione
degli standard di funzionamento di Internet.
IP, protocollo IP e` un protocollo di interconnessione di reti, nato per interconnettere
reti eterogenee per tecnologia, prestazioni, gestione.
lossy Algoritmi utilizzati per la compressione di formati multimediali che comportano
una perdita dell’informazione iniziale.
lossless Algoritmi utilizzati per la compressione di formati multimediali che non
comportano una perdita dell’informazione contenuta nella sorgente originale.
ODBC Open Database Connectivity, driver Driver che permette l’interazione di un
database con un programma mediante un linguaggio comune (SQL).
out-of-order In una rete IP si indica l’arrivo dei pacchetti in un ordine diverso da
quello di partenza.
PBX Private Branch Exchange E` un sistema hardware, attualmente anche software,
che permette di gestire e instradare traffico voce.
PCM, modulazione PCM e` l’acronimo di Pulse Code Modulation e si tratta di
una tecnica di modulazione della voce ampiamente utilizzata nel campo della
telefonia.
PSTN Public Switched Telephone Network La tradizionare rete telefonica analogi-
ca a commutazione di circuito.
real-time, traffico Con traffico real-time si intende una particolare tipologia di
traffico dati sensibile alle perdite e alla congestione di rete.
SDP Session description Protocol Protocollo di descrizione della sessione multime-
diale di una comunicazione.
SIP Session initiation Protocol Uno dei primi protocolli sviluppati per l’utilizzo
della tecnologia VoIP.
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thread Un thread e` un componente elementare nel quale po` essere scomposto un
processo.
trunk Collegamento tra due centralini o connessione verso un carrier esterno,
tradizionale o VoIP.
VoIP Voice Over IP Con tale termine si intente l’instradamento di un tipo di conver-
sazione vocale attraverso Internet o qualsiasi altro tipo di rete dati basata sul
protocollo IP.
Web Interface La configurazione dell’apparecchio puo` essere effettuata tramite in-
terfaccia web. Tutte le opzioni di configurazione possono essere modificate
utilizzando un qualsiasi browser.
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