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En este artículo se describe la obtención de reglas 
de clasificación sobre una colección de datos de 
incidentes de seguridad informática en un proceso 
de minería de datos, detallando el uso de la progra-
mación genética como un medio para modelar el 
comportamiento de los incidentes y representar las 
reglas en árboles de decisión. El proceso de extrac-
ción descrito incluye varios puntos, como la evalua-
ción del enfoque de programación genética, la forma 
de representar a los individuos y la afinación de los 
parámetros del algoritmo para elevar el rendimien-
to. Se concluye con un análisis de los resultados y 
la descripción de las reglas obtenidas, considerando 
las posibles soluciones para minimizar la ocurrencia 
de los ataques informáticos. El artículo se basa en 
una parte de la tesis de grado Análisis de Incidentes 
de Seguridad Informática Mediante Minería de Da-
tos, para Modelado de Comportamiento y Recono-
cimiento de Patrones (Carvajal, 2012).
Palabras clave: áboles de decisión, colección de da-
tos, minería de datos, programación genética, segu-
ridad informática.
Abstract
This paper describes the data mining process to ob-
tain classification rules over an information security 
incident data collection, explaining in detail the use 
of genetic programming as a mean to model the in-
cidents behavior and representing such rules as de-
cision trees. The described mining process includes 
several tasks, such as the GP (Genetic Programming) 
approach evaluation, the individual's representation 
and the algorithm parameters tuning to upgrade the 
performance. The paper concludes with the result 
analysis and the description of the rules obtained, 
suggesting measures to avoid the occurrence of new 
informatics attacks. This paper is a part of the thesis 
work degree: Information Security Incident Analytics 
by Data Mining for Behavioral Modeling and Pattern 
Recognition (Carvajal, 2012).
Keywords: data collection, data mining, decision 
trees, genetic programming, information security.
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INTRODUCCIÓN
La seguridad informática es hoy día un asunto de 
importancia mundial, dado el grado de conectivi-
dad logrado gracias a Internet, que ha incluido la 
tecnología en aéreas que hace algunos años pare-
cían impensables, como la interacción social, que 
ahora es posible gracias a redes como Facebook, 
Twitter, Google+ e Instagram. De igual manera los 
entornos empresariales, financieros y académicos 
(entre otros), coexisten en el mundo de la Web 2.0. 
A su vez, los ataques informáticos aumentan tam-
bién su ocurrencia (Software Engineering Institu-
te Carnagie Mellon, 2010) y gravedad, vulnerando 
sectores más sensibles relacionados con la vida 
diaria. Lo anterior reviste de relevancia los análisis 
posibles sobre la información de estos incidentes 
de seguridad informática. Por estas razones, se rea-
lizó una extracción de reglas de clasificación para 
incidentes de seguridad informática.
En la minería de datos una de las tareas más co-
munes es la clasificación, en la cual se elige un atri-
buto del conjunto de datos que será denominado 
clase; la pertenencia de un registro de dicho con-
junto a una clase depende de los demás atributos 
que lo conformen. Existen varios métodos para efec-
tuar esta clasificación, como los árboles de decisión, 
clasificación bayesiana, redes neuronales y vecinos 
próximos (Han, 2005); cada uno de estos métodos 
permite obtener un modelo de clasificación, el cual 
recibe un nuevo registro sin valor de clase y estima 
dicho valor. Estos modelos no son siempre interpre-
tables, pero en el caso de los árboles de decisión el 
modelo se puede traducir a reglas de clasificación.
Las reglas de clasificación se representan en for-
ma de sentencias de tipo IF-THEN, establecen la 
pertenencia de un nuevo registro a una clase de 
acuerdo con los valores de sus atributos; estos valo-
res de atributo se conocen como antecedentes y la 
presencia de estos implica la predicción de la clase, 
denominada consecuente. Por ejemplo, If X1 and X2 
and ... Xn Then Y, donde Xi ,   {1,2,...,n} es un 
antecedente que lleva a la predicción de la clase 
Y. Las reglas de clasificación permiten construir un 
modelo de clasificación de fácil interpretación para 
modelar el comportamiento del conjunto de datos.
La programación genética (Poli, 2008) se pre-
senta como una alternativa para la extracción de 
reglas (Luna, 2012) (Mendes, 2001), "hereda" las 
ventajas de los algoritmos genéticos en cuanto a la 
rapidez de exploración del espacio de soluciones 
y elimina la representación estática de los indivi-
duos, los cuales pueden tener tamaño y formas va-
riables (como las reglas de clasificación).
METODOLOGÍA
A continuación se detallan las etapas realizadas 
para la extracción de reglas.
Etapa I. Análisis y evaluación de alternativas: en 
esta etapa se hizo una evaluación de las alternativas 
para la extracción de reglas y se eligieron el enfoque 
y herramientas para el proceso que se va a realizar.
Etapa II. Experimentación: en esta etapa se hizo 
una preparación de datos para la ejecución de los 
experimentos, se dio un ajuste inicial a los pará-
metros experimentales y se ejecutó la extracción 
midiendo el rendimiento de cada ejecución.
Etapa III. Análisis de resultados: con las medi-
ciones de cada experimento, se tomaron las reglas 
obtenidas de las ejecuciones con mejores resulta-
dos, se tradujeron dichas reglas a un árbol de de-
cisión que permitió interpretarlas más fácilmente 
y se concluyó con el comportamiento presentado 
según estas reglas de clasificación para los inci-
dentes de seguridad.
PROGRAMACIÓN GENÉTICA
La programación genética (PG) difiere de los algo-
ritmos genéticos (AGs) tradicionales en la forma en 
que los individuos son representados, siendo co-
mún en AGs que los individuos sean un arreglo de 
tamaño fijo en donde cada posición puede contener 
valores numéricos o alfanuméricos. Para codificar 
las características de un individuo de la población, 
se da un valor a cada posición del arreglo, esta re-
presentación es adecuada para los problemas de 
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optimización (principal uso de los AGs); no obstan-
te, los AGs no permiten individuos con tamaños y 
formas dinámicas, lo que limita su campo de acción 
(Wong, 2000) en cuanto a la búsqueda de reglas 
de clasificación y a la simulación de programas de 
computación permitido por la PG.
El concepto de evolución biológica (reproduc-
ción, selección, supervivencia del más fuerte) es de 
utilidad en la solución de otros problemas distintos 
a los de optimización, como lo es la extracción de 
reglas (Banzhaf, 1998), por lo que se extiende este 
paradigma a la programación genética.
Para la PG, los individuos tienen estructuras si-
milares a los programas de computador con jerar-
quía, de tamaño y forma variables, al igual que los 
AGs se realizan las fases de:
• Generación de una población inicial.
• Asignación de un valor de fitness para cada indi-
viduo. El fitness se asigna mediante una función, 
también conocida como función de evaluación 
o función objetivo. El fitness es una medida de 
desempeño del individuo y depende enteramen-
te del contexto del problema evaluado.
• Creación de una nueva población de individuos 
a partir de la copia de los ya existentes o median-
te la recombinación genética y mutación.
La PG hace la exploración en un espacio de 
soluciones compuesto por programas (o algorit-
mos) de computador que pretenden dar solución a 
un problema, los individuos se representan como 
árboles (Han, 2005), definidos por R. Koza como 
"el conjunto de las posibles composiciones de fun-
ciones que puedan ser creadas recursivamente del 
conjunto de Nfunc funciones de F={f1,f2,...,fNfunc} y el 
conjunto de Nterm terminales de T={a1,a2,...,aNterm}" 
(Koza,1992). Las funciones pueden ser:
• Operadores aritméticos (+,-,*,/).
• Funciones matemáticas (seno, coseno, exponen-
ciación, logaritmo, valor absoluto).
• Operadores de lógica booleana (AND, OR, 
NOT).
• Operadores condicionales (If-Then-Else).
• Iteraciones (Do-Until).
• Funciones recursivas.
Figura 1. Ejemplo de una regla lógica representada en 
forma de árbol.
Fuente: (Carvajal, 2012).
Las terminales son variables o constantes atómi-
cas cuyos valores representan alguna característi-
ca particular del problema. En la figura 1 se puede 
observar un ejemplo de un árbol de decisión.
El cruce de los individuos en busca del mejor 
espécimen se define para árboles como la elec-
ción de un nodo al azar de los dos padres, para 
realizar un intercambio de sub-árboles; este ope-
rador de reproducción está fuertemente ligado al 
concepto de clausura, sin el cual un cruce de dos 
árboles podría generar individuos inviables (Bo-
jarczuk, 2004).
Para la mutación de los árboles, primero se re-
conoce el tipo de nodo que será modificado; si 
pertenece al conjunto de terminales T, basta con 
tomar otra terminal del conjunto para remplazar 
el valor del nodo actual; si el nodo es una fun-
ción perteneciente al conjunto F, se tomará otra 
función del conjunto asegurándose de mantener 
la clausura.
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Obtención de reglas de calificación mediante 
programación genética
Usando la estructura dinámica de los individuos 
de la PG, es posible representar las reglas de cla-
sificación para la evolución de las mismas y hallar 
el mejor individuo entre un conjunto de reglas que 
estimen un valor de clase. No obstante, los pro-
blemas de clasificación cuentan con muchos va-
lores de clase, lo que implica un número igual o 
mayor de reglas, así que si obtenemos como resul-
tado final de la evolución a la mejor regla, siendo 
esta solo válida para un valor de clase, la solución 
del problema estaría incompleta. La PG trata este 
inconveniente mediante dos aproximaciones (Fre-
itas, 2002):
• Michigan: en donde cada individuo es una regla 
de clasificación, así que la solución al problema 
se compone de un subconjunto de la población 
o la totalidad de la misma.
• Pittsburgh: cada individuo es un conjunto de re-
glas de clasificación, representando una posible 
solución del problema.
EXTRACCIÓN DE REGLAS SOBRE 
UN REPOSITORIO DE DATOS 
CATEGÓRICOS
Dada la utilidad de la programación genética, se 
efectuó un proceso de extracción de reglas de cla-
sificación sobre un conjunto de datos de inciden-
tes de seguridad informática, con el fin de obtener 
un modelo de comportamiento de dichos inciden-
tes de seguridad.
Descripción del repositorio
El conjunto de datos se compone de 1234 registros 
de incidentes de seguridad informática recopila-
dos alrededor de todo el mundo desde el año 2004 
hasta 2011, obtenidos de 3 fuentes principales: 
Web Hacking Incident DataBase (The Web Appli-
cation Security Consortium, 2010), Chronology 
of Data Breaches (Privacy Rights Clearing House, 
2010) y COL-CSIRT (Universidad Distrital Francis-
co José de Caldas, 2010). Los campos del reposito-
rio se describen en la tabla 1. El campo MÉTODO 
DE ATAQUE fue elegido como valor de clase.
Tabla 1. Campos del repositorio de incidentes de seguridad informática.
Campo Descripción
Tipo de organización Actividad desempeñada por la entidad atacada.
Entidad Nombre de la entidad víctima del incidente de seguridad informática.
Método de ataque Método usado por el atacante para causar el incidente de seguridad informática.
Debilidad de la aplicación Falencia que permitió que el incidente de seguridad fuera posible.
País País donde se ubica la entidad que fue víctima del incidente de seguridad informática.
Fecha Fecha en la cual ocurrió el incidente de seguridad informática.
Atacante
Criminales profesionales, espías, hackers, intrusos corporativos, terroristas, usuario externo, 
usuario interno, vándalos.
Herramienta
Agente autónomo, ataque físico, comando de usuario, intercambio de información, no aplica, 
script o programa, toolkit.
Vulnerabilidad Configuración, diseño, implementación, políticas de seguridad.
Blanco Componente, computador, cuenta, dato, proceso, red.
Resultado no autorizado
Acceso incrementado, corrupción de la información, denegación del servicio, difusión de la 
información, robo de recursos.
Objetivo Cambio de estatus, daño, ganancia financiera, ganancia política, sin intencionalidad.
Fuente: (Carvajal, 2012).
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Proceso de extracción de reglas
Para la ejecución de los experimentos se usó un 
framework desarrollado totalmente en JAVA y de 
uso libre JCLEC (Knowledge Discovery and Inte-
lligent Systems, 2011); este framework tiene im-
plementadas las aproximaciones propuestas por 
C. Bojarczuk (Bojarczuk, 2004), I. De Falco (De 
Falco, 2001) y K. C. Tan (Tan, 2002); se eligió fi-
nalmente la propuesta de K.C. Tan, pues además 
de implementar todos los operadores lógicos y 
matemáticos básicos permite la mutación e inclu-
ye el concepto de torneo de tokens (Wong, 2000) 
para optimizar la evolución mediante la penaliza-
ción del fitness. En el contexto de extracción de 
reglas, el fitness se asigna según la precisión de 
la regla obtenida al clasificar los registros en los 
conjuntos de entrenamiento y de evaluación. En 
la tabla 2 se resumen las características de los tres 
enfoques evaluados.
El algoritmo admite como parámetros los por-
centajes de mutación, cruce, reproducción, tama-
ños de los conjuntos de entrenamiento y prueba, 
tamaño de la población, número máximo de ge-
neraciones y los valores de las variables W1 y W2, 
las cuales se emplean para determinar el fitness 
de los individuos, el cual se calcula como en la 
ecuación (1).
������� � 	 ����� � ����� ∗ 	
��
��� � ����� 
 
 (1)
tp: Verdaderos positivos (true positives),
fn: Falsos negativos (false negatives),
tn: Verdaderos negativos (true negatives),
fp: Falsos positivos (false positives).
Por otra parte, el torneo de tokens modifica el 
fitness de los individuos penalizándolos como se 
muestra en la ecuación (2).
Tabla 2. Características de los tres enfoques evaluados para extracción de reglas.
C. Bojarczuk I. De Falco K. C. Tan
Copiado X X X
Mutación X X
Recombinación X X X
Representación Pittsburgh/Michigan Michigan Michigan
OPERADORES
AND X X X
OR X X X
NOT X X
< X X
<= X X X
> X X X
>= X X
= X X X
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 (2)
Donde el conteo_tokens indica cuántos regis-
tros fueron clasificados correctamente por la regla 
y el conteo_inicial es el total de registros que de-
bieron ser clasificados por la regla.
Para la ejecución de los experimentos se usó 
70% de los datos para el entrenamiento (864 re-
gistros) y 30% para las pruebas (370 registros), el 
tamaño de la población se modificó para 100,300 
y 600 individuos, mientras que para el número de 
generaciones se usaron valores de 100 y 200.
El valor de reproducción (copiado) se mantuvo 
en 0,01, mientras que los valores de mutación y 
cruce se modificaron en un valor de 0,1 por cada 
ejecución aumentando uno de los operadores al 
tiempo que se disminuía el otro (0,1 y 0,9 para 
mutación y cruce respectivamente, luego 0,2 y 0,8 
hasta llegar a 0,9 y 0,1). Los valores de los pesos 
W1 y W2 se modificaron de igual forma con un del-
ta de 0,1 en cada ejecución, aumentando uno y 
disminuyendo el otro.
Los registros, pertenecientes a clases como Bot, 
Clickjacking, Comando del sistema operativo, Gu-
sano, Hijacking DNS, Inclusión de Archivo Local, 
Inclusión de Archivo Remoto, Navegación Forza-
da, Redirection, fueron retirados del conjunto de 
prueba ya que tenían en promedio menos de 10 
registros por clase, lo que minimiza la posibilidad 
de encontrar una regla satisfactoria mediante el al-
goritmo. Esto se visualizó en las primeras ejecu-
ciones del algoritmo en donde aún no se retiraban 
estos registros y en donde la precisión de las reglas 
de clasificación para estas clases no superaba en el 
mejor de los casos 16%, y con este ajuste el núme-
ro de clases posibles se redujo a 21.
Bajo estas condiciones se realizaron 18 ejecu-
ciones, se tomaron como medidas de evaluación 
del desempeño de cada experimento el tiempo de 
ejecución, la precisión del modelo obtenida du-
rante las etapas de entrenamiento y de prueba, el 
índice Cohen Kappa y el AUC (Area Under Curve).
Todas los experimentos se ejecutaron en una 
máquina con Intel Core i7 con 6 GB de RAM y 
Windows 7 como sistema operativo.
ANÁLISIS DE RESULTADOS
Los valores de los pesos W1 y W2 flexibilizan la ri-
gurosidad con que se asigna el fitness de cada in-
dividuo según la precisión de clasificación, como 
se vio en la ecuación (1), durante la variación de 
estos pesos se observó que valores bajos de W1 
y valores altos de W2 conducen a un sobreentre-
namiento del modelo (overfitting), mientras que 
valores altos de W1 y bajos de W2 reducen drásti-
camente la precisión del modelo, como se puede 
Tabla 3. Valores de precisión durante la variación de los pesos.
# EJECUCIÓN PESOS PRECISIÓN ENTRENAMIENTO PRECISIÓN PRUEBAS
1 W1=0,1, W2=0,9 0,8213 0,687
2 W1=0,2, W2=0,8 0,7816 0,6812
3 W1=0,3, W2=0,7 0,7829 0,6754
4 W1=0,4, W2=0,6 0,763 0,6754
5 W1=0,5, W2=0,5 0,7717 0,6986
6 W1=0,4, W2=0,6 0,7543 0,6551
7 W1=0,3, W2=0,7 0,7543 0,6551
8 W1=0,2, W2=0,8 0,6526 0,5913
9 W1=0,1, W2=0,9 0,5993 0,5072
Fuente: (Carvajal, 2012).
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observar en la tabla 3 y figura 2, donde los valores 
de mutación y cruce se mantuvieron en 0,8 y 0,1, 
respectivamente, con una población de 600 indi-
viduos y 200 generaciones. Cuando los pesos se 
ajustaron a 0,5 cada uno la precisión obtenida en 
entrenamiento y pruebas fue de 0,7717 y 0,6986 
en comparación con los demás resultados.
Al variar los valores de los operadores de mu-
tación y cruce manteniendo los pesos en 0,5 cada 
uno, se observó que los valores que mejor resul-
tado arrojaban eran 0,6 para el cruce y 0,4 para 
la mutación. La precisión del modelo se observa 
en la tabla 4 y el comportamiento de las curvas, 
en la figura 3.
Figura 2. Gráfica de las curvas de precisión de pruebas vs. entrenamiento durante la variación de pesos.
Fuente: (Carvajal, 2012).
Tabla 4. Valores de precisión durante la variación de los operadores de reproducción.
# EJECUCIÓN CRUCE MUTACIÓN PRECISIÓN ENTRENAMIENTO
PRECISIÓN
PRUEBAS
10 0,9 0,1 0,7878 0,687
11 0,8 0,2 0,768 0,6551
12 0,7 0,3 0,7531 0,6638
13 0,6 0,4 0,7928 0,7246
14 0,5 0,5 0,7792 0,6812
15 0,4 0,6 0,7667 0,687
16 0,3 0,7 0,7618 0,6754
17 0,2 0,8 0,7618 0,6812
18 0,1 0,9 0,7804 0,6812
Fuente: (Carvajal, 2012).
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Así que el mejor resultado se obtuvo con una po-
blación de 600 individuos, 200 generaciones, los va-
lores de los pesos ajustados a 0,5 cada uno, el cruce 
en 0,6, la mutación en 0,4 y la reproducción (copia-
do) en 0,1; en este caso la precisión obtenida en en-
trenamiento fue de 0,7928 y de 0,7246 en pruebas, 
el tiempo de ejecución del algoritmo fue 8166,741 
segundos, el índice de Coheen Kappa fue 0,6829 y 
el AUC, 0,9589. El modelo obtenido se compone de 
29 reglas de clasificación en forma de sentencias IF-
THEN que pueden representarse como árboles de 
decisión, como se muestra en las figuras 4, 5, 6 y 7.
Figura 3. Gráfica de las curvas de precisión de pruebas vs. entrenamiento durante todas las ejecuciones.
Fuente: (Carvajal, 2012).
Figura 4. Regla de clasificación para el método de 
ataque PHISHING.
Fuente: (Carvajal, 2012).
Figura 5. Regla de clasificación para el método de 
ataque FUERZA BRUTA.
Fuente: (Carvajal, 2012).
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Figura 6. Regla de clasificación para el método de 
ataque SQL INJECTION.
Fuente: (Carvajal, 2012).
Figura 7. Regla de clasificación para el método de 
ataque CROSS SITE SCRIPTING.
Fuente: (Carvajal, 2012).
En la tabla 5 se listan las clases y los valores de 
precisión en clasificación obtenidos por las reglas 
extraídas para entrenamiento y pruebas.
CONCLUSIONES
Las reglas obtenidas fueron evaluadas y represen-
tadas en árboles de decisión; esto permitió inter-
pretarlas y concluir ciertos comportamientos de 
interés. Por ejemplo, la figura 7 indica que para 
CROSS SITE SCRIPTING la herramienta usada no 
fue INTERCAMBIO DE INFORMACIÓN y la debi-
lidad de la aplicación fue un MANEJO IMPROPIO 
DE SALIDAS. Además se filtraron patrones de com-
portamiento obvios como la intencionalidad de 
los hackers y terroristas o el objetivo común de los 
ataques de phishing. A continuación se describen 
los patrones encontrados.
• Las entidades más susceptibles a ataques de se-
cuestro de sesión pertenecen al gobierno o al 
ejército y las que menos son atacadas son las or-
ganizaciones sin ánimo de lucro; estos ataques 
buscan una ganancia financiera y son perpetra-
dos generalmente por espías.
• Las entidades menos afectadas por los virus son 
negocios que no se dedican al comercio y/o activi-
dades financieras, como empresas de tecnología, 
medios de comunicación o cadenas de hoteles.
• Las entidades más vulnerables a los ataques de 
denegación de servicio son las instituciones de 
salud. Además la herramienta predilecta para es-
tos ataques son los toolkit.
• Las entidades menos afectadas por los troyanos 
son las entidades de comercio o venta al por 
menor.
• Los ataques de Cross Site Scripting no son res-
ponsabilidad de usuarios inexpertos, es decir, no 
corresponden a errores humanos, ya que la debi-
lidad de la aplicación es Manejo Impropio de Sa-
lidas, lo cual indica un error en la construcción 
del software o en el diseño del mismo.
• Los ataques de SQL Injection son ocasionados 
por un manejo impropio de entradas, recayen-
do la responsabilidad en los desarrolladores del 
software al no seguir estándares de construc-
ción que protejan los campos de entrada de las 
aplicaciones.
• Los incidentes de Localización Predecible de Re-
cursos ocurren por falta de restricciones al usua-
rio y las entidades menos susceptibles a este tipo 
de ataques pertenecen al gobierno o al ejército.
• Los atacantes en los incidentes de Acceso no Au-
torizado son en su mayoría terroristas usando co-
mandos de usuario.
• El abuso de funcionalidad es perpetrado por hac-
kers en la mayoría de los casos.
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La fiabilidad de estos patrones depende del 
porcentaje de precisión alcanzado por las reglas 
de clasificación; las clases que obtuvieron mayor 
precisión fueron: SQL Injection, Divulgación no 
Intencional, Cross Site Scripting, Denegación de 
Servicio y Troyano. En general, aquellas clases que 
presentaban más de 120 instancias en el reposito-
rio obtuvieron reglas con una precisión superior a 
79%. Para las clases con un número menor de ins-
tancias se obtuvieron reglas con precisiones entre 
77% y 22%, a excepción de las clases Virus y Abu-
so de Funcionalidad, que tenían 34 y 24 instan-
cias, respectivamente, y cuyas reglas tuvieron 0% 
de precisión; esto se contrasta con clases con igual 
número de instancias como Localización Predeci-
ble de Recursos, Spyware o Phishing, que lograron 
50%, 65% y 61%.
Solo 4 clases tenían más de 120 instancias en 
el repositorio, el promedio del número de registros 
por clase fue 41,13, mientras que la desviación es-
tándar para el mismo concepto fue 68,03, así que 
la mayoría de clases tenía un número mucho me-
nor que 120 registros; no obstante, el modelo de 
clasificación alcanzó una precisión aceptable tan-
to en clasificación como en pruebas (79,28% y 
72,46%, respectivamente).
De lo anterior se concluye que la programación 
genética y más específicamente el enfoque de K.C. 
Tan logra excelentes resultados cuantas más ins-
tancias por clase se le proporcionen al algoritmo 
para el aprendizaje, pero no depende directamen-
te de esta cantidad de registros, pues el algoritmo 
logra descubrir reglas con calidad aceptable (su-
perior a 75%) para clases con un número precario 
de instancias.
Por otra parte, es fundamental la obtención de 
las reglas en sentencias de tipo IF-THEN, ya que su 
interpretación hizo posible encontrar los patrones 
de comportamiento de los datos que conforman el 
repositorio; esta interpretación no es tan viable en 
otro tipo de modelos como el entregado por redes 
neuronales o vecinos próximos, una ventaja que 
presenta este modelo de obtención de reglas.
Los tiempos de ejecución del algoritmo fue-
ron altos en su mayoría (más de 90 minutos); vale 
la pena ahondar en el desarrollo de herramientas 
para PG, realizando implementaciones en lengua-
jes más simples que JAVA, aún más cuando la la-
bor de minería de datos muestra preferencia por 
lenguajes como Python o R (Harvard, 2013).
Sigue siendo un obstáculo encontrar los mejo-
res valores para los parámetros del algoritmo, don-
de ya se han hecho avances (Yuan, 2005; Yang, 
2000), pero que en algunos casos como el del pro-
blema tratado llegan a ser muy costosos en tiem-
pos y recursos, como lo sería diseñar un ANOVA.
Finalmente, es importante reconocer la madurez 
que ha alcanzado la programación genética, la cual 
mostró resultados satisfactorios en cuanto a la obten-
ción de patrones para modelar el comportamiento de 
los incidentes de seguridad, siendo este repositorio 
un conjunto de datos no numéricos que no permite 
otro tipo de análisis como la estadística típicamente 
descriptiva. Este método de obtención de reglas me-
diante el enfoque de K.C.Tan puede usarse en otros 
problemas en donde la calidad de los resultados ter-
minará dependiendo del correcto ajuste de los pará-
metros y del número de registros por clase que se le 
proporcione al algoritmo para su aprendizaje.
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