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Interview with Resolver Systems
The Python Papers interviews Giles Thomas
The Python Papers> How old is your organisation? How was it begun?
Giles> Resolver Systems was started right at the very end of 2005. The three of us who
founded  it  all  had  a  lot  of  experience  with  how  spreadsheets  were  used  in  financial
companies, and knew how unfavourably the spreadsheet developer's experience compared
to the software developer's.  We felt
there had to be a better way, and we
came up with the idea that is now our
product.  We  developed  a  business
plan  around  it,  presented  it  to  a
number  of  investors,  and  received
the  "angel"  funding  we  needed  to
make it a reality.
TPP> Resolver  produces  a
spreadsheet  application.  Could
you  tell  us  a  little  about  what  it
does and who your typical clients
are? 
Everyone  knows  that  a  spreadsheet
is  just  another  way  of  writing  a
computer  program;  it  is  less
immediately obvious that this makes
spreadsheet  programming  the  most
successful  tool  for  software
development  in  the  world.  And  it
works  really  well  for  simple  what-if
analyses,  or  even  for  complex
calculations so long as they are one-
off  things that  can be thrown away
after they're used.
 
The problem is that everything goes horribly wrong when the simple applications become
complex, or the disposable ones become long-lived. We believe that things get so messy
when  this  happens  because  a  traditional  spreadsheet  consists  of  two  loosely-coupled
programs: an implicit one written as formulae in a grid, and an explicit one written in a
programming language as macros. The connection between the two is so narrow and so ill-
defined that it is almost impossible to write a maintainable program.
 
Our application, Resolver One, is designed to merge these programs together, back into
one, to make the overall application more manageable. It does this:
! By  making  the  program that  is  implicit  in  the  grid  become an  explicit  IronPython
program, and by integrating it tightly with the user's own macro-like code (which is, of
course, also IronPython). This clarifies the way explicit and implicit code interact, and
also makes it easier for the business user to hand over a useable unit of functionality to
their IT department so that it can be used elsewhere.
Photo 1: Giles Thomas (left) and Michael Foord (right)
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! By  allowing  the  user
to  put  arbitrary
IronPython
expressions  and





and  lets  people
integrate  the  Python
and .NET components
they  and  their
colleagues  develop
easily  into  their
calculations.
! Our typical clients are
in  investment  banks




and analysts who spend much of their time modeling incredibly complex derivatives in
spreadsheets. Very technical people who need a decent graphical way to write their
programs. We've also had a lot of  interest from people in biotechnology, which we
weren't expecting; we're working to see how to best help people in that area.
TPP> What major competitors exist to Resolver? What makes Resolver unique?
Photo 3: A typical nearby street scene
Photo 2: Clerkenwell, St John's gate (http://en.wikipedia.org/wiki/St_John's_Gate - just
down the road from the office)
The Python Papers, Volume 2, Issue 4 26
Well,  we have a spreadsheet application,  so obviously the main competitor  is  Microsoft
Excel! I think our unique selling point is what I described before; we make it possible for
people to write simple, maintainable spreadsheets for complex applications. In addition,
because  Resolver  One  can  produce  IronPython  code  representing  the  contents  of  your
spreadsheet, you can use it to produce backends for other systems. For example, we were
very easily able to write a simple Web server - the forerunner of the Resolver Web Server
that we're marketing today - that could serve up spreadsheets as HTML pages with input
fields in a form. To put that another  way,  in  a week or  two we'd managed to produce
something that did important parts of what Microsoft's SharePoint server - a huge enterprise
monster - can do with its Excel Services module. It would have been equally easy to write a
back-end for, say, an application server.
So,  instead of  having business people (who are happy with spreadsheets but scared of
code) try to explain calculations to developers and go through multiple design iterations
before getting a system that works as required, developers can work on putting together
the infrastructure that surrounds the calculations - the really difficult and interesting stuff
from a technical perspective - and just drop in the calculations, which are the really difficult
and interesting stuff from a business perspective.
I think this is a much better division of labour.
TPP> For how long has your organisation been using Python? I understand
Resolver uses IronPython. Was the decision to use the .NET framework made
before or after deciding to use Python?
From the start, our primary market was obviously going to be the business desktop - this
means Windows, and the least painful way to develop a slick Windows application is using
.NET. So, when we started out back at the end of 2005, we were intending to write our
application in C# and embed the traditional CPython engine as a scripting language. But
while searching online for details of how how to embed CPython in a .NET program, we
discovered IronPython. It was still a beta, but we quickly realised that people in the finance
world would be very interested in being able to seamlessly use the .NET libraries being build
by their IT teams in their Resolver scripts, and so we decided to embed it into our app
instead of Cpython.
Then came the  defining moment:  because we were only  just  starting out,  and had no
existing codebase to worry about,  we thought -  let's  try writing our application itself  in
IronPython instead of C#, and see how far we get. After all, if all we had was a few hundred
lines of code, we'd be able to translate it over to C# pretty quickly if/when things didn't
work out.
That was back in 2005, and we've not needed to do that rewrite yet. Our entire application,
which is almost 30,000 lines of production code and over 100,000 lines of functional and
unit tests, contains maybe a few hundred lines of C#. The rest is IronPython.
It's a choice we've never regretted. The application is fast, responsive, and fills the needs of
our users precisely. Our concerns about performance have proven unnecessary - problems
we've had in that area have almost invariably come from our own choice of algorithms
rather than anything to do with the language. And IronPython is so nice to code in that we
can respond rapidly to changing client needs and make updates to our software relatively
painlessly.
TPP> How does development happen in your organisation? Is the development
group large, or small? Is it a "Python shop", or do you employ a mixture of
expertise? Do you subscribe to a particular development approach ( e.g.
Waterfall, Agile/XP?)
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We  are  an  8.5-person  XP
shop - the half-person being
me, as I'm often out talking
to clients. Many of the people
in  the  company,  myself
included,  had  no  Python
knowledge  before  they
started;  we  believe  that  a
sufficiently-good  developer
can learn Python on the job
quickly,  and  while  we're
delighted we've managed to
hire some Python gurus, and
couldn't  survive  without
them, we're also delighted to
be  using  a  language  that's
clean  and  simple  enough
that  we  don't  need  every
new hire to already be expert
in every detail.
TPP> How did Python
fit with the software
architecture chosen?
Python - like, I suspect, all dynamic languages - is a perfect fit for the test-first development
required by XP. There are two main reasons:
• Duck-typing and other dynamic language features make writing tests much easier
than statically-typed languages. 
• When you're writing unit tests for a program written in a statically-typed language,
there's a big overlap between the things you test with your unit tests and the things
that are checked by the static typing. To put it another way, when you write heavily-
tested code in a statically-typed language, you're duplicating effort. With a dynamic
language,  you  don't  have  that  cost;  the  tests  test  what  needs  to  be  tested.  A
corollary  is  that  unit-testing is  vitally  important  for  programs written  in  dynamic
languages  -  but  I'd  argue  that  it's  vital  for  any  non-trivial  program  anyway,
regardless of the language used. 
TPP> Were developers able to work quickly using Python? Has Python been a
good choice in terms of the performance of your coders?
Definitely. Moving from Java to Python has felt to me like my earlier move from C++ to Java
- there's this sudden feeling of freedom from all this fussy detail that was holding me back.
 
But equally important for us, I think, has been the filtering effect. The words "all of our
development is done in Python" is an excellent way of maximising the number of good
programmers that apply, and minimising the... less good programmers. I think Paul Graham
commented on this a long time ago.
 
Good  programmers  have  either  learned  Python  in  their  spare  time,  or  aren't  afraid  of
learning it on the job. Bad programmers, people who've read "Java for dummies" and then
slouched into a career writing enterprise systems for customers who know no better, are
unlikely to have learned a weird, techie language with greek letters in its list of reserved
words.
Photo 4: Resolver office interior: Michael Foord and Menno Smits pair-programming. To
the right you can see part of  our build farm, with a monitor showing one of  our 3, 600
test cases running.
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TPP>Have there been any performance difficulties using Python? 
Not so far! That's not to say that we've not encountered performance problems, but the
ones we've seen have been largely  due to our  own choices of  algorithms or  to  .NET's
architecture.
TPP> Have you had to employ any other technologies to work around problems
that could not be solved in Python?
Yes, we've used C# in a few places in our product and in our testing framework; this has
been exclusively in places where we've wanted to call  down to the underlying Windows
APIs, below the .NET layer. In order to do that, you have to use a service called P/Invoke,
which relies on .NET attributes; IronPython, sadly, does not support these right now.
TPP> Have you encountered any major roadblocks and how did you get past
these? 
The biggest issues have been:
• Getting  a  decent  functional
testing framework operating. The
unit-testing  module  that  comes
as  part  of  the  Python  standard
library  is  great,  and  works  fine
with IronPython, but functionally-
testing .NET GUIs is harder than
we originally hoped. None of the
frameworks on the market seem
quite enough. We've spent a lot
of time getting our one just right.
• Dealing  with  the  CPython  C
extensions.  These  don't  work
with  IronPython,  and  while
there's  a  .NET  equivalent  for
many of  them, for  some there's
not. This is a general problem for
IronPython  users,  not  just  a
problem for us, so we've started
an  open-source  project  to  build
some  kind  of  bridge  between
IronPython and the C extensions.
We've  got  a  mailing  list  at
<  http://groups.google.com/  
group/c-extensions-for-
ironpython> and  we'd  be
delighted if readers of the Python
Papers  joined us!  We're working
on  getting  a  few  basic  libraries
working right now, with the aim
being to support NumPy as soon as we can – and in the long term to see if we can
support C extensions in general.
TPP> What other major projects has Resolver undertaken? Did these other
projects also use Python?
We're a one-product company right now, but I expect our future projects to use Python in a
big way.
Photo 5: A local pub. The editor does not dare suggest this had anything to
do with major roadblocks or getting past them.
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TPP> If you could 'fix' one thing about Python, what would it be?
Significant whitespace!
 
Only kidding, I'm a big fan of stopping people from writing unreadable code. I would say my
#1 would be the ability to write multi-line anonymous functions with statements in them. I
use lambdas a lot in my coding, but they're just not quite enough... I think Ruby's blocks do
the kind of thing I'd like to see, though I can't say I like the syntax.
TPP> If readers would like to try or buy your application, how can they do this?
You can download a version to try out from our website, http://www.resolversystems.com/
TPP> Are you currently hiring?
We're not actively hiring right now, but we are likely to have some open positions in early
2008.
