Simulation plays a vital role in analyzing many discreteevent systems. Usually, using simulation to solve such problems can be both expensive and time consuming. We present an effective approach to smartly allocate computing budget for discrete-event simulation. This approach can smartly determine the best simulation lengths for all simulation experiments and significantly reduce the total computation cost for obtaining the same contldence level. Numerical testing shows that our approach can obtain the same simulation quality with one-tenth the simulation effort.
INTRODUCTION
In order to efficiently manage and operate large man-made systems such as communication networks, traffic systems, and automated manufacturing plants, it is often necessary to apply extensive simulation to study their performance since no closed-form analytical solutions exist for such problems. Collectively, these types of systems are known as Discrete Event Systems (DES) (Ho 1991) . Unfortunately, using simulation to solve such problems can be both expensive and time consuming due to their massive search space and their evolution in time according to complex man-made rules and the influence of random occurrences. In industry, with pressure to meet certain system specifications and only a limited budget to carry out necessaty simulations, the limitations of traditional simulation technology can either delay a projector force it to go over budget.
Suppose we want to compare n different discrete-event systems (designs or alternatives), we do T simulation replications for all n designs (or alternatives).
Totally, we need nT simulation replications.
The simulation results become more accurate when T increases.
If the accuracy requirement is not low (T is not small), and if the total number of designs in a decision problem is not small (n is large), then nT can be very large, which may
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easily make total simulation cost extremely high and preclude the feasibility of a simulation approach. To reduce total simulation time, one can either develop more efficient simulation technology or use faster computers to reduce the simulation time of each simulation experiment.
In this paper, we present another approach to improve the overall simulation efficiency. Our ideas are as follows. Intuitively, some bad & signs can be discarded before completing all of the T replications. We don't have to waste efforts on simulating bad designs and so reduce overall simulation time. Then the question is how to systematically do this? When? And which designs? Ideally, we want to optimally choose the number of simulation replications for all A signs to minimize the total simulation cost, while obtaining the desired confidence level. In fact, this question is equivalent to optimally decide which designs will receive computing budget for continuing simulation. Figure 1 illustrates the ideas by comparing a typical solution to this problem with the conventional approach using equal simulation lengths. Chen (1995) formulates this question and obtained promising preliminary results using very simple heuristics. In this paper, we will further discuss it and compare two approaches, one of which utilizes the gradient information.
To optimally allocate computing budget, first of all, one must have an efficient way to estimate the confidence level based on the results of the completed simulation.
Further, one must have easy ways to anticipate how the confidence level will change if some computing budget is allocated and additional simulation replications are completed. Goldsman and Nelson (1994) provide an excellent survey on current approaches (e.g., Goldsman, Nelson, and Schmeiser (1991) , Gupta and Panchapakesnn (1979) , and Law and Kelton (1991) (e.g., Goldsman and Nelson (1994) suggest 2 to 20 designs). For real-life DES problems, the number of designs can grow up to numerous orders of magnitude easily. Chen (1996) presents a feasible way to quantify cotildence level for large DES simulation (the "large" refers to large search space). Further, when the approach in Chen (1996) is applied the sensitivity information of the confidence level with respect to simulation replication numbers can be easily obtained, which will provide the basis to determine how to allocate computing budget among designs in this paper.
Section 2 describes the notation used in this paper and a brief overview of Chen ( 1996) 's approach to quantify confidence level for problems with large search space. In Section 3, we will define the "optimal computing budget allocation" problem.
Two major difficulties in solving this problem will be pointed out. Since it is difficult to find an optimal solution for the computing budget allocation problem, and it is impractical to spend lot of time in finding the optimal solution, we propose a sequential approach to overcome these two difficulties in Sections 4 and 5. We call this approximation smart computing budget allocation scheme. Numerical testing in Section 6 shows that using this approach to smartly allocate computing budget can reduce the total computation time by about ten times for a 1000-design example. Section 7 concludes this paper. Chen (1996) provides a simple approximation approach to quantify confidence level for problems with large search space and also provide some useful sensitivity information of the confidence level with respect to simulation replication numbers, which will provide the basis to determine how to allocate computing budget among designs in this paper. Denote n: T j(t):
SPACE
J, the total number of designs, the length of simulation, the number of replication, or the total number of samples, the t-th sample of the performance lmeasure of design j, the sample mean of design j, namely,~i (T) =~~j (t), and tthe performance measure, or more specifically, the mean performance measure of design j, i.e., the mean of~j (t).
ii) the simulations for designs i and j, i # ,j, are independent. Thus,~i (t)and~j (t) are independent.
For steady-state simulation, the sample~J (t)may not be independent of~j (s) for s # t. One possible way is to place the "raw" data in a few large batches, and work with these few batches as if they were independent (Banks, Carson, and Nelson 1995) . As the strong law of large numbers, with probability 1, j(T) +Jj, as T+oo. and then ask what is the probability that at least one of the observed top-r designs actually belongs in top-k. This is crucial to Ordinal Optimization, although estimation of such a probability is very difficult for problems having large n. Chen (1996) adopts the Bayesian model to analyze such confidence probability.
Under the Bayesian model, J, is treated as a random variable and has a prior dk.ribution which describes the knowledge or the subjective belief about .lj before any sampling. The posterior distribution is updated after we observe the samples {~j (t), t=l,..,T}. The posterior distribution p(~I {~j (t), t=1,..,T} ) summarizes the statistical properties of .1, given the prior knowledge and sampling information.
When simulation stops, the statistical properties is de scribed by the posterior distributions. We can estimate the probability that J, is in some specific region, e.g., Pr{ .lj>O I {~j(t), t=l,.., T }}, or compare two designs, e.g., Pr{.Ji-~>0 I {~, (t),~j(t)j @l,..,T} }. For notational simplicity, we denote~j as the posteriori J~l {~j(t), t=l,..,T}. While CP1 and CP2 are very difficult to obtain, ACP1 and ACP2 can be computed very easily, and therefore will be used to approximate CP1 and CP2, respectively. Numerical testing shows that they can provide reasonably good approximation.
Furthermore, since ACP1 and ACP2 are lower bounds of CP1 and CP2, we are sure that confidence level is sufficiently high when ACP1 or ACP2 is high enough. Although the definitions of CP 1 and CP2 are different, the formulas for ACPI and ACP2
are quite similar. For easy explanation, without loss of generality, we will only consider the simple case that ACP = fiPr{j., > j.j ] j=z in the latter discussion, i.e., how to smartly allocate computing budget for obtaining satisfactory ACP.
PROBLEM DEFINITION
We follow the problem formulation given by Chen (1995) . Let Tj be the simulation length, or the number of samples, of design j. If simulations are performed on a sequential computer and with simulation length T for all designs, the computation cost can be approximated by T1 + T2 +..~+ T. = nT. However, to ensure that ACP is larger than some value, we don't need to restrict ourselves to T1 = T2 = . . . = T., and may choose different simulation lengths for different designs. This means T, may not be equal to Tj for i #j. Furthermore, we can choose Tj for all j such that the total computation cost is minimized, while guaranteeing that ACP is g-eater than some satisfactory level.
More specifically, we are considering the following problem.
(P) an extremely large combinatorial space must be searehed to find a solution to (P), especially when n is large.
Note that the purpose of solving (P) is to further~-duce computation cost for obtaining a desired confidence level. We should not exert too much effort solving (P) during simulation.
Otherwise, the additional cost of solving (P) will cancel the benefits of computing budget allocation. Hence, we need to solve (P) very efficiently, even if this means obtaining a sub-optimal solution. Efficiency is more crucial than optimality in this application.
A SEQUENTIAL APPROACH
This section presents a sequential procedure to overcome the difficulties in solving (P).
To Optimally allocate computing resource, it is equivalent to determine which designs we should do more simulation.
We will sequentially deeide it, although this is usually not an optimal solution any more.
Before doing simulation there is neither knowledge about ACP nor a basis for choosing Tj. First, all & signs are simulated until length tO to obtain statistical information about sample means and sample variances.
Then we try to determine how to further allocate computing budget using available statistical information. When simulation is stopped at tO, the posterior distribution of design j is j '~j(to)=Jj l{~j(t), t=1,2, "", to} 2 -N(; g~j (t), :)
At this moment, we have some ideas about each design and then can deeide which designs are worthy of being allocated more computing budget. To determine how to further allocate computing budget, we have to be able to know how the ACP will change if some computing budget is allocated to some designs (Difficulty 1 (T1, T2,. .., Ti_l, Ti+A, Ti+l, Tn), Tn). This is Xcomplished by using the estimated posterior distribution for design i. Now it is feasible to predict the ACP when the change of Ti's are not large. A possible sequential approximation approach to solving (P) is as follows.
Since ACP will become larger as simulation proceeds, 'we sequentially add computing budget by b each time until ACP reached some satisfactory level (say P,,,).
In order to minimize to the total computation cost, at each step, this budget b is allocated among some designs such that the EACP is maximized. Thus, at step k, k= 1,2,3,.., Step 1. If ACP(T~, T;, . . . . T;)~Psat, stoP, otherwise, go to Step 2.
Step 2.
Solve (P-k), T:+] =T~+f, fori= 1, ... n, k+ k+l,
Step 3. PERFORM SIMULATION until (T:, T:,..., T:); go to Step 1.
Remarks:
1. Obviously, the computing budget allocated by this sequential approach is not the optimal way. As we discussed before, efficiency is more important than optimality. Otherwise, the additional cost of determining computing budget allocation may cancel its benefits.
2. b is the one-time increment of simulation budget.
Small b means small step size and therefore will increase the total number of solving (P-k). On the other hand, large b may waste computing budget and result in a larger ACP.
The next question is how to efficiently solve (P-k).
While solving (P-k) is easier than solving (P), again, efficiency is much more important than optimality here. In this paper, we test two quick and dirty approaches to allocate the given computing budget b for obtaining large increment of ACP.
In the first approach, m designs are chosen and then the computing budget is equally distributed to them (each design has blm ). For each design, we calculate the an- Step 2. Find the set S(m)= { i : Di is within the top-highest-m}
Step 3.
z: = A, for all i IES(m). Approach 2. In the second approach, instead of equally allocating computing budget among some m designs, we apply steepest-descent method (Imenberger 1984) to solve (P-k).
We do the following approximation to estimate the gradient of ACP with respect to T,. To avoid spending much time in iteratively finding the solution of (P-k), we only do a very limited numbers of iterations when applying steepest-descent method. Different numbers of iterations are tested in Section 6. NUMERICAL TESTING Two examples are tested. Example 1 is a steady-state simulation, and Example 2 is a terminating simulation. Example 1. We consider a 10-node network (Please see Figure 2 ). Such a network could be the model for a large number of real-world systems, such as a manufacturing system, and a communication or a traffic network. For details about this example, please refer to Chen and Ho (1995) .
We consider the problem of optimally allocating 22 buffer units among the 10 different nodes for maximizing the throughput.
Priority, interruption, blocking and multi-classes are included in this network. We denote the buffer size of node i by B,. We set some constraints for symmetry reasons: BO= BI = Bz = B3, B4 = Bc, and B~= B,. In addition, B8 & B9 > 1.
These constraints limit our search space to n=1000 different configurations. The Standard Clock method Ho 1995 and Vakili 1991) , which is an efficient technique for DES simulation, is used to simulate this system. The computation cost for one design is roughly proportional to the number of clock ticks (for Standard Clock method, one event is generated at each clock tick). We define the computation cost as '~[the number of clock ticks when the 1000 j=, simulation of design j is stopped), 1 Theis used to rescale the cost. The computation 1000 cost for determining the smart computing budget allocation is so small as compared with the simulation cost that we ignore this portion.
In this testing, we consider CP1 = Pr{At least one of the observed top-3 designs actually belongs in top-3} and CP2 = Pr{The true performance of the observed best design is not worse than 99.6% of the performance of the true best design}. We test Approach 1 and set to= 5, m = 25, and b = 125. We repeat this testing 50 times. Each run has a different random seed. We consider the computation costs for different satisfactory confidence levels.
Tables 1 and 2 contain the testing results for CP1 and CP2 respectively. The computation costs in these two tables are the average costs in the 50 testing runs. We set b = 12. and tO = 10.
10,000 independent experiments are done to estimate the average cost for using different approaches. We consider CP = Pr{The observed best design is actuallly the true best design }. Table 3 shows the average totnl numbers of simulation replications for obtaining the confidence level P,,, when setting tO= 10, and Table 4 is for tO= 5. The time savings factor of using SCBA increases as P,., increases. This makes sense since we have more space to manipulate the allocation of computing budget when P,,,, the cotildence level requirement, is higher.
" When to= 5, Approach 2 with two iterations can reduce computation effort by 6870 for P,,t = 9070.
We believe that this time savings factor will be even larger if higher confidence level is required.
Since ACP is a lower bound of the confidence level CP and we use ACP to determine computing budget allocation, people may be concerned with the ending CP (actual confidence). In this testing, CP = Pr{The observed best design is actually the true best design} can be obtained numerically by calculating (total number of simulation experiments in which the observed best de sign is actually the true best design) / 10,000. Table 5 shows the numerical results of CPS for to= 5. Our approaches stop simulation when ACP is no less than P,,,. We anticipate that the ending CP will be higher than P,,, since ACP is a lower bound of CP. Table 5 shows that CPS are not much higher than ACPS except the case in which SCBA is not used. The reason is that without using SCBA, all designs receive computing budget so that the simulation quality improvement is higher at each step. Consequently the ending CPS can be much higher than required level.
CONCLUDING REMARKS
In this paper we present two approaches to smartly allocate computing budget for DES simulation. Preliminary numerical testing shows that we can significantly tiuce total computation cost. For real-time application problems, we have only a limited computing budget to carry out simulation.
The SCBA can be applied to these problems to maximize the utilization of limited budget and obtain higher confidence level.
In particular, from Table 1 , the computation cost is 65,600 units for ensuring ACP1 > 80% without SCBA.
On the other hand, with SCBA the computation cost is only 5,775 units. This implies that 5,775 SCBA computation units can obtain the same simulation quality as 65,600 computation units without SCBA. Application of the SCBA algorithm can obtain the same simulation quality with one-tenth the simulation effort.
In this paper, we compare two simple approaches using an example. The gradient approach performs slightly better than the other. While which approach is surprier needs more testing to justify, we fiirmly believe that there exists some more sopfisticaed way to accomplish better performance.
We will test more examples in the future. The approaches using second order information is also one of the ongoing research topics.
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