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I. Einleitung 
1. Motivation zum Erlernen des Programmierens 
In unserer modernen Gesellschaft sind Computerprogramme zu einem fundamentalen Be-
standteil geworden. Fast jeder Haushalt besitzt heutzutage einen oder mehrere Computer auf 
dem regelmäßig Betriebssysteme, Anwendungsprogramme und Spiele ausgeführt werden. 
Aber auch technische Geräte wie Handys, PDA´s, DVD-Player, moderne Waschmaschinen, 
Navigationssysteme, Fernsehreciever, Banktransaktionen, Wettervorhersagen, MP3-Player, 
Bibliotheksrecherchen, Online-Dating, Social Networks, etc. wären ohne Computerprogram-
me undenkbar. Diese Liste ließe sich fast endlos fortführen. 
Hieran wird deutlich welch großen Einfluss Programmierer heute auf die Gestaltung von Ar-
beit, Haushalt, Gesellschaft und Freizeit haben.  
 
Doch wie entstehen eigentlich all diese Computerprogramme?  
Diese Frage stellen sich in der Praxis wohl die wenigsten Benutzer. Die Existenz von Compu-
terprogrammen ist für die meisten Menschen längst zu einer Selbstverständlichkeit geworden. 
 
Aus genau diesem Grund sollte Programmierunterricht meiner Meinung nach ein fester Be-
standteil der Informatikunterrichts sein. Er vermittelt den SuS ein grundlegendes, allgemein 
bildendes Verständnis vieler Aspekte ihrer Lebenswelt.  
 
Neben diesem allgemein bildenden Wert hat Programmierkompetenz aber noch zahlreiche 
andere Vorzüge. 
Ein zentraler wirtschaftlicher Vorteil ist sicher die Berufsorientierung, da gerade aufgrund der 
zunehmenden gesellschaftlichen Bedeutung computerisierter Systeme immer mehr Program-
mierer gebraucht werden und sich somit interessante Jobperspektiven ergeben. 
Des Weiteren ist Programmieren aber auch ein geistiges Training, das Fähigkeiten wie logi-
sches, systematisches Denken, Konzentrationsfähigkeit, Geduld, Teamfähigkeit und Problem-
lösungskompetenz vermittelt.  
Vor allem lernt man beim Programmieren komplexe Probleme in kleinere, überschaubare 
Teilprobleme zu zerlegen, welche sich Schritt für Schritt bewältigen lassen. 
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Dies ermöglicht es einem in großem Maße Selbstvertrauen in die eigenen Fähigkeiten zu ent-
wickeln, da man Probleme zu bewältigen lernt, die anfangs überwältigend kompliziert er-
schienen. 
 
Außerdem ist zu erwähnen, dass programmieren eine außerordentlich kreative Tätigkeit, die 
ständig neue Ideen erfordert und die fast unbegrenzte Möglichkeiten zur kreativen Selbstent-
faltung öffnet.  
Jeder der einen PC besitzt und Zugang zu entsprechenden Programmiertutorials besitzt kann 
heutzutage eigene Spiele, Anwendungen, Internet-Dienste, etc. entwickeln.  
Die einzigen Grenzen sind einem dabei durch die vorhandene Zeit, die eigene Kreativität und 




2. Vorteile von VBA für den Einsatz in der Schule 
Ich habe VBA deshalb als Sprache für diesen Programmierkurs gewählt, weil es folgende 
Vorteile bietet: 
- Es ist in nahe zu jeder Schule vorhanden, da es Bestandteil von MS Office ist und fast 
jede Schule MS Office auf ihren Rechnern installiert hat. 
- VBA ermöglicht es mit wenig Kenntnissen und wenig Aufwand Programme mit mul-
timedialen, grafischen Benutzeroberflächen zu erstellen. Dies vermittelt den Lernen-
den schnell Erfolgserlebnisse. 
- VBA bietet ausreichend Funktionalität um die wichtigsten Grundkonzepte moderner, 
prozeduraler Programmiersprachen zu vermitteln. (z.B. Prozeduren, Funktionen, Klas-






3. Unterrichtskonzept dieser Arbeit 
 
Emotionale Einfärbung von Lehrinhalten 
Das in dieser Diplomarbeit vorgestellte Unterrichtskonzept versucht sich das Prinzip der emo-
tionalen Einfärbung1  von Lehrinhalten zunutze zu machen. 
Durch die Verwendung emotional positiv besetzter, witziger und unkonventioneller Themen 
bei den Programmierbeispielen sollen die emotional neutralen und oft auch abstrakten Lehr-
inhalte mit positiven Gefühlen verbunden werden.  
Die Lehrinhalte sollen also den Charakter sogn. sekundärer Verstärker bekommen.2 
 
 
Wie sich in zahlreichen psychologischen Studien zeigte haben unsere Gefühle auch einen 
starken Einfluss auf die Qualität von Urteilsprozessen.  
Der zentrale Gedanke des hier vorgestellten Unterrichtskonzeptes ist es durch das Hervorru-
fen positiver Emotionen im Kontext des Programmierunterrichts auch die Einstellungen der 
SuS gegenüber dem Programmieren positiv zu beeinflussen. 
Dies kann gerade im Kontext des Informatikunterrichts eine sehr effektive Methode sein, da 
viele der SuS hier sicherlich zum ersten Mal Kontakt mit dem Programmieren haben werden. 
Im Laufe des Informatikunterrichts werden sie sich daher wohl zum ersten Mal detaillierte 
Bilder von der Tätigkeit des Programmierens machen. 
 
Um den enormen Einfluss von Emotionen auf menschliche Urteilsprozesse zu verdeutlichen, 




                                                 
1
  Quelle 2, S. 170  
2
  Detailliertere Beschreibung des Begriffs in Quelle 3, S. 55  
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Mit der Gefühlslage übereinstimmende Urteilsprozesse 
 
Sehr viele wissenschaftliche Studien haben gezeigt, dass unsere Urteile stark von unserer ak-
tuellen Gefühlslage beeinflusst werden können (Überblicke geben Forgas 1995; Isen 1987; 
Schwarz and Clore 1996) 3. 
 
Die Wirkung unserer Gefühle auf persönlich bedeutsame Urteile wurde z.B. im einem Expe-
riment von Schwarz und Clore(19834) sehr anschaulich gezeigt: 
Die Vpn waren Studenten, welche in der einen Versuchsbedingung 20 Cent auf einem Kopie-
rer „fanden“. In der zweiten fanden sie jedoch kein Geld. Die Vpn der ersten Versuchsgruppe 
gaben danach, bei einer anschließenden Befragung, nicht nur an sich besser zu fühlen, son-
dern sie gaben auch eine generell deutlich höhere Lebenszufriedenheit an. Ähnliche Ergebnis-
se zeigen sich auch an Sonnen- bzw. Regentagen. 
 
Wir neigen dazu positivere Urteile zu fällen, wenn wir in einer angenehmeren Stimmung sind 
und negativere Urteile zu fällen, wenn wir in einer unangenehmeren Stimmung sind. Unsere 
Urteile tendieren also dazu mit unserer Gefühlslage überein zu stimmen: 
 
1. In einer Studie von Isen et al. (19785) sprach ein Assistent des Versuchsleiters 
Personen vor einem Einkaufszentrum an und schenkte ihnen kleine 
„Willkommensgeschenke der Firma“. Männer erhielten einen Nagelknipser und 
Frauen einen Notizblock. 50 Meter entfernt befragte ein unabhängiger 
Meinungsforscher, der nichts davon wusste, dass die Personen Geschenke erhalten 
hatten, die Leute im Rahmen einer Konsumentenbefragung. Wie sich herausstellte 
bewerteten Personen, die zuvor ein kleines Geschenk erhalten hatten anschließend 
auch die Leistungen ihrer Autos und ihrer Fernsehgeräte höher als Personen, die zuvor 
kein Geschenk erhielten. 
 
                                                 
3
  Quelle 1, S. 246 
4
  Quelle 2, S. 166 
5
  Quelle 1, S. 246 
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2. In einer Studie von Forgas (19946) wurden die Vpn nach dem Besuch eines fröhlichen 
Films(VG1), nach dem Besuch eines traurigen Films(VG2) oder vor dem Betreten des 
Kinosaals(KG) zu persönlichen Konflikten in ihren intimen Beziehungen befragt. 
Personen, die nach fröhlichen Filmen befragt wurden, waren nicht nur insgesamt 
besser gelaunt, sondern gaben sich auch deutlich weniger die Schuld für ihre privaten 
Konflikte. Hingegen waren Personen, die nach einem traurigen Film befragt wurden 
weniger glücklich und sahen häufiger die Schuld für ihre Konflikte bei sich selbst. 
 
Diese und andere Ergebnisse verdeutlichen, wie unsere aktuelle Gefühlslage unsere Bewer-
tungs- und Urteilsprozesse beeinflussen kann, so dass diese stärker mit unseren Gefühlen ü-
bereinstimmen. 
 
Erklärungsansätze für gefühlskongruente Urteilsprozesse 
 
Gefühle als Quellen von Primingeffekten 
Blaney(1986) zeigte, dass es besonders wahrscheinlich ist, sich an positive Ereignisse zu er-
innern, wenn wir in einer guten Stimmung sind und dass es besonders wahrscheinlich ist, sich 
an traurige Erlebnisse zu erinnern, wenn wir traurig sind. 
Diesen Ergebnissen entsprechend entwickelte Bower(1981, 1991) 7  ein Netzwerkmodell, dass 
davon ausgeht, dass Gefühle und Stimmungen in gleicher Weise wie deklarative und prozedu-
rale Inhalte als Konten in semantischen Netzwerken aufgefasst werden können. Wenn z.B. 
der Kontenpunkt des Gefühls „Fröhlichkeit“ aktiviert wird, verteilt sich die Aktivierung die-
ses Knotenpunktes nach Bowers Modell auch auf die mit diesem Gefühl assoziierten Knoten-
punkte. Diese können z.B. aus Kognitionen zu Personen, Objekten oder Ereignissen bestehen.  
 
Folgende Arten von Inhalten können nach Bowers Theorie mit einem Gefühlsknoten verbun-
den sein5: 
- Ausdrucksverhalten(z.B. Gesichtsausdrücke oder Bewegungsmuster) 
- Physiologische Aktivierungsprozesse(z.B. Aufregung, Schwitzen, Erröten, Zittern) 
                                                 
6
  Quelle 1, S. 247 
7
  Quelle 1, S. 249 
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- Allgemeine auslösende Bedingungen 
- Verschiedene Namen eines Gefühls 
- Konkrete Ereignisse und Situationen, in denen man ein Gefühl erlebt hat (z.B. fallen 
hierunter auch Personen oder Objekte, die mit einem Gefühl assoziiert sind)  
- Andere Gefühle 
Die Relationen zwischen Gefühlen können entweder positiv (aktivierend) oder nega-
tiv(hemmend) sein. Negativ sind sie bei einander ausschließenden Gefühlen(z.B. bei Angst 
und Freude), während Gefühle, die durch positive Relationen verbunden sind, gleichzeitig 
auftreten können(z.B. Überraschung und Freude).   
 
 
Abbildung 1 (aus Quelle 3, S. 166) 
 
Bowers Theorie nach ist es besonders wahrscheinlich, dass wir uns an positive Aspekte eines 
Objekts oder Ereignisses erinnern, wenn wir in einer guten Stimmung sind und dass wir uns 
mit höherer Wahrscheinlichkeit an unangenehme Inhalte erinnern, wenn wir in einer unange-
nehmen Stimmung sind. 
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Wie Kahneman und Tversky (19738) gezeigt haben, tendieren wir beim Bewerten von vielen 
Objekten und Ereignissen zur Verwendung von Verfügbarkeitsheuristiken. Bei der Verwen-
dung von Verfügbarkeitsheuristiken gründen unsere Urteile und Bewertungen auf den Infor-
mationen, die uns leicht und häufig einfallen, die kognitiv also gut verfügbar sind. 
  
Diesem Erklärungsansatz nach tendieren unsere Urteile also deshalb dazu mit unseren aktuel-
len Gefühlen überein zu stimmen, weil unsere aktuellen Gefühle auch Informationen ins Ge-
dächtnis rufen, die diesen Gefühlen entsprechen und auf denen wir dann unsere Urteile be-
gründen. 
 
Hier ist ein einfaches Beispiel:  
Die Eigenschaft „stolz sein“ kann für einen sowohl positive, als auch negative Aspekte haben. 
Z.B. kann es Situationen geben, in denen man andere Menschen bewundert und schätzt, die 
stolz auf ihre eigenen Leistungen sind. Genauso kann es Situationen geben, in denen wir Leu-
te lästig und unangenehm finden, die stolz ihre überlegene Position betonen, so dass wir uns 
dadurch unterlegen fühlen. 
Esses und Zanna (19959) zeigten, dass traurige Vpn sich besonders leicht an negative Aspekte 
der Eigenschaft „Stolz“ erinnern und dass es infolge dessen zu schlechteren Bewertungen von 
Gruppen kommen kann, die diese Eigenschaft besitzen. 
 
 
Gefühle als Informationsquellen 
Eine befriedigende Erklärung für das zuletzt dargelegte Phänomen liefert die theoretische An-
sicht, die besagt, dass Gefühle als direkte Informationsquellen für unsere Urteilsprozesse die-
nen können.  
Hierbei spielen Fehlattributionen von Gefühlen eine entscheidende Rolle: 
Wenn man z.B. in einem schönen Lokal sitzt und nicht bemerkt, wie sehr die romantische 
Musik im Hintergrund angenehme Gefühle in einem auslöst, so kann es diesem Modell zufol-
ge dazu kommen, dass man diese angenehmen Gefühle fälschlicherweise auf die Person zu-
                                                 
8
  Quelle 1, S. 249 
9
  Quelle 1, S. 249 
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rückführt, mit der man gerade in diesem Lokal sitzt. Folglich würde man diese Person als an-
genehmer und attraktiver wahrnehmen, als dies ohne die Musik im Hintergrund der Fall wäre. 
Eine wichtige Vorhersage dieses Modells, das Gefühle als direkte Informationsquellen für 
Urteilsprozesse ansieht, ist es, dass der Einfluss von Gefühlen von ihrem wahrgenommenen 
Informationswert abhängt(Schwarz & Clore 1983, 1996; Schwarz 1990)10. Wenn ich mich 
z.B. frage, wie ich eine Sache finde, so haben die Gefühle, die ich in der Gegenwart dieser 
Sache empfinde einen hohen Informationswert dafür, wie diese Sache zu bewerten ist. Kann 
ich diese Gefühle jedoch auf etwas anderes zurückführen (z.B. die Musik im Hintergrund), so 
verlieren sie ihren Informationswert für die Bildung meines Urteils und werden mich dabei 
auch nicht mehr beeinflussen. 
Schwarz und Clore (198311) zeigten diesen Effekt bei Studenten, die an Regentagen per Tele-
fon nach ihrer Lebenszufriedenheit befragt wurden. Fragte man sie direkt, urteilten sie 
schlechter als an Sonnentagen. Wurden sie jedoch zuvor durch eine Frage nach dem Wetter 
daran erinnert, welche Bedeutung es für ihre aktuelle Stimmung hatte, so antworteten sie ge-
nauso positiv wie an den Sonnentagen.     
 
Durch Primingeffekte12 können diese Ergebnisse nicht erklärt werden, da eine Frage nach 
dem Wetter normalerweise keine Informationen aktivieren sollte, die auf die Bewertung der 
eigenen Lebenszufriedenheit einen entscheidenden Einfluss haben.  
 
Zusammenfassend lässt sich also sagen, dass sowohl die Primingeffekte, die Gefühle auslö-
sen, als auch der Informationswert, den Gefühle in einer Situation haben, sich auf unsere Ur-
teils- und Bewertungsprozesse auswirken können. Beide Erklärungsansätze widersprechen 




                                                 
10
  Quelle 1, S. 251 
11
  Quelle 1, S. 251 
12
 « [Priming] beschreibt das Phänomen, dass eine wiederholte Erregung bestimmter Nervenbahnen den Wir-
kungsgrad von Reizen gleicher Stärke erhöht oder eine Erregung dieser Nervenbahn schon auf Grund schwäche-
rer Reize ermöglicht wird. Auf einen Gedächtnisinhalt bezogen wird dieser schneller - oder gar automatisiert - 
abgerufen, wenn der Inhalt selbst oder die mit diesem Inhalt assoziierten kognitiven Inhalte zuvor aktualisiert 
worden sind » (Quelle 6 : http://de.wikipedia.org/wiki/Bahnung ) 
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Konsequenzen für die Unterrichtsgestaltung 
 
Diese Befunde deuten meiner Ansicht nach darauf hin, dass die Bewertungen von Lehrinhal-
ten durch SuS anhand der Verwendung geeigneter Lehrbeispiele positiv beeinflusst werden 
können, wenn diese Beispiele es schaffen ihre emotionalen Zustände aufzuhellen. 
 
Daher versuche ich in dem in dieser Arbeit vorgestellten Programmierkurs bewusst Beispiele 
zu verwenden, die meiner Ansicht nach emotional positiv besetzt, insbesondere „lustig“ oder 
„niedlich“, sind. 
Das Ziel, dass ich dadurch verfolge ist es die SuS in einen Zustand zu bringen, in dem sie 
nicht nur emotional, sondern als Folge dessen auch kognitiv und motivational leichter fällt 
sich mit dem Lehrgegenstand „Programmieren“ auseinanderzusetzen. 
 
Natürlich kann „emotional positiv besetzter unterricht“ nicht bedeuten, dass sich das Verhal-
ten der SuS und der Lehrperson nur daran orientiert, was ihnen „Spaß“ macht.  
Es ist, ich denke, dass kann man so verallgemeinernd sagen, unbestritten, dass schulischer un-
terricht auch Kompetenzen wie Disziplin, Selbstkontrolle und das lösen komplexer Probleme 
vermitteln soll.  
Das Verfolgen solcher Ziele widerspricht meiner Ansicht nach aber nicht dem zuvor be-
schriebenen Lehrkonzept. 
Im Gegenteil, wie z.B. die oben beschriebenen Studien von Clore und Schwarz zeigen dienen 
unsere Emotionen dazu uns darüber zu informieren, was gut für uns ist und damit auch wel-
chen Dingen wir uns näheren sollten.13 
Daher kann meiner Meinung nach eine angenehme Lernatmosphäre besonders gut dabei hel-
fen die notwendige Motivation aufzubringen, sich langfristig mit anstrengenden, komplexen 
Aufgaben auseinander zu setzen. 
Dies sollte Lehrperson ihren SuS meiner Ansicht nach  auch immer wieder vermitteln: 
                                                 
13
 Das Menschen die Tendez zeigen sich Dingen zu nähren, die sie emotional als positiv erleben, lässt sich neu-
ropsychologisch auf die Hirnregion « Behavioral Activation System » (BAS) zurückführen.  
Quelle 4, S. 660f. 
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Wenn die SuS es schaffen ihnen gestellte Aufgaben so zu bewältigen, dass sie Freude an ih-
nen finden, so wird ihnen das 2 entscheidende Vorteile bringen: 
 
1. Sie werden mehr Spaß am Unterricht (und dadurch mehr Lebensqualität) 
haben.     
(Für viele SuS wird dies wohl der einleuchtendste Grund sein.) 
 
2. Es wird ihnen deutlich leichter fallen sich selbst für das Bewältigen der ih-
nen gestellten Aufgaben zu motivieren.  
(Und als Folge dessen wird es ihnen auch leichter fallen bessere Leistun-
gen zu erbringen.) 
 
Den SuS dieses Wissen und die für seine Umsetzung notwendigen Kompetenzen zu vermit-
teln gehört meiner Meinung nach zu den wichtigsten pädagogischen Aufgaben eines Lehrers.  
 
Wenn er es schafft seinen SuS dies zu vermitteln, kann er ihnen nicht nur fachliche, sondern 
auch eine für das ganze Leben nützliche Hilfestellung leisten. 
 
 
II. Erste einfache Programme 
1. Hallo Welt! 
Lernziele 
- einfache Textausgabe 
- Verwendung von Labels und CommandButtons 
- Verwendung von MsgBox 
- Deklaration und einfache Verwendung von Variablen in VBA 
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- Grundverständnis des Funktionsbegriffs 
- Erster Kontakt mit If-Abfragen 





1. Steuerelemente in Excel-Dokumenten 
Wir beginnen damit ein neues Dokument in Excel zu öffnen und zu speichern. 
Nun brauchen wir zuerst einmal die Symbolleiste „Steuerelement-Toolbox“. 





Anschließend selektieren wir in der „Steuerelement-Toolbox“ das Feld „Befehlsschaltflä-




Nun wollen wir den Namen und die Beschriftung unserer Befehlsschaltfläche ändern. 
(„CommandButton1“ klingt nämlich ziemlich uneinprägsam.) Generell ist es sinnvoll Steuer-
elementen gleich nach ihrer Erzeugung einen einprägsamen Namen zuzuweisen, der ihre 
Funktion beschreibt. 
 
Dafür klicken wir mit der rechten Maustaste auf unsere frisch erzeugte Befehlsschaltfläche. In 
dem Menü, das daraufhin erscheint klicken wir den Eintrag „Eigenschaften“ an. 







In diesem Eigenschaftsfenster ändern wir nun die Einträge „(Name)“ und „Caption“.  
Dies tun wir, indem wir im Eigenschaftsfenster in das Feld rechts von „(Name)“ klicken und 
dort „MeineErsteSchaltfläche“ eingeben. 
Die „(Name)“-Eigenschaft bezeichnet den Namen, unter dem wir ein Steuerelement in VBA 
ansprechen. Er muss eindeutig sein, d.h. es darf jeden Namen im gesamten VBA-Programm 
nur einmal geben. 
Nun ändern wir auf die gleiche Weise auch noch die „Caption“-Eigenschaft auf den Wert 
„Drück mich!“. 
Die Caption-Eigenschaft legt die Beschriftung (also den Text, der dem Benutzer angezeigt 






Anschließend führen dann einen Doppelklick mit der linken Maustaste auf unsere Befehls-
schaltfläche mit der Beschriftung „CommandButton1“ aus. 









Das rechte Fenster mit der Überschrift „einführung.xls – Tabelle1 (Code)“ nennt man das 
„Code“-Fenster. In ihm werden die Anweisungen eines Programms eingetragen, die ihm sa-
gen, wann es was tun soll. Die in einer Programmiersprache(hier „VBA“) geschriebenen An-
weisungen eines Programms nennt man „Programmcode“ (kurz „Code“). 
 
Aber bevor wir weiter ins Detail gehen, wollen wir mit einem kleinen Beispiel beginnen. 
Wir schreiben die folgende Anweisung in das Code-Fenster zwischen die Zeilen „Private Sub 
MeineErsteSchaltfläche_Click()“ und „End Sub“: 
Cells(1, 1).Value = "Hallo Welt!" 
 
Anschließend schließen wir den Visual Basic-Editor und kehren wieder auf unser Excel Do-





Wenn wir nun auf CommandButton1 klicken, wird in der Zelle A1 die Schrift „Hallo Welt 
erscheinen. (Eventl. Müssen wir das Eigenschaftfenster beiseite schieben, um Zelle A1 sehen 
zu können.) 
Was ist geschehen? 
Wir haben mit der Anweisung Cells(1, 1).Value = "Hallo Welt!"  der Zelle A1 den Wert „Hallo 
Welt!“ zugewiesen. Den Wert (Value) der Zelle kann man sich dabei wie ein Postfach vor-
stellen, in das man mit dem Zuweisungsoperator = einen Wert hineinlegen kann. Dieser Wert 
wird dann in der Zelle angezeigt, nachdem die Zuweisung (das Hineinlegen) ausgeführt wur-
de. 
Und warum wurde der Wert gerade in Zelle A1 gelegt und nicht in eine andere?  
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Weil die Zelle, in die der Wert gelegt werden soll, hier durch das Wertepaar (1,1) definiert 
(festgelegt) wird.  
Der erste Wert gibt hierbei die Zeilennummer und der zweite die Spaltenummer an, wobei 
man in der linken oberen Ecke der Excel-Tabelle zu zählen beginnt.  
Wir hätten z.B. auch Cells(2, 4).Value = "Hallo Welt!" schreiben können. Dann wäre der Text 
„Hallo Welt!“ in der Zelle D2 erschienen. 
Anstatt eines Textes können wir einer Zelle aber auch einen arithmetischen Ausdruck wie 
z.B. ¾ zuweisen können. Die Anweisung dafür würde dann so aussehen: 
Cells(1, 1).Value = 3 / 4 
 
Wenn wir diese Anweisung an die Stelle der alten Anweisung schreiben, wird Zelle A1 den 
Wert 0,75 annehmen. 
 
Generell gilt in Visual Basic (und auch in vielen anderen Programmiersprachen), dass man 
Texte(sogn. Zeichenketten oder Strings) in Anführungszeichen schreibt.  
Beispiel: 
„Dies ist ein Text mit der Zeichenkette 4 / 3“ 
 
Mathematische Ausdrücke, die das Programm ausrechnen soll, schreibt man hingegen ohne 
Anführungszeichen.  
Die beiden Werte  
3 / 4 
und  
„3 / 4“ 
sind also nicht dasselbe.  
Der erste ist die Zahl 0,75 und der zweite ist die Zeichenkette „3 / 4“. 
 
2. Formulare, Labels und CommandButtons 
Neben Befehlsschaltflächen (CommandButtons) können wir in Excel-Dokumenten noch eini-
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ge andere Steuerelemente verwenden.  
Wenn wir jedoch Programme mit optisch ansprechenderen Benutzeroberflächen erstellen, 
können wir hierfür sogn. Formulare (UserForms) verwenden.   
Ein Formular erlaubt uns eigene Windows-Fenster für unsere Programme zu gestalten und zu 
verwenden. 
 
Um ein solches Formular zu erstellen, müssen wir zunächst wieder in den Visual Basic Editor 
wechseln. 
Dafür drücken wir gleichzeitig die Tasten „Alt“ und „F11“.  
Der Visual Basic-Editor ist die zentrale Entwurfsumgebung für VBA-Programme. 
 
Links oben sehen wir im „Projektbildschirm“ die Namen der aktuell geöffneten VBA-
Projekte. In diesem Fall ist der Name unseres Projektes „einführung.xls“ (dies ist der Name, 
unter der wir unser Excel-Dkoument gespeichert haben). 
 
Abbildung  8 
Als nächstes benötigen wir für unser erstes Beispiel einen UserForm, zu Deutsch ein „Formu-
lar“. 





Danach wird uns ein leerer UserForm mit dem Namen „UserForm1“ angezeigt. 
Als erstes ändern wir nun wieder die Name- und die Caption-Eigenschaft unseres UserForms. 
Dazu klicken wir mit der rechten Maustaste auf das Formular und öffnen wieder das Eigen-
schaftsfenster. Hierin ändern wir die (Name)-Eigenschaft auf „MeinErstesFormular“ und die 
Caption-Eigenschaft auf „Eine erste kleine Einführung“. 
 
Abbildung 10 
Ein userForm ist in VBA ein Entwurfsmuster für eine Benutzeroberfläche. Auf ihm können 
wir Programmelemente, und vor allem Bedienelemente(„Steuerelemente“), anordnen, mit de-
ren Hilfe der Benutzer mit dem Programm interagieren kann. 
Derzeit haben wir aber noch keine Bedienelemente auf unserem userForm. Und genau das 
wollen wir jetzt ändern. 
Wir klicken nun einmal auf unser leeres Formular. Spätestens jetzt sollte das Fenster „Werk-
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zeugsammlung“ eingeblendet werden. In ihm können wir die Art von Steuerelementen aus-
wählen, die wir unserem userForm hinzufügen wollen. 
Wir wählen nun das Steuerelement „Bezeichnungsfeld“ aus und zeichnen mit der Maus ein 




Bezeichnungsfelder haben, so wie alle Steuerelemente in VBA, Eigenschaften.  
Eine solche Eigenschaft sind z.B. wieder der Name und die Beschriftung(Caption). Unser ge-
rade neu gezeichnetes Bezeichnungsfeld(„Label“) hat z.B. standardmäßig die Beschriftung 
und den Namen „Label1“.  
Wir ändern nun den Namen auf „MeinErstesLabel“ und die Caption-Eigenschaft löschen wir 
völlständig. 




Jetzt werden wir auch auf unserem userForm feststellen, dass unser „Label1“ keine Beschrif-
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tung mehr hat.  
Als nächstes selektieren wir in unserer „Werkzeugsammlung“ den Steuerelementtyp „Be-
fehlsschaltfläche“(„CommandButton“) und zeichnen einen solchen auf unser Formular unter 
unser „MeinErstesLabel“: 
 
Abbildung 13  
Ihren Namen ändern wir nun auf „LinkerButton“ und ihre „Caption“-Eigenschaft ändern wir 
auf „Drück mich!“. 
Dann führen wir einen Doppelklick auf unseren mit „Drück mich!“ beschrifteten Command-
Button aus. 
Dadurch öffnen wir das „Code“-Fenster. In ihm werden immer die Anweisungen an das Pro-
gramm eingetragen, die ihm sagen, wann es was tun soll. Die in einer Programmierspra-





Der Code, den wir hier sehen beschreibt eine Prozedur mit dem Namen „LinkerBut-
ton_Click“.  
Eine Prozedur ist eine Liste von Anweisungen, die dann ausgeführt wird, wenn man sie auf-
ruft. In VBA nennt man eine Prozedur auch Sub. 
Unsere Prozedur „LinkerButton_Click“ wird z.B. immer dann aufgerufen, wenn der Anwen-
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der später während der Programmausführung auf unseren „LinkerButton“ klickt. 
 
Noch ist sie aber leer und enthält keine Anweisungen (außer ihrem Ende „End Sub“).  
Dies wollen wir nun ändern und schreiben folgende Anweisung in unsere Sub:  
MeinErstesLabel.Caption = "Hallo Welt!" 
 
Abbildung 15 
Bei dieser Anweisung handelt es sich um eine Zuweisung. Wir weisen „MeinErstesLabel“ mit 
ihr einen neuen Wert für seine Beschriftung(Caption) zu.  
Dieser neue Wert ist die Zeichenkette(„String“) „Hallo Welt!“ und wird wie alle Zeichenket-
ten innerhalb von VBA-Code in Anführungsstrichen geschrieben.  
(Eine leere Zeichenkette würde man z.B. so „“ schreiben.) 
 
Nun wollen wir unser kleines Programm ausprobieren. Dafür klicken wir auf der Symbolleis-
te auf das „Play“-Symbol oder drücken „F5“. Alternativ könnten wir dies auch über die Me-
nuleiste mit „Ausführen  Sub /userForm ausführen“ tun. 
 
Abbildung 16 
Jetzt wird unser Programm, genauer unser „MeinErstesFormular“, ausgeführt.  
Wenn wir jetzt auf den CommandButton klicken, sehen wir, wie sich die Beschriftung unse-





Nun wollen wir unser Beispiel erweitern. Wir fügen unserem Formular einen 2. Command-
Button neben „LinkerButton“ hinzu. 
Seinen Namen ändern wir auf „MittlererButton“, seine Beschriftung auf „Drück mich auch!“ 
und klicken anschließend doppelt auf ihn.  
Dadurch gelangen wir wieder in das Code-Fenster. Hier stellt uns VBA wieder eine Funktion, 
mit dem Namen „MittlererButton_Click“, zur Verfügung. Aber derzeit ist sie noch leer. Da-
mit ihr Aufruf eine Anweisung ausführt (außer dem Aufruf selbst), müssen wir wieder erst 
Code in sie hineinschreiben. 
Wir schreiben schreiben nun folgende Zeile in sie hinein: 
MsgBox („Auch Hallo Welt!“) 
 
Diese Anweisung besteht aus einem Anweisungnamen (MsgBox) und einer Zeichenket-
te(„Auch Hallo Welt!“). Würde man zu erst die Zeichenkette und dann den Anweisungsna-
men schreiben, wäre VBA reichlich verwirrt und würde einen Fehler melden.  
Programmiersprachen (wie hier z.B. VBA) erkennen Anweisungen grundsätzlich nur, wenn 
sie in einer bestimmten festgelegen Form geschrieben werden. Diese bestimmte äußere Form 
nennt man Syntax. Die Syntax der obigen Anweisung ist z.B.: 
MsgBox ([Zeichenkette])    
 
Aber nun sind wollen wir uns anschauen, was diese Anweisung eigentlich macht. Dafür füh-
ren wir wieder unser Formular „MeinErstesFormular“ aus(„F5“ oder „Play“ drücken) und kli-
cken anschließend auf unseren CommandButton „MittlererButton“. 
Nun erscheint uns folgendes Fenster: 
  
Abbildung 17 
Die Anweisung MsgBox liefert uns ein sogn. „Meldungsfenster“ mit einem Text, den wir bei 
ihrem Aufruf festlegen können.  
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Man sagt auch, dass wir MsgBox einen Parameter übergeben. Ein Parameter ist im Allgemei-
nen ein Wert (z.B. eine Zahl, eine Zeichenkette, etc.), den man einer Anweisung bei ihrem 
Aufruf übergibt. Hier ist unser Parameter die Zeichenkette „Auch Hallo Welt!“. 
Durch klicken der „Ok“-Schaltfläche verschwindet das Meldungsfenster wieder. 
 
3. Variablen und Funktionen 
Jetzt fügen wir unserem Formular eine 3. Befehlsschaltfläche hinzu. Ihren Namen ändern wir 
auf „RechterButton“ und ihre Beschriftung auf „Würdest Du mich bitte auch…“.  
 
Auch unserem 3. CommandButton wollen wir nun Code zuordnen, der dann ausgeführt wird, 
wenn der Benutzer später auf ihn klickt. Dafür klicken wir wieder doppelt auf ihn drauf  und 
erhalten so eine Prozedur „RechterButton_Click“. 
Als erstes fügen wir unserer Prozedur nun folgende Anweisung hinzu: 
Dim WillstDuMichWirklich As Integer 
 
Diese Anweisung ist eine Variablendeklaration. Sie teilt VBA mit, dass wir eine neue Variab-
le mit dem Namen „WillstDuMichWirklich“ in unserer Prozedur verwenden möchten. 
VBA merkt sich dies und stellt für diese Variable ausreichend Speicherplatz bereit. 
Das Wort „Integer“ bezeichnet den Typ der Variable. Der Typ einer Variablen legt fest, wel-
che Art von Werten sie speichern kann. 
Eine Variable vom Typ Integer kann jeweils eine ganze Zahl im Wertebereich von -32.768 
bis +32.767 speichern. (Eine Liste aller von VBA unterstützten Datentypen kann man auf fol-
gender Website finden: Quelle 8: http://bauwiki.tugraz.at/bin/view/VBA/DatenTypen ) 
Die Syntax einer Variablendeklaration ist in VBA die folgende: 
Dim [Variablenname] As [Datentyp] 
 
(Zu dem Variablennamen „WillstDuMichWirklich“ sei angemerkt, dass wir diese Variable 
auch hätten „x“ nennen können. Dann hätten wir sie mit „Dim x As Integer“ deklariert. ) 
Als nächstes fügen wir unserer Prozedur folgende Zeile hinzu: 
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WillstDuMichWirklich = MsgBox ("Willst Du mich wirklich...?", vbYesNo) 
 
Um diese Zeile zu verstehen, muss man wissen, dass die MsgBox-Anweisung in VBA eine 
Funktion ist.  
Eine Funktion ist in VBA eine Anweisung, die nach ihrer Ausführung einen Wert zurückgibt. 
Funktionen können des Weiteren auch Parameter (Werte) haben, die man ihnen bei ihrem 
Aufruf übergibt. Anschaulich kann man sich das so vorstellen: 
Wenn eine Funktion bestimmte Parameter erfordert, muss ich bei ihrem Aufruf diese Parame-
ter in sie hineinstecken, damit sie mir am Ende wieder etwas herausgibt (den Funktionswert). 
Beispiel:  
Sei f eine Funktion, die ihren Parameter quadriert und sei 3 der an sie übergebene Parameter, 
dann ist der Wert, den sie zurückgibt:  
f(3)= 3 * 3 = 9.  




Der obigen MsgBox-Funktion14 werden nun 2 Parameter bei ihrem Aufruf übergeben. Der 
erste ist eine Zeichenkette(„Willst Du mich wirklich…?“). Der zweite ist der Ausdruck vbY-
esNo. Er sagt der Funktion MsgBox, dass es im Meldungsfenster die beiden Schaltflächen 
„Ja“ und „Nein“ geben soll. 
Der Rückgabewert, den die Funktion zurückgibt (eine ganze Zahl) entspricht der Konstante 
vbYes (sie steht in VBA für den Integer-Wert 6), wenn der Benutzer auf „Ja“ klickt. Klickt er 
auf „Nein“, wird ein anderer Wert zurückgegeben. 
                                                 
14
 An dieser Stelle sei angemerkt, dass wir die MsgBox-Funktion im vorherigen Beispiel [ MsgBox („Auch Hallo 
Welt!“)] wie eine Prozedur verwendet haben (siehe hierzu auch Abschnitt 4, « Der besoffene Papagei »). Auch sie 
gab einen Funktionswert zurück(nämlich die Zahl 1), den wir aber ignorierten, da wir nur am Erscheinen eines 
Mitteilungsfensters interessiert waren. Dieses Verhalten einer Funktion, nämlich dass eine Funktion Dinge tut, 
die sich auf andere Teile eines Programms auswirken, nennt man Seiteneffekte einer Funktion.  
Beispiel: Angenommen eine Funktion mit dem Namen « Summe » erfordert 2 Parameter und gibt als Funkti-
onswert die Summe der beiden Parameter zurück (z.B. x= Summe (1,1) weist x den Wert 2 zu) . Würde sie nun 
bei ihrem Aufruf auch noch das Abspielen eines Liedes verursachen, wäre das Abspielen des Liedes ein Seiten-
effekt der Funktion. 
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Klicken wir jetzt auf „Ja“, so zeigt die Beschriftung von MeinErstesLabel den Wert 6 an. Kli-
cken wir auf „Nein“, zeigt sie 7 an. 
 
 
4. Die If-Kontrollstruktur 
Als nächstes möchten wir, dass ein weiteres Mitteilungs-Fenster angezeigt wird, nachdem der 
Benutzer auf „Ja“ oder „Nein“ geklickt hat. 
Wenn er auf „Ja“ geklickt hat, soll in ihm der Text „Danke.“ Angezeigt werden. 
Klickt er auf „Nein“, soll in ihm der Text „Du gemeiner Hund!“ angezeigt werden. 
Jetzt stellt sich allerdings die Frage, woher unser Programm wissen soll, ob der Benutzer auf 
„Ja“ oder auf „Nein“ geklickt hat. 
 Wir brauchen dafür eine Anweisung, die prüft, ob die MsgBox-Funktion Wert 6 zurückge-
geben hat. In diesem Fall soll dann MsgBox („Danke.“) ausgeführt werden. 
Ansonsten (es wurde nicht 6 zurückgegeben) soll MsgBox („Du gemeiner Hund!“) ausgeführt 
werden. 
 
Die Anweisung, die wir dafür brauchen nennt sich If…Else-Anweisung.  
Ihr Syntax ist: 
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Sie tut genau folgendes:  
Zuerst prüft sie, ob die Bedingung am Anfang wahr ist.  
- Ist sie wahr, so werden alle Anweisungen zwischen dem Then und dem Else ausgeführt. 
Anschließend springt das Programm zum End If. Die Anweisungen zwischen dem Else und 
dem End If werden nicht ausgeführt. 
- Ist die Bedingung jedoch falsch, so springt das Programm direkt zum Else und führt die 
Anweisungen zwischen dem Else und dem End If aus. Die Anweisungen zwischen dem Then 
und dem End If werden nicht ausgeführt. 
Die Bedingungen in If…Else-Anweisungen müssen immer Ausdrücke sein, die entweder den 
Wert wahr(true) oder falsch(false) annehmen. 
 
Eine If…Else-Anweisung, die wir in unserem Programm verwenden können sieht so aus: 
If (WillstDuMichWirklich = vbYes)  Then 
MsgBox "Danke." 
             MeinErstesLabel.Caption = “vbYes“ 
Else: MsgBox "Du gemeiner Hund!" 
 MeinErstesLabel.Caption = “Nicht vbYes“ 
End If 
 
Zuerst wird geprüft, ob WillstDuMichWirklich gleich der Konsanten vbYes ist. In ihr haben 
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wir ja zuvor den Rückgabewert der MsgBox-Funktion gespeichert. 
Ist die Bedingung (WillstDuMichWirklich = vbYes)  wahr, so wird  
MsgBox "Danke."  
ausgeführt. 
Mit der Anweisung  
MeinErstesLabel.Caption = “vbYes“ 
weisen wir der Beschriftung von „MeinErstesLabel“ die Zeichenkette „vbYes“ zu. Dadurch 
wird „vbYes“ in dem Label angezeigt. 
 
Ist die If-Bedingung falsch, so wird  
MsgBox "Du gemeiner Hund!"  
Ausgeführt und anschließend der Beschriftung des Labels „MeinErstesLabel“ die Zeichenket-
te „Nicht vbYes“ zugewiesen. 
 




Für den Unterricht in der Schule würde ich vorschlagen die SuS die Programmieranleitung 
selbstständig durcharbeiten zu lassen. Die Lehrperson könnte währenddessen zwischen den 
SuS umhergehen und spezielle Fragen beantworten. Des Weiteren sollte sie die SuS dazu an-
regen sich gegenseitig zu helfen und ihre Fragen nach Möglichkeit ohne Hilfe des Lehrers zu 
beantworten. 
Auf diese Art werden alle SuS dazu gebracht sich aktiv kognitiv mit dem Stoff auseinander 
zusetzen und ihre Fertigkeit zur Bedienung von VBA zu trainieren. 
Da Programmieren in der Praxis meist ein sehr selbstständiger kreativer Akt ist, würde ich 
daher versuchen die SuS so früh wie möglich an ein selbstständiges Arbeiten und Lernen zu 
gewöhnen.  
Gerade bei diesen ersten, noch sehr einfachen Programmierbeispielen bietet sich meiner An-
sicht nach diese Methode an, weil sie bisher kaum Vorwissen voraussetzen. 
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Anmerkung: Später, bei deutlich komplexeren Beispielen, würde ein vollkommen selbststän-
diges arbeiten vermutlich viele SuS überfordern. Daher würde ich bei deutlich komplexeren 
Programmen zunächst ein gemeinsames Betrachten ihrer Funktionalität per fragend-
entwickelndem Dialog und Frontalvortrag vorschlagen, bevor die SuS ihre Fähigkeiten dann 
wieder selbstständig trainieren können. (ab Kapitel III. „Rekursion“) 
 
Vorschläge für Übungsaufgaben: 
2.1.  Ändere das Programm so, dass die Beschriftung von „MeinErstesLabel“ deinen Na-
men anzeigt, wenn der Benutzer „LinkerButton“ anklickt. 
 
2.2.  Ändere das Programm so, dass dich ein Mitteilungsfenster mit deinem Namen be- 
 grüßt, wenn der Benutzer „MittlererButton“ anklickt. 
 
2.3.  Ändere das Programm so, dass 5 Mitteilungsfenster erscheinen mit verschiedenen  
Texten erscheinen, wenn der Benutzer einen 4. CommandButton anklickt. (muss neu 
hinzugefügt werden)  
 
2.4.  Schreibe ein kleines Computerspiel, dass folgendermaßen ablaufen soll: 
Wenn der Benutzer auf einen CommandButton mit der Beschriftung „Start!“ klickt, 
erscheint ein Mitteilungsfenster mit folgendem Text:  
„Du stehst vor den verschlossenen Toren eines mittelalterlichen Schlosses. Von hinter 
den Toren hörst Du das fröhliche Treiben eines Festes mit Gauklern, Händlern und 
vielen anderen Stimmen, die Du nicht identifizieren kannst. Willst Du an dem Tor 
klopfen?“ (Wenn Du willst, kannst Du dir auch einen anderen Text ausdenken) 
Der Benutzer soll zwischen einem „Ja“ und einem „Nein“ Button auswählen können. 
Abhängig davon, ob er auf  „Ja“ oder auf „Nein“ geklickt hat, erscheint ihm nun ein 
weiteres Mitteilungsfenster, das ihm den weiteren Verlauf der Geschichte erzählt und 
ihm eine weitere Ja-Nein-Frage stellt, die ihn fragt, ob er etwas bestimmtes tun möch-
te. 
Danach soll ihm ein weiteres Fenster mit einem Text und einer Ja-Nein-Frage erschei-
nen. … Usw. ... 
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Insgesamt sollen dem Benutzer immer mindestens 3 Ja-Nein-Fragen gestellt, werden, 
egal, für welche Ja-Nein-Kombination er sich entscheidet. 
 Der Entscheidungsbaum des Spiel sieht folgendermaßen aus: 
 
Abbildung 19 
Insgesamt werden also mindestens 15 verschiedene Aufrufe der MsgBox-Funktion  
benötigt(für jeden Knoten im Entscheidungsbaum ein Fenster). 
 
 
2. Der Papagei 
Lernziele 
3. Verwendung von Textfeldern  
4. Verknüpfung von Zeichenketten 
5. Verständnis der Funktionsweise von Zuweisungen 




Wir beginnen wieder damit ein neues Excel-Dokument zu erstellen und das zugehörige VBA-
Projekt im Projekt-Fenster zu öffnen.  
Anschließend fügen wir dem Projekt wieder ein Formular hinzu, dem wir den Namen und die 
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Beschriftung „Papagei“ geben. 
Dann brauchen wir für dieses Beispiel noch ein Label, einen CommandButton und ein Text-
feld. Ein Textfeld erhalten wir genau wie das Label und den CommandButton über die Werk-




Dem Label geben wir den Namen „PapageiLabel“, das Textfeld nennen wir „PapageiText“ 
und den Button nennen wir „PapageiButton“. 
Außerdem ändern  die Beschriftung des Formulars auf „Papagei“ und die des CommandBut-
tons auf „Mach den Papapei!“. 
 
Textfelder dienen, wie der Name vermuten lässt, dazu Texte einzugeben. Diese können wir 
dann in unserem Programm verarbeiten. 
 
Nun führen wir einen Doppelklick auf den CommandButton aus, um im Code-Fenster eine 
Prozedur zu erhalten, die immer dann ausgeführt wird, wenn der Benutzer später auf diesen 
Button klickt. 
Wir könnten diese Prozedur übrigens auch erhalten, wenn wir im Code-Fenster den Namen 
des Steuerelements(bei uns „PapageiButton“) und das gewünschte Auslöseereignisses(wir 





Wir hätten als Ereignis z.B. auch ‚dblClick’ auswählen können. Dann würden wir eine Proze-
dur erhalten, die durch einem Doppelklick des Benutzers auf das zugehörige Steuerelement 
ausgelöst werden würde. 
 
Nun möchten wir, dass der Text, den der Benutzer in das Textfeld eingegeben hat, jedes Mal 
auf das Label geschrieben wird, wenn er auf den CommandButton klickt. 
Dafür benötigen wir folgende Code-Zeile: 
PapageiLabel.Caption=PapageiText.Text 
 
PapageiText ist dabei der Name unseres Textfeldes. Durch PapageiText.Text greifen wir auf 
dessen Text-Eigenschaft zurück.  
In seiner Text-Eigenschaft ist der Textinhalt in Form einer Zeichenkette gespeichert. Papa-
geiText.Text ist eine Zeichenkette vom Datentyp String. 
Diese weisen wir der Caption-Eigenschaft von PapageiLabel zu.  
(Bei Wert-Zuweisungen wird immer der Wert, der rechts vom Gleichheitszeichen steht der 
Variablen zugewiesen, die auf der linken Seite steht.) 
 
Wenn wir nun das Programm ausführen, einen Text in das Textfeld eingeben und dann den 
auf den CommandButton, dann wird die Beschriftung von PapageiLabel den Wert des Textes 
im Textfeld annehmen. 
 
Jetzt gehen wir wieder in das Code-Fenster und ändern wir die Code-Zeile folgendermaßen: 
PapageiLabel.Caption = "Der Papagei sagt:" & PapageiText.Text 
Das Zeichen & bewirkt hier die Verknüpfung der beiden Zeichenketten rechts vom Gleich-
heitszeichen. Sie werden beide zu einer langen Zeichenkette, die dann in die Eigenschaft Pa-
pageiLabel.Caption kopiert wird.  
Würde der Benutzer jetzt z.B. „Ich will einen Keks!“ in das Textfeld eingeben und dann auf 
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den Button klicken, dann würde PapageiLabel.Caption den folgenden Wert annehmen: 
Der Papagei sagt:Ich will einen Keks! 
 
 
An dieser Stelle ist es wichtig sich zu merken, dass bei Zuweisungen immer zuerst der Ge-
samtwert des Ausdrucks rechts vom Zuweisungsoperator(Gleichheitszeichen) bestimmt wird. 
Erst dann wird dieser Gesamtwert der Variablen auf der linken Seite zugewiesen. 
x = a + b + c      
macht also immer dasselbe wie 
x = (a + b + c)  
 
 
Wenn wir nun wollen, dass der Text in PapageiLabel.Caption nach „Der Papagei sagt:“ einen 
Zeilenumbruch macht, müssten wir den Code folgendermaßen ergänzen: 
PapageiLabel.Caption = "Der Papagei sagt:" & Chr(13) & PapageiText.Text 
Der Funktionsaufruf Chr(13) liefert einen Zeilenumbruch. Dieser wird hier wie eine eigene 
Zeichenkette mit den beiden anderen verknüpft. 
Wenn wir jetzt zur Laufzeit „Ich will einen Keks!“ eingeben und auf den Button klicken, er-
scheint in PapageiLabel: 
Der Papagei sagt: 
Ich will einen Keks! 
 
Unterrichtsvorschläge 
Auch bei diesem Programmierbeispiel würde ich vorschlagen, die SuS wieder selbstständig 
die Programmieranleitung durcharbeiten zu lassen. 
Folgende Inhalte würde ich jedoch zusätzlich noch einmal frontal per fragend-entwickelndem 
Dialog wiederholen und vertiefen, da ich sie für besonders wichtig erachte: 
-  Die Syntax von Zuweisungen und die Verwendung von Operatoren wie =,&, +, -, *, / 




Vorschläge für Übungsaufgaben: 
2.1.     Ändere das Programm so, dass es in Label1 immer folgenden Text ausgibt: 
Der Papagei sagt:  
[Inhalt von TextBox1]  … 
Ich will einen Keks! … 
[Inhalt von TextBox1] 
 
2.2.     Ändere das Programm so, dass es diesen Text nicht in PapageiLabel, sondern per Mit 
 teilungsfenster ausgibt, wenn der Benutzer auf PapageiButton klickt. 
 
2.3.     Ändere das Programm so, dass der Benutzer wenn einem Mitteilungsfenster gefragt  
 wird, ob er den Papagei wirklich hören will.  
Wenn er auf „Ja“ klickt, wird in Label1 der Text von Übung 2.1 angezeigt.  
Wenn er auf „Nein“ klickt, wird die Beschriftung von PapageiLabel gelöscht.  
 
2.4. Ändere das Programm so, dass es den Text „*flatter, flatter, flatter* …“ ausgibt, wenn  




- Verwendung zusätzlicher Steuerelemente 
- Abfangen von Fehlern mittels einer If-Abfrage 
 
Programmieranleitung 




In diesem Beispiel wollen einen Microsoft Agent in unser Programm einbinden. Dies ein 
Freeware-Multimedia-Tool, dass es erlaubt in VBA vorgefertigte, animierte Figuren in Pro-
gramme einzubinden, welche z.B. auch per Sprachsynthese Texte vorlesen können. 
Ziel ist es uns von „Peedy, the parrot“(„Peedy, dem Papagei“) Texte vorlesen zu lassen. 
 
Abbildung 22 
Dafür ist es notwendig zunächst den Microsoft Agent Charakter „Peedy, the parrot“ zu instal-
lieren. (Das Setup kann man hier herunterladen: http://www.bellcraft.com/mash/chars.aspx ) 
Des Weiteren ist für den umgang mit MS Agenten das Freeware-Tool „Microsoft Agent 
Scripting Helper“ (MASH) der Firma Bellcraft sehr hilfreich. Es erlaubt einem VBA-Code 
zugenerieren, der die Einbindung von MS Agents in VBA-Programme sehr erleichtert. (Den 
in dieser Arbeit verwendeten Initialisierungscode habe ich mit MASH erstellt.) 
Außerdem erlaubt MASH es ohne Programmieraufwand die verschiedenen Fähigkeiten von 
MS Agenten auszuprobieren. 
(Hier kann man es herunterladen: http://www.bellcraft.com/mash/download.aspx ) 
 
Nachdem man beide Setups installiert und den Computer neu gestartet hat, muss man nun 
noch VBA mitteilen, dass man die neu installierte Komponente auch in VBA verwenden will. 










Anschließend müssen wir das MS Agent-Steuerelement noch in der Werkzeugsammlung ver-
fügbar machen. 
Dazu müssen wir das Feld „Microsoft Agent Control 2.0“ noch in der Liste „Weitere Steuer-
elemente  aktivieren. Diese erreicht man durch das Menuleistenfeld „Extras  Zusätzliche 
Steuerelemente“.  
      
     Abbildung 25                   Abbildung 26 
Dadurch wird in der Werkzeugsammlung ein neues Steuerelement mit der Bezeichnung  
„Agent“ verfügbar.  
Eines solches Agent-Steuerelement zeichnen wir auf unser Formular.  
 
Abbildung 27 
Anschließend ändern wir seinen Namen(Name-Eigenschaft) auf AgentControl. 
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Damit wir den Agenten „Peedy“ mit simplen Befehlen in VBA aufrufen und steuern können, 
benötigen wir ein paar zusätzliche Prozeduren15 in dem Code unseres Formulars.  
Der Code dieser Prozeduren ist auf der beigefügten DVD zu finden.  
Wir müssen ihn in den Code unseres Formulars außerhalb anderer Prozeduren einfügen. 
Dafür kopieren wir diesen Code von der DVD in die Zwischenablage, öffnen das Code-
Fenster des Formulars(wir nennen es „PapageiForm“) und fügen den Code ganz oben, vor 




Jetzt können wir Peedy initialisieren (laden und herbeirufen), indem wir die Prozedur  
AgentMain aufrufen. 
 
Dies können wir z.B. erreichen, indem wir der Prozedur PapageiButton_Click() den Aufruf  
AgentMain 
hinzufügen, das Programm starten und anschließend auf den PapageiButton klicken. 
 
Wenn wir Peedy bereits beim Start unseres Programms initialisieren wollen, müssen wir den 
Aufruf 
AgentMain 
                                                 
15
 Deren Code habe ich mit dem MASH – Hauptprogramm mithilfe der Script Output-Funktion unter «File  
Script Output » erzeugt und ihn anschließend geringfügig verändert. 
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in eine Prozedur schreiben, die genau dann ausgeführt wird, wenn UserForm1 initialisiert 
wird. 
Um eine solche Prozedur zu erhalten, wählen wir im Code-Fenster das Objekt „UserForm“ 
und das Ereignis „Initialize“ aus. 
Dadurch erhalten wir die leere Prozedur PapageiForm_Initialize(). 







Jetzt wollen wir uns von Peedy einen Text vorlesen lassen.16 
Dazu dient der Befehl: 
Peedy.Speak [String] 
Um Peedy die Worte „Hello, i´m Peedy! Do you wanna be my friend?” sagen zu lassen, fügen 
wir 
Peedy.Speak “Hello, i´m Peedy! Do you wanna be my friend?” 
der Prozedur PapageiButton_Click() hinzu, starten das Programm und klicken auf den Button. 
                                                 
16
 In der hier verwendeten Version von Peedy benutzen wir den englischsprachigen Sprachengine. Man kann 
sich im Internet allergings auch ein Add-On für die deutsche Spreche herunterladen. 
(http://www.agentdownload.de/installationshilfe.htm )  
Damit die deutsche Sprache in VBA verwendet wird, muss man im Initialisierungscode die Zeile  
    Peedy.LanguageID = &H409  ‘Fortsetzung in Fussnote auf nächster Seite 
durch  





Wenn wir nun den Textinhalt von PapageiText vorlesen lassen wollen, müssen wir diesen 
Aufruf folgendermaßen ändern: 
Peedy.Speak PapageiText.Text  
 
Wenn wir das Programm jetzt starten, in das Textfeld einen Text eingeben und auf den Button 
klicken, wird Peedy uns diesen Text vorlesen. 
Wenn wir allerdings keinen Text in das Textfeld eingeben und direkt auf den Button klicken, 
wird uns VBA einen Fehler melden. Dies liegt daran, dass der Befehl Peedy.Speak keine leeren 
Zeichenketten als Parameter akzeptiert. 
Um zu verhindern, dass so ein Fehler auftritt, können wir mit einer If-Abfrage prüfen, ob Pa-
pageiText.Text leer ist. Den Befehl Peedy.Speak lassen wir nur dann ausführen, wenn das Text-
feld nicht leer ist. 
Der Code dafür sieht folgendermaßen aus: 
If (TextBox1.Text <> "") Then 
Peedy.Speak PapageiText.Text 
End If 
Der <>Operator in der If-Bedingung prüft auf Ungleichheit. Die Bedingung wird hier genau 
dann wahr, wenn PapageiText.Text ungleich „“, also einer leeren Zeichenkette, ist. 
(Die Else-Klausel können wir hier weglassen, da das Programm nichts tun soll wenn die If-
Bedingung falsch ist.) 





Jeder MS Agent hat ein bestimmtes Repertoire an Animationen, die er ausführen kann(z.B. 
grüßen, auf etwas zeigen, schlafen, etc.). 17 
 
Dies lässt sich durch folgendes Beispiel illustrieren: 
Wir erstellen eine neue Befehlsschaltfläche mit dem Namen „KeksButton“. 
Anschließend fügen wir in die Prozedur KeksButton_Click folgende Anweisung ein: 
Peedy.Play „Idle2_2“ 
 





Mit der Anweisung  
Peedy.Play [Parameter von Typ  String]  
kann man verschiedene Verhaltensweisen von Peedy anzeigen lassen. Der Parameter in dieser 
Syntax definiert dabei die Art der Animation. (z.B. steht „Idle2_2“ dafür, dass Peedy einen 
Keks essen soll) 
Wenn wir z.B. „Idle2_2“ durch „Pleased“ ersetzen, wird Peedy uns freundlich angrinsen, an-
statt einen Keks zu essen. 
                                                 
17





Eine Liste aller Animationen eines MASH-Agenten ist im MASH-Hauptprogramm einsehbar. 
Dort können wir in dem Kombinationfeld „Charakter“ den gewünschten MASH-Agenten 
(Peedy) auswählen. Wenn wir anschließend auf „Show“ klicken, erscheint der MASH-Agent 
und wir können uns jetzt mit dem Kombinationsfeld „Animation“ alle ihm zur Verfügung 






Für die Unterrichtspraxis bietet es sich meiner Ansicht nach an, dass der Lehrer das MASH-
Hauptprogramm und den Peedy-Charakter bereits vor dem Unterricht auf den Schüler-PCs 
installiert. 
Auch wäre es meiner Ansicht nach sinnvoll das Einbinden des „Microsoft Agent Control 
2.0“, sowie das Einfügen der nötigen Peedy-Prozeduren in den Quellcode, gemeinsam mit 
den SuS per Frontalvortrag zu besprechen.  
Auf diese Weise könnte Zeit gespart werden, die die SuS stattdessen dafür verwenden könn-
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ten mit Peedy auf spielerische Weise ihre bisherigen Programmierkenntnisse zu festigen.  
Das didaktische Potential in der Verwendung des Peedy-Charakters sehe ich darin, dass seine 
multimediale Erscheinungsform bei den SuS vermutlich stärkere Emotionen hervorrufen wird 
als die zuvor verwendeten VBA-Steuerelemente.  
 
Vorschläge für Übungsaufgaben: 
3.1. Erstelle ein neues Formular. Wenn es gestartet wird soll Peedy erscheinen und den Be-
nutzer fragen „Do you wanna be my friend?“. Gleichzeitig soll dem Benutzer eine 
MsgBox (mit dem gleichen Text) erscheinen, auf die er mit „Ja“ oder „Nein“ antworten 
kann. 
Antwortet er mit „Ja“ soll Peedy ihm sagen „I love you!“.  
Antwortet er mit „Nein“, soll Peedy sagen „Oh, please!!! There is nothing better than 
friendship in this world.“. 
Erweitere diesen Dialog um weitere Fragen, die mit „Ja“ oder „Nein“ beantwortet wer-
den können. Versuche kreativ zu sein und Spaß dabei zu haben.   
3.2. Erstelle einen weitere Dialog zwischen Peedy und dem Benutzer (wie bei 3.1.). Diesmal 
soll Peedy jedoch auch mit Animationen auf die Antworten des Benutzers regieren. 
Z.B. könnte Peedy freundlich lächeln(Parameter „Pleased“), wenn der Benutzer auf die 
Frage „Do you wanna be my friend?“ mit „Ja“ antwortet. 
Verwende in dem Programm mindesten 5 verschiedene Animationen und Kombiniere sie 
mit sinnvoll dazu passenden Texten. 
Das Thema des Dialogs kannst Du selbst frei bestimmen. 
3.3. Schreibe ein Programm, bei dessen Start Peedy erscheint und das ein Textfeld hat.  
Wenn der Benutzer nun die Aufforderung „Zaubere!“ in das Textfeld eingibt und auf En-
ter drückt(Ereignis „AfterUpdate“), soll Peedy die Animation „DoMagic1“ ausführen. 
Wenn der Benutzer „Flattere!“  eingibt, soll Peedy „GetAttention“ ausführen. 
Wenn er „Iss einen Keks!“ eingibt, soll Peedy einen Keks essen.  
…   




4. Der besoffene Papagei 
Lernziele 
- Definition eigener Funktionen und Prozeduren 
- Erkennen des Nutzens der Definition eigener Funktionen und Prozeduren 
- Stringmanipulation mit der Replace-Funktion 
 
Programmieranleitung 
Anmerkung: Ausgangsbasis dieses Beispiels ist das Programm des Beispiels „2. Der Papa-
gei“. 
 
In diesem Beispiel wollen wir uns mit der Veränderung von Zeichenketten (Strings) beschäf-
tigen. 
Wir wollen eine Funktion schreiben, die in einer Zeichenkette (z.B. PapageiText.Text) alle 
Vokale und Umlaute durch Vielfache dieser Buchstaben ersetzt.  
Es soll also jedes „a“ durch „aaa“, jedes „e“ durch „eee“, jedes „ü“ durch „üüü“, usw.  ersetzt 
werden. 
Aus „Hallo Welt!“ würde die Funktion also „Haaallooo Weeelt!“ machen.   
(Wie bei einem Besoffenen, der beim Lallen alle Vokale lang zieht.) 
 
Um dies in VBA zu realisieren bedienen wir uns der bereits vorhandenen Funktion: 
replace ( [zu durchsuchender String] , [zu ersetzender String],  [einzufügender String]) 
 
Sie durchsucht eine Zeichenkette und ersetzt in ihr jedes Vorkommen einer Teilzeichenket-
te(zu ersetzender String) durch eine andere (einzufügender String).  




Beispiel 4.1:  
replace ( „Hallo Welt!“, „a“, „aaa“)  
liefert den Rückgabewert  “Haaallo Welt!”.  
Und  
PapageiLabel.caption = replace ( „Hallo Welt!“, „a“, „aaa“)  
zeigt  “Haaallo Welt!” in PapageiLabel an. 
 
 
In diesem Beispiel haben wir jedoch nur einen Vokal ersetzt.  
Um alle Vokale und Umlaute zu ersetzen, müssen wir nun die Replace-Funktion mehrmals 
hintereinander auf denselben String anwenden.18 
Beispiel 4.2:  (PapageiText.Text sei hierbei unser Eingabe-String)  
Dim ZwischenErgebnisText, Ergebnis As String 
 
ZwischenErgebnisText = Replace(PapageiText.Text, "a", "aaaa") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "e", "eeee") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "i", "iiii") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "ä", "ääää") 
… usw. für alle Vokale und Umlaute. 
Ergebnis = ZwischenErgebnisText 
 
Wie man sich leicht vorstellen kann entstehen durch diese Aneinanderreihung von Replace-
Aufrufen einige Zeile Code. 
 
Wenn man nun in mehreren Strings alle Vokale und Umlaute ersetzen wollte, müsste man all 
                                                 
18
 Das Vervielfachen einzelner Zeichen könnten man hier wesentlich eleganter  Funktion lösen, der man als Pa-
rameter einen Array mit den zu ersetzenden Zeichen übergibt und die diese dann mithilfe einer For-Each-
Schleife ersetzt. Dies würde hier einiges an Code sparen. 
Da aber bisher weder Schleifen, noch Arrays eingeführt wurden, verwende ich an dieser Stelle die simplere Va-
riante ohne Schleife. 
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diese Code-Zeilen mehrmals hintereinander in das Programm schreiben. 
Spätestens bei 3 oder 4 Strings wäre das sehr unübersichtlich. 
 
Um sich einen solchen Code-Salat zu ersparen, gibt es in VBA die Möglichkeit eigene Proze-
duren und eigene Funktionen zu definieren. Dadurch kann man bestimmte Code-Stücke im-
mer wieder verwenden, ohne sie jedes Mal wieder ganz hinschreiben zu müssen.  
Man gibt einem Code-Stück einfach einen Namen und ruft später, wenn man dieses Code-
Stück verwenden möchte, einfach seinen Namen auf. 
 
Prozedur vs. Funktion:  
Wenn wir ein Code-Stück unter einem Namen zusammenfassen wollen, dass keinen Wert zu-
rückgeben soll, dann definieren wir dafür eine Prozedur(in VBA auch Sub genannt). 
Wenn das zusammenzufassende Code-Stück jedoch einen Rückgabewert liefern soll, dann 
muss man dafür eine Funktion definieren. 
Beispiel: 
Prozedur: 
Peedy.speak „Hello!“  
ist der Aufruf einer Prozedur. Er liefert keinen Rückgabewert. 
Funktion: 
PapageiLabel.caption = replace ( „Hallo Welt!“, „a“, „aaa“)  
Hier ist replace ( „Hallo Welt!“, „a“, „aaa“) der Aufruf einer Funktion, da hier ein Rückgabe-
wert geliefert wird („Haaallo Welt!“). 
 
 
Definieren eigener Funktionen: 
Syntax einer Funktion mit einem Rückgabewert vom Typ String und ohne Parameter: 
Function Funktionsname () As String 
… 




Die Syntax einer Funktion mit einem Rückgabewert vom Typ String und mit einem Parame-
ter vom Typ String  sieht folgendermaßen aus: 
Function Funktionsname (Parameter1 As String) As String 
… 




Wir wollen nun eine eigene Funktion definieren, der wir als Parameter eine Zeichenkette ü-
bergeben (z.B. „Hallo Welt!“) und die in ihr alle Vokale und Umlaute in die Länge zieht.  
Die Ergebnis-Zeichenkette soll sie uns als Rückgabewert liefern. 
Wir nennen sie „BesoffenerPapagei“. Ihren Parameter nennen wir Eingabe. 
 
Ihr Grundgerüst sieht daher folgendermaßen aus: 
Function BesoffenerPapagei (Eingabe As String) As String 
…  




Wenn wir nun den Code aus Beispiel 4.2 etwas abändern und in hier einsetzen, erhalten wir 
die gewünschte Funktion: 
Function BesoffenerPapagei(Eingabe As String) As String 
Dim ZwischenErgebnisText As String 
ZwischenErgebnisText = Replace(Eingabe, "a", "aaaa") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "e", "eeee") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "i", "iiii") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "o", "oooo") 
 51 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "u", "uuuu") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "ä", "ääää") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "ö", "öööö") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "ü", "üüüü") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "d", "d-d...d") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "D", "D-d...d") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "t", "t-t") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "!", "... * Higgh! ...*") 
 
'Der bearbeitete Text wird ergänzt und an den Funktionsaufruf zurückgegeben19  
BesoffenerPapagei = "Der Papagei sagt:" & Chr(13) & ZwischenErgebnisText & "..." 
 
End Function 
(Neben Vokalen und umlauten werden hier auch die Zeichen „d“, „D“, „t“ und „!“ ersetzt.) 
 
Generell gilt für alle Funktions- und Prozedurdefinitionen, dass sie im Code-Fenster außer-
halb anderer Definitionen stehen müssen. 
Daher fügen wir diesen Code nun im Code-Fenster unseres Formulars außerhalb anderer 
Funktionen und Prozeduren ein. Der Übersichtlichkeit halber am besten ganz oben. 
 
Jetzt können wir die Funktion BesoffenerPapagei in allen Funktionen und Prozeduren unseres 
Formulars verwenden. 
Die folgende Zeile übergibt PapageiText.Text an BesoffenerPapagei und gibt den Rückgabe-
wert anschließend in PapageiLabel aus:  
PapageiLabel.Caption = BesoffenerPapagei(PapageiText.Text)  
Wir können sie z.B. in PapageiButton_Click() rein schreiben. Wenn der Benutzer jetzt in Pa-
                                                 
19
 Diese Zeile ist ein Kommentar. Kommentare beginnen in VBA mit dem Zeichen ‘  und werden beim Ausfü-
hren des Programms nicht weiter beachtet.  
Sie dienen der Dokumentation und Erläuterung von Programmcode. Jedes Programm sollte immer gründlich 
kommentiert werden, damit es einem zu späteren Zeitpunkt und auch anderen Programmierern leicht fällt den 
Programmcode nachzuvollziehen. 
Die auf der DVD beiliegenden Beispiele sind ausführlich kommentiert.  
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pageiText z.B. „Dies ist ein Test“ schreibt und auf CommandButton1 klickt, wird in Papagei-




Wiederverwendbarkeit von Code: 
Durch das Definieren eigener Funktionen und Prozeduren lässt sich Programmcode leicht und 
Übersichtlich wieder verwenden.  
Wenn man einmal eine Funktion/Prozedur definiert hat, muss man nicht bei jeder Verwen-
dung  immer wieder den ganzen Code hinschreiben. Es reicht dann einfach die Funkti-
on/Prozedur aufzurufen.  
 
Beispiel 4.4: 
Angenommen wir fügen dem Formular ein weiteres Textfeld(PapageiText2) hinzu und wol-
len, dass sein Inhalt auch „gelallt“ und per MsgBox ausgegeben wird, wenn der Benutzer auf 
CommandButton1 klickt.  
Gleichzeitig soll aber weiterhin der Inhalt von PapageiText verändert und in PapageiLa-
bel.Caption ausgegeben werden. 
 
Würden wir hierfür keine Funktion verwenden, müssten wir in PapageiButton_Click den ge-
samten Code zum Ersetzen der Vokale, Umlaute, etc. zweimal schreiben: 
Private Sub PapageiButton_Click() 
Dim ZwischenErgebnisText As String 
ZwischenErgebnisText = Replace(PapageiText.Text, "a", "aaaa") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "e", "eeee") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "i", "iiii") 
… 
Label1.Caption = "Der Papagei sagt:" & Chr(13) & ZwischenErgebnisText & "..." 
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ZwischenErgebnisText = Replace(PapageiText2.Text, "a", "aaaa") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "e", "eeee") 





Wenn wir hierfür jedoch die Funktion BesoffenerPapagei verwenden, sieht der Code von Pa-
pageiButton_Click() folgendermaßen aus: 
Private Sub PapageiButton_Click() 




Wie man leicht erkennen kann ist der Code bei Verwendung einer Funktion hier deutlich kür-
zer und übersichtlicher. 
 
Eigene Prozeduren definieren: 
Syntax einer Prozedur mit ohne Parameter: 




Syntax einer Prozedur mit einem Parameter vom Typ String: 




Anstatt den Code von BesoffenerPapagei in einer Funktion zusammenzufassen, hätten wir 
dafür auch eine Prozedur verwenden können.  
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Diese hätte allerdings keinen Wert zurückgeben können und daher hätten wir das Anzeigen 
des Ergebnistextes bereits in der Prozedur vornehmen müssen: 
Sub BesoffenerPapagei (Eingabe As String) 
Dim ZwischenErgebnisText As String 
ZwischenErgebnisText = Replace(Eingabe, "a", "aaaa") 
ZwischenErgebnisText = Replace(ZwischenErgebnisText, "e", "eeee") 
… 
PapageiLabel.Caption = "Der Papagei sagt:" & Chr(13) & ZwischenErgebnisText & "..." 
End Sub 
 
Der Aufruf der Prozedur mit PapageiText.Text als Parameter würde so aussehen: 
BesoffenerPapagei (PapageiText.Text) 
 
Beim Beispiel 4.4 hätte uns eine Prozedur nicht geholfen Code zu sparen. Wir hätten für die 
Ausgabe per MsgBox eine eigene Prozedur schreiben müssen.  
In vielen anderen Fällen können selbstdefinierte Prozeduren jedoch genauso hilfreich sein wie 




In diesem Abschnitt ist das Verständnis des Definierens eigener Funktionen und Prozeduren 
sicher das wichtigste zu vermittelnde Konzept.  
Daher würde ich vorschlagen diese beiden Themen zunächst frontal mit den SuS zu bespre-
chen(fragend-entwickelnd und per Vortrag). 
Anschließend würde ich SuS die Programmieranleitung selbstständig durcharbeiten lassen, 
während die Lehrperson ihnen bei Fragen zur Verfügung steht. 
 
Die folgenden Vorschläge für Übungsaufgaben beinhalten neben bereits behandelten Befeh-
len auch ein paar Funktionen zur Stringmanipulation, deren Handhabung sich die SuS selbst-
ständig, unter Zuhilfenahme des Internets, aneignen sollten. In den folgenden Kapiteln wer-
den diese String-Funktionen auch verwendet und vorausgesetzt. 
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Vorschläge für Übungsaufgaben: 
4.1. Definiere eine Funktion mit dem Namen Summe, der bei ihrem Aufruf 2 Parameter vom 
Typ Integer übergeben werden und deren Rückgabewert die Summe der Parameter ist. 
Teste anschließend, ob sie funktioniert. 
4.2. Definiere eine Funktion mit dem Namen Produkt, der bei ihrem Aufruf 2 Parameter vom 
Typ Integer übergeben werden und deren Rückgabewert das Produkt der Parameter ist. 
Teste anschließend, ob sie funktioniert. 
4.3. Definiere eine Funktion mit dem Namen Quotient, der bei ihrem Aufruf 2 Parameter vom 
Typ Double übergeben werden und deren Rückgabewert das Produkt der beiden Parame-
ter ist. 
Teste anschließend, ob sie funktioniert. 
4.4. Definiere eine Funktion mit dem Namen Kreisflaeche, der bei ihrem Aufruf ein Parame-
ter vom Typ Double übergeben wird. Ihr Rückgabewert soll die Fläche des Kreises sein, 
dessen Radius der Wert des Parameters ist. (Hinweis: Kreisfläche = ∏ * r²) 
Teste anschließend, ob sie funktioniert. 
 
4.5. Definiere eine Prozedur, die den Inhalt aller Textfelder und Labels des Formulars löscht 
(= „“ stetzt). 
Teste anschließend, ob sie funktioniert. 
 
4.6. Erstelle ein neues Formular und füge ihm 3 Textfelder und einen CommandButton hinzu. 
Wenn der Benutzer auf den Button klickt, soll im Text des 1. Textfeldes jedes Vorkommen 
des Textes des 2. Textfeldes durch den Text des 3. Textfeldes ersetzt werden.  
Teste das Programm anschließend. 
 
4.7. Erstelle ein Programm, bei dem der Benutzer etwas in ein Textfeld eingeben kann. Wenn 
er anschließend auf einen Button klickt, soll ihm folgendes angezeigt werden: 
 a.) Die Anzahl der im Textfeld eingegebenen Zeichen. 
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 (Verwende hierzu die Funktion Len. Ihr Syntax findest Du bei Google mit den Such- 
 wörtern VBA Len.) 
 b.) Die ersten 3 Zeichen des Inhalts der Textfeldes, wenn es mindestens 3 Zeichen  
 enthält.   
(Verwende hierzu die Funktion Left. Ihr Syntax findest Du bei Google mit den Such- 
 wörtern VBA left) 
 c.) Die letzten 3 Zeichen des Inhalts der Textfeldes, wenn es mindestens 3 Zeichen  
 enthält.  
(Verwende hierzu die Funktion Right. Ihr Syntax findest Du bei Google mit den Such- 
 wörtern VBA right) 
 d.) Das 4. Zeichen des Inhalts der Textfeldes (von links), wenn es mindestens 4 Zei- 
 chen enthält.  
(Verwende hierzu die Funktion Mid. Ihr Syntax findest Du bei Google mit den Such- 
 wörtern VBA mid) 
 
 
5. Der zählende Papagei 
Lernziele 
- Verwendung von Schleifen 
- Verwenung eigener Prozeduren 
- Fehlerbehandlung mit On Error GoTo 
- Verwendung von Listenfeldern  
 
Programmieranleitung 
In diesem Abschnitt benötigen wir wieder Peedy. Daher fügen wir einem leeren Formular 
wieder ein Agent-Steuerelement, sowie den notwendigen Zusatzcode hinzu, wie dies im Ab-
schnitt „3. Peedy“ ausführlich beschrieben wurde. (Die AgentIntro-Anweisung in User-
Form_Initialize() nicht vergessen!) 
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Anschließend fügen wir dem Projekt ein Listenfeld, 2 CommandButtons, 2 Labels und eine 
TextBox hinzu. Die Namen, die Beschriftungen und die Anordnung der Steuerelemente soll-




Dieses Programm soll folgende Funktionalität liefern: 
Der Benutzer gibt in dem Textfeld eine ganze Zahl x ein und klickt anschließen auf Papagei-
Button.  
Darauf hin werden alle Zahlen von 1 bis x dem Listenfeld hinzugefügt und b Peedy beginnt 
von 1 bis x zu zählen. 
Wenn der Benutzer auf LoeschButton klickt, wird das Listenfeld wieder geleert.  
 
For-Schleifen: 
Hier für benötigen wir eine Schleife. Schleifen sind Kontrollstrukturen, die bestimmte Anwei-
sungsblöcke mehrmals ausführen, bis eine bestimmte Abbruchbedingung erfüllt ist. 
Die wohl bekannteste Art von Schleifen sind die sogn. For-Schleifen. 
Die Syntax einer For-Schleife sieht folgendermaßen aus: 
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For x= [Startwert] to [Endwert] Step [Zählschritt] 




X ist hier bei die sogn. Zählvariable. Sie wird am Anfang gleich dem Startwert gesetzt. 
Wenn nun x <=  Endwert ist, werden die Anweisungen zwischen der For- und Next-
Anweisung einmal durchlaufen. 
Anschließend wird zu x der Zählschritt (meistens 1) addiert. 
Wenn nun noch immer x <= Endwert ist, werden die Anweisungen zwischen der For- und der 
Next-Anweisung noch einmal durchlaufen. 
Dies geschieht solange, bis x > Endwert ist20. Ist x > Endwert, wird die Schleife beendet und 
das Programm fährt hinter der Next-Anweisung mit seiner Ausführung fort. 
 




Eine For-Schleife wollen wir uns gleich einmal an einem Beispiel verdeutlichen.  
Dazu geben wir in die Click-Prozedur von PapageiButton folgenden Code ein: 
Dim x As Integer, BisHierSollErZaehlen As Integer 
 
BisHierSollErZaehlen = 6 
                                                 
20
 Der Zählschritt kann auch negativ sein(z.B. -1). In diesem Fall muss der Startwert >=Endwert sein und die 
For-Schleife wird solange ausgeführt, bis x<Endwert ist. 
Beispiel:   
Peedy zählt einen Countdown und verschwindet dann: 
For x = 10 to 0 Step -1 





For x = 1 To BisHierSollErZaehlen 
    Peedy.Speak x 
Next x 
 
Wenn wir das Programm nun starten und auf PapageiButton klicken, zählt Peedy für uns von 
1 bis 6. 
 
Beispiel 5.2: 
Jetzt können wir den Endwert BisHierSollErZaehlen auch aus LimitText.Text einlesen. Da 
TextBox1.Text jedoch vom Typ String ist (und nicht Integer wie BisHierSollErZaehlen), 
muss wir ihn mit der VBA-Funktion Int() konvertieren: 
BisHierSollErZaehlen = Int (LimitText.Text) 
Unsere Schleife wird nun von 1 an so oft durchlaufen, bis x den Wert erreicht hat, den der 
Benutzer in LimitText eingegeben hat. 
Jetzt haben wir allerdings ein anderes Problem. Die Anweisung Peedy.Speak akzeptiert nur 
Zeichenketten vom Typ String als Parameter.  
Daher müssen wir den Wert von x in einen String umwandeln, bevor wir ihn Peedy.Speak als 
Parameter übergeben. Dies tun wir mit der VBA-Funktion CStr(): 
Dim x As Integer, BisHierSollErZaehlen As Integer 
 
BisHierSollErZaehlen = Int (LimitText.Text) 
 
For x = 1 To BisHierSollErZaehlen 




Als nächstes wollen wir den Wert von x bei jedem Schleifendurchlauf einmal zum Listenfeld 
ZahlenListe hinzufügen. 
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Dafür benötigen wir in der Schleife noch die folgende Anweisung: 
ZahlenListe.AddItem (x) 
Hier müssen wir x nicht extra mit CStr() in einen String umwandeln. 
Das macht die AddItem()-Anweisung automatisch. 
 
Beispiel 5.3: 
So würde unser Programm grundsätzlich schon mal funktionieren (vom Leeren des Listenfel-
des einmal abgesehen). 
Der Übersichtlichkeit und der Übung halber wollen wir den Programmcode, der Peedy und 
die ListBox „zählen“ lässt aber in eine eigene Prozedur auslagern. 
Die sieht dann so aus: 
Sub ZaehlenderPapagei(BisHierSollErZaehlen As Integer) 
Dim x As Integer 
For x = 1 To BisHierSollErZaehlen 
      ZahlenListe.AddItem (x) 
      Peedy.Speak CStr(x) 
Next x 
End Sub 
Und so wir sie Aufgerufen: 
ZaehlenderPapagei (Int(LimitText.Text))   
 
Jetzt müssen wir der Ereignisprozedur LoeschButton_Click() noch eine Anweisung zum Lee-
ren des Listenfeldes ZahlenListe hinzufügen. 
Die macht die folgende Anweisung: 
ZahlenListe.Clear  
 
Fehlerbehandlung mit On Error GoTo: 
Was wird passieren, wenn der Benutzer in das Textfeld keine Zahl, sondern einen Buchstaben 
oder ein Sonderzeichen eingibt?   
Es wird ein Fehler auftreten(!), da die VBA-Funktion Int() nur Zahlen vom Typ String in In-
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teger umwandeln kann. 
Weil wir aber nicht wollen, dass unser Programm jedes Mal abstürzt, wenn der Benutzer et-
was Falsches in das Textfeld eingibt, müssen wir diesen Fehler abfangen. 
Im Abschnitt 3, als wir verhindern wollten, dass Peedy.Speak mit einem leeren String als Pa-
rameter aufgerufen wird, haben wir diesen Fehler mit einer If-Abfrage abgefangen. 
Jetzt lernen wir eine neue, mächtigere Kontrollstruktur kennen, mit der wir Fehler abfangen 
und behandeln können. 
Syntax: 
On Error GoTo Sprungmarke 
 




… ’beliebig viele Anweisungen 
 
Resume Next     ’optional 
 
Die Anweisung On Error GoTo Sprungmarke wird vor die Anweisungen geschrieben, in de-
nen ein Fehler auftreten könnte. 
Wenn dann in den folgenden Anweisungen ein Fehler auftritt, springt der Programmfluss au-
tomatisch zur Sprungmarke21 und führt dort die Anweisungen aus, die hinter der Sprungmar-
ke stehen. (Hier stehen also die Anweisungen, die den Fehler behandeln.) 
Anschließend kann mit Resume Next wieder zurück an die Stelle gesprungen werden, an der 
der Fehler auftrat. Die Anweisung, die den Fehler verursachte, wird dann ignoriert und die 
Programmausführung geht dann unmittelbar dahinter weiter. 22 
                                                 
21
 Sprungmarken kann man beliebig nennen(solange der Name keine Leerzeichen enthält). D.h. wird könnten die 
Sprungmarke auch « Fehlerbehandlung » nennen. Dann würde die Anweisung lauten  
On Error GoTo Fehlerbehandlung 
22
 Wenn es nicht weiter wichtig ist, was für ein Fehler aufgetreten ist und wir einfach nur wollen, dass die Code-
zeile, die einen Fehler verursacht hat, übersprungen wird, kann man auch  
On Error Resume Next 
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Wird die Anweisung Resume Next weggelassen, wird im Fehlerfall nur der Code hinter der 
Sprungmarke ausgeführt und die Programmausführung springt nicht zu der Stelle zurück, an 
der der Fehler auftrat. 
Tritt hinter der On Error GoTo – Anweisung kein Fehler auf, wird der Code hinter Sprung-




Wenn wir nun eine solche On Error GoTo – Anweisung für die Prozedur PapageiBut-
ton_Click() schreiben, sieht sie folgendermaßen aus: 
Private Sub PapageiButton1_Click() 
 
On Error GoTo Fehlerbehandlung 
ZaehlenderPapagei (Int(LimitText.Text))     ’hier könnte ein Fehler auftreten 
 
Fehlerbehandlung:    
      MsgBox ("Bitte geben Sie nur Zahlen ein!" & Chr(13) & Chr(13) & "(der Papagei ist zu  
  doof, um Zeichen zu verstehen)  ;-)") 
End Sub 
 
Was unterscheidet diese On Error-Anweisung bis jetzt von einer Fehler abfangenden If-
Abfrage?   
Der große Vorteil ist, dass wir die Art der möglichen Fehler nicht im Vorfeld angeben müs-
sen. Ganz egal, was für ein Fehler hinter der On Error GoTo-Anweisung auftritt, die Pro-
grammausführung springt immer zu Sprungmarke und kümmert sich dort um den aufgetrete-
nen Fehler. 
Mithilfe der Fehlercode-Variablen Err.Number können wir sogar nachträglich ermitteln, 
welcher Art der aufgetretene Fehler ist. 
Ist Err.Number = 13, so heißt das, dass vergeblich versucht wurde ein Zeichen in eine Zahl 
                                                                                                                                                        
verwenden. In diesem Fall benötigen wir keine Sprungmarke. 
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umzuwandeln. 
Ist Err.Number = 11, so wurde versucht eine Zahl durch 0 zu dividieren. 
 
Beispiel 5.5: 
Wenn wir z.B. nach dem Aufruf von ZaehlenderPapagei eine weitere Anweisung einfügen 
würden, in der wir die Zahl aus TextBox1 durch ihren Vorgänger dividieren (z.B. 4/3, 3/2, 
2/1,…), dann würde die Eingabe von „1“ einen Fehler mit Err.Numer = 11 auslösen. 
In unserer Fehlerbehandlung könnten wir dann prüfen, was für ein Fehler aufgetreten ist und 
eine passende Meldung an den Benutzer ausgeben: 
 
Private Sub PapageiButton_Click() 
On Error GoTo Fehlerbehandlung 
ZaehlenderPapagei (Int(LimitText.Text))     ’hier könnte ein Fehler auftreten 





If Err.Number = 13 Then       
      MsgBox ("Bitte geben Sie nur Zahlen ein!" & Chr(13) & Chr(13) & "(der Papagei ist zu  
  doof, um Zeichen zu verstehen)  ;-)") 
Else:  
If Err.Number = 11 Then  
MsgBox "Bitte geben Sie nicht 1 ein. Dies löst eine Division durch 0 aus!" 
     End If 
End Sub 
 
Do While … Loop – Schleifen: 
Eine weitere Art von Schleifen sind die sogn. Do While … Loop –Schleifen. 
Syntax: 
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Do While [Bedingung]     ’Schleifenkopf 
…     ’Code 
Loop        ’Schleifenfuß 
 
Der Code zwischen ihrem Kopf und ihrem Fuß wird solange ausgeführt, bis die Bedingung 
den Wert false (falsch) annimmt.  
 
Beispiel 5.6: 
Sub ZaehlenderPapagei(BisHierSollErZaehlen As Integer) 
Dim x As Integer   ‘Deklaration der Zählvariable 
x = 1   ‘Zuweisung des Startwertes 1 
 
Do While x <= BisHierSollErZaehlen      
      ZahlenListe.AddItem (x) 
      Peedy.Speak CStr(x) 




Das Hochzählen der Zählvariablen müssen wir bei While-Schleifen manuell vornehmen. 
Würden wir hier z.B. die Zuweisung  
x = x + 1  
vergessen, würde die Schleife niemals enden(x <= BisHierSollErZaehlen wäre immer wahr) und 
unser Programm würde abstürzen. 
Eine Schleife, die niemals endet nennt man Endlosschleife.  
 
Do … Loop While – Schleifen: 
In VBA es auch noch die sogn. Do … Loop While –Schleifen. 
Syntax: 
Do     ’Schleifenkopf 
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…      ’Code 
Loop While [Bedingung]     ’Schleifenfuß 
Im Unterschied zu den beiden zuvor vorgestellten Schleifenarten, befindet sich bei Do … 
Loop While –Schleifen die Ausführungsbedingung im Fuß der Schleife.  
Dadurch wird eine Do … Loop While –Schleife immer mindestens einmal durchlaufen. 
Ansonsten gilt für sie das gleiche wie für eine Do While … Loop –Schleife. 
 
Beispiel 5.7: 
Sub ZaehlenderPapagei(BisHierSollErZaehlen As Integer) 
Dim x As Integer 
x = 1 
Do 
      ZahlenListe.AddItem (x) 
      Peedy.Speak CStr(x) 
      x = x + 1 




Da die SuS in den vorherigen Abschnitten schon einige Erfahrung im selbstständigen Arbei-
ten gesammelt haben sollten, würde ich vorschlagen, sie die Programmieranleitung dieses 
Abschnitts auch selbstständig bearbeiten zu lassen.  
Dabei würde ich jedoch nach jedem Themengebiet (For-Schleifen, On Error GoTo, While-
Schleifen) eine kurze Frontaleinheit einschieben, bei der die jeweiligen Inhalte noch einmal 
gemeinsam besprochen werden.  
Dies halte ich für sehr wichtig, um bestehende Fragen und Unklarheiten rechtzeitig zu klären 
und um die Inhalte noch einmal vertiefend zu wiederholen. 
 
Vorschläge für Übungsaufgaben: 
5.1. Ändere das Programm so, dass Peedy von 20 an bis zur in LimitText 
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eingegeben Zahl in -1 Schritten herunterzählt. Wenn der Benutzer eine Zahl > 20  
eingibt, soll ihn das Programm bitten eine Zahl< 20 einzugeben. 
5.2. Ändere das Programm so, dass Peedy nicht einmal von 1 bis zur in LimitText 
eingegeben Zahl y zählt, sondern y mal. 
5.3. Schreibe ein Programm, dass Peedy das kleine Einmaleins aufsagen lässt. 
Z.B. „1 multiplied with 1 ist 1“,  „2 multiplied with 2 is 4“, etc. … 
Verwende hierzu eine Schleife. 
5.4. Schreibe ein Programm, dass Peedy das große (und nur das große) Einmaleins aufsa-
gen lässt. 
Z.B. „10 multiplied with 10 ist 100“,  „11 multiplied with 11 is 121“, etc. … 
Verwende hierfür eine Schleife. 
5.5. Schreibe ein Programm, dass mithilfe der Funktion InputBox (schlage ihr Syntax im 
Internet nach) 2 Zahlen einliest, diese in Werte vom Typ double konvertiert und an-
schließend per MsgBox ihren Quotienten ausgibt. 
Falls es zu einer Division durch 0 kommen sollte, soll das Programm diesen Fehler mit 
On Error GoTo abfangen (Err.Number =11) und dem Benutzer mitteilen, dass er für 
den Nenner nicht die Zahl 0 eingeben darf. 
Falls der Benutzer irrtümlicherweise Zeichen eingibt, die sich nicht in den Typ double 
konvertieren lassen, soll das Programm diesen Fehler mit On Error GoTo abfangen 
(Err.Number =13) und dem Benutzer mitteilen, dass er nur Zahlen in die InputBox 
eingeben darf. 







In den Programmierbeispielen dieses Kaptitels setzte ich voraus, dass die SuS die Inhalte 
(Befehle, Konzepte, etc.) des vorangegangenen Kapitels sicher beherrschen. 
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Daher sollte den SuS genug Zeit zum Üben gegeben werden, bevor sie mit dem Durcharbei-
ten dieses Kapitels beginnen. 
 
1. Das Kaninchen-Problem 1 
Lernziele 
- Ein grundlegendes Verständnis für rekursive Funktionen erwerben 
 
Programmieranleitung 
Um das Prinzip der Rekursion kennen zu lernen werden wir uns in diesem Kapitel mit der 






Kaninchen vermehren sich bekanntlich sehr schnell und wir gehen einfach mal davon aus, 
dass ihre Vermehrung folgender Regel folgt: 
 
- Ein geschlechtsreifes Paar Kaninchen bekommt jeden Monat genau eine Tochter und einen 
Sohn, die gemeinsam wieder ein Paar bilden, wenn sie alt genug sind.23 
- Um geschlechtsreif zu werden benötigen neu geborene Kaninchen genau einen Monat. 24 
- Am Anfang gibt es ein geschlechtsreifes Paar, das ein neues Paar zur Welt bringt. 
 
Im 2. Monat wird wieder nur ein Paar geboren(von dem Paar, dass bereits im 1. Monat Kinder 
bekam), da das im 2. Monat geborene Paar noch nicht geschlechtsreif ist.  
                                                 
23
 Diese Modell ist zugegebenermaßen unrealistisch, da wir von einer Inzuchtpopulation ausgehen. Für unsere 
Zwecke ist dieses Beispiel jedoch sehr anschaulich, da es uns hilft das Konzept der Rekursion zu verstehen. 
24
 Wir gehen hier einfach mal davon aus, dass Kaninchen innerhalb eines Monats geschlechtsreif werden wür-
den. In Wirklichkeit sind sie nach ca. 4 Monaten geschlechtsreif. (siehe Quelle 7:  
http://www.kaninchenweb.de/texte/haltung.html )  
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Im 3. Monat sind die Kinder aus dem 1. Monat endlich erwachsen und auch sie können Kin-
der bekommen. 
Im 4. Monat sind die Kaninchen, die im 2. Monat geboren wurden auch erwachsen. Jetzt gibt 
es also schon 3 Paare, die Kinder bekommen. 
Etc. ... 
 
Wie viele neue Kaninchenpaare werden im Monat x geboren?  
(Wir gehen in unserem Gedankenexperiment davon aus, dass die Kaninchen nicht Sterben) 
 
 
Um uns die Natur dieses Problems zu veranschaulichen, werden wir es zunächst einmal ohne 
VBA, mit einer herkömmlichen Excel-Tabelle betrachten. 
 
Dafür benötigen wir ein neues Excel Dokument mit 2 Spalten. Eine für die Zahl der vergan-
genen Monate und eine für die aktuelle Anzahl von neugeborenen Paaren. 
Des Weiteren wissen wir, dass es im ersten Monat 1 Paar gibt, das 1 Kinderpaar bekommt. 
Wir wissen auch, dass es im 2. Monat erst 1 erwachsenes Paar gibt, da die Kinder noch nicht 
geschlechtsreif sind. 
Wenn wir dieses Wissen in unsere Tabelle eintragen, sollte sie folgendermaßen aussehen: 
 
Abbildung 36 
Wie können wir dies nun in mathematischen Formeln in einer Exceltabelle ausdrücken? 
Die Anzahl neugeborener im Monat x ist gleich: 
Anzahl der geschlechtsreifen Paare im Vormonat + Anzahl der Paare, die im Monat x reif 
werden 
Die Anzahl der Paare, die im Vormonat geschlechtsreif waren ist gleich der Anzahl der Paare, 
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die im Vormonat geboren wurden. (Jedes Paar bringt ja genau ein Kinderpaar zur Welt.) 
Die Anzahl der Paare, die im Monat x reif werden ist gleich der Anzahl der neugeborenen 
Paare im Vor-Vormonat. 
 
Mathematisch ausgedrückt kann man also schreiben: 
Anzahl neugeborener Paare des Monats (x) = Anzahl neugeborener Paare im Monat (x-1) + 
Anzahl neugeborener Paare im Monat (x-2)  
 
In Funktionsschreibweise ausgedrückt könnten wir schreiben: 
Formel 6.1: 
PAnzahl (x) = PAnzahl(x-1) + PAnzahl(x-2) ,  
wobei folgendes festgelegt ist:  PAnazahl(1) = 1 und PAnzahl(2) = 1 
 
Das was wir hier jetzt stehen haben ist eine rekursive Funktion (kurz: Rekursion). Eine rekur-
sive Funktion ist eine Funktion, die sich selber aufruft.  
In unserem Beispiel ergibt sich der Wert PAnzahl(x) aus zwei weiteren Aufrufen der Funkti-
on PAnzahl, nämlich PAnzahl(x-1) und PAnzahl(x-2). 
Das Wissen darum, dass PAnazahl(1) = 1 und PAnzahl(2) = 1 ist, nennt man Abbruchbedin-
gung der Rekursion. 
 
Beispiel 6.1: 
Wenn es sie nicht gäbe, würde die Rekursion keinen sinnvollen Wert liefern können, da nir-
gendwo in ihr konkrete Zahlenwerte definiert werden würden.  
Wir hätten PAnzahl(2) =  PAnzahl(1) + PAnzahl(0) und PAnzahl(1) = PAnzahl(0) + PAnzahl(-
1), würden aber niemals wissen, was für konkrete Zahlenwerte damit gemeint sind. 
 
Wenn unsere Abbruchbedingung jedoch gilt, können wir problemlos Zahlenwerte für beliebi-
ge ganzzahlige x >=2 berechnen.  
PAnzahl(5) =  PAnzahl(4) + PAnzahl(3) 
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PAnzahl(4) =  PAnzahl(3) + PAnzahl(2)   
PAnzahl(3) =  PAnzahl(2) + PAnzahl(1) 
PAnzahl(2) =  1 
PAnzahl(1) =  1 
 PAnzahl(3) =  1 + 1 = 2 
 PAnzahl(4) =  2 + 1 = 3 
 PAnzahl(5) =  3 + 2 = 5 
 
Um uns diese theoretischen Überlegungen zu veranschaulichen, wollen wir nun Formel 6.1 in 
unserer Excel-Tabelle implementieren(in Programmcode übersetzen).  
Zuerst erweitern wir die Werte in der Spalte „Monat“, um ca. 20 weitere Werte, die in 1er-
Schritten hoch gezählt werden (also: …3,4,5,6,…). 
 
In das erste Feld der Spalte „Neugeborene Kaninchen“ schreiben wir dann den Wert 1, in das 
zweite auch 1 und in das dritte schreiben wir eine Excel-Formel, die die Summe der beiden 





Anschließend kopieren wir diese Formel in die darunter liegenden Felder der Spalte, indem 
wir das Feld mit der Formel markieren, auf das kleine schwarze Quadrat am rechten unteren 
Ende des Feldes klicken(dabei verwandelt sich der Mauszeiger in ein Kreuz), die linke Maus-
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taste gedrückt halten und es dann mit der Maus herunter ziehen. 
  
Abbildung 38 
Wenn man nun die einzelnen Felder in der „Neugeborene Kaninchen“-Spalte anklickt, kön-
nen wir die aktualisierten Formeln sehen. 
 
      usw. …   
Abbildung 39 und 40 
 
Und schon sind wir fertig.  




In diesem Anschnitt würde ich zunächst empfehlen, dass die SuS die Programmieranleitung 
selbstständig durch arbeiten.  
Anschließend sollten meiner Ansicht nach per Lehrer-Schüler-Gespräch mehrere Zahlenbei-
spiele für die rekursive Funktion PAnzahl an der Tafel durchgerechnet werden. 
 
Vorschläge für Übungsaufgaben: 
6.1. Löse mit einer Excel-Tabelle das folgende „Mäuse-Problem“: 
1 Mäusepaar kriegt in der 1. und der 2. Woche je 2 Kinderpaare  . 
In der 3. Woche werden 2 Kinderpaare reif. Insgesamt gibt es dann 3 reife Paare.  
Diese bekommen insgesamt 6 neue Kinderpaare. 
 
Bis ein neu geborenes Paar geschlechtsreif ist, dauert es immer eine Woche. 
 
In der x-ten Woche werden nun immer doppelt so viele neue Paare geboren, wie es  
geschlechtsreife Mäusepaare gibt. 
Wie viele Paare werden in den Wochen 15, 22 und 27 geboren? 
 
6.2. Implementiere mit einer Excel-Tabelle die Fakultätsfunktion. 
Die Fakultät ist definiert als f(n) = 1* 2* 3*… * n,  
wobei gilt f(1) = 1. 
Verwende hierzu eine Excel-Tabellen mit den 2 Spalten n und f(n).  







2. Das Kaninchen-Problem 2 
Lernziele 
- Rekursive Funktionen in VBA definieren und verwenden lernen 
- Parameterübergabe mit Call by Value und Call by Reference unterscheiden lernen 
 
Programmieranleitung 
Definition einer rekursiven Funktion in VBA: 
In diesem Abschnitt werden wir die Verwendung rekursiver Funktionen in VBA kennen ler-
nen. 
Dafür stellen wir uns jetzt die Frage, wie wie in VBA die Funktion PAnzahl(x) aus dem vor-
herigen Abschnitt implementieren können. 
 




Die Image-Box ist nicht unbedingt notwendig, aber wenn am mag, kann man damit die Be-
nutzeroberfläche verschönern. 
 
Anschließend definieren wir im Code-Fenster des Formulars eine eigene Funktion mit dem 
Namen AnzahlPaare (ist anschaulicher als PAnzahl), die einen Parameter vom Datentyp Inte-
ger verlangt und die einen Funktionswert vom Datentyp Long zurückliefert: 




Wir wissen nun, dass sie den Wert 2 zurückgeben soll, wenn AnzahlMonate = 1 ist. 
Außerdem wissen wir, dass sie 3 zurückgeben soll, wenn AnzahlMonate = 2 ist. 
(Das sind unsere Abbruchbedingungen der rekursiven Funktion.) 
 
Diese Abbruchbedingungen können wir mithilfe einer If-Else-Abfrage implementieren: 
    If AnzahlMonate = 1 Then 
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        AnzahlPaare = 1  'Zu Anfang gibt es 1 geschlechtsreifes Kaninchenpaar, das genau ein neues  
’Paar zur Welt bringt. 
        Exit Function 
 
    ElseIf AnzahlMonate = 2 Then 
        AnzahlPaare = 1  'Im 2. Monat sind die neu geborenen noch nicht geschlechtsreif. 
                          'Es wird wieder nur ein neues Paar geboren. 
        Exit Function 
   Else:     … 
   End If 
 
Jetzt fehlt nur noch der rekursive Selbstaufruf der Funktion, der die Rückgabewerte für An-
zahlMonate > 2 berechnet. Dieser muss im Else-Block implementiert werden: 
… 
Else:     
      AnzahlPaare = AnzahlPaare(AnzahlMonate - 1) + AnzahlPaare(AnzahlMonate - 2) 
End If 
 
Damit ist unsere Funktion AnzahlPaare im Grunde fertig. 
Wenn wir sie mit MsgBox (AnzahlPaare (5) + „ Kaninchenpaare“) aufrufen, wird uns ein Mit-
teilungsfenster mit „5 Kaninchenpaare“ erscheinen. 
 
Nun möchten wir allerdings noch eine Prozedur mit dem Namen MachDieKaninchen definie-
ren, die uns in der ListBox1 für jeden Monat (bis zu dem Monat, der in TextBox1 eingegeben 
wird) die Anzahl der Kaninchen ausgibt. 
Dafür definieren wir eine Prozedur mit dem Parameter AnzahlMonate vom Typ Integer. 
 





Um ListBox1 jetzt  die verschiedenen Einträge mit den Populationsdaten der einzelnen Mona-
te hinzuzufügen, verwenden wir eine For-Schleife mit der Zählvariablen i, die mit 1 begin-
nend jeweils um 1 hoch gezählt wird: 
 
    For i = 1 To AnzahlMonate 
           KaninchenListe.AddItem ("Monat: " & i & "   neugeborene Kaninchenpaare: " &  
AnzahlPaare(i)) 
    Next i 
 
Jetzt sollten wir noch unsere ListBox1 leeren, bevor wir sie erneut mit Einträgen füllen, da es 
ja sein kann, dass der Benutzer die Prozedur MachDieKaninchen mehrmals hintereinander 
aufruft. 
Dadurch ergibt sich für die ganze Prozedur:  
Sub MachDieKaninchen(AnzahlMonate As Integer) 
 
    KaninchenListe.Clear 
 
    For i = 1 To AnzahlMonate 
           KaninchenListe.AddItem ("Monat: " & i & "  neugeborene Kaninchenpaare: " & AnzahlPaare((i))) 
    Next i 
End Sub 
 
(An dieser Stelle ist wichtig zu erwähnen, dass der Parameter i von AnzahlPaare mit zusätzli-
chen runden Klammern versehen werden muss. Dies liegt daran, dass i vom Datentyp Variant 
ist, AnzahlPaare aber einen Parameter vom Typ Integer erwartet. Die zusätzlichen runden 
Klammern bewirken um i bewirken eine Umwandlung von i in Integer. 
Normalerweise macht VBA das automatisch, anscheinend aber nicht wenn 2 wie hier 2 Funk-
tionen ineinander verschachtelt sind.) 
 
 
Jetzt sind die Funktion AnzahlPaare und die Prozedur MachDieKaninchen vollständig.  
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Damit unser Programm funktioniert müssen wir nur noch die Sub KaninchenButton_Click() 
schreiben. 
In ihr müssen wir MonateText.Text in einen Integer-Wert umwandeln und diesen umgewan-
delten Wert als Parameter für einen Aufruf von MachDieKaninchen verwenden. 
Außerdem sollten wir eine Fehlerbehandlung programmieren, die den Absturz des Pro-
gramms verhindert, falls die Umwandlung von MonateText.Text fehlschlägt. (z.B. wenn der 




Auch in diesem Anschnitt würde ich empfehlen, dass die SuS zunächst die Programmieranlei-
tung selbstständig durcharbeiten.  
Anschließend sollten meiner Ansicht nach per Lehrer-Schüler-Gespräch mehrere Zahlenbei-
spiele für die rekursive Funktion AnzahlPaare und für die Prozedur MachDieKaninchen an 
der Tafel durchgerechnet werden. 
 
Vorschläge für Übungsaufgaben: 
7.1. Löse mit einer rekursiven VBA-Funktion das folgende „Mäuse-Problem“: 
1 Mäusepaar kriegt in der 1. und der 2. Woche je 2 Kinderpaare  . 
In der 3. Woche werden 2 Kinderpaare reif. Insgesamt gibt es dann 3 reife Paare.  
Diese bekommen insgesamt 6 neue Kinderpaare. 
 
Bis ein neu geborenes Paar geschlechtsreif ist, dauert es immer eine Woche. 
 
In der x-ten Woche werden nun immer doppelt so viele neue Paare geboren, wie es  
geschlechtsreife Mäusepaare gibt. 
Wie viele Paare werden in den Wochen 13, 21 und 24 geboren? 
 
7.2.     Implementiere mit einer rekursiven VBA-Funktion die Fakultätsfunktion. 
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Die Fakultät ist definiert als f(n) = 1* 2* 3*… * n,  
wobei gilt f(1) = 1. 
Verwende hierzu eine Excel-Tabellen mit den 2 Spalten n und f(n). 
 
Berechne damit f(5), f(14) und f(17). 
 
3. Das Kaninchen-Problem 3 
Lernziele 
- Verwendung von Arrays 
- Performance-Steigerung rekursiver Funktionen 
 
Programmieranleitung 
Überlegungen zur Performance der rekursiven Funktion AnzahlPaare: 
Zunächst starten wir das Programm des vorherigen Abschnitts und lassen die Daten der Ka-
ninchenpopulation für den 32. Monat berechnen. 
Dabei sollte uns auffallen, dass es einige Sekunden dauert, bis das Programm eine Lösung 
anzeigt.  
Wenn wir anschließend die Paaranzahl für den 35. Monat berechnen lassen, dauert dies noch 
mal um einiges länger. 
 
Woran liegt das? 
Um dies zu verstehen betrachten wir die Anzahl der Funktionsaufrufe, die zur Berechnung 
von AnzahlPaare (x) notwendig sind. 
Um AnzahlPaare (1)  und AnzanhlPaare (2) zu berechnen ist jeweils nur ein Funktionsaufruf 
notwendig, da hierfür die Rückgabewerte durch die If-Abfragen festgelegt werden. 
Um AnzahlPaare (3) zu berechnen sind hingegen bereits 3 Funktionsaufrufe notwendig, da 
gilt: AnzahlPaare (3) = AnzahlPaare (2) + AnzahlPaare (1) 


















Wie wir leicht erkennen können wächst die Anzahl der zu berechnenden Funktionsaufrufe mit 
wachsender Größe des Parameters x immer schneller. 
Dabei gilt, dass der Rechenaufwand von AnzahlPaare (x) ungefähr proportional zu 2x-2 
wächst.  
Beispiele 8.1: 
Aufwand( AnzahlPaare(3) ) = 3  ≈ 23-2 = 2 
Aufwand( AnzahlPaare(4) ) = 5  ≈ 24-2 = 4 
Aufwand( AnzahlPaare(5) ) = 9  ≈ 25-2 = 8 
Aufwand( AnzahlPaare(6) ) = 15  ≈ 26-2 = 16 
 
Solche Funktionen, bei denen die für ihre Berechnung benötigte Zeit exponentiell mit ihren 
Parametern wächst, werden in der Informatik und Mathematik als nichthandhabbar be-
zeichnet25, da sie bereits bei mittelgroßen Parametern praktisch nicht mehr berechenbar sind. 
Z.B. würde AnzahlPaare (100) ca. 1,27 * 1031 Funktionsaufrufe benötigen und somit prak-
tisch unberechenbar werden. 
                                                 
25




Daher stellt sich uns die Frage, wie wir unsere Funktion AnzahlPaare so verbessern können, 
dass sich ihr Rechenaufwand erheblich reduziert. 
 
Eine Möglichkeit ist es jeden Wert, den wir einmal berechnet haben zu speichern und bei Be-
darf wieder zu verwenden. Dadurch können wir uns das doppelte Berechnen von Zwischener-
gebnissen sparen. 
Aufwand ( AnzahlPaare(6) ) würde z.B. von 15 auf 9 Funktionsaufrufe schrumpfen, da wir 




Um diese Veränderung von AnzahlPaare implementieren zu können, benötigen wir jedoch 
Kenntnisse über die Datenstruktur Array. 
Ein Array ist ein sogn. Feld von Variablen des gleichen Datentyps. 
Während man sich eine Variable als ein Fach vorstellen kann, in dem man Werte eines be-
stimmten Datentyps ablegen kann, kann man sich ein Array als eine Aneinanderreihung von 
solchen Fächern vorstellen. 
Beispiel 8.2: 
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Dim TestArray(1 To 10) As Double 
 
Diese Anweisung deklariert einen Array vom Typ Double, der 10 Werte aufnehmen kann.26 
 
Mit den folgenden Zuweisungen werden den „Fächern“ 1, 6 und 10 von TestArray verschie-
dene Werte zugewiesen werden: 
TestArray(1) = 3.7 
TestArray(6) = 1.2 
TestArray(10) = 2.5 
 
 
MsgBox ( TestArray(6) ) 
…würde nach diesen Zuweisungen z.B. den Wert 1.2 ausgeben. 
TestArray(6) verhält sich dabei wie eine eigenständige Variable vom Typ Double.  
 
Die Zuweisung  
TestArray(11) = 1.5 
würde einen Fehler verursachen, da TestArray nur für 10 Werte (mit den Indizes 1 bis 10) de-
klariert wurde. 
Wenn wir TestArray also mehr als 10 Werte zuweisen wollen würden, hätten wir ihn für mehr 
Werte deklarieren müssen.  
Z.B. mit  
Dim TestArray(1 To 20) As Double 
                                                 
26
  Die Anweisung  
Dim TestArray(10) 
Würde auch einen Array mit 10 Felder erzeugen. Diese würden jedoch beim Index 0 beginnen  
(also vo TestArray(0) bis TestArray(9) ).  
Mit dem Ausdruck  
Option Base x  , also z.B. Option Base 1 
kann man VBA aber dazu bringen Arrays immer ab dem Index x mit dem Zählen zu beginnen. 
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für 20 Werte. 
 
Die rekursive Funktion AnzahlPaare mit Speicherung von Zwischenergebnissen: 
Nun wollen wir die Funktion AnzahlPaare(AnzahlMonate) so ändern, dass sie jedes Mal, be-
vor sie 2 weitere Funktionsaufrufe startet, um die Summe AnzahlPaare(AnzahlMonate-
1)+AnzahlPaare(AnzahlMonate-2) zu berechnen, in einem Array nachschaut, ob diese Sum-
me nicht bereits berechnet wurde. 
Dabei schaut sie an der Position des Arrays nach, die dem Wert von AnzahlMonate entspricht.  
Diesen Array wollen wir ZwischenspeicherArray nennen. 
 
Beim Aufruf AnzahlKaninchen(17) wird also in ZwischenspeicherArray(17) nachgeschaut, ob 
hier bereits ein sinnvoller Wert für AnzahlPaare(16) + AnzahlPaare(15) vorliegt. 
Wenn sie in ZwischenspeicherArray(17) den Wert 0 findet, so weiß die Funktion, dass An-
zahlPaare(16)+ AnzahlPaare(15) noch nicht berechnet wurde. 
 
Wenn die Funktion einen sinnvollen Wert in ZwischenspeicherArray findet, so gibt sie diesen 
zurück. 
 
Wenn sie in ZwischenspeicherArray jedoch den Wert 0 findet, so berechnet sie die Summe 
AnzahlPaare(AnzahlMonate-1)+AnzahlPaare(AnzahlMonate-2), speichert dieses Ergebnis in 




Wie sollen wir aber nun einen Array deklarieren, auf den alle Instanzen(Exemplare) von An-
zahlPaare zugreifen können? Schließlich werden bei der Berechnung eines Funktionswertes ja 
mehrere Instanzen der Funktion erzeugt. Wenn wir ZwischenspeicherArray innerhalb der 
Funktion deklarieren würden, würde ja bei jedem Funktionsaufruf ja ein neuer Zwischenspei-
cherArray erzeugt werden. Jede Instanz hätte dann seinen eigenen Array und sie könnten 
nicht auf einen gemeinsamen Zwischenspeicher zugreifen. 
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Um dieses Problem zu umgehen, können wir ZwischenspeicherArray auf einer höheren 
Zugriffsebene deklarieren. Dies erzeugt eine funktionsunabhängige Datenstruktur, auf die 





In VBA unterscheidet man für Datenstrukturen(z.B. Variablen oder Arrays) folgende 
Zugriffsebenen:27 
- Globale Ebene: 
Auf Datenstrukturen, die hier deklariert werden, dürfen alle Prozeduren und Funktio-
nen des gesamten VBA-Projekts zugreifen. (Auch solche aus anderen Modulen.) 
Beispiel: 
Public x As Integer   ’Deklaration mit Public in einem Modul 
 
- Modulebene: 
Auf Datenstrukturen, die hier deklariert werden, dürfen alle Prozeduren und Funktio-
nen desselben Moduls zugreifen. 
Beispiel:  
Dim x As Integer    ’Deklaration mit Dim in einem Modul 
 
                                                 
27
 Zugriffsebenen gibt es nicht nur für Datenstrukturen, sondern auch für Funktionen und Prozeduren.  
Globale Funktionen können von allen Formularen und Modulen eines Projekts aufgerufen werden. 
Sie werden wie globale Variablen in einem Modul mit Public definiert. 
Modulare Funktionen können nur von überall innerhalb eines Modul aufgerufen werden. 
Sie werden innerhalb eines Moduls definiert. 
Funktionen, die im Code eines Formulars definiert werden, können nur von innerhalb des Formularcodes auf-
gerufen werden.  
 
Würde unser Projekte mehrere Formulare umfassen, wäre es sinnvoll die Funktion AnzahlPaare global zu defi-
nieren, da sie dann im ganzen Projekt nur einmal definiert werden müsste, damit alle Formulare und Module sie 




Auf Datenstrukturen, die hier (innerhalb einer Funktion oder Prozedur) deklariert wer-
den, kann nur diese Funktion (bzw. Prozedur) zugreifen.  
Wird ihr Aufruf beendet, wird auf die Datenstruktur gelöscht. 
Beispiel: 
Function Beispielfunktion (…) As Double 
Dim x As Integer  ’Deklaration innerhalb einer Funktion 
…   ’Sobald der Aufruf Beispielfunktion beendet wird 
   ’wird x aus dem Speicher gelöscht 
 End Function 
 
Variablen (und auch Arrays), die man auf der globalen Ebene deklariert nennt man globale 
Variablen. Auf sie kann man von jeder Funktion und von jeder Prozedur eines Programms 
aus zugreifen. 
 
Lösung mit globalem Array: 
Dadurch, dass wir ZwischenspeicherArray als globalen Array deklarieren, können alle Instan-
zen von AnzahlPaare gemeinsam auf ihn zugreifen. 
 
Um in unserem VBA eine globale Variable deklarieren zu können, benötigen wir ein Modul. 




Anschließend können wir das Modul im Projekt-Fenster finden. Zuerst einmal benennen wir 
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es um in „KaninchenModul“. 
Durch einen Doppelklick auf „KaninchenModul“ öffnet sich auch das Code-Fenster des Mo-






Globale Variablen (und globale Arrays) deklariert man mit dem Schlüsselwort Public (öffent-
lich), anstatt mit Dim. 
Beispiel 8.3: 
Public ZwischenspeicherArray(1 To 1000) As Double 
 
Abbildung 50 
Da wir nicht im Vorfeld wissen wie viele Zwischenergebnisse wir speichern müssen, dekla-
rieren wir ZwischenspeicherArray vorsorglich mit der Größe 1000 (also mit 1000 „Fächern“ 
für je Wert). Wir könnten natürlich auch die Größe 10000 oder 100000 oder noch mehr wäh-
len. Dadurch würde unser Programm nur unnötig viel Arbeitspeicher verbrauchen, da vermut-
lich kaum jemand an der Anzahl der Kaninchen nach mehr als 1000 Monate = 83,3 Jahren  
interessiert ist.28 
                                                 
28
 Mit der Anweisung  
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Nun müssen wir in unserer alten Funktion AnzahlPaare aus dem vorherigen Abschnitt die 
Code-Zeile  
AnzahlPaare = AnzahlPaare(AnzahlMonate - 1) + AnzahlPaare(AnzahlMonate - 2) 
mit folgendem Code ersetzen: 
… 
'da unser Array nur 1000 Felder hat, funktioniert unsere schnelle Rekursion nur für  
'die ersten 1000 Monate: 
If (AnzahlMonate <= 1000) Then 
     
         'wenn ein Wert noch nicht im Zwischenspeicher ist, wird er berechnet und in 
'ZwischenspeicherArry gespeichert 
If (ZwischenspeicherArray(AnzahlMonate) = 0) Then 
            ZwischenspeicherArray(AnzahlMonate) = AnzahlPaare(AnzahlMonate - 1) +  
AnzahlPaare(AnzahlMonate - 2) 
End If 
         
        'dann wird der in ZwischenspeicherArray gespeicherte Wert zurückgegeben 






Der Rest des Beispiels (auch die Prozedur MachDieKaninchen) kann unverändert gelassen 
werden.  
                                                                                                                                                        
ReDim Preserve [Arrayname] ([Arraygröße]) 
kann man in VBA die Größe von Arrays nachträglich erweitern. Wir könnten unser Programm daher so erwei-
tern, dass es die Größe von ZwischenspeicherArray vergrößert, wenn alle 1000 Felder in ihm belegt wären. 
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Jetzt kann die Anzahl neu geborener Paare in kurzer Zeit für bis zu 1000 Monate berechnet 
werden. 
 
Lösung mit statischem Array: 
Ein Nachteil eines solchen globalen Arrays ist, dass alle möglichen Funktionen und Prozedu-
ren auf ihn zugreifen können. Bei großen Projekten mit vielen Funktionen kann dies zu Feh-
lern führen, wenn irgendeine Funktion irrtümlicherweise eine falsche globale Datenstruktur 
verändert. Solche Fehler lassen sich im Nachhinein nur sehr schwer aufspüren, da sie von 
VBA meist nicht erkannt werden. 
 
Um eine übermäßige Verwendung von Datenstrukturen auf globaler Ebene oder auf Modul-
ebene zu vermeiden, gibt es sogn. statische Datenstruckturen. 
Statische Datenstrukturen werden innerhalb einer Funktion/Prozedur deklariert und können 
nur von dieser verwendet werden.  
Wenn ein Aufruf dieser Funktion/Prozedur aber beendet wird, bleibt eine statische Variable 
jedoch bestehen. Sie wird nicht wie eine normale(mit Dim deklarierte) am Ende eines Funkti-
onsaufrufs gelöscht. 
Syntax: 
Function Beispielfunktion (…) As Double 




Anstatt ZwischenspeicherArray als globalen Array zu deklarieren, können wir ihn auch als 
statischen Array in der Funktion AnzahlPaare deklarieren: 
 
Function AnzahlPaare(ByVal AnzahlMonate As Integer) As Double 





Jetzt bleibt ZwischenspeicherArray zwischen mehreren Funktionsaufrufen bestehen. 




Ich würde vorschlagen die SuS zu Beginn dieser Einheit damit zu beauftragen, das alte Pro-
gramm aus „Das Kaninchenproblem 2“ dazu zu verwenden, um die Kaninchenanzahl nach 
30, 35 und 40 Monaten zu berechen. Dabei werden sie die Ineffizienz des alten Algorithmus 
bemerken.  
Anschließend würde ich mit den SuS darüber diskutieren, wie man den Algorithmus effizien-
ter machen könnte und wie viele Funktionsaufrufe in verschiedenen Rekursionsbäumen ent-
stehen. 
Dann würde ich ihnen die Aufgabe geben in 2er- oder 3er-Gruppen die Programmieranleitung 
durchzuarbeiten und dabei die Inhalte ausführlich innerhalb ihrer Gruppe zu diskutieren, so-
lange, bis sie sich sicher sind, die Inhalte verstanden zu haben. 
 
Vorschläge für Übungsaufgaben: 
 
8.1. Zeichne einmal für die alte und einmal für die verbesserte Version von AnzahlPaare 




8.2.  Implementiere für das „Mäuse-Problem“ aus dem letzten Abschnitt eine rekursive  
Funktion, die doppelte Berechnungen von Zwischenergebnissen vermeidet, indem es  




4. Das Kaninchen-Problem 4 
Lernziele 
- Training der grundlegenden Kompetenz komplexere rekursive Funktionen verstehen 
zu können 
- Verständnis dafür, dass kompliziertere Algorithmen zu wesentlich performanteren Lö-




Neben der Möglichkeit des Speicherns von Zwischenergebnissen gibt es noch eine weitere 
Möglichkeit die rekursive Funktion AnzahlPaare zu beschleunigen, die sogar noch deutlich 
schneller ist. 
 
Ihr Code lautet folgendermaßen: 
 
Function AnzahlPaare(ByVal AnzahlMonate As Integer, ByVal a As Double, ByVal b As 
Double) As Double 
 
    If AnzahlMonate = 1 Then 
           AnzahlPaare = a  'zu Anfang muss für a der Wert 1 übergeben werden, weil es im 
’1. Monat 1 reifes Paar gibt 
 
    ElseIf AnzahlMonate = 2 Then 
           AnzahlPaare = b  'zu Anfang muss für b der Wert 1 übergeben werden, weil es im 
    ’1. Monat 1 reifes Paar gibt 
 
 
    Else: 
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Dabei muss dieser Funktion bei ihrem Aufruf immer der Wert 1 für die Parameter a und b ü-
bergeben werden. 
 
Wäre z.B. AnzahlMonate = 3, dann würde der zugehörige Funktionsaufruf also 
AnzahlPaare (3, 1, 1)  
lauten. 
Ihr Rückgabewert (2) würde sich dann folgendermaßen berechnen: 
AnzahlPaare (3-1, b, a+b) = AnzahlPaare (2, 1, 1+1) = 2  
 
     
Diese Funktion arbeitet nach dem folgenden Prinzip: 
Die Anzahl der Kaninchen im Monat x definierten wir in den letzten Abschnitten als die  
Summe: 
AnzahlPaare(x) = AnzahlPaare(x-2) + AnzahlPaare (x-1) 
         
Die Anzahl der neugeborenen Paare ist also gleich der Summe der neugeborenen Paare der 
beiden vorherigen Monate. 
 
Der Anschaulichkeit halber schreiben wir für  
AnzahlPaare(x-2) kurz  a  
und 
für AnzahlPaare(x-1) kurz b. 
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Damit gilt beim 1. Funktionsaufruf:  
AnzahlPaare(x) = a + b 
         
(Hierbei ist zu ist zu bedenken, dass sowohl a, als auch b und somit auch a+b von x abhängige 
Größen sind.) 
 
Mit jedem weiteren Funktionsaufruf wird nun 
a der Wert b = AnzahlPaare(x-1) zugewiesen: 
a = b = AnzahlPaare(x-1) 
 
Und 
b  wird der Wert a+b = AnzahlPaare(x) zugewiesen: 
b = a+b = AnzahlPaare(x) 
   
  Somit gilt: 
 
Beim 1. Funktionsaufruf:  
 a = AnzahlPaare(x-2), b = AnzahlPaare(x-1), a+b = AnzahlPaare(x) 
 
Hierbei ist (x-2) der Parameter von a, (x-1) der Parameter von b und x der Parameter von a+b. 
 
Beim 2. Funktionsaufruf:   
a = AnzahlPaare(x-1), b = AnzahlPaare(x)  , a+b = AnzahlPaare(x+1) 
 




Beim 3. Funktionsaufruf:   
a = AnzahlPaare(x)  , b = AnzahlPaare(x+1), a+b = AnzahlPaare(x+2) 
 
Beim 4. Funktionsaufruf: 
a = AnzahlPaare(x+1), b = AnzahlPaare(x+2), a+b = AnzahlPaare(x+3) 
 
usw. 
         
Die Parameter von a und b (die für die beiden Monate vor dem aktuell betrachteten stehen) 
und der Parameter der Summe a+b (der für den aktuell betrachteten Monat steht)  
werden mit jedem Funktionsaufruf um 1 hoch gezählt. 
 
Anschließend wird die Summe a+b zurückgegeben. 
         
Daher wird mit jedem Funktionsaufruf die Anzahl der neuen Paare (=a+b) für je einen Monat 
später berechnet. 
         
Gleichzeitig wird der Wert von AnzahlMonate um 1 herunter gezählt. 
         
Dies geschieht so lange, bis AnzahlMonate auf den Wert 2 herunter gezählt wurde (wegen der 
2. If-Bedingung). 
 
Dann wird die aktuelle Anzahl der neuen Paare (a+b) zurückgegeben. 
Weil die Werte für die Anzahl der neuen Paare der beiden ersten Monate beim 1. Funktions-
aufruf durch die Parameter a=1 und b=1 vorgegeben waren, entspricht die Anzahl der Kanin-
chen(=a+b) beim letzten Funktionsaufruf der Anzahl der neuen Paare in dem Monat, der 
durch den Wert von AnzahlMonate beim 1. Funktionsaufruf festgelegt wurde. 
         
Beispiel 9.1: 
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Berechnung der Paaranzahl im 6. Monat: 
1. Funktionsaufruf: 
AnzahlMonate = 6 -1 = 5, a = 1, b = 1,  Rückgabewert = a+b = 2 
2. Funktionsaufruf:     
AnzahlMonate = 5-1 = 4, a = 1, b = 2,  Rückgabewert = a+b = 3 
 
3. Funktionsaufruf: 
AnzahlMonate = 3, a = 2, b = 3,  Rückgabewert = a+b = 5 
 
4. Funktionsaufruf: 
AnzahlMonate = 2, a = 3, b = 5, Rückgabewert = b = 8 
 
 
Der große Vorteil dieser recht komplizierten Vorgehensweise zur Realisierung der Funktion 
AnzahlPaare ist, dass die Anzahl der notwendigen Funktionsaufrufe proportional zur Anzahl 
der Monate. 
Der Rechenaufwand dieser 3. Version von AnzahlPaare wächst also nur linear mit Anzahl-
Monate und nicht exponentiell, wie bei unserer 1. Version! 
D.h. um z.B. AnzahlPaare(5) zu berechnen, brauchen wir nicht 9 Funktionsaufrufe, sondern 
nur 4! 
 
AnzahlKaninchen(5, 1, 1) = AnzahlKaninchen(4, 1, 1+1) = AnzahlKaninchen(3, 2, 1+2)  
= AnzahlKaninchen(2, 2, 2+3)  = 5 
 
Dadurch ergibt sich ein erheblicher Geschwindigkeitsgewinn gegenüber der 1. Version! 
 
Mi dieser Version von AnzahlPaare können wir z.B. problemlos und in Windeseile die Paar-
anzahl nach 1200 Monaten ausrechnen. 
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(An dieser sei jedoch darauf hingewiesen, dass VBA Rekursionen nur bis zu einer beschränk-
ten Tiefe erlaubt. In diesem Beispiel können wir maximal die Paaranzahl für den Monat 1476 
ausrechnen. Danach ist der von VBA für Rekursionen reservierte Speicher leider voll. 
Bei sehr rechenintensiven Anwendungen, die eine große Rekursionstiefe benötigen könnte 
das zu Problemen führen.) 
 
Unterrichtsvorschläge 
Ich würde den SuS die Aufgabe geben in 2er- oder 3er-Gruppen die Programmieranleitung 
durchzuarbeiten und dabei die Inhalte ausführlich innerhalb ihrer Gruppe zu diskutieren, so-
lange, bis sie sich sicher sind, die Inhalte verstanden zu haben. 
Dabei würde ich zwischen den Gruppen umher gehen und ihre Fragen beantworten. 
Abschließend würde ich ihnen per Frontalvortrag noch einmal die Performancevorteile des in 
diesem Abschnitt vorgestellten Algorithmus verdeutlichen. 
 
5. Der besoffene Papagei mit rekursiver Replace-Funktion 
Lernziele 
Programmieranleitung 
Jetzt, nachdem wir uns einige Zeit mit rekursiven Funktionen beschäftigt haben, können wir 
eigene rekursiv arbeitende Replace-Funktion definieren, wie wir sie beim „besoffenen Papa-
geien“ verwendet haben. 
 
Dabei ersetzen wir mit der Funktion BuchstabenErsetzen die Zeichen des Strings Eingabe-
String, die einem bestimmten Zeichen entsprechen. Dieses gesuchte Zeichen nennen wir 
Buchstabe. 
 
Das Ersetzen tun wir rekursiv: 
Wir schauen uns immer ein Zeichen an, vergleichen es mit dem gesuchten Zeichen Buchstabe 
und wenn sie einander entsprechen, so ersetzen wir das betrachtete Zeichen durch den String 
mit dem Namen ErsatzString. 
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Anschließend betrachten wir das nächste Zeichen von EingabeString, indem wir den Rest von 
EingabeString, den wir noch nicht betrachtet haben, von EingabeString abschneiden und mit 
diesem Rest als Parameter erneut BuchstabenErsetzen aufrufen. 
 
So wird mit jedem Funktionsaufruf innerhalb der Rekursion ein Zeichen von EingabeString 
ersetzt. 
Wenn EingabeString vollständig durchsucht ist, ist die Länge des noch nicht durchsuchten 
Restes gleich 0.  Dies ist die Abbruchbedingung für unsere Rekursion. 
 
Um diese Abbruchbedingung zu überprüfen, benötigen wir eine Funktion, die uns die Länge 
eines Strings mitteilt. 
Dies ist die Len-Funktion. 
Syntax: 
Len ( [String] )  
liefert einen ganzzahligen Wert vom Typ Integer zurück. 
 
Der Rumpf unserer Funktion zusammen mit der Abbruchbedingung für die Rekursion lautet 
daher: 
Function BuchstabenErsetzen(EingabeString As String, Buchstabe As String, ErsatzString 
As String) 
 
If Len(EingabeString) = 0 Then 
    BuchstabenErsetzen = "" 






Ist der Len(EingabeString)  0, so ist der EingabeString leer. Wir haben alle Zeichen abgear-
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beitet und es wird ein leerer String ("") an die nächst höhere Ebene der Rekursion zurückge-
geben. 
 
Nun brauchen wir noch die 3 VBA-Funktionen Left$, Mid$ und StrComp. 
 
Left$ gibt die ersten n Zeichen eines Strings zurück(von links aus gezählt), wobei n ein ganz-
zahliger Wert ist. 
Der Rückgabewert von Left$ ist also auch vom Typ String. 
 
Syntax: 
Left$( [String] , n ) 
 
Beispiel: 
Left$( „Hallo“, 3) 
liefert „Hal“ zurück. 
 
Mid$ liefert eine Teilzeichenkette eines Strings, die bei dem x-te Zeichen des Eingabestrings 
(von links aus) beginnt und n Zeichen lang ist. x und n sind dabei ganzzahlige Werte. 
Der Rückgabewert von Mid$ ist also auch vom Typ String. 
Syntax: 
Mid$( [String] , x , n) 
 
Beispiel: 
Mid$( „Hallo“, 2, 3) 
liefert „all“ zurück. 
 
StrComp vergleicht 2 Zeichenketten vom Typ String miteinander und gibt 0 zurück, wenn 
beide identisch sind. Ansonsten gibt sie einen anderen ganzzahligen Wert ungleich 0 zurück. 
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Syntax: 




Wir betrachten nun den Fall, dass das erste Zeichen von EingabeString nicht das gesuchte 
Zeichen Buchstabe ist. 
 
In diesem Fall nehmen wir das erste Zeichen von EingabeString und lassen es unverändert (es 
ist ja nicht das gesuchte). 
     
Dann nehmen wir den Rest von EingabeString (diesen erhalten wir über die Funktion 
mid$(String, Startposition, Länge) ) und übergeben ihn an die nächst tiefere rekursive Ebene 
unserer Funktion. 
     
Letztendlich hängen wir das erste Zeichen von EingabeString und den rekursiv bearbeiteten 





If (StrComp(Left$(EingabeString, 1), Buchstabe) <> 0) Then 
 
BuchstabenErsetzen = Left$(EingabeString, 1) & BuchstabenErset-
zen(Mid$(EingabeString, 2, (Len(EingabeString) - 1)), Buchstabe, ErsatzString) 
 






Jetzt betrachten wir den Fall, dass das erste Zeichen von EingabeString das gesuchte Zeichen 
Buchstabe ist. 
 
Diesmal ist geben wir als ersten Teil unseres Rückgabewertes ErsatzString zurück. 
 
Dann schneiden wir den Rest nach dem 1. Zeichen von EingabeString ab, indem wir wieder 
die Funktion mid$ verwenden und übergeben diesen Rest dann an die nächst tiefere rekursive 
Ebene unserer Funktion. 
     
Letztendlich hängen wir ErsatzString und den rekursiv bearbeiteten Rest von EingabeString 
mit & zusammen und übergeben dies wieder an die nächst höhere Ebene der Rekursion. 
 
… 
If (StrComp(Left$(EingabeString, 1), Buchstabe) = 0) Then 
BuchstabenErsetzen = ErsatzString & BuchstabenErsetzen(Mid$(EingabeString, 2, 




' schon ist unsere Funktion fertig  
End Function 
Fertig ist unsere selbstdefinierte Replace-Funktion BuchstabenErsetzen. 
 
MsgBox ( BuchstabenErsetzen( „Hallo Welt!“, „a“, „aaaaa“)  ) 
liefert uns z.B. ein Mitteilungsfenster mit dem Inhalt „Haaaaallo Welt!“. 
 
Diese Funktion können wir nun anstatt der von VBA vorgegebenen Funktion in unserem Pro-
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Ich würde den SuS die Aufgabe geben in 2er- oder 3er-Gruppen die Programmieranleitung 
durchzuarbeiten und dabei die Inhalte ausführlich innerhalb ihrer Gruppe zu diskutieren, so-
lange, bis sie sich sicher sind, die Inhalte verstanden zu haben. 
Dabei würde ich zwischen den Gruppen umher gehen und ihre Fragen beantworten. 
 
Vorschläge für Übungsaufgaben: 
10.1.  Erweitere die Funktion BuchstabenErsetzen, so dass man mit ihr nicht nur einzelne 
Zeichen, sondern auch Zeichenketten der mit der Länge von 2 und von 3 Zeichen er-
setzen kann. 
Z.B. soll der Aufruf  
BuchstabenErsetzen( „Hallo Hans!“, „al“, „ielie“)  
den Rückgabewert „Hielielo Hans!“ liefern. 
 
 
IV. Grundlagen der Objektorientierten Programmierung (OOP) 




Hier beginnen wir mit der objektorientierten Programmierung (OOP). 
Die OOP fasst Daten, Funktionen und Prozeduren, die zur selben Sinneinheit gehören zu 
sogn. Objekten / Instanzen zusammen. 
Der größte Vorteil der OOP ist, dass sie es erlaubt Dinge/Sachverhalte aus der realen Welt 




Für dieses Beispiel benötigen wir zunächst ein sogn. Klassenmodul in unserem VBA-Projekt. 










Eine sogn. Klasse ist ein "Überbegriff"/eine "Kategorie" für eine bestimmte Art von Objek-
ten. 
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Das kann man sich so vorstellen:  
Wenn eine Klasse die Kategorie "Auto" ist, so sind Dinge wie ein "Porsche", ein "Ferrari", ein 
"VW Golf", etc. Objekte dieser Klasse. 
Sie haben alle Eigenschaften, die ein "Auto" laut Klassendefinition haben muss.(z.B. können 
alle beschleunigen, sie haben alle 4 Räder und haben alle einen Motor mit einer gewissen 
Leistung)  
Man bezeichnet Objekte auch als Instanzen einer Klasse. 
Objekte in der Programmierwelt können aus Variablen, Konstanten, Funktionen und Prozedu-
ren bestehen. 
Man sagt auch Objekte, können Eigenschaften(Variablen und Konstanten) und Metho-
den(Funktionen und Prozeduren) haben. 
 
In unserem Beispiel hier definieren wir die Klasse "Auto" so, dass alle ihre Instanzen/Objekte 
die Eigenschaften PS, Spritverbrauch und Modell haben. 
 
 Natürlich haben reale Autos viel mehr Eigenschaften, die sie kennzeichnen (z.B. eine 
"Höchstgeschwindigkeit" oder eine "aktuelle Geschwindigkeit"), aber die Objekte unserer 
Klasse "Auto" sind auch nur ganz vereinfachte Abbilder realer Autos. 
 
Außerdem wäre unserer Definition nach auch ein Motorboot ein "Auto", da auch ein Motor-
boot die Eigenschaften PS, Spritverbrauch und Modell hat. 
 Daher könnten wir unsere Klasse auch "motorisiertes Fortbewegungsmittel" nennen. Weil 
das aber nicht so anschaulich ist, wie "Auto", gehen wir in diesem Beispiel der Einfachheit 
davon aus, dass es sich bei den Instanzen von „Auto“ nur um Autos handelt.  
 
Ein Objekt unserer Klasse "Auto" wäre also z.B. ein "Porsche" mit den Eigenschaften PS, 
Spritverbrauch und Modell. 
 
 Des Weiteren haben alle Objekte unserer Klasse die Methoden "Anzeigen" (eine Prozedur), 
"Beschleunigen" (auch eine Prozedur) und "PS_pro_Verbrauch" (eine Funktion). 
 103 
 Man sagt, dass die Methoden einer Klasse die Verhaltensmöglichkeiten ihrer Objekte be-
schreiben. 
Z.B. beschreibt die Methode "Beschleunigen", die Tatsache, dass Objekte der Klasse "Auto" 
beschleunigen können. 
 
Die Methode "Anzeigen" erlaubt es allen Objekten von "Auto" ihre Eigenschaften per 
MsgBox anzeigen zu können. 
 
Bei der Definition von Klassenvariablen (Eigenschaften) begegnet uns das Schlüsselwort 
Public wieder, dass wir im Kapitel III.3 bei der Definition globaler Variablen kennen gelernt 
haben.  
Klassenvariablen kann man in VBA mit den Schlüsselwörtern Public und Private deklarieren.  
Der Unterschied zwischen den beiden Varianten ist, dass mit Public deklarierte Variablen von 
jeder Funktion oder Prozedur des VBA-Projekts aus zugänglich sind(modulübergreifend). 
Mit Private deklarierte Klassenvariablen sind hingegen nur für Prozeduren und Funktionen 
desselben Objekts zugänglich. D.h. auf eine mit Private deklarierte Variable eines Objekts 
könnte ich zwar von einer Funktion oder Prozedur dieses Objekts aus zugreifen. 
Von der Funktion oder Prozedur aus, in der ich dieses besagte Objekt erzeugt habe, könnte 




Man nennt mit Public deklarierte Variable auch „öffentlich“ und mit Private deklarierte nennt 
man „privat“. 
 
An dieser Stelle muss man eindringlich darauf hinweisen, dass die Verwendung von öffentli-
chen Klassenvariablen ein schlechter Programmierstil ist, der in der Praxis nicht verwendet 
werden sollte.  
Er ist sehr fehleranfällig, da jede Funktion des VBA-Projekts die öffentlichen Eigenschaften 
beliebig verändern kann, ohne dass diese Änderungen überwacht werden können. 





Folgende Variablen deklarieren wir nun in unserem Klassenmodul Auto: 
  
Public PS As Integer 
Public Spritverbrauch As Double 
Public Modell As String 
 
 
Anschließend definieren wir folgende Prozeduren und Funktionen in unserem Klassenmodul: 
[Die Konstante vbCrLf entspricht dabei einem Zeilenumbruch(Enter).] 
 
Public Sub Beschleunigen()  
' da Beschleunigen() öffentlich ist, kann auf sie auch von außerhalb des Objekts zugegriffen 
werden 
 




Private Function PS_pro_Verbrauch() As Double 
' da diese Funktion ()  privat istund nicht öffentlich, kann sie nur von Prozeduren oder Funkti-
onen desselben Objekts aufgerufen werden 
 




Public Sub Anzeigen() 
'hier fragen wir den Benutzer mittels der Funktion MsgBox, ob er ein bestimmtes Objekt der  




If  ( MsgBox("Modell: " & Modell & vbCrLf & "PS: " & PS & vbCrLf & "Spritverbrauch: " & 
Spritverbrauch & vbCrLf & "PS pro Verbrauch: " & PS_pro_Verbrauch & vbCrLf & "Wollen 





Wie können wir jetzt Objekte dieser Klasse erzeugen und verwenden? 
 
Die Erzeugung (Instanzierung) eines neuen Objektes einer Klasse geschieht mit der new-
Anweisung. 
Syntax: 




Da dieses neue Objekt bei seiner Erschaffung jedoch noch keinen Namen hat, können wir es 
noch nicht sinnvoll verwenden. 
Daher weisen wir ihm mit der Set-Anweisung einen Bezeichner (Namen) zu, mit dem wir es 
ansprechen und im Speicher wieder finden können. 
Syntax: 
Set [Bezeichner] = new [Name der Klasse] 
Beispiel: 
Set auto1 = new auto 
 
Die Verwendung von Objekten betrachten wir nun anhand eines Beispiels. 





Anschließend definieren wir in dem Modul die folgende Prozedur OOP( ): 
 
Public Sub OOP() 
 
'Ein neues Objekt der Klasse Auto wird instanziert. Wir nennen es Auto1. 
Set Auto1 = New Auto 
 
' Den Eigenschaften von Auto1 werden Werte zugewiesen: 
' Syntax: [Objektname].[Eigenschaftsname] 
  Auto1.PS = 200 
  Auto1.Modell = "Porsche" 
  Auto1.Spritverbrauch = 12.8 
     
'Die Methode Anzeigen von Auto1 wird aufgerufen 
Auto1.Anzeigen 
 
'Ein neues Objekt der Klasse Auto wird instanziert. Wir nennen es Auto2. 
Set Auto2 = New Auto 
 
 
'Mit Hilfe der With-Anweisung sparen wir uns Tipparbeit: 
'Beim Aufrufen von Eigenschaften oder Methoden eines Objekts(hier Auto2) müssen wir 
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'nicht immer den vollen Objektnamen hinschreiben. 
With Auto2 
      .PS = 85 
     .Modell = "VW Golf" 
     .Spritverbrauch = 8.2 
    .Anzeigen 
     
'Der Gültigkeitsbereich der With-Anweisung wird mit "End With" geschlossen: 
End With 
 
Set Auto3 = New Auto 
  
With Auto3 
      .PS = 45 
      .Modell = "Trabbi" 
      .Spritverbrauch = 6.8 





Wenn wir diese Prozedur nun im Code-Fenster des Moduls geöffnet haben, können wir sie 






Wir hätten diese Prozedur auch in einem Formular definieren können und wir hätten ihren 
Code genauso gut innerhalb einer anderen Prozedur oder Funktion verwenden können. 
Hier haben wir OOP() nur deshalb ohne Formular definiert, um zu zeigen, dass man in VBA 
auch Programme schreiben kann, die keine Formulare verwenden. 
 
Des Weiteren sind solche Funktionen und Prozeduren, die mit dem Schlüsselwort Public in 
einem Modul definiert sind, auch global zugänglich. Man kann sie von Formularen und ande-







Diese Einheit würde ich damit beginnen, den SuS per Frontalvortrag die Konzepte „Klasse“, 
„Objekt“, „Eigenschaften“ und „Methoden“ vorzutragen. 
Anschließend würde ich mit ihnen gemeinsam Beispiele für Dinge/Sachverhalte der realen 
Welt suchen, bei denen es sinnvoll sein könnte für sie in bestimmten Programmen Klassen zu 
definieren. (z.B. die Klasse „Buch“ in einer Büchereiverwaltungssoftware, die Klasse „Geg-
ner“ in einem Computerspiel oder eine Klasse „Konto“ in einer Kontoverwaltungssoftware). 
 
Dann würde ich ihnen die Aufgabe geben in 2er- oder 3er-Gruppen die Programmieranleitung 
durchzuarbeiten und dabei die Inhalte ausführlich innerhalb ihrer Gruppe zu diskutieren, so-
lange, bis sie sich sicher sind, die Inhalte verstanden zu haben. 
Währenddessen würde ich zwischen den Gruppen umher gehen und ihre Fragen beantworten. 
 
Vorschläge für Übungsaufgaben: 
 
11.1. Überlege dir 5 Beispiele für Programme, in denen es sinnvoll wäre eigene Klassen zu  
 definieren. Überlege dir dabei für 5 Klassen sinnvolle Eigenschaften und Methoden.  
11.2.1 Ein Immobilienmaklerbüro hat eine neue Immobilienverwaltungssoftware bestellt. 
Implementiere dafür die Klasse „Haus“ und teste anschließend jede ihrer Eigenschaf-
ten und jede ihrer Methoden anhand von mindestens 3 Objekten. 
Klasse „Haus“: 
Eigenschaften:  
Baujahr, Zustand, Zimmer, Größe des Wohnraums in m², Anzahl der Stockwerke, 
Größe des Kellers, Größe des Dachbodens, Marktwert laut Gutachten, derzeitiger 
Verkaufspreis, Straße und Hausnr., PLZ, Ort 
Methoden: 
Preis pro m² berechnen,  
Verkaufpreis / (Wert laut Gutachten) berechen,   
Gebäudebeschreibung mit allen Eigenschaften als String ausgeben (für einen Inserat-
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text), 










In unserem letzten Beispiel waren alle Eigenschaften unserer Klasse "Auto" öffent-
lich(Public). 
Man konnte auf die Eigenschaften eines Objekts(z.B. "Auto1") von allen Prozeduren und 
Funktionen des VBA-Projekts aus zugreifen, auch wenn diese nicht zu dem Objekt gehörten. 
Das wollen wir nun ändern: 
Wir speichern die Eigenschaftswerte PS, Modell und Spritverbrauch jetzt in privaten Variab-
len, die nur von Methoden des zugehörigen Objekts selbst benutzt werden können. 
Dies hat den Vorteil, dass wir kontrollieren können, wer was an den Eigenschaften ändert. 
Z.B. wäre es unsinnig negative Werte für die PS-Zahl oder den Spritverbrauch einzugeben. 
 
Gerade bei großen Programmierprojekten, an denen viele Programmierer mitarbeiten ist diese 
Art der Zugriffskontrolle sehr hilfreich, weil nicht jeder Programmierer immer überblicken 
kann, welche Änderungen an welchen Eigenschaften vorgenommen werden dürfen. Daher 
kann es in der Praxis schnell zu Fehlern kommen, weil jemand einer Variable einen Wert zu-
weist, der zwar zulässig, aber nicht sinnvoll ist (z.B. negative PS-Werte, 187 m Köpergröße, 
weil jemand cm mit m verwechselt hat, etc.). 
Dadurch, dass jedes Objekt genau überprüft, ob sinnvolle Änderungen und Abfragen an sei-
nen Eigenschaften durchgeführt werden, können wir mögliche Fehlerquellen beim Program-
mierer größerer Projekte deutlich minimieren. 
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Dies kann man dadurch erreichen, dass man für das Lesen und das Verändern von Eigen-
schaften öffentliche Methoden definiert, die die Zugriffe auf die Eigenschaften kontrollieren. 
Die Eigenschaften des Objekts bleiben dabei immer privat. 
 
Um externen Prozeduren und Funktionen weiterhin zu ermöglichen, die Eigenschaften PS, 
Modell und Spritverbrauch in sinnvollem Maße lesen und ändern zu können, führen wir öf-
fentliche Hilfsmethoden ein. (Zum Ändern von Eigenschaften Hilfsprozeduren und zum Ab-
fragen von Daten Hilfsfunktionen.) 
Sie heißen  
Public Property Let [Prozedurname]   
und  
Public Property Get [Funktionsname] 
und sie erlauben uns die Zugriffe auf private Eigenschaften zu kontrollieren, bevor diese 
Zugriffe erlaubt werden. 
 
Dieses Prinzip, bestimmte Eigenschaften und Mehtoden eines Objekts nach außen hin un-




Ein klassisches Beispiel hierfür ist ein Bankkontoobjekt. Auf ein Bankkonto kann jeder Geld 
überweisen, aber nur sein Besitzer darf Geld abheben und den Kontostand erfragen. 
Mithilfe einer Methode Einzahlen(Betrag as Double) und einer Methode Abheben(Betrag 
as double, Geheimzahl as Integer) lässt sich dies jedoch realisieren. (siehe Aufgabe 12.2) 
Bei Verwendung einfacher öffentlicher Eigenschaften kann eine solche Überprüfung von 
Veränderungen nicht erfolgen. 
 
 




' Deklaration der privaten Klassenvariablen. 
' Auf sie kann nur das Objekt, zu dem sie gehören, zu greifen. Nach außen hin sind sie un-
sichtbar. 
Private PS_privat As Integer 
Private Spritverbrauch_privat As Double 
Private Modell_privat As String 
 
 
'  Öffentliche Prozeduren, die den Lese- und den Schreibzugriff auf die privaten Klassenvari-
ablen nach außen hin realisieren. 
 
'  PS_privat: Schreibzugriff 
Public Property Let PS(ByVal Zahl As Integer) 
 
'Prüfung, ob positive Werte eingegeben werden 
 If (Zahl >= 0) Then 
      PS_privat = Zahl 
   Else: MsgBox ("Negative PS-Werte sind unsinnig!") 
 End If 
End Property 
  
'  PS_privat: Lesezugriff 
Public Property Get PS() As Integer 
  PS = PS_privat 
End Property 
 
' Spritverbrauch_privat: Schreibzugriff 
Public Property Let Spritverbrauch(ByVal Kommazahl As Double) 
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'Prüfung, ob positive Werte eingegeben werden 
     If (Kommazahl >= 0) Then 
          Spritverbrauch_privat = Kommazahl 
     Else: MsgBox ("Negative Werte für den Spritverbrauch sind unsinnig!") 
     End If 
End Property 
  
' Spritverbrauch_privat: Lesezugriff 
Public Property Get Spritverbrauch() As Double 
   Spritverbrauch = Spritverbrauch_privat 
End Property 
 
' Modell_privat: Schreibzugriff 
Public Property Let Modell(ByVal Zeichenfolge As String) 
   Modell_privat = Zeichenfolge 
End Property 
  
' Modell_privat: Lesezugriff 
Public Property Get Modell() As String 
   Modell = Modell_privat 
End Property 
 




Diese Einheit würde ich damit beginnen, den SuS per Frontalvortrag das Konzept der Daten-
kapselung vorzutragen. 
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Anschließend würde ich mit ihnen gemeinsam Beispiele für Klassen suchen, bei deren Eigen-
schaften es sinnvoll wäre, sie zu kapseln. 
 
Dann würde ich ihnen die Aufgabe geben in 2er- oder 3er-Gruppen die Programmieranleitung 
durchzuarbeiten und dabei die Inhalte ausführlich innerhalb ihrer Gruppe zu diskutieren, so-
lange, bis sie sich sicher sind, die Inhalte verstanden zu haben. 
Währenddessen würde ich zwischen den Gruppen umher gehen und ihre Fragen beantworten. 
 
Vorschläge für Übungsaufgaben: 
 
12.1.Überlege dir 5 Beispiele für Klasseneigenschaften, in denen es sinnvoll wäre den Zugriff 
auf sie durch Datenkapselung zu kontrollieren. 
12.2. Implementiere eine Klasse „Konto“ mit Datenkapselung. Sie soll die Methoden        
Kontostand_anzeigen(Geheimzahl as Integer), Einzahlen(Betrag as Double) und 
Abheben(Betrag as double, Geheimzahl as Integer) haben und,wie oben erwähnt, 
nur dem Besitzer erlauben Geld abzuheben und den Kontostand zu erfragen.  
12.3.    Implementiere eine Datenkapselung für die Klasse „Haus“ aus dem Immobilienmak-   




Baujahr, Zustand, Zimmer, Größe des Wohnraums in m², Anzahl der Stockwerke, 
Größe des Kellers, Größe des Dachbodens, Marktwert laut Gutachten, derzeitiger 
Verkaufspreis, Straße und Hausnr., PLZ, Ort 
Methoden: 
Preis pro m² berechnen,  
Verkaufpreis / (Wert laut Gutachten) berechen,   
Gebäudebeschreibung mit allen Eigenschaften als String ausgeben (für einen Inserat-
text), 




3. Lineare Listen („Collections“) 
Lernziele 
- Verwendung von Linearen Listen (in VBA „Collections“) 
 
Programmieranleitung 
In diesem Abschnitt führen wir die Datenstruktur Collection ein. 
Eine Collection ist eine Liste von Elementen. Diese Elemente können z.B. Integer- oder 
Double-Zahlen sein, oder Strings oder, wie hier in unserem Fall Objekte einer selbst definier-
ten Klasse. 
 
Dabei hat jedes einer Collection Element einen Index, über den es gelesen und geändert wer-
den kann.  
Z.B. greift  
meineCollection.Item(5)  
auf das 5. Element in der Collection mit dem Namen meineCollection zu. 
Die Elemente erhalten ihre Indizes dabei gemäß der Reihenfolge, in der zu der Collection 
hinzugefügt wurden.  
Wenn z.B. meineCollection 5 Elemente hat und ich ihr ein weiteres hinzufüge, so bekommt 
das neue Element automatisch den Index 6.  
Dies ist anders als bei Arrays, bei denen wir immer genau angeben müssen, an welcher Posi-
tion (in welchem „Fach“) ein neues Element eingefügt werden soll. 
 
Ein Collection-Objekt hat folgende Methoden: 
Man kann mit  
meineCollection.add [ElementDasHinzugefügtWerdenSoll]  
Elemente zu ihm hinzufügen. Sie werden dann hinten an die Liste angehängt. Das erste Ele-
ment der Collection hat dabei den Index 1. 
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Man kann mit  
meineCollection.item ( [Elementindex] )  
ein bestimmtes Element abrufen. 
 
Man kann mit  
meineCollection.remove ( [Elementindex] )  
ein bestimmtes Element löschen. 
 
Man kann mit 
meineCollecction.count  
die Anzahl der Elemente abrufen, die die Collection bereits hat. 
 
 
Der größte Vorteil einer Collection gegenüber einem Array ist, dass sie keine begrenzte Grö-
ße hat. 
Während man bei einem Array bei der Deklaration die Anzahl der Felder angeben muss, kann 
man an eine Collection immer einfach ein weiteres Element anhängen. 
Eine Collection kann also nie voll werden (wenn man mal davon absieht, dass irgendwann der 
Arbeitsspeicher der PC´s voll ist). 
 
Der Nachteil einer Collection gegenüber einem Array ist jedoch, dass der Zugriff auf Collec-
tions langsamer ist als der auf Arrays. 
 
Bei Anwendungen mit kleinen Datenmengen spielt das meist keine Rolle, bei rechnenintensi-
ven Programmen, die in kurzer Zeit oft Daten abrufen und speichern (z.B. aufwändige Com-
puterspiele, wissenschaftliche Simulationen, Datenbanken mit vielen Zugriffen, etc.) ist der 
Einsatz von Arrays jedoch oft deutlich effizienter. 
 
 118 
Jetzt wollen wir eine Collection mit dem Namen Coll1 erzeugen und ihr mehrere Objekte 
vom Typ Auto hinzufügen.  
Dafür können wir unser Klassenmodul Auto unverändert lassen.  
Wir müssen lediglich den Code des (normalen) Moduls folgendermaßen ändern: 
 
'Deklaration der Collection Coll1 
'In ihr wollen wir im folgenden die Objekte unserer Klasse "Auto" speichern 




Set Auto1 = New Auto 
With Auto1 
    .PS = 200 
    .Modell = "Porsche" 
    .Spritverbrauch = 12.8 
End With 
 
Set Auto2 = New Auto 
With Auto2 
    .PS = 85 
    .Modell = "VW Golf" 
    .Spritverbrauch = 8.2 
End With 
 
Set Auto3 = New Auto 
With Auto3 
    .PS = 45 
    .Modell = "Trabbi" 
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    .Spritverbrauch = 6.8 
End With 
 





'Anzeigen der in Coll1 gepeicherten Objekte mithilfe ihrer Anzeigen()-Methoden 







Ich würde den SuS die Aufgabe geben in 2er- oder 3er-Gruppen die Programmieranleitung 
durchzuarbeiten und dabei die Inhalte ausführlich innerhalb ihrer Gruppe zu diskutieren, so-
lange, bis sie sich sicher sind, die Inhalte verstanden zu haben. 
Dabei würde ich zwischen den Gruppen umher gehen und ihre Fragen beantworten. 
 
Vorschläge für Übungsaufgaben: 
 
13.1.  Schreibe ein Programm, wie es auch in einer Videothek Verwendung finden könnte: 
Man soll in mehreren Textfeldern die Eigenschaften Titel, Erscheinungsdatum, FSK-
Freigabe, Inhaltsangabe, Gerne, Spieldauer, Preis, Verleihstatus für Objekte der Klasse 
„DVD“ eingeben können.   
Wenn man dann auf einen Button klickt, soll ein DVD-Objekt erzeugt werden und die 
Eigenschaftswerte erhalten, die in den Textfeldern eingegeben wurden. 
Diese DVD-Objekte sollen dann in einer Collection mit dem Namen DVDBestand ge-
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speichert werden. 
Außerdem sollen die Titel aller in der Collection gespeicherten DVD-Objekte in einer 
ListBox angezeigt werden, deren Inhalt nach jedem Hinzufügen eines DVD-Objekts 
aktualisiert wird. 
Für das Aktualisieren der ListBox ist es sinnvoll eine eigene Prozedur zu schreiben. 
 
 Teste das Programm, indem Du mindestens 5 DVDs anlegst. 
 
4. Der Geschicht-O-Mat 
Lernziele 
- Vertiefung der Lehrinhalte dieses Kapitels 
 
Programmieranleitung 
In diesem Abschnitt wollen wir ein Programm schreiben, das aus verschiedenen Sätzen zufäl-
lig lustige Geschichten generiert. 
 
Als Kern dieses Programms soll uns ein Objekt einer Klasse mit dem Namen „Geschichto-
mat“ dienen. 
Daher fügen wir unserem Projekt als erstes ein Klassenmodul hinzu, das wir „Geschichtomat“ 
nennen. 
 
Jede Geschichte eines „Geschichtomaten“ soll aus 4 Strings bestehen, die immer gleich sind 
(konstante Elemente) und aus 6 Strings, die jeweils bei einer neuen Geschichte zufällig aus je 
einer Liste ausgewählt werden (variable Elemente).  
Für jedes konstante Element brauchen wir also eine String-Variable und für jedes variable E-
lement brauchen wir eine Collection, die wir später mit mehreren String-Variablen füllen 
werden: 
Private konstantesElement1 As String 
Private konstantesElement2 As String 
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Private konstantesElement3 As String 
Private konstantesElement4 As String 
 
Public variablesElement1 As New Collection 
Public variablesElement2 As New Collection 
Public variablesElement3 As New Collection 
Public variablesElement4 As New Collection 
Public variablesElement5 As New Collection 
Public variablesElement6 As New Collection 
 
In diesem Beispiel könnten die variablen Elemente auch als private Collections deklarieren. 
Im nächsten Beispiel wollen wir dieses Programm jedoch um einen Editor zum Erstellen neu-
er variabler Elemente erweitern.  
Dafür werden wir dann öffentliche Collections brauchen und daher deklarieren wir sie hier 
bereits mit Public. 
 
 
Als nächstes definieren wir die Methoden unserer Klasse. 
 
Die Prozedur KonstanteElementeFestlegen() weist den Variablen für die konstanten Elemen-
te sinnvolle Werte für die Satzteile zu, die in jeder Geschichte gleich sein sollen: 
 
Public Sub KonstanteElementeFestlegen() 
konstantesElement1 = "Die Helden werden " 
konstantesElement2 = vbCrLf & vbCrLf & "Sollten die Helden dazu keine Lust haben," & 
vbCrLf 
konstantesElement3 = vbCrLf & vbCrLf & "Sie treffen unterwegs " & vbCrLf 




Anschließend müssen wir auch den Collections für die variablen Elemente sinnvolle Werte 
zuweisen. Dies machen wir mit der Prozedur ListenFuellen(). 
Gleichzeitig rufen wir mit dieser Prozedur auch KonstanteElementeFestlegen auf, damit wir 
später nur eine Methode aufrufen müssen, um sowohl den variablen, als auch den konstanten 
Elementen sinnvolle Werte zuzuweisen. 
… 




variablesElement1.Add ("von einem irren Soldaten dazu verflucht") 
variablesElement1.Add ("von einer guten Fee gezwungen") 
variablesElement1.Add ("von einem König dazu verdonnert") 
variablesElement1.Add ("von einem betrunkenen Weihnachtsmann dazu verdonnert") 
variablesElement1.Add ("von einer gutaussehenden Frau gezwungen") 
variablesElement1.Add ("von einer irren Stimme freundlich erpreßt") 
 
 
variablesElement2.Add ("sich neue Kleidung zu kaufen") 
variablesElement2.Add ("den König der Echsen zu töten") 
variablesElement2.Add ("die Welt zu umrunden") 
variablesElement2.Add ("eine Pilgerfahrt in die Wüste Khom zu unternehmen") 
variablesElement2.Add ("ein Kind zu finden") 
variablesElement2.Add ("1000 und 1 Kaninchen zu züchten") 
 
variablesElement3.Add ("und danach auszuwandern.") 
variablesElement3.Add ("und dabei immer dämlich zu grinsen.") 
variablesElement3.Add ("und die Spesen selbst zu bezahlen.") 
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variablesElement3.Add ("und danach Mönche zu werden.") 
variablesElement3.Add ("und niemandem etwas davon zu erzählen.") 
variablesElement3.Add ("und dabei ja niemals Blockflöte zu spielen.") 
 
variablesElement4.Add ("werden sie an den Pranger gestellt.") 
variablesElement4.Add ("kriegen sie eine fürstliche Belohnung, weil sie nicht so doof wa-
ren.") 
variablesElement4.Add ("werden sie geteert und gefedert.") 
variablesElement4.Add ("erhalten sie halt nicht die 100.000 Goldtaler Belohnung.") 
variablesElement4.Add ("übernehmen andere Helden diese Aufgabe.") 
variablesElement4.Add ("ist das auch egal.") 
 
variablesElement5.Add ("alte Freunde") 
variablesElement5.Add ("100 Dämonen, die aber nur auf Durchreise sind") 
variablesElement5.Add ("einen Zwerg, der sie in die Mangel nimmt, einfach nur so") 
variablesElement5.Add ("verrückte Fans des kleinen Buschmännchens, die sie umrennen") 
variablesElement5.Add ("auf ein wildes Saufgelage") 
variablesElement5.Add ("auf einen verzauberten Wald") 
 
variablesElement6.Add ("einen Käse, der die Form einer nackten Frau mit Gummistiefeln 
besitzt.") 
variablesElement6.Add ("einen bescheuerten Hut.") 
variablesElement6.Add ("einen neuen Auftrag, der noch blöder als der vorherige ist.") 
variablesElement6.Add ("ein kühles Lächeln.") 
variablesElement6.Add ("ein paar nette Worte des Auftragsgebers.") 






Die Funktion ZufaelligesElement( [Collection]) soll zufällig ein Element aus einer Collection 
auswählen und dieses zurückgeben. 
Dies tut sie mithilfe der Rnd-Funktion. Die Rnd-Funktion gibt eine zufällige Gleitkomma-
zahl zwischen 0 und 1 zurück.  
Anschließend multiplizieren wir die Zufallszahl zwischen 0 und 1 mit der Anzahl der Ele-
mente in der Collection(liste.Count). Dadurch erhalten wir mit je gleicher Wahrscheinlichkeit 
eine Zahl >=0 und < liste.Count. 
Da wir ganze Zahlen haben wollen, wandeln wir Rnd * liste.Count anschließend mit Int() in 
eine Ganzzahl um. Dabei werden Nachkommastellen einfach abgeschnitten. (Aus 1.7 wir 1) 
Wenn also 4 Elemente in liste sind, bekommen wir entweder 0, 1, 2, oder 3. 
Wir wollen aber eine Ganzzahl >=1 und <= liste.Count haben, da das 1. Element in liste den 
Index 1 (und nicht 0) hat. Daher addieren wir zu Int(Rnd * liste.Count) noch 1. 
Dieser Ausdruck legt dann den Index des Elements von liste fest, das wir als Rückgabewert 
der Funktion zurückgeben: 
 
Private Function ZufaelligesElement(liste As Collection) As String 
Randomize  'diese Anweisung initialisiert den Zufallszahlengenerator. Wird  
'dies nicht gemacht, so liefert die Funktion Rnd vorhersehbare Werte 
 





Aus solchen zufällig ermittelten variablen Elementen, den konstanten Elementen und einigen 
Absätzen(vbCrLf) setzen wir nun in der Funktion GeschichteErzeugen unsere Geschichte 
zusammen: 
… 
Public Function GeschichteErzeugen() As String 
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GeschichteErzeugen = konstantesElement1 + ZufaelligesElement(variablesElement1) + 
vbCrLf + ZufaelligesElement(variablesElement2) + vbCrLf + ZufaelligesEle-
ment(variablesElement3) + konstantesElement2 + ZufaelligesElement(variablesElement4) + 





Jetzt fügen wir unserem Projekt ein Modul und ein Formular hinzu. 
Das Modul nennen wir „GeschichtoMod“und das Formular nennen wir „GeschichtoForm“. 
Das Erzeugen eines Objektes der Klasse Geschichtomat und das Füllen seiner Listen nehmen 
wir in dem Modul (und nicht im Formular) vor, da wir unser Programm später so erweitern 
möchten, dass man von einem anderen Formular aus die variablen Elemente eines Geschich-
tomaten ändern kann. 
Daher müssen wir das Objekt auch mit Public erzeugen. 
 
Code des Moduls: 













Bei dem Textfeld setzen wir die Eigenschaft ‚Locked’ auf True. Dadurch kann der Benutzer 
nichts darein eingeben. Dies soll so sein, weil das Textfeld lediglich der Anzeige unserer Ge-
schichte dienen soll. 
 
Der Code unseres Formulars lautet: 
Option Explicit 
 
Private Sub CommandButton1_Click() 
TextBox1.Text = FantasyQuatschgeschichte.GeschichteErzeugen 
End Sub 
 
Jetzt müssen wir das Programm starten, indem wir das Modul „GeschichtoMod“ ausführen.  
(Nur das Formular auszuführen würde nicht reichen, da dann das Objekt FantasyQuatschge-
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schichte nicht erstellt werden würde.) 
 
Unterrichtsvorschläge 
Ich würde den SuS die Aufgabe geben in 2er- oder 3er-Gruppen die Programmieranleitung 
durchzuarbeiten und dabei die Inhalte ausführlich innerhalb ihrer Gruppe zu diskutieren, so-
lange, bis sie sich sicher sind, die Inhalte verstanden zu haben. 
Dabei würde ich zwischen den Gruppen umher gehen und ihre Fragen beantworten. 
 
Vorschläge für Übungsaufgaben: 
14.1. Füge dem Formular des Programms eine Befehlsschaltfläche hinzu, die die Collecti-
ons der variablen Elemente des Objekts FantasyQuatschgeschichte leert und ihnen an-
schließend neue Elemente (also Satzteile) zuweist. 
14.2. Erstelle ein weiteres Objekt der Klasse Geschichtomat mit dem Namen Fantasy-
Quatschgeschichte2, dass völlig andere Werte in den Collections für die variablen E-
lemente hat. Es soll also Geschichten mit anderen Zufallselementen liefern als Fanta-
syQuatschgeschichte. 
Füge dem Formular anschließend einen Button hinzu der eine Geschichte mit diesem 
neuen Objekt erzeugt und diese in dem Textfeld anzeigt.  
 
V. Komplexere Programme 
1. Der Geschicht-O-Mat 2 
Lernziele 
- Verwendung mehrerer Formulare in einem VBA-Projekt 
- Lesen und Schreiben von Daten in Dateien im Dateisystem 
 
Programmieranleitung 
In diesem Abschnitt wollen wir das Programm „Geschicht-O-Mat“ um einen Editor erweitern, 
der es dem Benutzer erlaubt dem selbst variable Geschichten-Elemente hinzuzufügen und 





Wir fügen dem „Geschicht-O-Mat“-Projekt ein 2. Formular hinzu, das wir „EditorForm“ nen-
nen. 
 
Anschließend gestalten wir es folgendermaßen:
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 Abbildung 58 
Die Textfelder, die die Eigenschaft Locked = True haben, dienen der Anzeige der konstanten 
Elemente. (Diese können wir den Textfeldern über den Eigenschafts-Editor mit der Text-
Eigenschaft zuweisen). 
In die Textfelder, bei denen Locked = False ist, kann der Benutzer neue variable Elemente 
eingeben. Durch Klick auf den nebenstehenden CommandButton mit der Beschriftung „Ele-
ment hinzufügen“ wird dieser Text dann der entsprechenden Collection hingefügt. 
In den Listenfeldern werden die Nummern der variablen Elemente, die bereits in der Collecti-
on sind, angezeigt. Der Benutzer durch einen Klick auf eine der Nummern das jeweilige Ele-
ment anzeigen lassen.  
Dies kann er dann entweder ändern und der Collection als neues Element hinzufügen oder er 
kann es löschen und es aus der Collection entfernen. 
 
Die Buttons „Datenbank speichern“ und „Datenbank laden“ dienen dem speichern und laden 
der Collections im Dateisystem (also z.B. auf der Festplatte). 
Damit wir komfortabel vom Benutzer den Pfad erfragen können, an dem eine solche Datei 
gespeichert oder geladen werden soll, verwenden wir ein sogn. CommonDialog-
Steuerelement.  
 
Der Code für die „HinzufugeButtons“, die dem Hinzufügen neuer Elemente zu einer Collecti-
on dienen, ist bei allen dieser CommandButtons fast gleich. Lediglich die Namen der Com-
mandButtons, sowie der im Code verwendeten Collections, Listenfelder und Textfelder än-
dern sich. 
 
Hier ist der Code für den obersten HinzufugeButton : 
 
Private Sub HinzufuegeButton1_Click() 
 
'Der Inhalt von VarText1 wird der entsprechenden Collection hinzugefügt 
FantasyQuatschgeschichte.variablesElement1.Add (VarText1.Text) 
 
'Diese Prozedur aktualisiert die Inhalte der ListBoxen 
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'Die ist sinnvoll, da wir einer Collection gerade ein neues Element zugewiesen haben, 
'das bisher noch nicht angezeigt wird. 
ListboxenAktualisieren 
 
'Selektieren des neu hinzugefügten Elements in der zugehörigen ListBox: 
'Die Selected-Eigenschaft beschreibt, welches Listenelement aktuell ausgewählt ist.  
'Dabei wird bei 0 zu zählen begonnen. 
'Daher müssen wir von FantasyQuatschgeschichte.variablesElement1.Count noch 1  
'abziehen,um das neu hinzugefügte Element in der ListBox zu selektieren 




Auch der Code für die CommandButtons, die dem Entfernen von Elementen aus einer Collec-
tion dienen(„LoeschButtons“), ist bei allen fast gleich. Auch hier ändern sich lediglich die 
Namen der CommandButtons, sowie die Namen der verwendeten Collections, Listenfelder 
und Textfelder. 
 
Hier ist der Code für den obersten „LoeschButton“: 
 
Private Sub LoeschButton1_Click() 
'VarElementListe1.Text liefert das selektierte Listenelement als String (z.B. "1", wenn 
das erste 'Element ausgewählt wurde) 
 
'Val(VarElementListe1.Text) wandelt diesen String in einen Zahlenwert um (z.B. 
macht es aus  ' "1" den Integer-Wert 1) 
 
'Anschließend wird in der Collection "variablesElement1" des Objekts   





'Die If-Abfrage dient dem Abfangen von eventl. Fehlern, die Auftreten können, wenn 
'eine Collection leer ist und diese Prozedur trotzdem aufgerufen wird 
If (Val(VarElementListe1.Text) <> 0) Then FantasyQuatsch-
geschichte.variablesElement1.Remove (Val(VarElementListe1.Text)) 
 






Die Definition der Prozedur ListboxenAktualisieren gestaltet sich folgendermaßen: 
Private Sub ListboxenAktualisieren() 
' diese Prozedur füllt die ListBoxen mit den Elementen, die bereits in der jeweils zu 
' gehörigen Collection(z.B. variablesElement1 für VarElementListe1) gespeichert sind 
 








'Das Auffüllen der geschieht mit For-Schleifen, die jeweils so viele fortlaufende  
'Nummern zu einer ListBox hinzufügen, wie es Elemente in der Collection gibt, deren  
'Elemente die ListBox  anzeigt. 
For x = 1 To FantasyQuatschgeschichte.variablesElement1.Count 
 133 
'die Methode AddItem fügt einer ListBox ein Element hinzu 
VarElementListe1.AddItem (x)   
Next x 
 
For x = 1 To FantasyQuatschgeschichte.variablesElement2.Count 
VarElementListe2.AddItem (x)  
Next x 
 
For x = 1 To FantasyQuatschgeschichte.variablesElement3.Count 
VarElementListe3.AddItem (x)  
Next x 
 
For x = 1 To FantasyQuatschgeschichte.variablesElement4.Count 




For x = 1 To FantasyQuatschgeschichte.variablesElement5.Count 
VarElementListe5.AddItem (x)  
Next x 
 
For x = 1 To FantasyQuatschgeschichte.variablesElement6.Count 





Nun sollten alle ListBoxen nicht nur nach dem Hinzufügen neuer Elemente, sondern auch be-
reits beim Aufruf des Formulars mit Nummern gefüllt werden.  
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Daher führen wir ListboxenAktualisieren bereits bei der Initialisierung des Formulars einmal 
aus: 
 




Wenn der Benutzer nun auf ein Element einer ListBox klickt, soll das variable Element, des-
sen Index der in der ListBox selektierten Nummer entspricht, nun im nebenstehenden Text-
feld(„VarText“) angezeigt werden. Wenn der Benutzer also auf das Item “3” in einer „VarE-
lementListe“ klickt, soll im nebenstehenden „VarText“-Textfeld der Inhalt des 3. Elements 
der entsprechenden Collection angezeigt werden. 
 
Dies erreichen wir mit der folgenden Ereignisprozedur: 
 
Private Sub VarElementListe1_Click() 
'VarElementListe1.Text liefert das selektierte Listenelement als String (z.B. "1", wenn 
das erste  'Element ausgewählt wurde 
 
'Val(VarElementListe1.Text) wandelt diesen String in einen Zahlenwert um (z.B. 
macht es aus  ' "1" den Integer-Wert 1) 
 
'Anschließend wird in der Collection "variablesElement1" des Objekts  




'Dieses Element(das ja ein Text bzw. ein String ist) wird nun in VarText1.Text kopiert 
 
'Die If-Abfrage dient dem Abfangen von eventl. Fehlern, die Auftreten können, wenn 
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'eine Collection leer ist und trotzdem diese Prozedur aufgerufen wird 
 





Für jede ListBox benötigen wir eine solche Ereignisprozedur. Der Code ist dabei für alle fast 
identisch. Lediglich die Namen der Listenfelder, sowie die der verwendeten Textfelder und  




Jetzt fehlen noch die Ereignisprozeduren für das Klicken auf die Buttons „Datenbank spei-
chern“ („SpeicherButton“) und „Datenbank laden“(„LadeButton“). 
 
Zunächst betrachten wir die Prozedur des „SpeicherButtons“. 
 
Als erstes müssen wir in ihr den Benutzer fragen wo und unter welchem Dateinamen er die 
Datenbank speichern will. Dies tun wir mit einem CommonDialog-Steuerelement.  
Dieses Steuerelement erlaubt uns verschiedene Dialogfenster zu verwenden, die bei Windows 
standardmäßig implementiert sind. (Wie z.B. ein „Datei speichern“-Dialogfenster, wie man es 
von MS Word und anderen Windows-Anwendungen her kennt.) 
 
Allerdings müssen wir unserer Werkzeugsammlung zuerst den Menüpunkt „Microsoft Com-
mon Dialog Control, Version 6“ hinzufügen, bevor wir es in unserem Formular verwenden 
können. 
Dies erreichen wir, indem wir mit der rechten Maustaste auf unsere Werkzeugsammlung kli-





Anschließend wählen wir in dem erscheinenden Fenster „Microsoft Common Dialog Control, 




Jetzt ist das CommonDialog-Steuerelement in unserer Werkzeugleiste verfügbar und wir 





Da wir in unserem Projekt nur ein solches Steuerelement verwenden werden, ändern wir vor-
eingestellten Namen „CommonDialog1“ nicht. (Würden wir jedoch mehrere solche Steuer-
elemente verwenden sollten wir ihnen neue Namen geben, die ihre unterschiedlichen Ver-
wendungszwecke beschreiben.) 
 
Um nun Daten auf der Festplatte(oder einem anderen Datenträger) speichern zu können, müs-
sen wir einen sogn. Datenkanal öffnen, dem beim Öffnen ein bestimmter Speicherort(z.B. 
c:\vba ) zu gewiesen wird. 
Dies machen wir mit der Open-Anweisung: 
Open [Dateipfad] for [Zugriffsmodus] as #[Nummer eines freien Datenkanals; ein po-
sitiver, ganzzahliger Wert] 
 
Der Zugriffmodus legt fest wofür man einen Datenkanal öffnet.  
Wir verwenden in diesem Beispiel die beiden Modi „Output“ (zum Schreiben) und Input 
(zum Lesen) von Daten.  
Im Code des SpeicherButtons müssen wir einen Datenkanal also mit „Output“ öffnen. 
 
Da im Voraus nicht wissen wir welcher Datenkanal gerade frei sein wird, wenn der Benutzer 
auf den SpeicherButton klickt, müssen wir die Nummer eines freien Datenkanals immer zur 
Laufzeit ermitteln. Dies können wir mit der Funktion FreeFile. 
FreeFile  
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gibt immer die Nummer eines freien Datenkanals zurück. 
Das Öffnen eines Datenkanals für den Schreibzugriff hat in unserem Fall daher die Form: 
… 
    Datenkanalnummer = FreeFile   'liefert die Nummer eines freien Datenkanals 
    Open Dateiname For Output As #Datenkanalnummer 
… 
 
In diesen geöffneten Datenkanal können wir nun mit dem Write-Befehl Daten hineinschrei-
ben. 
Die Write-Anweisung hat die Syntax: 
Write #[Nummer des für den Schreibzugriff geöffneten Datenkanals], [Wert, der ge-
speichert werden soll; z.B. eine Integervariable oder ein String] 
 
Um z.B. den String “Hallo Welt!” in den Datenkanal zu schreiben, müsste die Write-
Anweisung so aussehen: 
Write #Datenkanalnummer, “7 Kaninchen“ 
 




Die Write-Anweisung speichert Strings immer in Anführungszeichen und Zahlenwerte immer 
ohne Anführungszeichen. 
 
Write #Datenkanalnummer, 7 
Write #Datenkanalnummer, “Kaninchen“ 




speichern. (Nach jeder Write-Anweisung wird automatisch ein Absatz gemacht.) 
 
um nun den Programmzustand unseres Geschicht-O-Maten zu speichern, müssen wir die In-
halte aller Collections, in denen variable Geschichtenelemente abgelegt sind, speichern (also 
mit Write in einen Datenkanal schreiben). 
Dies machen wir mit je einer For-Schleife, die bei jeder Collection Schritt für Schritt alle I-
tems durchgeht und diese mit Write in den Kanal schreibt. 
 
Da wir später beim Lesen jedoch nicht wissen, wie viele Elemente(Items) wieder in eine Col-
lection gelesen werden sollen, müssen wir zunächst die Anzahl der Items, die in einer Collec-
tion enthalten sind, speichern. Erst dann macht es Sinn die Items selbst in den Datenkanal zu 
schreiben. 
 
Der Code, der dies für die 1. Collection(„FantasyQuatschgeschichte.variablesElement1“) tut 
sieht folgendermaßen aus: 
 
    'in die erste Zeile der Datei schreiben wir die Anzahl der Elemente in der 1. Collection 
    'dies dient dazu, dass wir später wissen, wie viele Datensätze wir wieder einlesen müssen 
Write #Datenkanalnummer, FantasyQuatschgeschichte.variablesElement1.Count 
 
'Nun speichern wir der Reihe nach(sequentiell) alle Items(Einträge), die in der 1. Collection 
’enthalten sind 
For i = 1 To FantasyQuatschgeschichte.variablesElement1.Count 
            Write #Datenkanalnummer, FantasyQuatschgeschichte.variablesElement1.Item(i) 
Next i 
 
Für das Schreiben der Inhalte der anderen Collections sieht der Code fast genau so aus. Ledig-
lich die Namen der Collections ändern sich (z.B. „FantasyQuatschgeschich-
te.variablesElement2“ für die 2. Collection). 
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Wenn wir die Inhalte aller 6 Collections geschrieben haben, müssen wir den Datenkanal wie-
der schließen, damit er wieder anderen Anwendungen zur Verfügung steht.  
Dies machen wir mit der Close-Anweisung: 
    Close #Datenkanalnummer 
 
Bis jetzt haben wir uns noch nicht darum gekümmert, wie wir mit dem CommonDialog-
Steuerelement den Speicherort ermitteln können. 
Dies können wir mit der ShowSave-Methode und der Filename-Eigenschaft des CommonDia-
log1-Objekts erreichen. 
Die ShowSave-Methode zeigt einen Standard-Speichern-Dialog an, wie wir ihn z.B. von MS 




Der ausgewählte Speicherort wird dann der Filename-Eigenschaft (vom Typ String) zugewie-
sen. 
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Im Code unserer Speicherprozedur sieht das dann so aus: 
     CommonDialog1.ShowSave  'zeigt das Dialogfeld an 
 
'Der Speichervorgang wird abgebrochen, falls kein Name für eine Zieldatei eingegeben wurde 
     If CommonDialog1.Filename = "" Then Exit Sub  
 
’Der Übersichtlichkeit halber weisen wir den Wert der Filename-Eigenschaft einer  
’Stringvariable mit dem anschaulichen Namen „Dateiname“ zu 
     Dateiname = CommonDialog1.Filename 
 
Nun wollen wir noch gewährleisten, dass jeder Benutzer seine Geschicht-O-Mat-Datenbank 
in demselben Format abspeichert. Ansonsten könnte es sein, dass ein Benutzer eine Daten-
bank mal in dem einen(z.B. als .dat), mal einem anderen Dateiformat(z.B. als .txt) abspei-
chert. Später hätte er dann vielleicht Probleme herauszufinden, welche Dateien zu welchem 
Programm gehören. 
Um dies zu vermeiden, legen wir fest, dass ein Benutzer im Speichern-Dialog nur Dateien 
vom Dateityp „.dat“ auswählen kann. 
Dies erreichen wir mit der Filter-Eigenschaft des CommonDialog1-Objekts: 
 
  'die Filter-Eigenschaft sorgt dafür, dass das Speicherformat Dateien mit der Endung .dat erzeugt 
CommonDialog1.Filter = "Dat-Dateien (*.dat)|*.dat"  
     
Jetzt haben wir alle Befehle und Anweisungen kennen gelernt, die wir brauchen um den Code 
der SpeicherButton_Click()-Prozedur zu verstehen.  
Du solltest ihn dir gut anschauen und versuchen ihn in Ruhe nachzuvollziehen. Am Anfang 
wird das sicher eine Weile dauern, aber mit einiger Übung wirst Du die vielen neuen Anwei-
sungen mehr und mehr verinnerlichen und verstehen.  
 
Private Sub SpeicherButton_Click() 
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   Dim Datenkanalnummer As Integer 
   Dim Dateiname As String 
         
    CommonDialog1.Filename = "" 'reset von filename 
  'die Filter-Eigenschaft sorgt dafür, dass das Speicherformat Dateien mit der Endung .dat erzeugt    
    CommonDialog1.Filter = "Dat-Dateien (*.dat)|*.dat"     
  
    CommonDialog1.ShowSave   'zeigt das Dialogfeld an 
 
'Der Speichervorgang wird abgebrochen, falls kein Name für die Zieldatei eingegeben wurde 
    If CommonDialog1.Filename = "" Then Exit Sub  
     
    Dateiname = CommonDialog1.Filename 
     
    Datenkanalnummer = FreeFile 'liefert die Nummer eines freien Datenkanals 
 
  'Der freie Datenkanal wird im "Output"-Modus göffnet. Dieser Modus erlaubt das  
 ’sequentielle beschreiben der Datei. 
    Open Dateiname For Output As #Datenkanalnummer 
 
 
     'in die erste Zeile der Datei schreiben wir die Anzahl der Elemente in der 1. Collection 
     'dies dient dazu, dass wir später wissen, wie viele Datensätze wir wieder einlesen müssen 
   Write #Datenkanalnummer, FantasyQuatschgeschichte.variablesElement1.Count 
 
    'Nun speichern wir der Reihe nach(sequentiell) alle Spalten aller Array-Zeilen, in denen 
    ’ein Eintrag ist 
    For i = 1 To FantasyQuatschgeschichte.variablesElement1.Count 
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            Write #Datenkanalnummer, FantasyQuatschgeschich-
te.variablesElement1.Item(i) 
    Next i 
 
 
    'in die erste Zeile der Datei schreiben wir die Anzahl der Elemente in der 2. Collection 
    'dies dient dazu, dass wir später wissen, wie viele Datensätze wir wieder einlesen müssen 
   Write #Datenkanalnummer, FantasyQuatschgeschichte.variablesElement2.Count 
 
    'Nun speichern wir der Reihe nach(sequentiell) alle Spalten aller Array-Zeilen, in denen 
    ’ein Eintrag ist 
    For i = 1 To FantasyQuatschgeschichte.variablesElement2.Count 
           Write #Datenkanalnummer, FantasyQuatschgeschich-
te.variablesElement2.Item(i) 
    Next i 
 
’schreiben der 3.Collection 
   Write #Datenkanalnummer, FantasyQuatschgeschichte.variablesElement3.Count 
 
    For i = 1 To FantasyQuatschgeschichte.variablesElement3.Count 
           Write #Datenkanalnummer,  
FantasyQuatschgeschichte.variablesElement3.Item(i) 
    Next i 
     
’schreiben der 4.Collection 
    Write #Datenkanalnummer, FantasyQuatschgeschichte.variablesElement4.Count 
 
    For i = 1 To FantasyQuatschgeschichte.variablesElement4.Count 
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            Write #Datenkanalnummer, FantasyQuatsch-
geschichte.variablesElement4.Item(i) 
    Next i 
     
’schreiben der 5.Collection 
   Write #Datenkanalnummer, FantasyQuatschgeschichte.variablesElement5.Count 
 
    For i = 1 To FantasyQuatschgeschichte.variablesElement5.Count 
            Write #Datenkanalnummer, FantasyQuatsch-
geschichte.variablesElement5.Item(i) 
    Next i 
 
’schreiben der 6.Collection 
   Write #Datenkanalnummer, FantasyQuatschgeschichte.variablesElement6.Count 
 
    For i = 1 To FantasyQuatschgeschichte.variablesElement6.Count 
            Write #Datenkanalnummer, FantasyQuatschgeschich-
te.variablesElement6.Item(i) 
    Next i 
 
 
 'der Datenkanal wird wieder geschlossen 







Um nun die gespeicherten Inhalte wieder aus einer Datei einzulesen, müssen wir einen Da-
tenkanal für den Lesezugriff öffnen. Dies geschieht wieder mit der Open-Anweisung, aller-
dings diesmal im „Input“- und nicht im „Output“-Modus: 
Open Dateiname For Input As #Datenkanalnummer 
 
Jetzt können wir mit der Input-Anweisung die in der Datei gespeicherten auslesen. 
Die Input-Anweisung funktioniert ganz ähnlich wie die Write-Anweisung, nur dass sie Werte 
nicht schreibt, sondern einliest. 
Dies geschieht der Reihe nach(sequentiell), in der selben Reihenfolge wie die Werte zuvor 
mit Write in die Datei geschrieben wurden. 
Syntax: 
Input #[Dateikanalnummer], [Lesevariable] 
 
 
Bevor wir jedoch mit dem Einlesen gespeicherter Werte beginnen, leeren wir zunächst alle 
Collections von FantasyQuatschgeschichte, damit wir sie von neuem auffüllen können: 
FantasyQuatschgeschichte.ListenLeeren 
 
Jetzt lesen wir als erstes die Anzahl der Elemente ein, die in die 1. Collection (Fantasy-
Quatschgeschichte.variablesElement1) eingelesen werden sollen(dies ist auch der erste Wert, 
den wir beim Speichern in Dateien schreiben): 
        Input #Datenkanalnummer, ElementAnzahl 
 
Nun lesen wir der Reihe nach(sequentiell) alle Elemente der 1. Collection FantasyQuatschge-
schichte.variablesElement1 ein: 
        For j = 1 To ElementAnzahl 
            Input #Datenkanalnummer, LeseSpeicher 
            FantasyQuatschgeschichte.variablesElement1.Add (LeseSpeicher)  
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        Next j 
         
 
Jetzt befinden sich in der Collection FantasyQuatschgeschichte.variablesElement1 wieder ge-
nau dieselben Elemente, wie im gespeicherten Zustand. 
 
Jetzt müssen wir dieses Einlesen (Anzahl der zu lesenden Elemente + Werte der einzelnen 
Elemente) für jede der restlichen 5 Collections wiederholen. 
 
Anschließend schließen wir den Datenkanal wieder mit Close und aktualisieren dann die In-
halte der ListBoxen im Formular des Editors. 
 
Jetzt empfiehlt es sich wieder, den Code von LadeButton_Click() mehrmals und in Ruhe 
durchzugehen, bis Du dir sicher bist ihn verstanden zu haben: 
  
Private Sub LadeButton_Click() 
  
    Dim Datenkanalnummer, ElementAnzahl As Integer 
    Dim Dateiname, LeseSpeicher As String 
        
'sorgt dafür, dass das Speicherformat Dateien mit der Endung .dat erzeugt 
    CommonDialog1.Filter = "Dat-Dateien (*.dat)|*.dat"  
 
'zeigt das Dialogfeld an 
    CommonDialog1.ShowSave  
 
'Der Speichervorgang wird abgebrochen, falls kein Name für die Zieldatei eingegeben wurde 
    If CommonDialog1.Filename = "" Then Exit Sub  
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    Dateiname = CommonDialog1.Filename 
 
'liefert die Nummer eines freien Datenkanals 
    Datenkanalnummer = FreeFile  
 
'Der freie Datenkanal wird im "Input"-Modus göffnet.  
’Dieser Modus erlaubt der sequentielle lesen der Datei. 
    Open Dateiname For Input As #Datenkanalnummer 
 
'leert alle Collections von FantasyQuatschgeschichte, damit wir sie gleich wieder ganz von 
’vorne auffüllen können 
    FantasyQuatschgeschichte.ListenLeeren 
    
'aus der ersten Zeile der Datei lesen wir die Anzahl der Elemente, die in die 1. Collection 
’eingelesen werden sollen 
        Input #Datenkanalnummer, ElementAnzahl 
 
'Nun lesen wir der Reihe nach(sequentiell) alle Elemente der 1. Collection  
’FantasyQuatschgeschichte.variablesElement1 ein 
        For j = 1 To ElementAnzahl 
            Input #Datenkanalnummer, LeseSpeicher 
'hinzufügen zur Collection 
            FantasyQuatschgeschichte.variablesElement1.Add (LeseSpeicher)  
        Next j 
         
’lesen der 2.Collection 
        Input #Datenkanalnummer, ElementAnzahl 
 
        For j = 1 To ElementAnzahl 
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            Input #Datenkanalnummer, LeseSpeicher 
            FantasyQuatschgeschichte.variablesElement2.Add (LeseSpeicher) 
        Next j 
 
 
’lesen der 3.Collection 
        Input #Datenkanalnummer, ElementAnzahl 
 
        For j = 1 To ElementAnzahl 
            Input #Datenkanalnummer, LeseSpeicher 
            FantasyQuatschgeschichte.variablesElement3.Add (LeseSpeicher) 
        Next j 
 
 
’lesen der 4.Collection 
        Input #Datenkanalnummer, ElementAnzahl 
 
        For j = 1 To ElementAnzahl 
            Input #Datenkanalnummer, LeseSpeicher 
            FantasyQuatschgeschichte.variablesElement4.Add (LeseSpeicher) 
        Next j 
         
  ’lesen der 5.Collection 
        Input #Datenkanalnummer, ElementAnzahl 
 
        For j = 1 To ElementAnzahl 
            Input #Datenkanalnummer, LeseSpeicher 
            FantasyQuatschgeschichte.variablesElement5.Add (LeseSpeicher) 
        Next j 
 149 
         
         
’lesen der 6.Collection 
        Input #Datenkanalnummer, ElementAnzahl 
 
        For j = 1 To ElementAnzahl 
            Input #Datenkanalnummer, LeseSpeicher 
            FantasyQuatschgeschichte.variablesElement6.Add (LeseSpeicher) 
        Next j 
 
     
'schließt den Datenkanal wieder 
     Close #Datenkanalnummer 
     
'abschließend aktualisieren wir noch mal die Listboxen, damit diese den neuen Inhalt der 
’Collections anzeigen 






Da dieses Beispiel sehr umfangreich und komplex ist, sollte den SuS von Anfang an das voll-
ständige VBA-Projekt zur Verfügung stehen. 
Beim Durcharbeiten dieses Beispiels sollten die SuS meiner Ansicht nach ihre Fähigkeit einen 
komplexeren, fremden Code nachvollziehen zu können trainieren. 
Hierzu könnten die SuS z.B. den Auftrag bekommen Kleingruppen zu bilden, in denen sich 
jeweils ein Schüler mit einer Prozedur dieses Beispiels intensiv beschäftigt.  
Anschließend könnten sich die verschiedenen „Experten“ zusammensetzen und jeder erklärt 
den anderen Gruppenmitgliedern jeweils die Prozedur, mit der er sich eingehend beschäftigt 
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hat.  
Dadurch würde im Idealfall eine Diskussion zwischen den SuS angeregt werden, bei welcher 
die SuS aktiv voneinander lernen können. Dies würde nicht nur ihre Programmierkenntnisse 
erweitern, sondern auch ihre Teamfähigkeit und ihre fachliche Kommunikationsfähigkeit för-
dern. 
 
Vorschläge für Übungsaufgaben: 
15.1. Schreibe ein kleines Programm, das den Inhalt eines Textfeldes auf der Festplatte 
speichern und wieder laden kann. 
Stelle sicher, dass die Daten immer in Dateien vom Typ .txt gespeichert werden. 
15.2. Schreibe ein Quiz-Spiel, das zufällig eine Frage auswählt und dem Benutzer stellt. 
Der Benutzer soll dann eine von mehreren, zufällig angeordneten Antwortmöglichkei-
ten auswählen können. 
Für jede richtige Antwort soll der Benutzer einen Punkt bekommen.  
15.3. Erweitere das Quiz um ein Formular, in dem man neue Fragen mit zugehörigen Ant-
wortmöglichkeiten und der Lösung definieren kann. 
15.4. Erweitere den Fragen-Editor um eine Möglichkeit, Fragedatenbanken auf der Festplat-
te zu speichern und zu laden.  
 
2. Vorschläge für Schülerprojekte 
Wenn die SuS alle in dieser Arbeit vorgestellten Anleitungen durchgearbeitet haben, sollten 
sie über ein sehr solides Programmiergrundwissen verfügen. 
Als nächstes wäre meiner Ansicht nach eine genauere Beschäftigung mit Algorith-
men(Sortier-Algorithmen, Such-Algorithmen, etc.) und Datenstrukturen(Queues, Stacks, 
Hash-Maps, Assoziative Arrays, Suchbäume, etc.) interessant.  
Diese Themenbereiche systematisch zu behandeln wird in der Schulpraxis wohl aber nur in 
sehr zeitintensiven Leistungskursen möglich sein. (Dort wäre dann aber auch über einen 
Wechsel der Programmiersprache nachzudenken, da man hierbei schnell an die Grenzen von 
VBA stoßen würde.) 
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Daher würde ich für einen Vertiefungsunterricht mit geringerem zeitlichen Umfang Schüler-
projekte vorschlagen, bei denen die SuS kooperativ zusammenarbeiten und gezielt einzelne 
Teilaspekte der genannten Themen vertiefen würden. 
Besonders interessant wären hier meiner Ansicht nach Großprojekte, bei denen mehrere 
Kleingruppen an unterschiedlichen Programmteilen parallel arbeiten.  
Dies würde einerseits die Teamfähigkeit der SuS trainieren und ihnen andererseits Einblicke 
in einen etwas größeren Softwareentwicklungsprozess erlauben. 
 
Denkbar fände ich hier z.B. ein XXO- oder ein 4-Gewinnt-Spiel mit einer einfachen KI, ein 
kleines Arcade-Spiel oder eine kleine rundenbasierte Wirtschaftssimulation. 
 
Bei der Auswahl eines solchen Projektthemas sollten aber natürlich immer die Interessen der 
konkreten SuS-Gruppe berücksichtigt werden, da es ansonsten sehr schnell zu Motivations-
problemen kommen könnte. 
 
VI. Die Lernwebsite 
Die Lernwebsite stellt den SuS die Programmieranleitungen und die vorgeschlagenen Aufga-
ben, sowie die Excel-Dateien der Beispiel-Projekte bereit.  
Für die Anleitungen und die Aufgaben habe ich das PDF-Format gewählt, da dieses mehr 
Formatierungmöglichkeiten erlaubt als HTML. 
 
Erstellt habe ich Website mit Marcomedia Dreamweaver 8 unter Verwendung einer Vorlage 










Diese Diplomarbeit präsentiert ein didaktisches Konzept für den Informatikunterricht, das den 
SuS Kenntnisse und Kompetenzen in prozeduraler und objektorientierter Programmierung 
vermitteln soll. Dabei werden keine Programmiervorkenntnisse vorausgesetzt.  
Die Entwicklungsumgebung VBA bietet dabei eine leicht zu erlernende Programmiersprache 
ist, mit der man im Verhältnis zu anderen Sprachen (z.B. Java) schnell grafische Benutzer-
oberflächen erstellen kann. Außerdem sollte sie auch bei sehr vielen Schulen vorhanden sein, 
da VBA ein Bestandteil von MS Office ist. 
 
Schritt für Schritt sollen den SuS dabei folgende Konzepte vermittelt werden: 




5. Datenstrukturen (Arrays, Collections, etc.) 
6. Definition und Einsatz eigener Prozeduren und Funktionen 
7. Stringmanipulationen 
8. Gestaltung von Benutzeroberflächen 
9. Speichern und Laden von Daten auf der Festplatte 
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Privates Schauspielstudium am Actor´s Workshop Vienna  
Method Acting nach den Systemen von Eric Morris und Lee Strasberg,  
Leitung Edgar Fell (ausgebildet und autorisiert von Eric Morris, Los Angeles)   
 
Oktober 2005  
bis September 2006 
Psychologiestudium an der Universität Wien (nicht beendet) 
 
 
Seit Oktober 2006  Physik und Informatik (Lehramt für allgemeinbildende höhere Schulen)  
an der Universität Wien  
Voraussichtlicher Abschluss: März 2009  
 









IX.  DVD mit sämtlichen Beispielen und der Website 
Auf der DVD sind alle in den Programmieranleitungen erarbeiteten VBA-Projekte als Excel 
2003-Files (.xls) verfügbar. 
Des Weiteren befinden sich dort eine PDF-Version dieser Arbeit, sowie ein Ordner mit der 
Lernwebsite. 
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