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1. Introducció 
EMIR és un instrument de segona generació que s’instal·larà en el focus Nasmyth de GTC 
(Gran Telescopi de Canàries). Concretament EMIR és una càmera de gran camp i espectrògraf 
multi objecte de resolució intermitja en l’infraroig proper per al telescopi. Està equipat, entre 
d’altres, amb tres subsistemes d’alta tecnologia d’última generació, alguns especialment 
dissenyats per aquest projecte: elements dispersors formats mitjançant la combinació de 
xarxes de difracció d’alta qualitat, fabricades amb procediments fotorresistius i prismes 
convencionals de grans dimensions; el detector HAWAII-2 de Rockwell, dissenyat per l’infraroig 
proper amb un format de 2048x2048 píxels i dotat d’un innovador sistema de control, 
desenvolupat per l’equip del projecte; i un sistema robòtic configurable d’escletxes (per a 
obtenir espectres d’uns 50 objectes simultàniament). Aquest darrer sistema és el que es coneix 
amb l’acrònim CSU (Configurable Slit Unit), i és amb el què es centra aquest document.   
CSU consta al voltant d’unes 104 barres (encara està per definir) dividides en dos grups de 52, 
ubicades a cada costat del camp de visió. Cada barra d’un costat té una altra barra alineada a 
l’altre costat del camp de visió. Cada grup de 2 barres alineades deixarà un espai entre elles, 
que es coneix amb el nom d’escletxa individual. També es poden col·locar totes les barres en la 
posició 0 deixant lliure tot el camp de visió amb unes dimensions de 30x30 cm. Cadascuna 
d’aquestes barres, d’aproximadament 15 cm de longitud per 6 mm d’ample, es mourà amb una 
precisió de 5 micres. Les especificacions indiquen que es pot reconfigurar tota la màscara 
(canviar la configuració de les 104 barres) en tant sols cinc minuts, realitzant-se tot el procés a 
una temperatura de –200 ºC (73 ºK) mitjançant la utilització d’un criòstat. 
Al llarg d’aquest document es descriurà amb detall els diferents softwares implementats en les 
diferents parts que configuren aquest sistema, juntament amb una breu descripció del disseny 
hardware de la unitat. 
 
 
 
 
 
 
 
 
Figura 1: Model 3D del conjunt dels equips que formen EMIR. 
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2. Objectius 
Donada la complexitat del sistema, en una primera fase del projecte, es pretén demostrar que 
tan el sistema d’adquisició com el sistema actuador són capaços de funcionar 
independentment. Una altre fase serà la de tancar el llaç obtenint les dades de posició del 
sistema d’adquisició presentat i generant les comandes de moviment cap al sistema actuador. 
En aquest document no es contempla tancar el llaç. 
L’objectiu d’aquest projecte és dissenyar tot el software necessari per: 
• Generar les senyals que permeten desplaçar cadascuna de les barres (sistema 
actuador), podent configurar: 
o El temps en que cada barra es troba en moviment. 
o Cadascuna de les dues velocitats (fast/slow) en quant a cicle de treball i 
freqüència. 
o La velocitat (fast/slow) i la direcció de cadascuna de les barres. 
• Gestionar les senyals dels sensors per a determinar la posició de cadascuna de les 
barres (sistema d’adquisició). A més, per poder calibrar el sistema hem de poder: 
o Obtenir les dades dels sensors en temps real per a calcular els coeficients de 
correcció. 
o Descarregar des del PC els coeficients de correcció calculats al 
microcnotrolador per a tractar-los com calgui. 
o Obtenir les dades de posició calculades. 
• Validar les prestacions del sistema actuador. Això implica generar les comandes 
necessàries per a verificar que podem configurar el temps de moviment de cada barra, 
cadascuna de les dues velocitats i cadascuna de les 104 barres. 
• Validar les prestacions del sistema d’adquisició. Incloent-hi la obtenció de dades en 
temps real per a fer la calibració i la descarrega dels coeficient s calculats. 
Els dos primers softwares aniran embarcats en cadascun dels microcontroladors repartits a les 
diferents plaques de circuit imprès, mentre els altres dos últims softwares s’executaran des d’un 
ordinador. 
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3. Descripció del projecte 
3.1. Descripció General del projecte: 
La unitat CSU del mòdul EMIR està composat per dues parts principals:  el sistema actuador i 
el sistema d’adquisició. El primer, permet generar les senyals que exciten el moviment de les 
barres; i el segon, permet determinar la posició de les barres. 
3.1.1. Especificacions: 
La electrònica/software de la unitat CSU del GTC ha de complir els requisits següents: 
Taula 1: Requeriments del sistema d’adquisició. 
 Specified Units 
Noisefree DC 
resolution 
>12 for each detector 
(1.11e-4pF) pF 
Output rate > 50 Hz 
Stability < 500 ppm/hr 
Channel separation > 80 dB 
Board separation > 80 dB 
 
Taula 2: Requeriments del sistema actuador. 
Test description Expected Result 
Freq = 200 ± 5 Hz 
Duty cycle = 95 ± 1% 
RC time (slow) : 
2.3 to 2.7 (msec.) 
Freq = 200 Hz 
Duty cycle = 95% 
RC time (fast) :  
13 to 20 (usec.) 
Freq = 1 ± 0,1 Hz 
Duty cycle = 0,25 ± 0,05% 
RC time (slow) : 
2.3 to 2.7 (msec.) 
Freq = 1 Hz 
Duty cycle = 0,25% 
RC time (fast) :  
13 to 20 (usec.) 
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3.1.2. Sistema d’adquisició 
El sistema d’adquisició de la unitat CSU és el que permet determinar la posició de cadascuna 
de les barres amb gran exactitud. El sistema d’adquisició complert consta de 13 PCBs, 
cadascuna amb el sensat de 8 barres. Cada barra disposa de 4 sensors capacitatius, els quals 
estan alimentats per una tensió senoidal de 100 kHz i una amplitud de 40 Vpp. Cadascun 
d’aquests sensors està connectat a una etapa amplificadora que permet la conversió de 
capacitat a amplitud d’un senyal senoidal de 100 kHz. Per fer-nos una idea, la capacitat del 
sensor oscil·la entre 0,2 i 3 pF, mentre que el senyal senoidal varia entre 0,2 i 3 Vpp 
respectivament. 
 
Figura 2:  Disposició de les plaques que formen els condensadors de les barres. 
El mecanisme que s’utilitza per determinar la posició de la barra es basa en la mesura de 
l’amplitud de la tensió a la sortida de l’etapa amplificadora per cadascun dels quatre sensors 
capacitatius. Els sensors capacitatius disposen d’una de les plaques fixa, i una altra mòbil 
juntament amb la barra (Figura 2). D’aquesta manera la capacitat serà màxima quan les plaques 
del condensador es trobin completament oposades i anirà disminuint a mesura que la secció 
oposada disminueixi. De plaques mòbils n’hi ha moltes, de manera que el senyal que obtindrem 
anirà oscil·lant entre els valors màxim i mínim mentre la barra es trobi en moviment. 
El sistema disposa d’un únic conversor Analògic Digital per PCB, que mitjançant un multiplexor 
permet seleccionar el sensor que volem mesurar. A més, el conversor disposa d’un filtre digital 
configurable per eliminar les possibles interferències que es poden generar en el nostre circuit 
o en el propi cablejat. 
D’altre banda, el sistema disposa d’una memòria sèrie que permet emmagatzemar tots els 
coeficients que permetran ajustar la mesura de la posició. Aquests coeficients són utilitzats en 
l’aplicació de l’algoritme de càlcul de la posició de cadascuna de les barres. 
3.1.3. Sistema actuador 
El sistema actuador està format per una única PCB on mitjançant un microcontrolador es 
realitzen totes les comandes de moviment. D’altra banda, altres set PCBs, a les que arriben les 
comandes del microcontrolador, generen els senyals corresponents que accionen 16 actuadors 
per placa. Cada placa té el seu propi identificador mentre cada barra te assignat un número. 
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El sistema actuador realitza el moviment de les barres a una posició determinada mitjançant 
l’alimentació d’uns dispositius piezoelèctrics que funcionen per fregament amb la barra (Figura 
3:).   
 
Figura 3: Esquema del sistema actuador que permet el moviment de les barres. 
Al tractar-se d’elements piezoelèctrics, tenen les propietats elèctriques d’un condensador, i per 
a aquesta aplicació necessiten una alimentació de +130 i -40 V. Si realitzem una càrrega ràpida 
del piezo, la barra llisca i no produeix cap moviment sobre la mateixa; mentre que si realitzem 
una càrrega lenta del piezo, es produeix el desplaçament de la barra seguint el moviment del 
piezo-actuador. El dispositiu piezoelèctric realitza un moviment de compressió o expansió, de 
manera que la diferencia entre ambdós és el mínim desplaçament de la barra (precisió en el 
posicionament de la barra).  
 
Figura 4: Forma dels senyals de càrrega i descàrrega del piezo. 
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El control d’aquets actuadors es farà mitjançant un senyal PWM. Per a realitzar un posicionat 
efectiu en quant a temps i precisió, disposem de dues velocitats configurables, una que 
normalment serà de 200 Hz (moviment ràpid) i una altra d’1 Hz (moviment lent). Un altre factor 
a tenir en compte, és el cicle de treball del senyal, amb el qual podem ajustar el desplaçament 
de la barra per cicle. Tenint en compte que l’estat a nivell alt d’aquest senyal correspon amb el 
temps de càrrega lenta del piezo (moviment efectiu sobre la barra), podem ajustar la precisió 
en el posicionament de la barra per a cadascuna de les dues velocitats. Això sí, tenim un temps 
màxim que és aquell en el qual el piezo s’ha carregat completament (al voltant d’uns 5 ms). 
Per a realitzar un moviment a esquerres o dretes, el que farem serà imposar: 
- Càrrega ràpida i descàrrega lenta del piezo ? moviment a esquerres (Figura 4). 
- Descàrrega ràpida i càrrega lenta del piezo ? moviment a dretes (Figura 4).   
Un altre factor a tenir present, és que un cop hem realitzat un moviment, el piezo ens pot 
quedar carregat a un potencial aleatori entre +130 i -40 V (sobretot a la velocitat ràpida), de 
manera que per garantitzar la posició de la barra realitzarem una descàrrega forçada de tots els 
piezo-transductors. Sempre ho farem mitjançant una descàrrega ràpida perquè no es produeixi 
cap moviment de la barra, i a un potencial de referència 0. 
Una altra funció que ha de realitzar el dispositiu per motius de seguretat al treballar amb 
alimentacions tant elevades, és la descàrrega dels condensadors d’alimentació (+130 i -40 
Vdc). 
3.1.4. Interfícies de comunicació que interactuen entre PC, 
adquisició i actuadors 
El control de tot el sistema es fa des d’un Pc, el qual envia les comandes de moviment a les 
barres i llegeix la posició de les barres entre d’altres valors d’ajust. 
Les cònsoles de control del Pc, tant del sistema actuador com del sistema d’adquisició són 
provisionals, i la seva funció és depurar el correcte funcionament d’ambdós sistemes. La 
interfície de comunicació que s’utilitza entre els sistemes actuador-PC i adquisició-PC és el 
protocol CAN mitjançant un transceiver USB-CAN connectat al PC. Les cònsoles de Control 
estan programades mitjançant labview i no requereixen d’estrictes especificacions.  
No obstant això, han de permetre comprovar que tant el sistema d’adquisició com l’actuador 
funcionen correctament i realitzen les funcions requerides en cada moment amb la màxima 
precisió i rapidesa. 
3.1.5. Descripció del bus de comunicació CAN: 
CAN (Controller Area Network) és un protocol de comunicació sèrie, basat en un topologia bus 
per a la transmissió de missatges en ambients distribuïts, ofereix una solució per a la 
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comunicació entre múltiples dispositius. Treballa amb nivells de voltatge entre 0 i 5V i requereix 
d’una línea diferencial per a la transmissió de dades: 
 
Figura 5: Nivells elèctrics i lògics del bus CAN. 
El protocol de comunicacions CAN ofereix els següents avantatges: 
• És un protocol de comunicacions normalitzat, cosa que facilita la utilització de 
tecnologia de diferents fabricants. 
• El processador màster delega la carrega de les comunicacions a la resta de perifèrics 
intel·ligents, amb el que pot disposar de més temps per a fer el càlcul. 
• Al tractar-se d’una xarxa multiplexada, es redueixen notablement el nombre de 
cablejats. 
El CAN és un protocol orientat a missatges els quals se’ls hi assigna un identificador i 
s’encapsulen en trames de transmissió. Cada missatge te un identificador únic dintre de la 
xarxa, amb el qual els diferents nodes decideixen acceptar o no el missatge. Dintre de les 
principals característiques podem destacar: 
• Capacitat transmetre a velocitats de fins a 1 Mbps. 
• Prioritat de missatges. 
• Garantia dels temps de latència. 
• Configuració flexible 
• Recepció per multidifusió (multicast) amb sincronització de temps. 
• Sistema robust en quant a consistència de dades. 
• Sistema multimàster. 
• Detecció i senyalització d’errors. 
• Retransmissió automàtica de trames errònies. 
• Distinció entre errors temporals i falles permanents dels nodes de la xarxa, i 
desconnexió autònoma de nodes defectuosos. 
CAN estableix dos formats de trames de dades (data frame) que es diferencien en la longitud 
del camp identificador, les trames estàndard (standard frames) amb un identificador de fins a 
12  bits i les trames extenses (extended frames) amb un identificador de fins a 32 bits. 
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Per a la transmisió i control de missatges CAN es defineixen quatre tipus de trames: trames de 
dades (data frame), remotes (remote frame), de error (erro frame) i de sobrecarrega (overload 
frame). Les trames remotes, també s’estableixen en ambdós formats, estàndard i extens, i tant 
les trames de dades com les remotes es separen de trames precedents mitjançant espais entre 
trames (interframe space). 
Taula 3: Trama de dades 
 
 
S’ha decidit utilitzar el bus de comunicació CAN degut a que al ser un bus diferencial és molt 
resistent a interferències, a més disposa d’un mecanisme de retransmissió, de detecció i 
correcció d’errors que sol·licita automàticament retransmissions. Com ja s’ha indicat els piezos 
treballen amb voltatges molt elevats amb uns pics de corrent considerables que generen gran 
quantitat de radiació electromagnètica. Ens permet treballar fins a 1 Mbps, que si utilitzem 
trames extenses de 128 +3 bits (interframe spacing) = 7600 trames/s  
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3.2. Descripció hardware del projecte 
3.2.1. Sistema d’adquisició 
El sistema d’adquisició del CSU és una part molt delicada ja que s’ha de realitzar una mesura 
molt acurada de la tensió en borns d’un condensador, així doncs, qualsevol soroll que aparegui 
en aquest o el que introdueixen les etapes d’amplificació del senyal, poden fer variar 
considerablement la mesura. 
 
Figura 6: Diagrama de Blocs del sistema d’adquisició. Esquema general a nivell funcional. 
Alguns dels trets característics més rellevants del sistema d’adquisició són: 
- El senyal que alimenta els sensors té una amplitud de 40 Vpp i una freqüència de 100 
kHz, la qual requereix de gran estabilitat ja que les variacions o soroll que tingui aquesta 
placa es transmeten directament a la mesura de la capacitat. 
- Connectat amb els sensors (condensadors variables) tenim una línea de transmissió que 
representa la connexió entre el sensor i la placa d’adquisició. Això es durà a terme 
mitjançant un cable coaxial per tal d’evitar l’acoblament de soroll en la pròpia línea. 
- A continuació de la línea de transmissió trobem un amplificador amb guany capacitatiu. El 
valor del guany d’aquesta etapa amplificadora varia segons el valor de la capacitat del 
sensor, de manera que per a una capacitat d’entrada mínima de 0,2 pF el guany serà de  
0,005; en canvi, quan la capacitat del sensor sigui màxima (3 pF), el guany d’aquesta 
etapa serà de 0,075. 
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- Un altre element que intervé en el sistema d’adquisició és el multiplexor que determinarà 
quin serà el senyal del sensor que pretenem mesurar mitjançant uns senyals d’adreces 
provinent del microcontrolador.  
- El següent dispositiu amb què ens trobem és un convertidor analògic digital sigma delta 
de la casa Analog Devices (AD7725):  
o Capacitat d’entrada diferencial. 
o 83 dB relació senyal soroll 
o 94 dB THD 
o 0.5 LSB differential non-linearity 
o Filtre digital programable. 
o Freqüència màxima de funcionament 900 kSPS 
o Conversió digital de 16 bits. 
o Alimentació a 5V. 
Aquest dispositiu disposa d’una entrada de referència que ens permet fixar el marge 
dinàmic del senyal de entrada. Al pretendre mesurar senyals de fins a 3 Vpp, introduirem 
una referència de 2,5 V i ens quedarà una resolució de 61uV. Aquest convertidor, a més, 
disposa d’un filtre digital configurable. Per programar el filtre s’han d’enviar, via paral·lel, 
els coeficients que s’obtenen d’una eina software subministrada per la web del fabricant. 
Cada vegada que reiniciem el dispositiu s’ha de reconfigurar el filtre i enviar novament els 
coeficients. L’ADC funciona amb un senyal de rellotge extern i genera una interrupció 
sobre el microcontrolador amb una freqüència de 400 kHz. Aquesta dada ha de ser 
adquirida per el microcontrolador i a posteriori processada. Com que volem 4 mostres per 
període del senyal de 100 kHz, i aquestes mostres han d’estar ben sincronitzades amb el 
senyal de 100 kHz, es disposa d’un únic rellotge que es reparteix per tot el circuit per 
reduir l’efecte de les derives amb el temps dels oscil·ladors. 
- Amb el microcontrolador (dsPIC33FJ256GP510), que funciona amb oscil·lador extern a 
16 MHz i mitjançant un PLL del propi dispositiu, aconseguim una velocitat de 80 MHz (40 
MIPS). 
- Un altre dispositiu de què disposa el sistema d’adquisició és una memòria flash d’1 
Mbyte, on s’emmagatzemaran tots els coeficients que intervenen en el càlcul de la 
posició de les 8 barres de la placa corresponent. L’accés a aquesta memòria és de tipus 
sèrie (SPI), i la distribució de la memòria està formada per blocs de 4 kbytes. Permet 
l’escriptura d’una dada però no permet modificar-la, i per borrar-la cal fer-ho d’un bloc de 
dades com a mínim, la qual cosa dificulta notablement la modificació de la informació que 
s’emmagatzema en la memòria. 
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- Per a la comunicació CAN necessitem el transceiver corresponent, que permetrà adequar 
els nivells de voltatge del microcontrolador (0-3,3V) a l’estàndard CAN de 5V, i les 
corresponents resistències de final de línea de 120 Ω. 
Per a fer la lectura dels sensors (condensadors), es requereix d’un senyal senoidal, ja que un 
condensador a una freqüència determinada es comporta com una resistència a nivell 
d’amplitud del senyal. Quan major sigui el voltatge d’excitació, menor serà l’efecte del soroll 
acoblat sobre ell, s’ha triat com a valor òptim 40 Vpp. D’altre banda, quan major sigui la 
freqüència, major serà el corrent que travessa el condensador i menor serà l’efecte del soroll 
acoblat sobre el senyal, no obstant això, tenim la limitació de la velocitat de processat ja que 
necessitem 4 mostres per període del senyal (4 x freq.). D’aquí bé que el valor de freqüència 
del senyal d’excitació escollit per a aquesta aplicació sigui de 100 kHz. Aquest senyal 
d’excitació està generat per un DDS, que configurat en el mode ‘single tone’ genera 
internament un senyal senoidal digital parametritzable en quan a freqüència i amplitud, i un 
conversor digital analògic a la sortida del dispositiu permet la creació del senyal analògic 
desitjat. Per a configurar els paràmetres del DDS s’utilitza un microcontrolador autònom que 
realitza una programació sèrie en el moment d’arrencar el sistema. El DDS està alimentat 
amb un senyal de rellotge de 26 MHz, l’oscil·lador genera un senyal de 156 MHz, entre 
ambdós dispositius tenim un divisor de rellotge que a part d’alimentar el DDS, genera una 
segona freqüència sincronitzada, que alimenta els ADCs de les PCBs d’adquisició. A La 
sortida del DDS connectarem una etapa de filtre passiu passa banda i seguidament un 
amplificador de tensió. Aquest amplificador de tensió te connectat a la sortida un 
transformador 1:1 que aïllarà galvanicament  la sortida. 
 
Figura 7: Diagrama de blocs de la generació de la senyal excitadora dels sensors. 
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3.2.2. Sistema actuador 
Els sistema actuador està format pel conjunt de dispositius i subsistemes que es presenten en 
la Figura 8: 
 
Figura 8: Diagrama de blocs del sistema actuador. Esquema general a nivell funcional.  
El microcontrolador del sistema actuador està composat per els següents senyals de control: 
- El microcontrolador (PIC18F4480) amb oscil·lador intern que genera una sortida de 
rellotge de freqüència ¼ la del oscil·lador. 
- Les sortides PWM connectades juntament amb la sortida de l’oscil·lador a un DELAY. 
- La connexió amb el bus CAN mitjançant el corresponent transceiver CAN. 
- La sortida data_ready, permet configurar el moviment d’una barra i a posteriori el 
moviment d’una altra barra amb una configuració totalment diferent (velocitat i sentit). 
- La sortida left/right. 
- La sortida adress_board connectada a un  bloc de comparació. 
- La sortida adress_piezo connectada juntament amb la sortida del bloc comparador a una 
porta AND i la sortida d’aquesta a la entrada de selecció d’un multiplexor. 
- La sortida velocity connectada a l’entrada de selecció d’un demultipliexor. 
- La sortida Piezo_Discharge connectada directament a un sistema hardware de 
descàrrega del piezo. 
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- La sortida Capacitors_Discharge connectada a un sistema de descàrrega dels 
condensadors d’alimentació. 
La sortida de l’oscil·lador dividida entre quatre s’utilitza per a generar un retard en el senyal 
PWM de tal manera que amb la combinació d’ambdues podem governar un transistor 
MOSFET de tipus P i un altre de tipus N sense que es produeixi una conducció simultània 
d’ambdós. Amb això, generem uns temps de guarda que s’adeqüen a la velocitat de tall i 
conducció dels transistors: 
 
Figura 9: Senyals de control del transistors 
Els transistors anteriorment esmentats són els que permeten la càrrega i descàrrega del 
piezo als voltatges adients (130 i -40 Vdc) i amb la velocitat que pertoca. 
Per a la comunicació CAN necessitem el transceiver corresponent que permetrà adequar els 
nivells de voltatge del microcontrolador a l’estàndard CAN de 5V. 
Amb el senyal data_ready podem configurar el moviment de diferents barres d’una mateixa 
PCB amb diferent velocitat i sentit, la qua cosa requereix l’ús d’una CPLD. Cada vegada que 
rebem un senyal data_ready, realitzarem les accions descrites anteriorment per tal de moure 
la barra corresponent amb el sentit i velocitat desitjat. 
Amb la sortida left/right activem les sortides de control pertinents per atacar els transistors 
corresponents, permetent així realitzar el moviment en el sentit adequat. 
Les sortides adress_board i adress_piezo permeten seleccionar la barra corresponent sobre 
el què volem realitzar el moviment. Tal i com s’ha esmentat anteriorment, cada placa governa 
16 piezos, de manera que per exemple, per moure la barra 23 haurem d’accedir al piezo nº 7 
de la PCB 2. Cada PCB tindrà la seva adreça física i només s’interpretaran les accions que 
coincideixin amb l’adress_board, d’aquí l’existència del bloc comparador. Amb l’adress_piezo 
seleccionarem quin dels piezos alimentem mitjançant l’entrada de selecció del multiplexor.  
La sortida velocity és la que determina a quina velocitat hem de moure la barra (ràpida o 
lenta). Per tant, aquesta sortida serà la que, connectada a la entrada de selecció d’un 
multiplexor, permetrà el pas cap als piezo del senyal corresponent a la velocitat ràpida o 
lenta. 
Amb el senyal data_ready podem configurar el moviment de diferents barres d’una mateixa 
PCB amb diferent velocitat i sentit, això requereix l’ús d’una CPLD. Cada vegada que rebem 
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un senyal data_ready realitzarem les accions descrites anteriorment per tal de moure la barra 
corresponent amb el sentit i velocitat desitjat. 
El senyal Piezo_Discharge, activarà un sistema hardware de descàrrega del piezo. Aquest 
senyal només s’activarà una vegada totes les barres es trobin situades correctament, i previ a 
la seva realització es procedirà a aturar el moviment de totes les barres. 
Per últim, el senyal de Capacitors_Discharge disposa d’un hardware totalment independent, 
que a part d’aturar totes les barres i descarregar tots els piezos, descarrega també els 
condensadors de gran capacitat que es connecten amb les alimentacions de 130 i -40Vdc i 
que actuen de suport a la alimentació en cas de pics de consum de potència. 
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4. Descripció software del projecte 
Els softwar que composen l’EMIR CSU són els següents: 
- Sistema d’adquisició: 
o Cònsola de control per a comunicar-nos amb el software del sistema 
d’adquisició i conèixer diferents paràmetres tant de configuració com de posició 
de les barres o, fins i tot, d’alguns paràmetres que es van calculant en temps 
real. 
o Software del sistema d’adquisició per a realitzar el càlcul de la posició de 
cadascuna de les barres a partir de la mesura de la capacitat dels sensors 
corresponents. A més, permet la comunicació de paràmetres en temps real cap 
a la cònsola del PC per tal de determinar possibles errors o simplement per 
tenir un coneixement del procés del càlcul. 
- Sistema actuador: 
o Cònsola de control per a realitzar les comandes de moviment que 
posteriorment seran enviades mitjançant la interfície CAN cap al sistema 
actuador. 
o Software del sistema actuador, processa les comandes que li arriben de la 
cònsola de control i genera els corresponents senyals que activen els diferents 
dispositius hardware per a realitzar els moviments desitjats. 
 
Figura 10: Diagrama del software del projecte. 
Acquisition 
system software 
 
 
 
  
Control console of 
acquisition system 
CAN 
CAN 
Control console of 
actuator system 
Actuator system 
software 
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4.1.1. Cònsola de control per a governar l’adquisició. 
Funcions que ha de realitzar la cònsola del sistema d’adquisició: 
- Identificar la versió del software instal·lat en el microcontrolador. Cal tenir identificada 
quina és l’última versió software que s’ha gravat en la memòria del microcontrolador 
per a posteriors modificacions.  
- Carregar en la memòria flash un fitxer on hi consten tots els coeficients que s’utilitzaran 
per al càlcul de la posició. Degut al gran nombre de coeficients que s’utilitzen per al 
càlcul, cal tenir-los correctament identificats en un fitxer.  
- Consultar el contingut d’una posició de la memòria flash. Facilita el coneixement 
immediat d’algun dels coeficients (valor real del coeficient). 
- Canviar el valor de qualsevol coeficient de la memòria. Degut al temps que triga en 
gravar tots els coeficients en memòria (al voltant d’uns 7 minuts), aquesta opció és una 
forma ràpida de modificar-ne algun en concret. 
- Saber quina és la posició actual d’una barra. Que en comparació amb el valor d’un 
aparell de mesura de gran precisió ens determinarà si el càlcul realitzat fins al moment 
és correcte i alhora ens informarà de la deriva del mateix. 
- Inicialitzar el comptador de posició d’una barra per a determinar la posició 0 de 
cadascuna de les barres. 
- Petició d’amplitud dels sensors d’una barra en temps real, representació mitjançant un 
gràfic. Permet conèixer si l’adquisició del sensor és correcte o si es produeix alguna 
anomalia, alhora que també ens indica quins són els nivells de soroll amb què 
treballem.   
- Possibilitat de guardar els valors dels sensors en un fitxer. Permetrà analitzar les dades 
i avaluar quin és l’error comès amb altres softwares de càlcul com Matlab.  
- Petició d’amplitud dels sensors de totes les barres en temps real, representació gràfica 
només dels sensors d’una barra. 
- Aturada de la transmissió en temps real de totes les barres. Aturarem la transmissió de 
dades ja que un cop comprovem que el funcionament és correcte estarem consumint 
recursos innecessaris del microcontrolador. 
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Diagrama d’estats. 
 
Figura 11: Diagrama d’estats del programa de la cònsola labview del sistema d’adquisició. 
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Contingut dels missatges de comunicació CAN: 
Missatges que enviem des de la cònsola labview cap al microcontrolador: 
Taula 4: Llistat de missatges CAN que envia la cònsola labview al microcontrolador. 
Format 
Ident. 
(hex) format 
Long. 
Dades Dades (hex) 
Format dades Funció 
C0* Std 1 0 0 ?identificador del missatge Consulta de la versió software 
C0* Std 2 1n 1?id.+ n?número de barra Inicialitzar el comptador de posició de la barra n. 
C0* Std 2 2n 2?id.+ n?número de barra Consultar la posició de la barra n. 
C0* Std 1 3 3 ? identificador del missatge Activar la transmissió en temps real de l’amplitud de les barres 
C0* Std 1 4 4 ? identificador del missatge Desactivar el mode en temps real de totes les barres. 
C0* Std 2 5n 5?id.+ n?número de barra Activa la transmissió en temps real de la barra n. 
C0* Std 8 7a aa vv vv 7?id.+ aaa?3 bytes adreça + vvvv? 4 bytes valor 
Modificar el valor contingut a 
l’adreça (aaa) per el valor (vvvv).  
C0* Std 4 8a aa 8?id. + aaa?3 bytes d’adreça Consulta el contingut de l’adreça (aaa). 
C0* Std 8 9a aa vv vv 9?id.+ aaa?3 bytes adreça + vvvv? 4 bytes valor 
Envia el valor (vvvv) a l’adreça 
(aaa) segons el fitxer. 
 
* 0 és l’identificador de la PCB que envia el missatge CAN (hi ha 13 PCB d’adquisició). 
 
Missatges que enviem cap a la cònsola labview des del microcontrolador:  
Taula 5: Llistat de missatges CAN del microcontrolador a la cònsola labview. 
Format 
Ident. (hex) format Long. Dades 
Dades 
(hex) 
Format dades Funció 
D0* Std 8 0c vv vv vv 0 ?id.+ c? error + vvvvvv? versió software 
Envia la versió software i indica si 
hi ha hagut algun error 
D0* Std 2 1c 1?id.+ c?tipus d’error Indica que s’ha realitzat la comanda posició 0 barra n. 
D0* Std 6 2c vv vv 2?id.+ c?error + vvvv ? valor de posició. 
Indica si hi ha hagut algun error i 
ens indica la posició de la barra n. 
D0* Std 2 3c 3?id.+ c?tipus d’error Confirmació transmissió en temps real. 
D0* Std 2 4c 4?id.+ c?tipus d’error Confirmació transmissió en temps real desactivada. 
D0* Std 2 5c 5?id.+ c?tipus d’error Confirmació transmissió en temps real de la barra n. 
D0* Std 2 7c 5?id.+ c?tipus d’error Confirmació de modificació del coeficient de valor vvvv en aaa. 
D0* Std 6 8c vv vv 
8?id.+ c?error + vvvv ? 
contingut de la memoria 
flash. 
Indica si hi ha hagut algun error i 
ens indica el valor en memòria. 
D0* Std 2 9e 9?id.+ e?estat de la transmissió 
Indica si s’ha processat la dada 
enviada o si ha finalitzat la 
transmissió de coeficients. 
  D0* bbb ss ** (binari) extend 8 tt tt vv vv 
tttt ? temps en que s’ha 
agafat la mostra + vvvv ? 
valor de la mostra 
Missatges que s’envien des del 
microcontrolador quan tenim el 
mode temps real activat. 
 
* 0 és l’identificador de la PCB d’on procedeix el missatge.  
** Forma part del identificador extens ‘bbb’ correspon a la barra del que procedeixen les dades i ‘ss’ al sensor. 
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4.1.2. Cònsola de control per a governar els actuadors. 
Funcions que ha de realitzar la cònsola del sistema actuador: 
- Identificar la versió del software instal·lat en el microcontrolador. Cal tenir identificada 
quina és l’última versió software que s’ha gravat en la memòria del microcontrolador 
per a posteriors modificacions. També serveix per comprovar el correcte funcionament 
de la comunicació amb el microcontrolador sense realitzar cap acció sobre el sistema 
físic. 
- Configuració del cicle de treball i de la freqüència de les dues velocitats, lenta i ràpida. 
Aquest pas serveix per a l’ajust de la velocitat, tant de la lenta com de la ràpida, per tal 
d’optimitzar el moviment de la barra. 
- Moviment d’una barra, tenim dos modes de moviment de les barres: 
o  Seleccionem la barra, la velocitat, indiquem el sentit i el temps de moviment i 
finalment iniciem el moviment. D’aquesta manera, la barra corresponent 
iniciarà el moviment amb el sentit i velocitat indicat durant el temps 
preestablert. 
o  Seleccionem la barra, la velocitat, indiquem el sentit i iniciem el moviment amb 
temps 0 (indefinit). Per aturar el moviment haurem d’enviar una altra comanda 
a la barra corresponent amb el sentit 0 (stop). 
- Aturada de tots els piezos. Aquesta comanda a part d’aturar totes les barres que puguin 
estar en moviment, descarrega el potencial de tots el piezo-transductors. 
- Aturada de tot el sistema de control. Aquesta comanda, a més de realitzar la parada de 
tots els piezos i la descàrrega corresponent, desconnecta l’alimentació de la PCB i 
activa la descàrrega dels condensadors d’alimentació.  
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Diagrama d’estats. 
 
Figura 12: Diagrama d’estats del programa de la cònsola labview del sistema d’adquisició. 
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Contingut dels missatges de comunicació CAN: 
Missatges que enviem des de la cònsola labview cap al microcontrolador: 
Taula 6: Llistat de missatges CAN que envia la cònsola labview al microcontrolador. 
Format 
Ident. 
(hex) format 
Long. 
Dades Dades (hex) 
Format dades Funció 
38 Std 0   Consulta de la versió software 
30 Std 5 vf fd d 
v?velocitat (fast/slow) + 
ff?freqüència + dd ? duty 
cycle 
Configurar els timers. 
18 Std 4 nD tt n?nº barra+ D ? direcció / velocitat + tt ? temps 
Inicia el moviment d’una barra 
amb els paràmetres donats. 
20 Std 0   Activar la descàrrega dels piezotransductors. 
4 Std 0   Desactiva les alimentacions de la PCB i dels piezotransductors. 
 
 
 
Missatges que enviem cap a la cònsola labview des del microcontrolador:  
Taula 7: Llistat de missatges CAN del microcontrolador a la cònsola labview. 
Format 
Ident. 
(hex) format 
Long. 
Dades Dades (hex) 
Format dades Funció 
1A Std 8 Ic vv vv vv I?38h + c?codi error + vvvvvv?versió software 
Envia la versió software i indica si 
hi ha hagut algun error 
1A Std 2 Ic I?30h + c?codi error Indica si hi ha hagut algun error en la Configuració dels timers. 
1A Std 2 Ic I?18h + c?codi error Indica si hi ha hagut algun error en el moviment de la barra. 
1A Std 2 Ic I?20h + c?codi error Indica si hi ha hagut algun error en la comanda de descarrega. 
1A Std 2 Ic I?4h + c?codi error Indica si hi ha hagut algun error en la comanda de desconnexió. 
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4.1.3. Software d’adquisició i processat de les dades.  
El software d’adquisició està contingut en el microcontrolador del sistema d’adquisició. El 
microcontrolador interactua amb els següents dispositius mitjançant les interfícies 
corresponents: 
- Memòria Flash sèrie ? utilitza comunicació sèrie SPI. 
- Convertidor Analògic Digital ? utilitza comunicació paral·lel de 16 bits + 4 bits de 
control. 
- Driver de CAN ? mitjançant comunicació CAN 2.0 A 
El software que calcula la posició de cadascuna de les 8 barres que pertanyen a una mateixa 
PCB ha de realitzar els passos següents: 
- S’han d’adquirir 4 mostres en quadratura per cicle del senyal dels sensors capacitatius 
(100 kHz). 
- S’han d’adquirir 32 cicles consecutius per cada sensor (16 per ajustar el filtre digital 
passa banda i 16 útils per al càlcul). 
- S’han de realitzar els promitjos de les 4 mostres en els 16 cicles útils, per sensor. 
- S’han d’aplicar les equacions trigonomètriques corresponents per tal d’obtenir 
l’amplitud, per cadascun dels 32 sensors de la PCB.  
- S’han d’aplicar els algoritmes per obtenir la posició de cadascuna de les barres. 
- En tot moment s’ha d’atendre les comandes que arriben per el bus CAN: 
o Si tenim el mode de representació en temps real activat, hem d’enviar 4 
missatges CAN que continguin l’amplitud i el temps de cadascun dels 4 sensors. 
o Si tenim una petició d’estatus, hem d’enviar un missatge CAN amb la versió del 
software instal·lat al microcontrolador. 
o Si rebem una comanda de Càrrega de coeficients en la memòria flash, hem 
d’atendre les següents comandes de CAN que contenen els valors de les 
variables d’un fitxer que s’han de carregar a la memòria flash i gravar-les a la 
posició de memòria corresponent.  
o  Si rebem una comanda de Lectura de la memòria, hem d’enviar 1 missatge 
CAN amb el contingut de la informació continguda en la memòria flash en les 4 
posicions precedents a la sol·licitada (les dades són de tipus float ? 4 bytes).  
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o Si rebem una comanda d’Escriptura en una posició de memòria, el programa 
ha de guardar aquesta posició de memòria en el lloc corresponent. 
Per a simplificar el software d’adquisició es va dividir el contingut en els següents blocs: 
- Main (Programa principal). 
- CSU_CAN. 
- CSU_FIR. 
- CSU_Atm_SPI. 
- CSU_processing. 
Main: 
Programa principal on es van cridant en el moment oportú les subrutines creades en cadascun 
dels blocs anomenats anteriorment. 
Aquest bloc està definit per tres accions diferenciades: 
- Inicialització de registres i variables. 
- Bucle principal. 
- Subrutina d’atenció a la interrupció del ADC. 
La inicialització de registres i variables es realitza cada vegada que inicialitzem el 
microcontrolador. També és en aquesta acció quan configurem els diferents dispositius per a la 
comunicació amb el microcontrolador. La primera funció que es crida és la VisualInitialization(), 
la qual inicialitza tots els registres interns del microcontrolador per al funcionament desitjat. La 
següent funció és can_configure() que carrega els registres del CAN per al funcionament 
requerit. A continuació una nova funció carrega tots els coeficients del filtre digital del 
convertidor ADC (Load_FIR()). Finalment, la última funció que s’executa en aquesta acció és 
AT26D_SPI_configure(), que configura els registres de la memòria sèrie per a comunicar-se 
amb el microcontrolador (Figura 13).     
En el Bucle principal es realitzen tots els càlculs que determinen la posició de la barra. El 
primer pas és determinar l’amplitud dels sensors capacitius de cadascuna de les barres 
mitjançant la funció buffer_processing(X) (bloc: CSU_processing), on X correspon al número 
del sensor d’una de les barra. El segon pas és enviar via CAN el valor d’amplitud dels sensors 
(tx_raw(...)), en cas que s’hagi requerit aquesta funció des de la cònsola d’adquisició. Per últim, 
cal determinar la posició de la barra mitjançant la posició anterior i el moviment efectuat, aquest 
càlcul el realitza la funció (bar_processing()) (Figura 13).  
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 La subrutina d’atenció a la interrupció de l’ADC s’executa per cada nova dada que converteix 
l’ADC (1 cada 2,50 us). En la subrutina es determina quin és el número de la mostra, cosa que 
permet canviar de sensor cada 128 mostres (64 mostres per a esperar la estabilització del filtre 
i 64 mostres valides), canviar de barra cada 512 mostres (4 sensors) i tornar a la barra 0 
després de realitzar 4096 mostres (32 sensors ? 8 barres).    
Un mecanisme que s’ha utilitzat per optimitzar el temps de processat de les dades ha estat la 
creació de dues estructures de dades amb el contingut de les mostres dels 4 sensors d’una 
barra. D’aquesta manera mentre la subrutina d’atenció a la interrupció de l’ADC captura les 
mostres d’una barra sobre una estructura, el Bucle principal processa les mostres dels 4 
sensors de l’altre estructura, capturades prèviament per la subrutina d’atenció a la interrupció 
de l’ADC.   
 
Figura 13: Diagrama d’estats del bloc main del software d’adquisició. 
VisualInitialization() 
  can_configure() 
 Load_FIR() 
AT26D_SPI_configure() 
tx_raw(0…) 
Amplitud  Sens.
buffer_processing(0) 
  buffer_processing(1) 
  buffer_processing(2) 
  buffer_processing(3) 
tx_raw(1…) 
tx_raw(2…) 
tx_raw(3…) 
 bar_processing () 
 
 
Inicialització de       
registres i variables 
 
 
 
 
 
 
 
 
 
 
 
Bucle Principal 
Interrupció() 
Mostra + 1 
Nº mostra > 64
Nº mostra>128
Guarda mostra () 
Nº sensor > 4 
Sensor + 1 
Mostra = 0 
barra + 1 
Sensor = 0 
Nº barra > 8 
barra = 0 
Fi interrupció () 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
Subrutina d’atenció a la interrupció  
de l’ADC. 
Si 
No 
No 
No 
No Si 
Si 
Si 
Si 
           Projecte Fi de Carrera:  Disseny del sistema  17/11/2010  
 de control per el mòdul EMIR CSU del GTC Carles Coll Gutiérrez 
 29
CSU_CAN: 
En aquest bloc hi trobem totes les funcions que fan referència a la comunicació CAN. Està 
format per dos funcions fonamentals: 
- Funció de configuració dels registres interns de la interfície CAN. 
- Subrutina d’atenció a l’arribada de missatges CAN. 
En la funció de configuració dels registres interns de configuració del CAN (can_configure()) es 
determinen entre d’altres característiques: la velocitat del CAN, les màscares i filtres de 
recepció de missatges, el mode de funcionament, interrupcions del CAN, els buffers que 
s’utilitzaran i la funció (recepció o envio de missatges)... 
La subrutina d’atenció a la interrupció per recepció de missatges, determina quina és l’acció a 
realitzar amb cadascun dels missatges vàlids rebuts. Cada missatge rebut té una resposta amb 
un codi que determina si hi ha hagut algun error en el missatge, a excepció dels missatges que 
contenen valors que hem d’emmagatzemar en la memòria flash, ja que retardarien molt la 
comunicació.  
Altres funcions que trobem en aquest bloc són: 
Void can_tx_0(char code, char value): Utilitzada per a respondre a cada missatge rebut amb el 
tipus d’error. Code és el tipus d’error, normalment 0 si no hi ha error, i value correspon al tipus 
de missatge rebut. 
Void can_tx_stat(char code, char value): Utilitzada per a respondre únicament al missatge 
status, on a part de respondre amb l’error s’envia la versió del software instal·lat en el dsPIC. 
Void can_tx_0_float(char code, float value): Utilitzada per a enviar dades de tipus float (4 bytes) 
a la cònsola d’adquisició. La utilitzem per a enviar el contingut d’una adreça de la memòria 
flash. 
Void tx_raw(int buffer, int bar_index_local, int capa_index_local, float ts, float value): Utilitzada 
per a enviar el valor de l’amplitud dels sensors a la cònsola d’adquisició. 
El contingut dels missatges CAN d’aquestes funcions els trobem a la Taula 5. 
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CSU_FIR: 
En aquest bloc trobem un conjunt d’instruccions que permeten configurar el filtre FIR del 
convertidor Analògic-digital. Es tracta d’enviar mitjançant comunicació paral·lel les instruccions i 
els coeficients que permeten configurar el un filtre passa-banda, utilitzant una finestra 
Hamming, amb una freqüència fonamental de 100 kHz, un ample de banda de 50 kHz i una 
atenuació de la banda no passant de 120 dB. La freqüència de mostreig a la que treballem és 
de 400 kHz (4 mostres per període de la senyal de 100 kHz) amb una freqüència de rellotge de 
6,4 MHz. El valor dels coeficients són calculats per un software subministrat pel fabricant 
(Systolix Analog Devices (Figura 14)).  
 
Figura 14: Programa per a calcular els coeficients del filtre FIR del ADC. 
La comunicació paral·lel es composa per 16 bits de dades + 3 sortides de control cap a l’ADC + 
1 entrada de control cap al microcontrolador. Les sortides de control son: CS ? habilitació de 
transmissió , RS ? dada o instrucció, WR/RD ? lectura o escriptura. La entrada de control INT 
? interrupció per sol·licitar l’intervenció del microcontrolador (Figura 15). 
 
Figura 15: Connexionat del convertidor analògic digital i el dsPIC. 
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El convertidor disposa d’un registre d’estat que permet conèixer l’estat de la transmissió o la 
configuració del propi ADC. 
La seqüència de comandes i dades que es requereixen per a configurar correctament el 
convertidor és el següent: 
- S’envia una comanda de reset per inicialitzar el funcionament del convertidor. 
- S’envia una comanda de configuració mitjançant els coeficients calculats amb el 
software corresponent.  
- S’envien els 516 coeficients. 
- Es comprova que no hi ha hagut cap error i per tant el convertidor està configurat 
correctament  
- S’inicia la conversió amb una nova comanda.     
Amb el següent diagrama es descriu amb més detall el procés de configuració del 
convertidor:  
 
Figura 16: Diagrama de blocs de la configuració del filtre FIR del ADC. 
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Una vegada configurat el filtre del ADC, podem iniciar el funcionament normal del convertidor, 
on per cada dada rebuda el convertidor generarà una interrupció en el microcontrolador que 
emmagatzemarà la dada rebuda i es preparà per rebre i processar noves dades (subrutina 
d’atenció a la interrupció de l’ADC). 
 Cal destacar que no necessitem una sincronització entre la senyal a mostrejar (100 kHz) i el 
convertidor (400 kHz). El que si es requereix és una gran estabilitat temporal entre la relació 
freqüencial 1 a 4. Ja que l’aplicació del teorema de Pitàgores en les 4 mostres obtingudes per 
període es basa en que les mostres estiguin perfectament en quadratura.  
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CSU_Atm_SPI: 
Aquest bloc és el que permet la configuració de la memòria sèrie per a una correcta 
comunicació amb el dsPIC. La memòria té una capacitat total d’1 Mbyte i està organitzada en 
blocs de 64, 32 i 4 kbytes, els quals es poden protegir per tal que el seu valor no es pugui 
modificar. També es pot eliminar el contingut de cadascun d’aquests blocs (en cas que no 
estiguin bloquejats), però mai es podrà eliminar el contingut d’una única posició de memòria. 
D’altra banda, l’escriptura de dades es podrà fer tant en blocs de 256 bytes com d’una única 
dada. La lectura de dades es realitza mitjançant una adreça inicial que es va incrementant 
automàticament de forma que amb una sola instrucció podrem llegir des d’una dada a un bloc 
sencer. 
La comunicació SPI de la memòria sèrie està formada per un senyal de rellotge (sincronització 
de la memòria amb el dsPIC) generada pel dsPIC, un senyal de CS (activació de la 
comunicació) generada també pel microcontrolador i dos senyals de dades unidireccionals (SI, 
SO). Podem observar un esquema d’aquests senyals a la Figura 17. 
 
Figura 17: Connexionat de la memòria sèrie i el microcontrolador 
Les funcions que formen aquest bloc són les següents: 
- AT26D_SPI_configure(): Aquesta funció configura el driver SPI del microcontrolador 
per a comunicar-se amb la memòria. Retorna un 1 si no hi ha hagut problemes i la 
comunicació està establerta. 
- AT26D_GetData_float(): Aquesta funció permet llegir un nombre determinat de dades 
de tipus real (4 bytes) a partir d’una determinada posició de memòria. 
- AT26D_GetData(): Al igual que l’anterior, permet la lectura d’un nombre determinat de 
dades de tipus caràcter (1 byte) a partir d’una adreça determinada. 
- AT26D_coefmem_RawFloat(): Aquesta funció realitza l’escriptura de dades reals quan 
realitzem la càrrega dels coeficients del fitxer (després d’haver realitzat un esborrat 
total de la memòria). 
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- AT26D_PutData_RawFloat(): Aquesta funció modifica el valor d’una posició de 
memòria. Per això cal guardar les dades del bloc corresponent on es troba el valor que 
volem substituir, eliminar el bloc i restituir les dades del bloc incloent la nova dada. 
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CSU_processing: 
Aquest bloc conté tot el referent al càlcul de l’amplitud dels sensors i la posició de la barra. Està 
format per dos funcions diferenciades: 
- La primera calcula l’amplitud dels sensors de cadascuna de les barres. 
- La segona calcula la posició relativa de la barra.  
Càlcul de l’amplitud dels sensors: 
Com ja s’havia explicat anteriorment, per cada sensor capacitiu s’agafen 64 mostres útils per al 
càlcul de l’amplitud. Com que per cada cicle del senyal a mostrejar es capturen 4 mostres, 
aleshores en 64, tindrem 16 períodes de senyal. Aquest càlcul s’haurà de fer per cadascun dels 
4 sensors de cada barra. 
El procés de càlcul consta d’un primer pas que és fer el promig de les mostres dels 16 cicles 
per cadascuna de les quatre mostres d’un període del  senyal a mostrejar. Depenen del 
moment en que iniciem l’ADC després de ser programat, ens podem trobar amb diferents 
situacions de sincronització entre el senyal de 100 kHz i el mostreig d’aquesta: 
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Figura 18: Promig de les mostres capturades.  
El següent pas és realitzar la resta dels promitjos de les mostres 1ª i 3ª i d’altre banda 2ª i 4ª: 
4_Pr2_Pr
3_Pr1_Pr
omigomigB
omigomigA
−=
−=  
Finalment, apliquem el teorema de Pitàgores realitzant l‘arrel quadrada de la suma quadràtica 
de les dues mitges calculades en el punt anterior, en aquest pas podem veure com no afecta la 
sincronització entre el senyal de 100 kHz i el mostreig. El que si te efecte és que la relació entre 
les dues freqüències sigui completament constant, es per això que les dues procedeixen del 
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mateix oscil·lador. L’aplicació del teorema de Pitàgores la podem veure representant la senyal 
senoidal sobre una circumferència, i considerant les mostres com el sinus de r: 
 
22 BACx +=  
El valor obtingut en aquest punt és el voltatge pic a pic del sensor. Dividint aquest valor entre 
dos obtindrem el valor de l’amplitud del voltatge en el sensor. 
Càlcul de la posició relativa de les barres: 
Com el moviment de la barra es rectilini i els sensors capacitius estan basats en condensadors 
de plaques paral·leles separats per un dielèctric que és l’aire, ens trobem amb que la senyal 
dels sensors capacitius oscil·la entre un valor màxim, quan la placa del sensor i la part no 
foradada de la barra coincideixen i un valor mínim, quan la placa del sensor coincideix amb el 
forat de la barra. D’aquesta manera tenim una senyal triangular, que oscil·la entre el valor 
màxim 3 pF i mínim 0,2 pF.  
Per a calcular la posició de la barra s’ha fet un algoritme, el primer pas del qual és realitzar la 
resta de les amplituds dels sensors (1 – 3, i 2 – 4) de cada barra. Acte seguit, cal realitzar el 
quocient entre els dos valors obtinguts en el punt anterior. Per últim, es realitza l’arctangent del 
quocient anterior de manera que obtindrem un senyal en dent de serra de freqüència doble al 
senyal generat pels sensors amb la barra en moviment. La formula resultant seria:  
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A continuació es presenta una gràfica de l’evolució de les amplituds de cadascun dels sensors 
a una velocitat determinada. També es pot observar la forma del senyal obtinguda de 
l’arctangent. Els senyals dels sensors oscil·len entre 0,5 pF i 3 pF, mentre que el senyal del 
arctangent oscil·la entre pi/2 i –pi/2, això està lligat a que quan la capacitat del sensor 2 és 
màxima l’arctangent val 0, el mateix passa quan la capacitat del sensor 4 és màxima. Si quan 
la capacitat del sensor 2 o 4 és màxima, desplaçant-nos en un sentit l’atan() augmenta, mentre 
que en l’altre l’atan() disminueix. Això passa fins que la capacitat del sensor 1 o 3 és màxima, 
moment en què es produeix la discontinuïtat de l’atan(). Si quan entre una mostra de l’atan() i 
l’anterior hi ha una diferència gran, significarà que hem superat un període (discontinuïtat de 
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l’arctangent), llavors segons si la diferència és positiva o negativa, restarem o sumarem un 
període respectivament. D’aquesta manera obtindríem una recta  com la que representem en la 
següent figura:   
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Figura 19: Representació dels senyals que permeten calcular la posició de les barres. 
 
A continuació podem veure la forma del senyal d’error. L’error que es mostra presenta uns pics 
de 220 um, valor molt superior a la especificació de 6 um.  
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Figura 20: Error comés degut a les no linealitats. 
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Una correcció possible que podríem fer seria la següent, com veiem la senyal s’aproxima a un 
senyal senoidal amb període 5 mm (es repeteix cada 5 mm, de recorregut de la barra).  
Amb aquesta observació podem fer una ràpida compensació aplicant a la posició l’increment 
d’una senyal senoidal d’amplitud similar a la del error, i calculada no en funció del temps, sinó 
en funció de la posició de la barra. La formula resultant seria:  
errorVpposbar
mm
pos _*_··sin ⎟⎠
⎞⎜⎝
⎛=Δ
5
2 π
 
Bar_pos= posició de la barra 
Vp_error= Valor de pic del error 
5mm. = distancia que ha de recórrer la barra perquè es repeteixi un període.  
Aplicant aquesta formula obtenim un error com el que es mostra en la següent figura: 
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Figura 21: Error comés degut a les no linealitats, després de ser compensat. 
En aquesta ocasió l’error màxim comés es proper a les 60 micres mentre la freqüència s’ha 
duplicat novament. Procedint de forma similar a l’anterior correcció, obtenim la següent gràfica 
de l’error, inferior a 30 micres: 
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Figura 22: Error comés degut a les no linealitats, després de ser compensat per segona vegada. 
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Una altre alternativa a la formula anterior seria fer L’arctangent del quocient dels sinus de les 
restes del detectors seguint la formula següent: 
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Per a la utilització d’aquesta formula s’ha de normalitzar el resultat de la resta dels detectors 
per que oscil·li entre un valor màxim de π/2 (90º) i un valor mínim de - π/2 (-90º).  
Utilitzant aquesta formula obtenim errors de linealitat pràcticament despreciables: 
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Figura 23: Representació dels senyals que permeten calcular la posició de les barres utilitzant la formula 
de l’arctangent del quocient dels sinus. 
L’error comés en aquesta ocasió esta molt per sota del requeriment, aquests errors son deguts 
als arrodoniments que fan els softwares de càlcul (idealment l’error és 0). L’error màxim és de 
1.2 nm: 
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Figura 24: Error comés en el càlcul de la posició utilitzant la segona formula. 
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Les senyals capturades amb els sensors no son tot lo ideals com els valors utilitzats en el 
càlcul teòric. Aquestes no idealitats fan que es perdi precisió i linealitat en el càlcul de la 
posició.  A continuació es presenta la forma real de l’evolució de la capacitats dels sensors: 
 
 Figura 25: Representació del valor dels quatre sensors capacitius que conté cada barra. 
 
Aquestes no idealitats son degudes a les imperfeccions dels sensors, no tots els detectors 
tenen exactament les mateixes dimensions, cosa que fa que la lectura dels detectors no tingui 
la mateixa amplitud. D’altre banda la distancia entre el detector i la barra tampoc és la mateixa 
per tots els detectors, cosa que també influeix en la diferent amplitud entre detectors. Un altre 
factor que te molta influencia són les deformacions de la barra que afecten sobre el valor mig 
dels 4 detectors de la barra.  
En la figura que es presenta a continuació es pot apreciar un arrodoniment en els pics inferior i 
superior de la senyal, això es degut a l’efecte d’extrems que ignorem en el càlcul teòric de la 
capacitat del  condensador de plaques paral·leles. 
 
Figura 26: Detall de l’evolució d’un dels quatre sensors capacitius que conté cada barra. 
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Una de les operacions que es realitza per compensar aquestes no idealitats es realitzar la 
normalització dels detectors. Per a tal efecte es dividirà el valor de cadascun dels detectors  
entre una quarta part de la suma dels 4 detectors per a cada mostra, obtenint les senyals 
següents:  
 
Figura 27: Representació del valor dels quatre sensors capacitius que conté cada barra després del 
procés de normalització. 
 
El procediment que s’ha utilitzat per a verificar el sistema de mesura tracta d’un interferòmetre 
que ens dona un valor de posició amb una precisió d’uns 150 nm. Sincronitzant l’interferòmetre 
amb les mesures del CSU podem determinar a cada instant de temps del CSU quin és el valor 
de posició corresponent. 
Tot i aquesta compensació s’obtenen uns errors respecte l’interferòmetre considerables front 
les especificacions.  
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La següent gràfica presenta l’evolució de l’error de posició respecte l’interferòmetre en funció 
de la posició de la barra aplicant la primera formula. Podem apreciar unes oscil·lacions de 
freqüència considerable que es poden atribuir a la no linealitat de la formula aplicada. Altres 
oscil·lacions de freqüència mes lenta i de magnitud variable són degudes a les toleràncies de 
fabricació de la barra i els sensors: 
 
Figura 28: Error comés en la posició calculada mitjançant la primera formula  
en funció de la posició de la barra. 
A continuació es presenta l’histograma del error. En ell podem veure una lleugera tendència a 
errors positius i un error de major freqüència a 0,1 mm:  
 
Figura 29: Histograma del error utilitzant la primera formula. 
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En aquest cas, es presenta l’evolució del error en funció de la posició de la barra utilitzant la 
segona formula. En aquest cas podem observar com la freqüència considerable vista en les 
anteriors gràfiques s’ha vist reduïda en amplitud, cosa que ens indica que aquest algoritme és 
més lineal i l’error es degut a les no idealitats de les mesures. La oscil·lació més lenta ens 
indica al igual que en el cas anterior les toleràncies de fabricació de la barra i els sensors: 
 
Figura 30: Error comés en la posició calculada mitjançant la segona fórmula  
en funció de la posició de la barra. 
A continuació es presenta l’histograma de l’error. En aquesta ocasió veiem una distribució més 
gaussiana que en el cas anterior i un error de major freqüència a 0,05 mm. Cosa que ens indica 
que aquesta formula es millor que la anterior sense arribar a les especificacions requerides:  
 
Figura 31: Histograma del error utilitzant la segona formula. 
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4.1.4. Software de control dels actuadors. 
El software de control dels actuadors està contingut en el microcontrolador del sistema 
actuador. El microcontrolador interactua amb els següents dispositius mitjançant les interfícies 
corresponents: 
- Driver de CAN ? mitjançant comunicació CAN 2.0 A. 
- Comunicació amb la CPLD ? mitjançant senyals digitals.  
 
El software de control dels actuadors és el que permet generar el conjunt de senyals que 
permeten a la CPLD activar un o altre piezo. Els senyals que controlen la CPLD són: 
- LEFT: Moviment de la barra a esquerres. 
- RIGHT: Moviment de la barra a dretes. 
- F/S: Velocitat de la barra ràpid/lent 
- DISCPIEZO: Descàrrega del piezos-transdustors, sense provocar moviment.  
- DISCCAP: Desconnexió de la alimentació i descàrrega dels condensadors 
d’alimentació (+130V, -40 Vdc). 
- BADD2: Bit 2 d’ adreces de la PCB on es troba la CPLD.  
- BADD1: Bit 1 d’ adreces de la PCB on es troba la CPLD. 
- BADD0: Bit 0 d’ adreces de la PCB on es troba la CPLD. 
- ADD0: Bit 0 d’ adreces de la barra. 
- ADD1: Bit 1 d’ adreces de la barra. 
- ADD2: Bit 2 d’ adreces de la barra. 
- ADD3: Bit 3 d’ adreces de la barra. 
- ADD4: Bit 4 d’ adreces de la barra. 
- DRDY: Activació de la comanda carregada en els diferents senyals cap a la CPLD 
- CLOCK: Rellotge general de control de la CPLD 
- 200Hz: Senyal que especifica la velocitat ràpida i el cicle de treball de la pròpia. 
- 1Hz: Senyal que especifica la velocitat lenta i el cicle de treball de la mateixa. 
 
Tots aquests senyals són generades segons quin sigui el missatge de control que ens arriba 
per la interfície CAN. Les comandes CAN que ens arriben poden ser: 
• Comanda d’activació d’una barra, conté el valor de velocitat (fast/slow), la direcció 
(left/right), l’adreça de la barra que volem moure i el temps que la volem moure. 
• Comanda de configuració de les freqüències (200 Hz i 1 Hz), conté el valor de 
freqüència, cicle de treball i la sortida que volem modificar (la de 200Hz o la de 
1Hz). 
• Comanda de sol·licitud d’estatus. 
• Comanda de descàrrega dels piezo-transductors.  
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• Comanda de desconnexió de les alimentacions. 
El contingut d’aquests missatges s’explica a la Taula 6.  
Per descriure el funcionament del software de control dels actuadors cal identificar 2 processos 
independents. El primer és el que es produeix per interrupció del TIMER_0. Aquest procés 
genera les sortides 200Hz i 1Hz, s’hi accedeix cada 50 us, es realitza un increment sobre dues 
variables (una per cada sortida), les quals són comparades amb un registre que determina la 
freqüència i el cicle de treball de cadascuna dels dos senyals. També és en aquesta subrutina 
en la que reduïm els registres que contenen el temps de moviment de les barres. Per fer-ho 
incrementem una variable fins a 40, aquesta variable la utilitzem per apuntar sobre el registre a 
disminuir. Cadascun d’aquests registres conté el valor de temps de cada barra, d’aquesta 
manera el reduïm progressivament fins a 0 moment en què s’atura la barra. Donat que hi ha 
104 barres, cal accedir al registre 3 vegades per interrupció, de manera que la 1ª vegada 
accedim de la posició 0 a la 39, la 2ª vegada de la 40 a la 79 i la 3ª vegada de la 80 a la 104. 
Accedim a cada registre una de cada 40 interrupcions (40*50us = 2 ms).  
 
Figura 32: Descripció d’accions realitzades durant la subrutina del TIMER 0. 
Interrupció() 
Hz_1++ 
Hz_200++ 
(Hz_1 < DC*T1)
 or (Hz_1>T1) 
1Hz = 1 1Hz = 0 
(Hz_200<DC*T200)
 or (Hz_200>T200)
200Hz = 1 200Hz = 0 
Tim[Cont]-- 
 Cont > 40
Cont=0 
Fi Interrupció ( ) 
 Tim[Cont] > 0 
Tim[40+Cont]--  Tim[40+Cont] > 0
 Tim[80+Cont] > 0 Tim[40+Cont]-- 
Cont++ 
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El segon procés realitza dues funcions principals, per un costat, comprova si ha rebut algun 
missatge CAN i executa la comanda corresponent segons el seu contingut, i per l’altre costat, 
es comprova mitjançant un bucle si algun dels registres de temps de les barres (explicat en la 
pàgina anterior) ha arribat a 0 (aturada de la barra) i executa una funció que genera els senyals 
corresponents per aturar la barra, tal com es mostra en el següent diagrama de blocs:  
 
Figura 33: Descripció del bucle d’aturada de les barres un cop finalitzat el temps   
La funció que executa les comandes CAN, el primer que fa és identificar el missatge, a 
continuació genera els senyals adequats per a realitzar la comanda sol·licitada:  
1. Comanda d’activació d’una barra:  
? Genera l’adreça corresponent a la barra indicada. Per fer-ho utilitza les 
sortides: 
• BADD2, BADD1, BADD0: Indicant l’adreça de la PCB on es troba el 
control de la barra que desitgem moure. 
• ADD0, ADD1, ADD2, ADD3, ADD4: Indicant l’adreça de la barra. 
? Activa la sortida F/S, en cas d’estar a nivell alt velocitat ràpida, o baix velocitat 
lenta. 
? Genera els senyals corresponents a les sortides: 
• LEFT a nivell alt: En cas de voler moure la barra a l’esquerra. 
• RIGHT a nivell alt: En cas de voler moure la barra a la dreta. 
• LEFT i RIGHT a nivell baix: En cas de voler aturar la barra. 
• LEFT i RIGHT a nivell alt: No efectua cap acció, indica anomalia. 
? Emmagatzema en el registre adequat per la barra que volem moure el valor del 
temps que volem tenir la barra en moviment. 
Inici detecció de fi 
temps barra   
i = 0 
 i < 104
Aturada 
barra (i) Reg_temp[i]=0
Fi funció ( ) 
i++ 
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? Genera un pols del senyal DRDY indicant que els senyals estan llestos per ser 
llegides. 
2. Comanda de configuració de les freqüències (200 Hz i 1 Hz): 
? Emmagatzema en els registres corresponents de la sortida 200Hz o 1Hz, el 
valor que permetrà generar la freqüència i el cicle de treball desitjat.  
3. Comanda de sol·licitud d’estatus: 
? En rebre aquesta comanda el software entra en una subrutina que genera un 
missatge CAN indicant que el funcionament del microcontrolador es correcte i 
l’identificador de la última versió instal·lada. 
4. Comanda de descàrrega dels piezo-transductors: 
? Aquesta comanda implica l’aturada de totes les barres, això es fa mitjançant un 
bucle que s’incrementa des de 0 fins a 103, aturant cadascuna de les barres. A 
continuació s’activa la sortida DISCPIEZO. 
5. Comanda de desconnexió de les alimentacions:  
? Aquesta comanda també implica l’aturada de tots les barres i finalment 
l’activació de la sortida DISCCAP. 
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5. Resultats 
En aquest apartat es presenten, d’una banda les imatges de les cònsoles de labview que ens 
permeten interactuar amb el sistema, i de l’altra, els resultats que demostren el correcte 
funcionament del sistema (Pantalles d’oscil·loscopi que mostren els senyals del sistema de 
control dels actuadors, dades que representen la mesura dels sensors, captures de trames 
CAN...) i finalment un apartat on es descriuen algunes de les majors dificultats durant la posta 
en marxa del sistema. 
5.1. Presentació de les cònsoles labview de control: 
A continuació es presenten un seguit d’imatges que representen el resultat dels software 
realitzats i mostren el funcionament de les diferents parts: Adquisició i Actuadors. 
5.1.1. Cònsola labview del sistema d’adquisició. 
 
Figura 34: Imatge de la cònsola de labview del sistema d’adquisició (pantalla de configuració dels 
principals paràmetres). 
Consulta la versió  
software. 
Carrega els coeficients d’un 
fitxer en la memòria flash. 
Llegeix de la memòria 
flash. 
Escriu en la memòria 
flash. 
Atura l’aplicació. 
Desactiva 
l’opció 
temps real. 
Activa l’opció 
temps real de 
totes les barres.
Consulta la 
posició 
d’una barra. 
Posa a 0 la 
posició de la 
barra. 
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Figura 35: Imatge de la cònsola de labview del sistema d’adquisició (pantalla de representació en temps 
real). 
 
Representació de la 
capacitat del sensor 2. 
Representació de la 
capacitat del sensor 1. 
Representació de la 
capacitat del sensor 3. 
Representació de la 
capacitat del sensor 4. 
Emmagatzemar les 
dades en un fitxer. 
Aturar la represen-
tació de dades. Borrar els Gràfics. Des/Activar el 
mode de 
representació 
en temps real. 
Desactivar el 
temps real de 
totes les barres.Punts que volem 
representar. 
Temps real On/Off.
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5.1.2. Cònsola labview del sistema de control dels actuadors. 
 
Figura 36: Imatge de la cònsola de labview del sistema actuador. 
 
 
Configura les senyals 
1Hz i 200Hz. 
Configura el 
moviment 
d’una barra. 
Consulta 
la versió  
software. 
Descarrega ràpida dels 
piezo-transductors. 
Descarrega 
Condensadors 
d’alimentació. Atura l’aplicació.
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5.2. Resultats del subsistema de control del actuadors 
Tot seguit es presenten un conjunt de pantalles i dades que donen fe del correcte funcionament 
del sistema: 
5.2.1. Generació dels senyals: LEFT, RIGHT, F/S, BADD2, BADD1, 
BADD0, ADD0, ADD1, ADD2, ADD3, ADD4 i DRDY. 
Per veure clarament el funcionament, començarem per enviar dues comandes de moviment a 
dues barres i  observarem, d’una banda els missatges generats i les corresponents respostes, i 
de l’altra, els senyals que es generen: 
1. Moure la barra 45, ràpid, a l’esquerra, durant 8000 ms. 
2. Moure la barra 30, ràpid, a la dreta, durant 400 ms. 
Taula 8: Contingut dels missatges CAN al enviar dues comandes de moviment 
Baudrate: 1000 kbit/s    
Time Identifier (hex) Format Flags Data (hex) 
01:45:07.94 18 Std  2D A0 0F A0 00  
01:45:07.94 1A Std  18 00 00  
01:45:11.94 18 Std  1E 60 01 90 00  
01:45:11.94 1A Std  18 00 00  
  
Podem comprovar si el contingut d’aquest missatges és correcte seguint les indicacions de la 
Taula 6 i Taula 7.  
En la següent figura veiem com es generen els senyals corresponents durant el temps indicat, i 
en el moment adequat. 
 
Figura 37: Generació dels senyals que permeten el moviment de les 
barres per part del microcontrolador. 
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5.2.2. Generació i modificació de les sortides 1Hz i 200Hz 
Al iniciar el microcontrolador la sortida 1Hz té una freqüència d’1Hz i un cicle de treball de 
0,25%, i la sortida 200Hz té una freqüència de 200 Hz i un cicle de treball del 95%: 
 
Figura 38: Representació dels senyals 200Hz i 1 Hz on es pot apreciar la freqüència d’aquesta última 
(1,012 Hz). 
 
Figura 39: Representació dels senyals 200Hz i 1 Hz on es pot apreciar la freqüència de 202,4 Hz. 
També podem modificar tant la freqüència com el cicle de treball d’aquestes sortides: 
• La comanda que s’envia és configurar la sortida 1Hz a 5Hz amb un DC 0,02%: 
Taula 9: Contingut dels missatges CAN al enviar una comanda de configuració de la senyal 1 Hz. 
Baudrate: 1000 kbit/s    
Time Identifier (hex) Format Flags Data (hex) 
00:14:58.14 30 Std  00 00 32 00 02  
00:14:58.16 1A Std  30 00 00  
 
 
Figura 40: Podem apreciar la nova freqüència de la sortida d’1Hz (5,052 Hz). 
 
Figura 41: Podem determinar el nou cicle de treball d’1Hz  ((0,0488/198)*100=0,0242%). 
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• La comanda que s’envia és configurar la sortida 200Hz a 140Hz amb un DC 40%: 
Taula 10: Contingut dels missatges CAN al enviar una comanda de configuració de la senyal 200 Hz. 
Baudrate: 1000 kbit/s    
Time Identifier (hex) Format Flags Data (hex) 
00:14:32.90 30 Std  01 05 78 0F A0  
00:14:32.91 1A Std  30 00 00  
 
 
Figura 42: Podem apreciar la nova freqüència de la sortida de 200Hz (142 Hz). 
5.2.3. Generació de les sortides DISCCAP i DISCPIEZO: 
La comanda que s’envia és Stop piezo Drive: 
Taula 11: Conjunt de missatges CAN que es generen al enviar la comanda Stop piezo Drive. 
Baudrate: 1000 kbit/s    
Time Identifier (hex) Format Flags Data (hex) 
01:51:57.45 4 Std   
01:51:57.55 1A Std  04 00 00  
 
En la figura podem veure la seqüència d’aturada de totes les barres, prèvia a la activació de les 
sortides DISCCAP i DISCPIEZO  
 
Figura 43: Representació de les senyals generades en rebre una comanda Stop piezo 
Drive per part del microcontrolador. 
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5.2.4. Generació de les senyals CLOCK, 1Hz, 1HzDelay, 200Hz i 
200HzDelay: 
 
Figura 44: Representació de la senyal de CLOCK on es pot apreciar la 
freqüència d’aquesta. 
 
Figura 45: Representació de les senyals 1HZ i 1HZDelay on es pot apreciar 
el retard entre ambdues. 
5.2.5. Missatges CAN Generats amb la sol·licitud d’estatus: 
La versió instal·lada en el moment de sol·licita l’estat és: v06_r1  
Taula 12: Conjunt de missatges CAN que es generen el enviar la comanda de sol·licitud d’estat. 
Baudrate: 1000 kbit/s    
Time Identifier (hex) Format Flags Data (hex) 
00:00:39.81 38 Std   
00:00:39.82 1A Std  38 00 76 30 36 5F 72 31  
5.2.6. Senyals de sortida de la CPLD cap al pont: 
A continuació es poden apreciar els temps de guarda que es deixen entre la desactivació d’un 
mosfet del pont i la activació de l’altre per tal d’evitar una conducció simultània de dos d’ells: 
 
Figura 46: Generació de les senyals dels Mosfets del Pont en H, es poden apreciar els temps de guarda. 
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5.2.7. Senyal en el Piezo-transductor: 
Tot seguit podem observar la forma de la tensió en extrems del piezo-transductor. Es poden 
apreciar les senyals generades tan en el moviment a la dreta com a l’esquerra tan a velocitat 
ràpida com a velocitat lenta. 
Per a fer les següents mesures es va utilitzar una sonda atenuada x100. Les alimentacions 
eren de 130 V i -20 V. 
 
Figura 47: Moviment cap a l’esquerra, a 200Hz, velocitat ràpida, DC 95%. 
 
 
Figura 48: Moviment a la dreta, 200Hz, velocitat ràpida, DC 95%. 
 
           Projecte Fi de Carrera:  Disseny del sistema  17/11/2010  
 de control per el mòdul EMIR CSU del GTC Carles Coll Gutiérrez 
 56
 
Figura 49: Moviment a l’esquerra, 1Hz, velocitat lenta, DC 0,25%. 
 
 
Figura 50: Detall slow flank de l’anterior Figura 49. 
 
Figura 51: Moviment a la dreta, 1Hz, velocitat lenta, DC 0,25%. 
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Figura 52: Detall slow flank de l’anterior Figura 51. 
Les gràfiques que venen a continuació, representen el procés de descàrrega forçada del piezo 
transductor. El procés comença per una aturada de tots els piezo-transductor, moment en què 
la tensió del actuador es manté constant. A continuació es procedeix a la descàrrega de tots els 
piezo transductors. Podem apreciar com la descàrrega és ràpida per evitar produir cap 
moviment addicional sobre el piezo. Cal aclarir que la tensió a descarregar en l’actuador pot ser 
màxima o mínima o qualsevol valor entremig.  
 
Figura 53: Temps de descarrega del piezo de un voltatge positiu. 
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5.2.8. Senyal dels condensadors d’alimentació durant la parada. 
A continuació, es presenten dues gràfiques on es pot observar l’evolució del voltatge en els 
condensadors d’alimentació, al activar la comanda Stop piezo drive. D’aquí podem extreure la 
informació que el temps de descàrrega dels condensadors a un nivell de voltatge que no sigui 
perjudicial per la salut estaria al voltant d’un minut. 
 
 
Figura 54: Descarrega condensador 130 V. 
 
 
Figura 55: Descarrega condensador -20 V. 
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5.3. Resultats del subsistema d’adquisició 
5.3.1. Senyal d’excitació 
Per avaluar el bon funcionament del subsistema d’adquisició, cal tenir un senyal de 40 Vpp a 
100kHz. Per fer una bona mesura dels sensors amb el subsistema d’adquisició cal que tant el 
voltatge del senyal d’excitació com la freqüència tinguin una estabilitat molt elevada. Aquest 
senyal d’excitació està generada per un DDS, el senyal de rellotge del qual està sincronitzada 
amb la del conversor analògic digital del subsistema d’adquisició. Això redueix el soroll per 
desincronització en freqüència. Les especificacions del senyal d’excitació es mostren a 
continuació:  
Taula 13: Especificacions del senyal d’excitació: 
 Specified Measured Units 
Frequency accuracy 100 Sine +/- 2  101,3 kHz 
Amplitude accuracy 40 pk-pk +/- 0,1 40,07 V 
SNR > 60  67 dB 
THD < 0,1 0,06 % 
 
   
Figura 56: Espectre del senyal d’excitació. 
 
 
Figura 57: Representació temporal del senyal d’excitació. 
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5.3.2. Mesura de l’estabilitat dels sensors: 
Per a comprovar el correcte funcionament del subsistema d’adquisició, s’ha de comprovar 
l’estabilitat en la mesura amb el temps, el soroll en la mesura d’un sensor i l’acoblament entre 
els sensors.   
Per demostrar l’estabilitat del subsistema d’adquisició, hem de complir una estabilitat inferior a 
500 ppm/h. Per això, agafem dues mostres separades 1 hora però amb una variació inferior a 
1.5·10-3 pF (500ppm*3pF a fons d’escala). 
Per a determinar si complim aquesta especificació col·loquem uns condensadors de valors 
coneguts a cadascun dels sensors (valors extrems als que es mesuraran en funcionament 
nominal i valors entremitjos): 
• Sensor 1: 4,433 pF 
• Sensor 2: 2,063 pF 
• Sensor 3: 0 pF 
• Sensor 4: 0,293 pF 
Com en tots els tests que es fan sobre el subsistema d’adquisició, en fer la mesura ignorem les 
dades corresponents a la primera hora (temps en que s’estabilitza l’oscil·lador tèrmicament). 
El següent histograma ens mostra la naturalesa del soroll, podem veure com la major part dels 
valors es concentren a la part central i disminueixen considerablement a mesura que ens 
apropem als extrems, podem intuir la campana de gauss que ens està indicant que es tracta 
d’un soroll de naturalesa gaussiana. Podem veure que hi ha mes quantitat de valors a 
l’esquerra que a la dreta, això vindria marcat per una lleugera tendència a decréixer amb el 
temps.  
 
Figura 58: Histograma de distribució del soroll al voltant de 3 pF.   
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Per altre banda per a reduir el soroll, realitzem un promig corresponent a 1 segon (60 valors, ja 
que treballem a una freqüència de mostreig de 60 Hz). 
Els resultats es trobem en la següent taula: 
Taula 14: Resultats del test d’estabilitat. 
Average after 1 hour warm up Average after 2 hours run 
S1 S2 S3 S4 S1 S2 S3 S4 
3.43242 2.058374 0.003647 0.267739 3.432507 2.058500 0.003636 0.267669 
Difference 
S1 S2 S3 S4 
8.773E-05 1.258E-04 -1.073E-05 -6.995E-05 
 
En tots els casos podem observar que l’estabilitat està per sota de 500 ppm/h del fons d’escala. 
A continuació es presenta l’evolució del valors dels sensors en els diferents canals al llarg d’un 
període de 2 hores des de l’arrencada (cal ignorar la primera hora): 
 
 
Figura 59: Promig d’un segon dels valors del sensor 1 al llarg de 2h.   
 
Figura 60: Promig d’un segon dels valors del sensor 2 al llarg de 2h. 
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Figura 61: Promig d’un segon dels valors del sensor 3 al llarg de 2h. 
 
Figura 62: Promig d’un segon dels valors del sensor 4 al llarg de 2h. 
5.3.3. Mesura del soroll dels sensors: 
Per verificar si complim l’especificació de soroll hem de convertir en unitats fàcilment 
mesurables l’especificació imposada: + 12 bits lliures de soroll al convertidor ADC. 
Això ho podem expressar com: 
Max-soroll-pk-pk (pF) = 3pF (fons escala) / 2^12 = 3pF / 4096 = 7.32*10-4pF 
També el podem expressar en soroll eficaç (desviació estàndard), per això, per garantir un 
interval de confiança del 99.95% (suposant una distribució gaussiana), el valor de desviació 
estàndard ha d’estar 6,6 vegades per sota del valor pic a pic: 
Max-soroll-rms (pF) = Max-soroll-pk-pk (pF) / 6.6 = 1.11*10-4pF  
El temps que utilitzem per realitzar el càlcul del màxim soroll pic a pic o desviació estàndard és 
de 5 minuts (5 min * 60 Hz* 60s/min = 18000 mostres), considerant aquest com el màxim temps 
en que la barra estarà en moviment. 
Les capacitats utilitzades són: 
• Sensor 1: 3,433 pF 
• Sensor 2: 2,063 pF 
• Sensor 3: 0 pF 
• Sensor 4: 0,293 pF 
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Estudiarem el soroll en el sensor 1 ja que el valor de capacitat és major, per tant, es produeix 
una major amplificació, cosa que implica una major magnitud de soroll.  
Taula 15: Resultats del test per avaluar el soroll en el subsistema d’adquisició. 
Sensor 1 
Worst case 
Stddev Max. value Min. value Pk-to-pk 
8,36185e -5 3,432739 3,432037 7,02e -4 
Best case 
Stddev Max. value Min. value Pk-to-pk 
7,49e -5 3,43284 3,432338 5,029e -4 
 
Com podem observar, el valor de la desviació estàndard obtingut (8,36e -5 vs 1.11E-4) és 
inferior a la especificació en el pitjor dels casos. 
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A continuació es presenten dues gràfiques on podem observar l’evolució del soroll Pic a Pic i la 
desviació estàndard del soroll en intervals de 5 minuts durant 2 hores des de l’inici (cal ometre 
la 1ª hora). Els resultats de la Taula 15 han estat obtinguts de les següents dues figures: 
 
 
Figura 63: Evolució del soroll pic a pic en intervals de 5 minuts. 
 
 
Figura 64: Evolució de la desviació estàndard del soroll en intervals de 5 minuts. 
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A continuació es presenten dues gràfiques on podem observar l’evolució del soroll Pic a Pic i la 
desviació estàndard del soroll en intervals d’1 minut durant 2 hores des del inici (cal ometre la 
1ª hora). Podem observar com en aquest cas tant els valors de soroll pic a pic com desviació 
estàndard són inferiors als anteriors, això es deu a que quan la finestra de càlcul es curta les 
variacions lentes de capacitat no es detecten, o no s’estimen bé. 
 
Figura 65: Evolució del soroll pic a pic en intervals d’un minut. 
 
 
Figura 66: Evolució de la desviació estàndard del soroll en intervals d’un minut. 
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 A continuació, es presenten 4 gràfiques corresponents a cadascun dels sensors de l’evolució 
del soroll Pic a Pic en intervals d’1 segon durant 2 hores des de l’inici (cal ometre la 1ª hora).  
 
Figura 67: Representació del soroll pic a pic del sensor 1. 
 
Figura 68: Representació del soroll pic a pic del sensor 2. 
 
Figura 69: Representació del soroll pic a pic del sensor 3. 
 
Figura 70: Representació del soroll pic a pic del sensor 4. 
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Finalment, es presenten 4 gràfiques corresponents a cadascun dels sensors de l’evolució de la 
desviació estàndard del soroll en intervals d’1 segon durant 2 hores des de l’inici (cal ometre la 
1ª hora). 
 
Figura 71: Representació de la desviació estàndard del soroll del sensor 1. 
 
Figura 72: Representació de la desviació estàndard del soroll del sensor 2. 
 
Figura 73: Representació de la desviació estàndard del soroll del sensor 3. 
 
Figura 74: Representació de la desviació estàndard del soroll del sensor 4. 
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5.3.4. Mesura de l’acoblament entre sensors: 
Per a determinar l’acoblament entre sensors, el procediment és connectar un condensador de 
valor el més petit dels nominals (0,2 pF) sobre el canal que volem avaluar l’acoblament, mentre 
en els altres canals el major dels nominals (3 pF). Al substituir el condensador de 3 pF per uns 
de 0,2 pF sobre els altres canals, observarem el canvi experimentat pel canal sota observació. 
D’aquesta manera avaluem l’acció conjunta d’acoblament en dB de tots els canals sobre un 
canal determinat. 
Per veure l’efecte de l’acoblament, realitzem 6 tests consecutius (Run) després de deixar un 
temps d’estabilització del sistema d’1h:  
Taula 16: Tests de mesura de l’acoblament 
Run1 Run2 Run3 Run4 Run5 Run6 
C1=3.4pF C1=0.3pF C1=NC C1=NC C1=0.3pF C1=3.4pF 
C2=0.3pF C2=0.3pF C2=0.3pF C2=0.3pF C2=0.3pF C2=0.3pF 
C3=3.4pF C3=0.3pF C3= NC C3= NC C3=0.3pF C3=3.4pF 
C4=3.4pF C4=0.3pF C4= NC C4= NC C4=0.3pF C4=3.4pF 
 
El càlcul de  l’acoblament el farem aplicant la següent formula: 
Cacoblament (abs) = 20 * log(abs(diferència entre promig del canal C2 entre dos tests )/3pF) 
La següent taula conté el promig del valor del canal C2: 
Taula 17: Promig del valor del canal C2 
Run1 Run2 Run3 Run4 Run5 Run6 
0.253408 0.253413 0.253423 0.253418 0.253428 0.253419 
 
I els resultats obtinguts aplicant l’anterior formula són: 
Chs(12) = -115.56 dB 
Chs(23) = -109.54 dB 
Chs(34) = -115.56 dB 
Chs(45) = -109.54 dB 
Chs(56) = -110.45 dB 
Tot seguit es presenta una gràfica on podem observar el valor de l’evolució dels canals 1,3,4 
(color verd, no estan a escala) i del canal 2 (color vermell). Els valors obtinguts han estat 
promitjats en intervals d’1 minut. 
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Figura 75: Evolució dels canals 1,2,3,4. 
En l’anterior figura cal destacar que els valors en X dels canal 1, 3 i 4 (línia verda) no es 
correspon amb els valors que apareixen a la columna de l’esquerra (oscil·len entre 3,4 pF i 0 
pF). D’altre banda podem observar com no existeix pràcticament cap relació entre les 
variacions dels canals 1,3 i 4 (línia verda), i el canal 2 (línia vermella). De manera que les 
variacions en el canal 2 poden ser degut al propi soroll del sistema d’adquisició. 
 
           Projecte Fi de Carrera:  Disseny del sistema  17/11/2010  
 de control per el mòdul EMIR CSU del GTC Carles Coll Gutiérrez 
 70
5.4. Dificultats que s’han trobat durant l’execució del projecte. 
• La programació d’un microprocessador s’havia de fer amb un voltatge d’alimentació 
superior a la mínima nominal. Val(3-5 V), Vmin Prog(3,8 V). 
• La utilització d’un oscil·lador extern de 4,3 MHz per fer funcionar el Pic 18F4480 feia 
impossible treballar amb el CAN a 1 Mb/s. Per això es va optar per treballar amb 
oscil·lador intern. 
• Hi ha un bit d’un registre del CAN del Pic 18F4480 (ENDRHI registre CIOCON), que 
deixa en alta impedància el canal de transmissió o el força a Vdd quan no està 
transmeten. En alta impedància era impossible compartir el CAN amb altres dispositius 
perquè es produïen nombrosos errors de CAN i retransmissions. Es va haver d’escollir 
l’opció forçar a Vdd el canal de transmissió. 
• La impossibilitat d’esborrar la memòria flash per adreces, i al haver-ho de fer per 
sectors, va complicar notablement el codi. 
• Es va avariar la part de CAN del DSPic, funcionant la resta amb total normalitat. Trobar 
aquesta anomalia va portar alguns dies. 
• En un disseny inicial s’havia compartit el port de programació del DSPic, amb una 
entrada digital. Això feia que en mode DEBUG, al utilitzar el port com entrada digital, 
aquesta no respongués com s’esperava. La solució va ser utilitzar un altre port de 
programació i modificar el disseny. 
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6. Conclusions 
Al llarg d’aquesta memòria s’ha descrit quin seria el principi de funcionament de la unitat CSU 
(Control Slit Unit) del Gran Telescopi de Canàries. La informació continguda en aquesta, 
permet conèixer i veure que és factible crear un sistema de mesura basat en un principi 
capacitatiu i amb una precisió molt elevada, tot i que caldrà millorar l’algoritme de càlcul de la 
posició proposat. També és podem veure com es possible realitzar un sistema relativament 
senzill que generi uns senyals de voltatge suficientment elevats com per alimentar els piezo-
transductors.   
En l’apartat de resultats em pogut observar com s’han complert les especificacions imposades 
pel sistema actuador en quant configuració del temps de moviment de cadascuna de les 
barres, freqüència i cicle de treball de cadascuna de les dues velocitats, velocitat i direcció de 
cadascuna de les barres independentment. També em complert les expectatives del sistema 
d’adquisició pel que fa a l’obtenció de dades en temps real, descarrega dels coeficients de 
calibració, nivells de soroll, acoblament entre canals i estabilitat. Pel que fa al càlcul de posició 
s’ha vist que el mecanisme de l’arctangent, haurà de ser depurat o substituït per un altre 
algoritme que presenti una major precisió.     
Ara per ara s’està treballant a nivell prototip, obtenint uns bons resultats, però el repte final serà 
tancar el llaç de posició de les barres i fer funcionar tot el sistema sota condicions de criogènia, 
amb les 104 barres en moviment i complint els requeriments de precisió desitjats.   
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7. Definicions i acrònims. 
ADC: (Analogic to Digital Converter). Dispositiu electrònic que converteix senyals analògiques 
en digitals.  
Byte: Conjunt de 8 bits. 
CAN: (Controller Area Network). Protocol de comunicació sèrie desenvolupat per la marca 
BOSCH. 
CPLD: (Complex Programmable Logic Device) Dispositiu electrònic utilitzat per la creació de 
circuits digitals. 
Criòstat: Aparell tancat hermèticament a l’interior del qual s’assoleixen temperatures molt 
baixes (decenes de º K), normalment refrigerat per nitrogen líquid.  
CSU: (Configurable Slit Unit). Unitat d’escletxes configurable  
DDS: (Direct Digital Synthesizer) Dispositiu electrònic capaç de digitalitzar senyals creant 
arbitràriament formes d’ona i freqüències a partir d’un senyal, donada de freqüència constant.  
Dspic: (Digital Syntetizer Peripheral Interface Controller). Microcontrolador de 16 bits amb 
prestacions òptimes per a tractament digital de senyal fabricat per Microchip Technologies Inc.  
EMIR: (Espectograph Multiobject Intermediate Resolution). Espectrògraf multiobjecte de 
resolució intermitja.  
FIR: (Finite Impulse Response) Tipus de filtre digital en el que la entrada es un impuls i la 
sortida tindrà un nombre finit de termes no nuls. 
Interferometre: Instrument de mesura d’alta precisió basat en la lectura de la longitud d’ona de 
la llum. 
Labview: (Laboratory Virtual Instrumentation Engineering Workbench). Llenguatge de 
programació gràfica per a instrumentació i automatització. 
MIPS: Mega instruccions per segond. 
PCB: (Printet Circuit Board). Circuit imprès. 
Piezo: Element amb característiques piezoelèctriques, que en aplicar-li un voltatge efectua 
s’expandeix o es contrau. 
PLL: (Phase locked loops) dispositiu basat en un sistema amb realimentació de freqüència i 
fase. 
Ppm/h: Unitat de relativa en parts per milió per hora 
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PWM: (Pulse Width Modulation). Dispositiu capaç de generar un senyal modulat en amplada de 
pols. 
SPI: (Serial Perpheral Interface) Protocol de comunicació sèrie, síncrona i punt a punt. 
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9. Annexos 
9.1. Programa en llenguatge C del subsistema d’adquisició: 
El programa està dividit en: 
- Main.c 
- CSU_CAN.c 
- CSU_FIR.c 
- CSU_Atm_SPI.c 
- CSU_processing.c 
9.1.1. Main.c: 
/***************************************************************************** 
* 
*  FILENAME : main.c 
* 
*  DESCRIPTION : this is the main file of project dsPIC.mcw to  
*      acquisition board 
* 
*  CSCI IDENTIFIER: EMIR-CSU 
* 
*  VERSION  : 1.0.0   
* 
*  ORIGINATOR   BASELINE DATE AUTH.DOC 
*  ----------   ------------- -------- 
*  Rafale Bru   25/02/08   EMIR-CSU 
*  Carles Coll 
* 
******************************************************************************
/ 
 
#include <p33FJ256GP506.h> 
#include "init_dsPIC33FJ256GP506.sinit_vi.h" 
#include <time.h> 
#include <stdlib.h> 
 
#include "CSU_processing.h" 
#include "CSU_Can.h" 
#include "CSU_FIR.h" 
#include "CSU_Atm_SPI.h" 
#include "constants.h" 
 
// #define SIMULATION 
 
/* ------------------------------------------------ */ 
 
char VERSION[6]= "v00_r1"; /*define version*/  
 
/* Define global variables with attributes          */ 
 
int variable1 __attribute__((__space__(xmemory))); 
int variable2 __attribute__((__space__(xmemory))); 
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// Global vars, used to store main vars 
int raw_buffer[2][4][64]; 
int raw_buffer_written[2]; 
int raw_buffer_readen[2]; 
int raw_buffer_bar[2]; 
int raw_buffer_active_writing=0; 
int raw_buffer_active_reading=0; 
long acq_time[NB_BARS][4] __attribute__((near)); 
float c[4]; // measurements  
float c_i[NB_BARS][4];  
float bar_position[NB_BARS]; 
float bar_zero[NB_BARS]; 
int bar_period[NB_BARS]; 
char bar_real_time[NB_BARS]; 
int data_ready=0; 
 
void* aux10; 
 
int main ( void ) 
{ 
 int bar_index=0; 
 int init_spi=0; 
 int init_dac=0; 
 
 // Configure clock and output ports 
 VisualInitialization(); 
 
 // Configure CAN bus 
 can_configure(); 
 
 // Load Coeficients filter fir to AD converter 
 init_dac=Load_FIR(); 
 
 // Configure SPI Channel for I/F with AT26D flash memory 
 init_spi=AT26D_SPI_configure(); 
 
 
 TRISB=0xFFFF; 
 TRISD=0x0101; 
 
 // Load calibration data from Atmel Flash Memory bus 
 data_ready=0; 
 if (load_calibration_data()!=0) return (-1); 
 data_ready=1; 
 
 IEC1=0x0010; //Enable interrupt INT1 from ADC 
 TMR2=0;  //inicialice de timer to count time of sample. 
 TMR3=0; 
 
 // Main Loop 
 // Every time a buffer has been readen (each buffer contains the data 
for the 4 detectors of a bar) 
 // The pithagoras algorithm is applied (buffer processing). 
 // If the "send raw data" option is activated, the data is sent through 
the CAN bus 
 // Finally, the position for each bar is computed (bar_processing) 
 
 
 while(init_spi & init_dac) 
 { 
 
  // Check if buffer active for reading is ready to be processed 
  if (raw_buffer_written[raw_buffer_active_reading]==1) 
  { 
   buffer_processing(0); 
   buffer_processing(1); 
   buffer_processing(2); 
   buffer_processing(3); 
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   bar_index=raw_buffer_bar[raw_buffer_active_reading]; 
 
   if ((bar_real_time[bar_index]==1)&(data_ready==3)) 
   { 
    // send Craw(0) through can bus 
tx_raw(0,bar_index,0,acq_time[bar_index][0],c[0]);  
// send Craw(1) through can bus 
    tx_raw(1,bar_index,1,acq_time[bar_index][1],c[1]);  
    // send Craw(2) through can bus 
    tx_raw(2,bar_index,2,acq_time[bar_index][2],c[2]);  
    // send Craw(3) through can bus 
    tx_raw(3,bar_index,3,acq_time[bar_index][3],c[3]);  
   } 
 
   bar_processing(); 
 
   raw_buffer_written[raw_buffer_active_reading]=0; 
   if (raw_buffer_active_reading==1)  
raw_buffer_active_reading=0; 
   else raw_buffer_active_reading=1; 
  } 
 } 
 return 0; 
}; 
 
 
 
// ACQUISITION ROUTINE (ISR) 
 
int acq_bar=0; 
int acq_sensor=0; 
int acq_state=0; 
int ACQ_index=0; 
 
void __attribute__((__interrupt__, __shadow__, __no_auto_psv__)) 
_INT1Interrupt(void) 
 
{ 
 /* Interrupt Service Routine code goes here         */ 
 
 LATDbits.LATD9=1; 
 LATDbits.LATD11=0; //read data 
 IFS1bits.INT1IF = 0;/* clear interrupt flag */ 
 
 switch (acq_state) 
 { 
  case 0: 
   if (raw_buffer_written[raw_buffer_active_writing]==0) 
   { 
    acq_state=1; 
    ACQ_index=0;   
    PORTD&=0xFF80; 
    PORTD|=((acq_bar)<<3)+(acq_sensor<<1);  
    raw_buffer_bar[raw_buffer_active_writing]=acq_bar; 
     
   } 
   LATDbits.LATD10=0; //CS 
   __asm__ volatile ("nop"); 
   __asm__ volatile ("nop");   
   __asm__ volatile ("nop"); //t31 = 30ns 
   LATDbits.LATD10=1; 
 
   break; 
  case 1: 
   
   LATDbits.LATD10=0; //CS 
    __asm__ volatile ("nop"); 
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    __asm__ volatile ("nop");   
    __asm__ volatile ("nop"); //t31 = 30ns 
 
   LATDbits.LATD10=1; 
 
  // read first 63 + 1 dates to estabilice filter ADC 
    
   if(++ACQ_index>=63) 
   { 
    acq_state=2; 
    ACQ_index=0; 
   } 
   break; 
 
  case 2: 
   
   LATDbits.LATD10=0; //CS 
   __asm__ volatile ("nop"); 
   __asm__ volatile ("nop");   
   __asm__ volatile ("nop"); //t31 = 30ns 
 
           
 raw_buffer[raw_buffer_active_writing][acq_sensor][ACQ_index]=PORTB; 
    
LATDbits.LATD10=1;  
    
   if(++ACQ_index>=64) 
   { 
    acq_time[acq_bar][acq_sensor]=(long)clock(); 
    acq_state=0; 
 
    if(++acq_sensor>=4) 
    { 
     acq_sensor=0;   
 raw_buffer_bar[raw_buffer_active_writing]=acq_bar; 
     acq_bar++; 
     if (acq_bar>=NB_BARS) 
{ 
       acq_bar=0; 
       if (data_ready==2) data_ready=3; 
       if (data_ready==1) data_ready=2; 
     } 
    
 raw_buffer_written[raw_buffer_active_writing]=1; 
if (raw_buffer_active_writing==1)  
raw_buffer_active_writing=0; 
     else raw_buffer_active_writing=1; 
    } 
   } 
   break;    
 } 
  
}; 
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9.1.2. CSU_CAN.c: 
/***************************************************************************** 
* 
*  FILENAME : CSU_Can.c 
* 
*  DESCRIPTION : this is the file that configure and  
*      comunicate with module Can  
* 
*  CSCI IDENTIFIER: EMIR-CSU 
* 
*  VERSION  : 1.0.0   
* 
*  ORIGINATOR   BASELINE DATE AUTH.DOC 
*  ----------   ------------- -------- 
*  Rafale Bru   25/02/08   EMIR-CSU 
*  Carles Coll 
* 
*****************************************************************************/ 
 
#include <p33FJ256GP506.h> 
#include "constants.h" 
#include "CSU_can.h" 
#include "CSU_processing.h" 
#include "CSU_Atm_SPI.h" 
#include <string.h> 
#include <stdlib.h> 
 
/* CAN Message Buffer Configuration */ 
#define  ECAN1_MSG_BUF_LENGTH  8 
typedef unsigned int ECAN1MSGBUF [ECAN1_MSG_BUF_LENGTH][8];  
 
#define ECAN1_RX_BUFFER 5 
 
#define BOARD_ID 0 
 
// Define ECAN Message Buffers 
ECAN1MSGBUF ecan1msgBuf __attribute__((space(dma),aligned(ECAN1_MSG_BUF_LENGTH 
*16))); 
 
// External Globals 
extern int bar_period[NB_BARS]; 
extern float bar_position[NB_BARS]; 
extern int bar_zero[NB_BARS]; 
extern int data_ready; 
extern char bar_real_time[NB_BARS]; 
extern char VERSION[6]; 
 
//Globals 
int init_coefmem=0; 
 
 
//---------------------------------------------------------------------------- 
//    CAN interrupt handlers 
//---------------------------------------------------------------------------- 
void __attribute__((__interrupt__, __no_auto_psv__))_C1Interrupt(void)   
{    
 IFS2bits.C1IF = 0;   // clear interrupt flag (CAN1 event) 
 IEC2bits.C1IE = 0;   // disable interrupts CAN1 
 if(C1INTFbits.TBIF) 
    {  
     C1INTFbits.TBIF = 0; 
    }  
  
    if(C1INTFbits.RBIF) 
    {       
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  // read the message  
         
  can_processing(); 
  if (C1RXFUL1bits.RXFUL5==1);  // RXbuffer 5 is full 
  { 
  C1RXFUL1bits.RXFUL5=0;  } 
 
  C1INTFbits.RBIF = 0; 
   
  IEC2bits.C1IE = 1;  // enable interrupts CAN1 
 } 
} 
 
//---------------------------------------------------------------------------- 
//    DMA interrupt handlers 
//---------------------------------------------------------------------------- 
 
void __attribute__((__interrupt__, __no_auto_psv__)) _DMA0Interrupt(void) 
{ 
   IFS0bits.DMA0IF = 0;          // Clear the DMA0 Interrupt Flag; 
} 
 
void __attribute__((__interrupt__, __no_auto_psv__)) _DMA2Interrupt(void) 
{ 
   IFS1bits.DMA2IF = 0;          // Clear the DMA2 Interrupt Flag; 
} 
 
 
void can_processing() 
{ 
 unsigned int ide=0; 
 unsigned int srr=0; 
 unsigned long id=0; 
 unsigned int data_length=0; 
 unsigned int p1=0; 
 char dat_Flash [10]; 
 int d_flash,d1_flash,d2_flash; 
 float df_flash[1]; 
 unsigned long adress; 
 int i=0; 
    
 /* read word 0 to see the message type */ 
 ide=ecan1msgBuf[ECAN1_RX_BUFFER][0] & 0x0001;  
 srr=ecan1msgBuf[ECAN1_RX_BUFFER][0] & 0x0002;  
  
 if(ide!=0) return;  
// Only not extended messages are used to control the board 
 if(srr>0) return;  // RTR message, not handled 
 
 id=(ecan1msgBuf[ECAN1_RX_BUFFER][0] & 0x1FFC) >> 2;  
 if ( (id&0x7F0)!=0xC0) return;  
// Only messages with id = 0x14 are addressed to sensing boards  
// NOT STRICTLY NEEDED 
 
 data_length=(unsigned char)(ecan1msgBuf[ECAN1_RX_BUFFER][2] & 0x000F); 
 if (data_length<1)  
 {  
  can_tx_0(0,3); // Error message 
  return; // Errored message TO BE DONE generate error message 
 } 
 switch((ecan1msgBuf[ECAN1_RX_BUFFER][3]) & 0xFF)  
// Position 3 is the  CMD ID 
 { 
  case 0: // Get Status 
   can_tx_stat(0,1); 
   break; 
  case 1: // Bar_Zero 
   if (data_length!=4)  
           Projecte Fi de Carrera:  Disseny del sistema  17/11/2010  
 de control per el mòdul EMIR CSU del GTC Carles Coll Gutiérrez 
 81
   {  
    can_tx_0(1,2); // Error message 
    return; // Errored message TO BE DONE generate error 
message 
   } 
   p1=(ecan1msgBuf[ECAN1_RX_BUFFER][3] & 0xFF00) >> 8; 
   if (p1 < NB_BARS) 
   { 
    bar_zero[p1]=bar_position[p1]; 
    bar_position[p1]=0; 
    bar_period[p1]=0; 
    can_tx_0(1,1);  
   } 
   else 
   { 
    can_tx_0(1,2); // Error message 
   }    
   break; 
  case 2: // Bar_Get_Position 
   if (data_length!=4)  
   {  
    can_tx_0(2,2); // Error message 
    return; // Errored message TO BE DONE generate error 
message 
   } 
   if (data_ready!=3)  
   { 
    // not enough time from update of calibration data 
    can_tx_0(2,3); 
   } 
   p1=(ecan1msgBuf[ECAN1_RX_BUFFER][3] & 0xFF00) >> 8; 
   if (p1<NB_BARS) 
   { 
    can_tx_0_float(2,bar_position[p1]-bar_zero[p1]);  
   } 
   else 
   { 
    can_tx_0(2,2); // Error message 
   } 
   break; 
  case 3: // Bar_Get_Multiple_Data 
   if (data_length!=4)  
   {  
    can_tx_0(3,2); // Error message 
    return; // Errored message TO BE DONE generate error 
message 
   } 
   for(i=0;i<NB_BARS;i++) 
    bar_real_time[i]=1; 
   can_tx_0(3,1); // TO DO 
   break; 
  case 4: // Bar_Stop_Multiple_Data 
   for(i=0;i<NB_BARS;i++) 
    bar_real_time[i]=0; 
   can_tx_0(4,1); // TO DO 
   break; 
  case 5: // Bar_Get_Raw_Data (bar, status) 
   if (data_length!=4)  
   {  
    can_tx_0(5,2); // Error message 
    return; // Errored message TO BE DONE generate error 
message 
   } 
   p1=(ecan1msgBuf[ECAN1_RX_BUFFER][3] & 0xFF00) >> 8; 
   if (p1<NB_BARS) 
   { 
    if ((ecan1msgBuf[ECAN1_RX_BUFFER][4] & 0xFF) > 0) 
bar_real_time[p1]=1; 
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    else bar_real_time[p1]=0; 
    can_tx_0(5,1); // TO DO    
   } 
   else 
   { 
    can_tx_0(5,2); // Error message 
   } 
   break; 
  case 6: // Bar_Stop_Raw_Data 
   for(i=0;i<NB_BARS;i++) 
     bar_real_time[i]=0; 
   can_tx_0(6,1); // TO DO 
   break; 
  case 7: // Flash_uc_Param 
   if (data_length!=8)  
   {  
    can_tx_0(7,2); // Error message 
    return;  
// Errored message TO BE DONE generate error message 
   } 
   // Write Operation on SPI bus 
   dat_Flash[0]=(((ecan1msgBuf[ECAN1_RX_BUFFER][3]) & 
0xFF00)>>8); 
   dat_Flash[1]=((ecan1msgBuf[ECAN1_RX_BUFFER][4]) & 0x00FF); 
   dat_Flash[2]=(((ecan1msgBuf[ECAN1_RX_BUFFER][4]) & 
0xFF00)>>8); 
   dat_Flash[3]=((ecan1msgBuf[ECAN1_RX_BUFFER][5]) & 0x00FF); 
   dat_Flash[4]=(((ecan1msgBuf[ECAN1_RX_BUFFER][5]) & 
0xFF00)>>8); 
   dat_Flash[5]=((ecan1msgBuf[ECAN1_RX_BUFFER][6]) & 0x00FF); 
   dat_Flash[6]=(((ecan1msgBuf[ECAN1_RX_BUFFER][6]) & 
0xFF00)>>8); 
    
   AT26D_PutData_RawFloat(dat_Flash); 
    
   data_ready=0; 
   load_calibration_data(); // TO DO : Error check 
   data_ready=1; 
    
   can_tx_0(7,1); // TO DO 
   break; 
  case 8:  //Read_Flash 
   adress=((ecan1msgBuf[ECAN1_RX_BUFFER][3])&0xFF00); 
   adress= adress * 0x100 + 
(((ecan1msgBuf[ECAN1_RX_BUFFER][4])&0x00FF)<<8) + 
(((ecan1msgBuf[ECAN1_RX_BUFFER][4])&0xFF00)>>8); 
   AT26D_GetData_float(adress, df_flash, 1); 
   can_tx_0_float(8,df_flash[0]); 
   break; 
  case 9:  // Download coefs to serial memory 
   if (data_length!=8)  
   {  
    can_tx_0(7,2); // Error message 
    return;  
// Errored message TO BE DONE generate error message 
   } 
        
   // Write data  
   dat_Flash[0]=(((ecan1msgBuf[ECAN1_RX_BUFFER][3]) & 
0xFF00)>>8); 
   dat_Flash[1]=((ecan1msgBuf[ECAN1_RX_BUFFER][4]) & 0x00FF); 
   dat_Flash[2]=(((ecan1msgBuf[ECAN1_RX_BUFFER][4]) & 
0xFF00)>>8); 
   dat_Flash[3]=((ecan1msgBuf[ECAN1_RX_BUFFER][5]) & 0x00FF); 
   dat_Flash[4]=(((ecan1msgBuf[ECAN1_RX_BUFFER][5]) & 
0xFF00)>>8); 
   dat_Flash[5]=((ecan1msgBuf[ECAN1_RX_BUFFER][6]) & 0x00FF); 
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   dat_Flash[6]=(((ecan1msgBuf[ECAN1_RX_BUFFER][6]) & 
0xFF00)>>8); 
    
   d_flash=0x00FF&dat_Flash[0]; 
   d1_flash=0x00FF&dat_Flash[1]; 
   d2_flash=0x00FF&dat_Flash[2]; 
 
   if (d_flash==0 & d1_flash==0 & d2_flash==0) 
   //init transmit  
   { 
    IEC1=0x0000; //Disable interrupt INT1 from ADC 
    erase_flash(); 
    init_coefmem=1; 
   };  
 
   AT26D_coefmem_RawFloat(dat_Flash); 
   can_tx_0(9, 0); 
    
   if (d_flash==0x09 & d1_flash==0x3F & d2_flash==0xFC)   
// finish transmit 
   { 
    load_calibration_data();   
    init_coefmem=0;  
//Finish download coef serial memory 
    IEC1=0x0010;  //Enable interrupt INT1 from ADC 
    can_tx_0(9, 1); 
   };  
      
   break; 
  default: 
   can_tx_0(0,2); // Error message 
 } 
} 
 
void can_tx_0(char code, char value) 
{ 
 // TO DO: Crear estructura per accedir-hi facilment 
 // TO DO: afegir info per identificar la placa 
 // Buffer 0 is used to send answer messages 
 ecan1msgBuf[0][0]=((0xD0+BOARD_ID) << 2)+ 0;  // SID = 0xD[board]; SSR = 
0; IDE = 0 
 ecan1msgBuf[0][1]=0;  // EID=0 
 ecan1msgBuf[0][2]=0x2;  // bits15:4 to zer (EID, mandatory); bits 3:0 
length = 2 bytes 
 ecan1msgBuf[0][3]=(value<<8)+code; 
 C1TR01CONbits.TXREQ0=1; 
 do{} 
 while (C1TR01CONbits.TXREQ0==1); 
} 
 
void can_tx_stat(char code, char value) 
{ 
 // TO DO: Crear estructura per accedir-hi facilment 
 // TO DO: afegir info per identificar la placa 
 // Buffer 0 is used to send answer messages 
 ecan1msgBuf[0][0]=((0xD0+BOARD_ID) << 2)+ 0;  // SID = 0xD[board]; SSR = 
0; IDE = 0 
 ecan1msgBuf[0][1]=0;     // EID=0 
 ecan1msgBuf[0][2]=0x8;    // bits15:4 to zer (EID, 
mandatory); bits 3:0 length = 2 bytes 
 ecan1msgBuf[0][3]=(value<<8)+code; 
 memcpy(&(ecan1msgBuf[0][4]),&VERSION,6); 
 C1TR01CONbits.TXREQ0=1; 
 do{} 
 while (C1TR01CONbits.TXREQ0==1); 
} 
 
void can_tx_0_float(char code, float value) 
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{ 
 // TO DO: Crear estructura per accedir-hi facilment 
 // TO DO: afegir info per identificar la placa 
 // Buffer 0 is used to send answer messages 
 ecan1msgBuf[0][0]=( (0xD0+BOARD_ID) << 2)+ 0;   
// SID = 0xD[board]; SSR = 0; IDE = 0 
 ecan1msgBuf[0][1]=0;  // EID=0 
 ecan1msgBuf[0][2]=0x5;  // bits15:4 to zer (EID, mandatory); bits 3:0 
length = 2 bytes 
 ecan1msgBuf[0][3]=code; 
 memcpy(&(ecan1msgBuf[0][4]),&value,4); 
 C1TR01CONbits.TXREQ0=1; 
 do{} 
 while (C1TR01CONbits.TXREQ0==1); 
} 
 
void tx_raw(int buffer, int bar_index_local, int capa_index_local, float ts, 
float value) 
{ 
 // TO DO: afegir info per identificar la placa 
 ecan1msgBuf[buffer][0]=( (0xD0+BOARD_ID) << 2)+ 1;  // SID = 
0xD[board]; SSR = 0; IDE = 1 
 ecan1msgBuf[buffer][1]=0;    // EID b17:6=0 
 ecan1msgBuf[buffer][2]=((((bar_index_local<<2)+capa_index_local)&0xFF)<<
10)+0x8;     
// bits15:4 to zer (EID, mandatory); bits 3:0 length = 8 bytes 
 memcpy(&(ecan1msgBuf[buffer][3]),&ts,4);  
 memcpy(&(ecan1msgBuf[buffer][5]),&value,4);  
 // TO DO: Fer aixo de manera mes elegant 
 switch(buffer) 
 { 
  case 0: 
   C1TR01CONbits.TXREQ0=1; 
   do{} 
   while (C1TR01CONbits.TXREQ0==1); 
   break; 
  case 1: 
   C1TR01CONbits.TXREQ1=1; 
   do{} 
   while (C1TR01CONbits.TXREQ1==1); 
   break; 
  case 2: 
   C1TR23CONbits.TXREQ2=1; 
   do{} 
   while (C1TR23CONbits.TXREQ2==1); 
   break; 
  case 3: 
   C1TR23CONbits.TXREQ3=1; 
   do{} 
   while (C1TR23CONbits.TXREQ3==1); 
   break; 
 } 
} 
 
void can_configure() 
{ 
 /*  b13=ESIDL=1 
     b12=ABAT=0 
  b11=CANCKS=1 --> Fcan=Fcy=40Mhz 
  b10:8 REQOP= (000 for normal, 100 for config) 
  b7:5: Operation mode (read) 
  b4: 0 
  b3: CANCAP=0 (disable) 
  b2:1:0 
  b0: WIN=0 TBC */ 
 //C1CTRL1=0x2C00; // config mode 
 //while ( (C1CTRL1&0x00D0) != 0x0080 ) 
 // continue; 
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 /* Request Configuration Mode */ 
 IEC2=0x0008;  //Enable Ecan1 interrupt 
 IEC0=0x8010; 
 C1CTRL1bits.REQOP=4; 
 while(C1CTRL1bits.OPMODE!=4); 
 
 /* b15:13: DMABS= b000 
  b4:0 FBA = 0 (fifo is not used)*/ 
 // C1FCTRL = ; 
 C1FCTRLbits.DMABS=0b010; // use 4 buffers, 2 for Tx, 1 for Rx and 1 
unused 
 
 C1INTE=0x02; // Rx buffer interrupt enable 
 
 /* b15:8: zero 
  b7-6: b00 (SYNC=1) 
  b5-0: b000001 Prescaler set to 2 --> Tq = 2 * 2 / Fcan = 4*0.025 
= 0.1 us */ 
// C1CFG1=0x1; 
  /* b15:0 
  b14: WAKFIL=0 
  b13-11: 0 res 
  b10-8: 0x2 (3 Tq for phase 2) 
  b7: 1 Programmable (TBC) 
  b6:0: sampled once 
  b5:3: 0x4 (5 Tq for phase 1) 
  b2:0: 0x0 (1 Tq for proc)*/ 
// C1CFG2=0x02A0; 
 
 /* Synchronization Jump Width set to 2 TQ */ 
 C1CFG1bits.SJW = 0x1; 
 /* Baud Rate Prescaler */ 
 C1CFG1bits.BRP = 0; /* Tq = 2 * 2 / Fcan = 4*0.025 = 0.1 us */ 
 /* Phase Segment 1 time is 8 TQ */ 
 C1CFG2bits.SEG1PH=0x7; 
 /* Phase Segment 2 time is set to be programmable */ 
 C1CFG2bits.SEG2PHTS = 0x1; 
 /* Phase Segment 2 time is 8 TQ */ 
 C1CFG2bits.SEG2PH = 0x7; 
 /* Propagation Segment time is 3 TQ */ 
 C1CFG2bits.PRSEG = 0x2; 
 /* Bus line is sampled once at the sample point */ 
 C1CFG2bits.SAM = 0x0; 
 
 // Configure FILTER for Rx buffers  
 C1CTRL1bits.WIN=1; 
 C1FEN1=0x1; // Enable filter 0 
 C1BUFPNT1=0x5; // Filter 0 goes to buffer RX2 
 /* b15:5: SID = 0xCx = 0xC0 [x is the board id] 
 b3: EXID = 0 (disabled) */ 
 C1RXF0SID= (0xC0+BOARD_ID)<<5; 
 C1RXM0SID= 0xFFF8; 
 C1FMSKSEL1= 0x0;  
  
 C1CTRL1bits.WIN=0; 
 //C1CTRL1=0x2800; // normal mode 
 //while ( (C1CTRL1&0x00D0) != 0x0080 ) 
 // continue; 
 // Enter normal model 
 C1CTRL1bits.REQOP=0; 
 while(C1CTRL1bits.OPMODE!=0); 
 
 /* ECAN  message control */ 
 C1RXFUL1=C1RXFUL2=C1RXOVF1=C1RXOVF2=0x0000; 
 C1TR01CONbits.TXEN0=1; /* ECAN1, Buffer 0 is a Transmit Buffer */ 
 C1TR01CONbits.TXEN1=1; /* Buffer 1 is a Transmit Buffer */ 
 C1TR01CONbits.TX0PRI=0b10;  /* Message Buffer 0 Priority Level */ 
 C1TR01CONbits.TX1PRI=0b01;  /* Message Buffer 1 Priority Level */ 
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 C1TR23CONbits.TXEN2=1;  /* Buffer 2 is a Transmit Buffer */ 
 C1TR23CONbits.TXEN3=1;  /* Buffer 3 is a Transmit Buffer */ 
 C1TR23CONbits.TX2PRI=0b01;  /* Message Buffer 2 Priority Level */ 
 C1TR23CONbits.TX3PRI=0b01;  /* Message Buffer 3 Priority Level */ 
 C1TR45CONbits.TXEN4=1;  /* Buffer 4 is a Transmit Buffer */ 
 C1TR45CONbits.TXEN5=0;  /* Buffer 5 is a Receive Buffer */ 
 C1TR45CONbits.RTREN5=1; 
 C1TR45CONbits.TX4PRI=0b01;  /* Message Buffer 4 Priority Level */ 
 C1TR67CONbits.TXEN6=0;  /* Buffer 6 is a Receive Buffer */ 
 C1TR67CONbits.RTREN6=1; 
 C1TR67CONbits.TXEN7=0;  /* Buffer 7 is a Receive Buffer */ 
 C1TR67CONbits.RTREN7=1; 
 
 
 /* Dma Initialization for ECAN1 Transmission */ 
 DMACS0=0; 
     DMA0CON=0x2020; 
/* channel disable, size=word, dir=1 (read from RAM), HALF=0 */ 
 /* NULLW=0 (normal operation), AMODE =10 = peripheral indicrect 
addressing mode */ 
 /* MODE=0: continuousm, ping-pong disabled */ 
 DMA0PAD=0x0442; /* Peripheral address --> ECAN 1 (C1TXD) */ 
  DMA0CNT=0x0007; 
 DMA0REQ=0x0046; /* ECAN 1 Transmit */ 
    /* FORCE = 0 (auto DMA transfer) */ 
 DMA0STA=  __builtin_dmaoffset(ecan1msgBuf);  
 DMA0CONbits.CHEN=1; /* channel enable */ 
   
 /* Dma Initialization for ECAN1 Reception */ 
 DMACS0=0; 
     DMA2CON=0x0020;/* channel disable, size=word, dir=1 (read from RAM), 
HALF=0 */ 
 /* NULLW=0 (normal operation), AMODE =10 = peripheral indicrect 
addressing mode */ 
 /* MODE=0: continuous, ping-pong disabled */ 
 DMA2PAD=0x0440; /* Peripheral address --> ECAN 1 (C1RXD) */ 
  DMA2CNT=0x0007; 
 DMA2REQ=0x0022; /* ECAN 1 Receive */ 
     /* FORCE = 0 (auto DMA transfer) */ 
 DMA2STA= __builtin_dmaoffset(ecan1msgBuf);  
 DMA2CONbits.CHEN=1; /* channel enable */ 
  
} 
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9.1.3. CSU_FIR.c: 
/***************************************************************************** 
* 
*  FILENAME : CSU_FIR.c 
* 
*  DESCRIPTION : this is the file that configure the pas-band  
*      filter of ADC AD7725 
* 
*  CSCI IDENTIFIER: EMIR-CSU 
* 
*  VERSION  : 1.0.0   
* 
*  ORIGINATOR   BASELINE DATE AUTH.DOC 
*  ----------   ------------- -------- 
*  Rafale Bru   25/02/08   EMIR-CSU 
*  Carles Coll 
* 
******************************************************************************
/ 
 
#include <p33FJ256GP506.h> 
#include <string.h> 
#include "CSU_FIR.h" 
#include "CSU_Can.h" 
 
int Read_status(); 
void send_comand(int com); 
void send_data(int data); 
void delay (int tem); 
void __attribute__((__interrupt__)) _T1Interrupt(void); 
int Read_data(); 
int Tend=0; 
 
int Load_FIR (void) 
{  
intCoefs[517]={0x7725,0x5BC8,0x0,0x1000,0x8012,0x10AA,0x1,0x4000,0x7064,
0x4,0x0,0x6040,0x8A0,0x8,0x8004,0x8B7,0x0,0xED00,0x12,0x5D4D,0x15,0xEF80
,0x210,0x0,0x0,0x824,0x4C01,0x5555,0x6F20,0x1101,0x5000,0xAAF2,0xAAAA,0x
2AAA,0x4000,0xD5DB,0x5555,0x555,0x180,0x0,0x0,0xD000,0x7339,0x2CBE,0x5BC
8,0x0,0x9000,0xA028,0xEAAA,0x0AAA,0x0,0x4C26,0x4,0x0,0x4800,0x4A06,0x0,0
x8010,0x08B7,0x0,0x6900,0x4556,0x5557,0x15,0x60A0,0x00E2,0xAAAA,0x2,0x1A
D0,0x3050,0x8000,0x6F20,0x1,0x4000,0xAAF2,0xEAAA,0x2AAA,0x0,0x2097,0x0,0
x0,0x4000,0x11,0x1,0xC000,0x731A,0x86EE,0x5BC8,0x0,0x8000,0x09BA,0xAABA,
0x0AAA,0x9000,0x7534,0x5550,0x155,0xF800,0x820D,0x1,0x8000,0x08B7,0x0,0x
E900,0x5117,0x555D,0x15,0xC300,0x2A12,0x0,0x0,0x19C4,0x5C54,0x5555,0x6F2
0,0x1,0x0,0x418,0x40,0x0,0x0,0x8082,0x0,0x0,0xA000,0x16,0x4,0xC000,0x731
8,0xD4E5,0x5BC8,0x0,0x8000,0x037E,0xAAC2,0x0AAA,0xC000,0x0D77,0x0,0x0,0x
E200,0xC0AC,0xAAAA,0x802A,0x08B7,0x0,0x4400,0x1053,0x52,0x0,0x6800,0x22C
0,0x2,0x0,0x1F90,0x6050,0x1,0x6F20,0x1,0x0,0x768,0x100,0x0,0x0,0x20C5,0x
0,0x0,0x4000,0x38,0x1,0x0,0x1000,0x2E67,0x5BC8,0x0,0x0,0x8336,0x12,0x0,0
x8000,0x2476,0x0,0x0,0xB000,0x202F,0x1,0x8000,0x08B7,0x0,0xA500,0x52,0x5
409,0x15,0x4380,0x812,0x0,0x0,0x0CE4,0x4D01,0x5551,0x6F20,0x1,0x0,0xAEBA
,0xAAE8,0x2AAA,0x4000,0x9592,0x5555,0x555,0x6800,0xAA1D,0xAAAE,0x00AA,0x
1000,0x9706,0x5BC8,0x0,0x0,0x160,0x40,0x0,0x0,0x1C37,0x0,0x0,0xE000,0x40
AC,0x0,0x8000,0x08B7,0x0,0x6100,0x4512,0x5557,0x15,0xEBA0,0xA0E8,0xAA82,
0x2,0x4B80,0x3504,0x5,0x6F20,0x1,0x0,0xA532,0xABAA,0x2AAA,0x0,0x70DC,0x0
,0x0,0xE000,0x812,0x1,0x0,0x1000,0x8977,0x5BC8,0x0,0x8000,0xA90C,0xAABA,
0x0AAA,0x9000,0x6564,0x5555,0x155,0xB800,0x205,0x1,0x8000,0x08B7,0x0,0xE
100,0x4512,0x555D,0x15,0x6380,0xAA10,0x82,0x0,0x4980,0x1D04,0x5,0x6F20,0
x1,0x0,0x480,0x40,0x0,0x0,0x91DA,0x0,0x0,0x8000,0x02B7,0x4,0x0,0x1000,0x
9C6B,0x5BC8,0x0,0x8000,0x2BEE,0xAAEA,0x0AAA,0x4000,0x831,0x0,0x0,0x5A00,
0xEA86,0xAAAA,0x802A,0x08B7,0x0,0x2500,0x52,0x5403,0x15,0xEBA0,0xA0E8,0x
AA82,0x2,0x0EE4,0x6501,0x5551,0x6F20,0x1,0x0,0x0DD8,0x010A,0x0,0x0,0x35D
F,0x0,0x0,0xC000,0x80BA,0x1,0x0,0x1000,0xDA8B,0x5BC8,0x0,0x0,0x019A,0x10
,0x0,0x8000,0x2020,0x0,0x0,0x1000,0x000F,0x1,0x8000,0x08B7,0x0,0xC400,0x
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1053,0x58,0x0,0x4380,0x812,0x0,0x0,0x1D90,0x4850,0x1,0x6F20,0x1,0x0,0x0C
FA,0xAA48,0x2AAA,0x4000,0xD4D2,0x5541,0x555,0x8800,0x02B7,0xAAAE,0x00AA,
0x1000,0x4591,0x5BC8,0x0,0x0,0x146,0x40,0x0,0xC000,0x825,0x0,0x0,0xA800,
0x4004,0x0,0x8000,0x08B7,0x0,0x6900,0x5117,0x5557,0x15,0x6800,0x22C0,0x2
,0x0,0x1BC4,0x7454,0x5555,0x6F20,0x1,0x0,0x27EA,0xABA8,0x2AAA,0x0,0x3098
,0x11,0x0,0xE000,0x833,0x3,0x0,0x1000,0xF6E6,0x5BC8,0x0,0x8000,0xABBC,0x
AABA,0x0AAA,0xD000,0x7576,0x5555,0x155,0x5000,0x5,0x1,0x8000,0x08B7,0x0,
0x6920,0x4554,0x55D5,0x15,0xC300,0x2A12,0x0,0x0,0x18D0,0x1850,0x2000,0x6
F20,0x1,0x0,0x84A2,0xAAEA,0x2AAA,0x0,0xC191,0x11,0x0,0x2000,0x281D,0x4,0
x100,0x1000,0xC335,0x5FE0,0x0,0x8000,0xABBC,0xAAEA,0x0AAA,0x0,0x0,0x0,0x
0,0x0,0x4004,0x0,0x8000,0x08B7,0x0,0x6D20,0x10,0x5765,0x15,0x60A0,0x00E2
,0xAAAA,0x8002,0x24,0x4401,0x5D55,0x6F20,0x1,0x0,0x548,0x03AA,0x10,0x0,0
x21DF,0x4,0x0,0x8000,0x2291,0x21,0x0,0x1000,0x9D17}; 
 
 
 int coef; 
 int error=0; 
 int word=0; 
 int tran_state=0; 
 
 IEC1bits.INT1IE=0;   
// disable interrupts by int1 (only in conversion mode)  
 IEC2bits.C1IE = 0;  // disable interrupts CAN1  
 
 TRISB=0xFFFF;    //config RB Port as input 
 TRISDbits.TRISD11=0;   // Config pin PortD 11 as output (connect to RS) 
 TRISDbits.TRISD10=0;   // Config pin PortD 10 as output (connect to /CS) 
 TRISDbits.TRISD9=0;   // Config pin PortD 9 as output (connect to Rd/Wr) 
 TRISDbits.TRISD8=1;   // Config pin PortD 8 as input (connect to INT) 
 LATDbits.LATD10=1;  // CS=1 
   
 do 
 { 
  switch (tran_state) 
  { 
   case 0: 
    if (PORTDbits.RD8==1) 
    { 
     tran_state=1;   
    } 
    else; 
    word=Read_status(); 
    send_comand(0x0000); 
 
    break; 
   case 1: 
    send_comand(0x1800); 
    do{} 
    while (PORTDbits.RD8!=1);  // wait interrupt 
 
    do{  
    word=Read_status();   // read status 
    }while ((word&0x2000)!=0x2000);  
// wait Data Request 
        
    tran_state=2; 
    coef=0; 
    break; 
    
   case 2: 
    
    do 
    {     
     send_data(Coefs[coef]);  // send coeficient 
     coef++; 
      
     do{} 
     while (PORTDbits.RD8!=1); // wait interrupt 
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     do{  
      word=Read_status(); // read status 
     }while (((word&0x2000)!=0x2000)&((word& 
0x0001)!=0x0001)); 
     // wait Data Request or finish transmission  
           
    }while (coef<517); 
 
    if ((word&0x0001)==0x0001) 
    { 
     error=1; 
     tran_state=3; 
     IFS1bits.INT1IF = 0; //clear interrupt flag 
     send_comand(0x8D21); 
    } 
    else 
    { 
     send_comand(0x0000); 
     tran_state=1;   
    } 
    break; 
   default:  
    send_comand(0x0000); 
    tran_state=1; 
  } 
 } while (tran_state!=3); 
 
 IEC2bits.C1IE = 1;  // enable interrupts CAN1  
 return error; 
} 
 
// t33= 1/6Mhz= 166ns 
void send_comand(int com) 
{ 
 LATDbits.LATD9=0; 
 LATDbits.LATD11=1; //write instruction 
 delay(5);  //t33-t23 = 106ns 
 LATDbits.LATD10=0; //CS 
 TRISB=0x0000; //configure PORTB as output 
 PORTB=com; 
 delay(1);   // t39 = 10ns 
 LATDbits.LATD10=1; 
 delay(1);  // t40 = 5ns 
 TRISB=0xFFFF;  
} 
 
//tclk=25ns 
 
void send_data(int data) 
{ 
  
 LATDbits.LATD9=0; 
 LATDbits.LATD11=0; //write data 
 delay(1);  //t20->t21 = 15ns 
 LATDbits.LATD10=0; //CS 
 delay(1);  //t23-t25 = 40ns 
 TRISB=0x0000; //configure PORTB as output 
 PORTB=data; 
 delay(2);   //t25 = 10ns 
 LATDbits.LATD10=1; 
 delay(1);  //t26 = 5ns 
 TRISB=0xFFFF; 
} 
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int Read_status() 
{ 
 int state; 
 LATDbits.LATD9=1; 
 LATDbits.LATD11=1; //read status 
 delay(1);  //t35 = 5ns 
 LATDbits.LATD10=0; //CS 
 delay(2);  //t37 = 30ns 
 state=PORTB; 
 LATDbits.LATD10=1; 
 return state; 
} 
 
int Read_data() 
{ 
 int data; 
 TRISB=0xFFFF;   //configure PORTB as input 
 LATDbits.LATD9=1; 
 LATDbits.LATD11=0;   //read data 
 __asm__ volatile ("nop"); 
 __asm__ volatile ("nop"); 
 __asm__ volatile ("nop"); //t28,t27 = 15ns 
 LATDbits.LATD10=0;   //CS 
 __asm__ volatile ("nop"); 
 __asm__ volatile ("nop"); //t31 = 30ns 
 __asm__ volatile ("nop"); 
 __asm__ volatile ("nop"); 
 __asm__ volatile ("nop"); 
 data=PORTB; 
 LATDbits.LATD10=1; 
 return data; 
} 
 
void delay (int tem) 
{ 
 int i; 
 for(i=0;i<tem;i++); 
} 
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9.1.4. CSU_Atm_SPI.c 
/***************************************************************************** 
* 
*  FILENAME : CSU_Atm_SPI.c 
* 
*  DESCRIPTION : this is the file that configure and  
*      comunicate with serial memory At26d  
* 
*  CSCI IDENTIFIER: EMIR-CSU 
* 
*  VERSION  : 1.0.0   
* 
*  ORIGINATOR   BASELINE DATE AUTH.DOC 
*  ----------   ------------- -------- 
*  Rafale Bru   25/02/08   EMIR-CSU 
*  Carles Coll 
* 
*****************************************************************************/ 
#include <p33FJ256GP506.h> 
#include "CSU_Atm_SPI.h" 
#include "constants.h" 
#include <spi.h> 
#include <string.h> 
#include <stdlib.h> 
 
#define SDI_BUF_LEN 200 
 
unsigned int Stats();  
unsigned int WriteSpi (unsigned int dat); 
unsigned int ReadSpi (); 
int SPI_readen_bytes=0; 
char SPI_rx_buf[SDI_BUF_LEN] __attribute__((far)); 
char SPI_tx_buf[SDI_BUF_LEN]__attribute__((far)); 
char SPI_aux_buf[4096]; 
char SDI_convert[4]; 
unsigned int SPI_readen,stat; 
 
int AT26D_SPI_configure() 
{ 
 int transmission_ok=0; 
 int i=0;  
 
 // Configure SPI 
 CloseSPI1(); 
 ConfigIntSPI1(SPI_INT_DIS); 
 TRISFbits.TRISF4=0; 
 TRISFbits.TRISF4=0; 
 PORTFbits.RF4=1;  
 
 // Enable Device 
 OpenSPI1(ENABLE_SCK_PIN & 
  ENABLE_SDO_PIN & 
  SPI_MODE16_OFF & 
  SPI_SMP_OFF & // Sampling at end of period 
  SPI_CKE_ON & // TBC 
  SLAVE_ENABLE_OFF & 
  CLK_POL_ACTIVE_HIGH & 
  MASTER_ENABLE_ON & 
  SEC_PRESCAL_8_1 & 
  PRI_PRESCAL_1_1, 
  FRAME_ENABLE_OFF & // RF4 used for this purpose 
  FRAME_SYNC_OUTPUT &  // Not Used TBC 
  FRAME_POL_ACTIVE_LOW &  // Not Used TBC 
  FRAME_SYNC_EDGE_PRECEDE&  // Not Used TBC 
  FRAME_SYNC_EDGE_COINCIDE& 
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  FIFO_BUFFER_DISABLE, 
  SPI_ENABLE & 
  SPI_IDLE_CON & // TBC 
  SPI_RX_OVFLOW_CLR); 
 
 // Transmit Operation 0x9F : Get Manufacturer Information 
  
 stat = Stats(); 
 
 PORTFbits.RF4=0; 
 
 WriteSpi(0x9F); 
  
 SPI_rx_buf[0]=ReadSpi(); 
 SPI_rx_buf[1]=ReadSpi(); 
 SPI_rx_buf[2]=ReadSpi(); 
 SPI_rx_buf[3]=ReadSpi(); 
  
 PORTFbits.RF4=1; 
 
 for (i=0;i<50;i++) // Delay 
   continue; 
  
 PORTFbits.RF4=0; 
 WriteSpi(0x06); // Write enable 
 PORTFbits.RF4=1; 
  
 for (i=0;i<50;i++) // Delay 
  continue; 
 
 // Global unprotect: 
   
 PORTFbits.RF4=0; 
 WriteSpi(0x01); // Write status register 
 WriteSpi(0x0);; // Write SPRL to 0  
 PORTFbits.RF4=1; 
  
 for (i=0;i<50;i++) // Delay 
  continue; 
 
 PORTFbits.RF4=0; 
 WriteSpi(0x04); // Write disable 
 PORTFbits.RF4=1; 
 
 stat = Stats(); 
 
 SPI1STATbits.SPIEN=0; 
 if (SPI_rx_buf[0]==0x1F & SPI_rx_buf[1]==0x45 &  
  SPI_rx_buf[2]==0x01 & SPI_rx_buf[3]==0x00 )  
   
 transmission_ok=1;  
 
 return transmission_ok;  
} 
 
int AT26D_GetData_float(unsigned long address, float* data, int items) 
{ 
 int count=0; 
 char conv_buff[4]; 
 IEC2bits.C1IE = 0;  // disable interrupts CAN1 for problems in 
acces to memory with diferents instructions 
 PORTFbits.RF4=1; 
 SPI_readen_bytes=0; 
 
 if ((4*items+4)>SDI_BUF_LEN) return(-1); 
 // Read Operation on SPI bus 
 SPI1STATbits.SPIEN=1; 
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 SPI_tx_buf[0]=0x0B; // Read Array 
 SPI_tx_buf[1]=(address>>16)&0xFF;  // Address bit 1 
 SPI_tx_buf[2]=(address>>8)&0xFF;   // Address bit 2 
 SPI_tx_buf[3]=(address)&0xFF;      // Address bit 3 
 SPI_tx_buf[4]=0xFF;     //aditional byte 
  
 PORTFbits.RF4=0; 
 
 // send comand message and adress 
 for (count=0;count<5;count++) 
 {  
  WriteSpi(SPI_tx_buf[count]); 
 } 
 
 // read items 
 for (count=0;count<4*items;count++) 
 {  
  SPI_rx_buf[count]=ReadSpi(); 
  SPI_readen_bytes++; 
 } 
 
 PORTFbits.RF4=1; 
 
 //Save data recieved in correct buffer 
  for(count=0;count<(SPI_readen_bytes/4);count++) 
 { 
  memcpy(conv_buff,&(SPI_rx_buf[4*count]),4); 
  *(data+count)=*((float*)(conv_buff)); 
 } 
 
 SPI1STATbits.SPIEN=0; 
 IEC2bits.C1IE = 1;  // enable interrupts CAN1 
 return(SPI_readen_bytes/4); 
} 
 
int AT26D_GetData(unsigned long address, char* data, int items) 
{ 
 int count=0; 
 IEC2bits.C1IE = 0;  // disable interrupts CAN1 for problems in 
acces to memory with diferents instructions 
 PORTFbits.RF4=1; 
 SPI_readen_bytes=0;  
 
 if ((items)>SDI_BUF_LEN) return(-1); 
 // Read Operation on SPI bus 
 SPI1STATbits.SPIEN=1; 
 
 SPI_tx_buf[0]=0x03; // Read Array 
 SPI_tx_buf[1]=(address>>16)&0xFF;  // Address bit 1 
 SPI_tx_buf[2]=(address>>8)&0xFF;   // Address bit 2 
 SPI_tx_buf[3]=(address)&0xFF;      // Address bit 3 
// SPI_tx_buf[4]=0xFF;     //aditional byte 
  
 PORTFbits.RF4=0; 
 
 // send comand message and adress 
 for (count=0;count<4;count++) 
 {  
  WriteSpi(SPI_tx_buf[count]); 
 } 
 
 // read items 
 for (count=0;count<items;count++) 
 {  
  SPI_rx_buf[count]=ReadSpi(); 
 } 
  
 PORTFbits.RF4=1; 
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 //Save data recieved in correct buffer 
 for(count=0;count<items;count++) 
  *(data+count)=SPI_rx_buf[count]; 
 
 stat= Stats(); 
 
 SPI1STATbits.SPIEN=0; 
 IEC2bits.C1IE = 1;  // enable interrupts CAN1 
 return(SPI_readen_bytes); 
} 
 
void AT26D_coefmem_RawFloat(char *data ) 
{ 
 IEC2bits.C1IE = 0;  // disable interrupts CAN1 
 PORTFbits.RF4=1; 
 SPI1STATbits.SPIEN=1; 
 
 SPI_tx_buf[0]=0x02;  // Write Array 
 SPI_tx_buf[1]=data[0];  // Put adress 23..16  
 SPI_tx_buf[2]=data[1];    // Put adress 15..8 
 SPI_tx_buf[3]=data[2];      // Address byte 7..0 
 memcpy(&(SPI_tx_buf[4]),&(data[3]),4); //  4 Data 
 
 PORTFbits.RF4=0; 
 WriteSpi(0x06);  // Write enable 
 PORTFbits.RF4=1; 
 
 do{ 
  stat=Stats(); // wait to memory ready. 
 }while ((stat&0x01)!=0x0); 
 
 PORTFbits.RF4=0; 
 WriteSpi(SPI_tx_buf[0]);  
 WriteSpi(SPI_tx_buf[1]); 
 WriteSpi(SPI_tx_buf[2]); 
 WriteSpi(SPI_tx_buf[3]); 
 WriteSpi(SPI_tx_buf[4]);  // Byte/Page program data 1 
 WriteSpi(SPI_tx_buf[5]); // Byte/Page program data 2 
 WriteSpi(SPI_tx_buf[6]); // Byte/Page program data 3 
 WriteSpi(SPI_tx_buf[7]); // Byte/Page program data 4 
 PORTFbits.RF4=1; 
 
 do{ 
  stat=Stats(); // wait to memory ready. 
 }while ((stat&0x01)!=0x0); 
 
 PORTFbits.RF4=0; 
 WriteSpi(0x04);  // Write disable 
 PORTFbits.RF4=1; 
  
 SPI1STATbits.SPIEN=0; 
 IEC2bits.C1IE = 1;  // enable interrupts CAN1 
} 
 
int AT26D_PutData_RawFloat(char *data ) 
{ 
 int adr=0; 
 int count=0; 
 char end=0xFF; 
 IEC2bits.C1IE = 0;  // disable interrupts CAN1 for problems in 
acces to memory with diferents instructions 
 PORTFbits.RF4=1; 
 SPI_readen_bytes=0;  
 
 SPI1STATbits.SPIEN=1; 
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 //save data flash memory in data memory Pic to make bloc erase for 
modify a 4 byte of data  
  
 SPI_tx_buf[0]=0x03; // Read Array 
 SPI_tx_buf[1]=data[0];  // Address bit 1 
 SPI_tx_buf[2]=data[1]&0xF0;   // Address bit 2 
 SPI_tx_buf[3]=0x00;      // Address bit 3 
  
 // read items 
 PORTFbits.RF4=0; 
 WriteSpi(SPI_tx_buf[0]); 
 WriteSpi(SPI_tx_buf[1]); 
 WriteSpi(SPI_tx_buf[2]); 
 WriteSpi(SPI_tx_buf[3]); 
 for (count=0;count<4096;count++) 
 {  
  SPI_aux_buf[count]=ReadSpi(); 
 } 
 PORTFbits.RF4=1; 
  
 // erase bloc 
 PORTFbits.RF4=0; 
 WriteSpi(0x06); // Write enable 
 PORTFbits.RF4=1; 
 
 PORTFbits.RF4=0; 
 WriteSpi(0x20); // bloq erase 4 Kbytes 
 WriteSpi(data[0]);  //adress 23..16 to execute bloc erase 
 WriteSpi(data[1]); //adress 15..8 to execute bloc erase 
 WriteSpi(data[2]); //adress 7..0 to execute bloc erase 
 PORTFbits.RF4=1; 
  
 PORTFbits.RF4=0; 
 WriteSpi(0x04); // Write disable 
 PORTFbits.RF4=1; 
 
 do{ 
  stat=Stats(); // wait to memory ready. 
 }while ((stat&0x01)!=0x0); 
 
 // write into flash memory new value and old datas from data memory PIC 
 
 SPI_tx_buf[0]=0x02;  // Write Array 
 SPI_tx_buf[1]=data[0];  // Put adress 23..17  
 SPI_tx_buf[2]=data[1]&0xF0;   // Address bit 2 
 SPI_tx_buf[3]=0x00;      // Address bit 3 
 memcpy(&(SPI_tx_buf[4]),&(data[3]),4); //  4 Data 
 
 for(count=0;count<4096;count++)  // 4096 restore datas 
 { 
  PORTFbits.RF4=0; 
  WriteSpi(0x06);  // Write enable 
  PORTFbits.RF4=1; 
   
  if ((SPI_tx_buf[3]==data[2])&(SPI_tx_buf[2]==data[1]))   
// if adress coincide with new data 
  { 
   PORTFbits.RF4=0; 
   WriteSpi(SPI_tx_buf[0]);  
   WriteSpi(SPI_tx_buf[1]); 
   WriteSpi(SPI_tx_buf[2]); 
   WriteSpi(SPI_tx_buf[3]); 
   WriteSpi(SPI_tx_buf[4]);  // Byte/Page program data 1 
   WriteSpi(SPI_tx_buf[5]); // Byte/Page program data 2 
   WriteSpi(SPI_tx_buf[6]); // Byte/Page program data 3 
   WriteSpi(SPI_tx_buf[7]); // Byte/Page program data 4 
   PORTFbits.RF4=1; 
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   SPI_tx_buf[3]=SPI_tx_buf[3]+4; 
   adr=adr+4; 
   
   do{ 
    stat=Stats(); // wait to memory ready. 
   }while ((stat&0x01)!=0x0); 
  } 
  else          
  // restore old datas 
  { 
   PORTFbits.RF4=0; 
   WriteSpi(SPI_tx_buf[0]);  
   WriteSpi(SPI_tx_buf[1]); 
   WriteSpi(SPI_tx_buf[2]); 
   WriteSpi(SPI_tx_buf[3]); 
   WriteSpi(SPI_aux_buf[adr]);  // Byte/Page program 
   PORTFbits.RF4=1; 
   
   SPI_tx_buf[3]++; 
   adr++; 
   
   do{ 
    stat=Stats(); // wait to memory ready. 
   }while ((stat&0x01)!=0x0); 
  }; 
   
  if ((SPI_tx_buf[2] == end) & (SPI_tx_buf[3] == end))  
  { 
   SPI_tx_buf[1]++; 
   SPI_tx_buf[2]==0x00; 
   SPI_tx_buf[3]==0x00; 
  } 
  else if (SPI_tx_buf[3] == end) 
  {  
   SPI_tx_buf[2]++; 
   SPI_tx_buf[3]==0x00;    
 
  };  
 }  
 
 PORTFbits.RF4=0; 
 WriteSpi(0x04);  // Write disable 
 PORTFbits.RF4=1; 
 
 SPI1STATbits.SPIEN=0; 
 IEC2bits.C1IE = 1;  // enable interrupts CAN1 
 return(SPI_readen_bytes);  
} 
 
void erase_flash() 
{ 
 SPI1STATbits.SPIEN=1; 
 PORTFbits.RF4=0; 
 WriteSpi(0x06); // Write enable 
 PORTFbits.RF4=1; 
 
 PORTFbits.RF4=0; 
 WriteSpi(0x60); // Erase Chip 
 PORTFbits.RF4=1; 
  
 do{ 
  stat=Stats(); // wait to memory ready. 
 }while ((stat&0x01)!=0x0); 
 
 PORTFbits.RF4=0; 
 WriteSpi(0x04); // Write disable 
 PORTFbits.RF4=1; 
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 SPI1STATbits.SPIEN=0; 
} 
 
unsigned int Stats()  
{ 
 int i,count,status; 
  
 for (i=0;i<50;i++) // Delay 
   continue; 
    
 PORTFbits.RF4=0; 
 
 WriteSpi(0x5);  //read Status 
  
 // read items 
 for (count=0;count<1;count++) 
 {  
  status = ReadSpi(); 
 } 
 
 PORTFbits.RF4=1;  
 return status; 
} 
  
unsigned int WriteSpi (unsigned int dat) 
{ 
 int i; 
 WriteSPI1(dat);  
  while(SPI1STATbits.SPITBF); 
 
  for (i=0;i<10;i++) 
   continue; 
 SPI_readen=SPI1BUF; 
} 
 
unsigned int ReadSpi () 
{ 
 WriteSPI1(0x00);  
  while(SPI1STATbits.SPITBF); 
 
  while(!DataRdySPI1()); 
 return SPI1BUF; 
 
} 
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9.1.5. CSU_processing.c: 
/***************************************************************************** 
* 
*  FILENAME : CSU_processing.c 
* 
*  DESCRIPTION : this is the file that execute the math  
*      operations to obtain bar position 
* 
*  CSCI IDENTIFIER: EMIR-CSU 
* 
*  VERSION  : 1.0.0   
* 
*  ORIGINATOR   BASELINE DATE AUTH.DOC 
*  ----------   ------------- -------- 
*  Rafale Bru   25/02/08   EMIR-CSU 
*  Carles Coll 
* 
*****************************************************************************/ 
 
#include <p33FJ256GP506.h> 
#include "CSU_processing.h" 
#include "CSU_Atm_SPI.h" 
#include <math.h> 
#include <time.h> 
#include "constants.h" 
 
extern int raw_buffer_bar[2]; 
extern int raw_buffer[2][4][64]; 
extern int bar_period[NB_BARS]; 
extern float bar_position[NB_BARS]; 
extern int bar_zero[NB_BARS]; 
extern float c_i[NB_BARS][4]; 
extern float c[4]; 
extern int raw_buffer_active_reading; 
extern int raw_buffer_active_writing; 
extern int raw_buffer_written[2]; 
extern int raw_buffer_readen[2]; 
extern long acq_time[NB_BARS][4]; 
extern int data_ready; 
 
// Local vars. Defined here to avoid allocation/deallocation of memory 
long int avg[4]; 
float divisor=0; 
float C_4C0=0; /* TO BE REWORKED*/ 
float C_C0=0; /* TO BE REWORKED*/ 
float a,b,y_raw,p0,y_a,y_b,a_pol,b_pol,y_calibrated; 
float y_raw_prev=0.5; /* TO BE REWORKED*/ 
float Apre[NB_BARS][4] __attribute__((near)); 
float Afine[NB_BARS][4] __attribute__((near)); 
int ok=0; 
int period=0; 
float A_Calibration_min[NB_BARS][4][NB_PERIODS] __attribute__((far)); 
float A_Calibration_delta[NB_BARS][4][NB_PERIODS] __attribute__((far)); 
 
// Functions 
void buffer_processing(int buffer_index) 
{ 
 int bar_index=0; 
 int j,k; 
 float aux1,aux2; 
 float a1,a2; 
 
 int v_test=0; 
 
 bar_index=raw_buffer_bar[raw_buffer_active_reading]; 
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 /* Step 7 for detector plate j (1, 2, 3, 4) */ 
 
 for(j=0;j<4;j++) 
 { 
  avg[j]=0; 
 
  for(k=j;k<64;k+=4) 
  {  
   avg[j]+=(long 
int)raw_buffer[raw_buffer_active_reading][buffer_index][k];    // Sum 
  } 
  avg[j]=avg[j]>>4;  // average (1/16) 
 } 
  
 /* Step 8 (1) */ 
  
 aux1=avg[0]-avg[2];  // sum because negative numbers are positive 
 aux2=avg[1]-avg[3]; 
 aux1*=aux1;   // aux1^2 
 aux2*=aux2;   // aux2^2 
 
 a1=c_i[bar_index][buffer_index]; 
 a2=sqrt(aux1+aux2); 
 
 c[buffer_index]=0.5*a1*a2; 
} 
 
void bar_processing() 
{ 
 int bar_index=0; 
 int j=0; 
 
 bar_index=raw_buffer_bar[raw_buffer_active_reading]; 
 
 /* Step 8 (2) */ 
 divisor=(c[0]+c[1]+c[2]+c[3]-C_4C0)/2; 
 Apre[bar_index][0]=(c[0]-C_C0)/divisor; 
 Apre[bar_index][1]=(c[1]-C_C0)/divisor; 
 Apre[bar_index][2]=(c[2]-C_C0)/divisor; 
 Apre[bar_index][3]=(c[3]-C_C0)/divisor; 
 
 /* Step 9 */ 
 ok=1; 
 while(ok) 
 { 
  period=bar_period[bar_index]; 
 
  for(j=0;j<3;j++) 
   Afine[bar_index][j]=(Apre[bar_index][j]-
A_Calibration_min[bar_index][j][period])/(A_Calibration_delta[bar_index][j][pe
riod]); 
   
  /* Step 10 */ 
  a=Afine[bar_index][0]-Afine[bar_index][2]; 
  b=Afine[bar_index][1]-Afine[bar_index][3]; 
  
  /* Step 11 */ 
  y_raw=atan(b/a)*PERIOD_LENGTH/TWOPI; 
  
  /* step 12 */ 
  ok=0; 
  if ( (y_raw-y_raw_prev)>THRESHOLD )  
  { 
   period++; /* TO BE REWORKED */ 
   if (period>PERIOD_MAX) period=PERIOD_MAX; 
   else ok=1; 
  } 
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  if ( (y_raw_prev-y_raw)>THRESHOLD )  
  { 
   period--; /* TO BE REWORKED */ 
   if (period>PERIOD_MIN) period=PERIOD_MIN; 
   else ok=1; 
  } 
 } 
 
 bar_period[bar_index]=period; 
 
 y_raw_prev=y_raw; 
 /* step 13 */ 
 /* CTE compensation, TO BE REWORKED */ 
  
 /*step 14: linear interpolation */ 
 p0=NB_POINTS_PER_PERIOD*y_raw/PERIOD_LENGTH;  
 
 
 // TO DO: Calcul de les adreces en la RAM 
  
 // Read Operation on SPI bus 
 AT26D_GetData_float(0, &y_a, 1); 
 AT26D_GetData_float(0, &y_b, 1); 
 
// y_a=cal_matrix[bar_index][period][(int)floor(p0)]; /* TO BE DONE: check 
bounds */ 
// y_b=cal_matrix[bar_index][period][(int)ceil(p0)];  /* TO BE DONE: check 
bounds */ 
 
 y_a=(int)floor(p0); /* TO BE REMOVED */ 
 y_b=(int)ceil(p0); /* TO BE REMOVED */ 
 
 a_pol=(y_a-y_b)/(floor(p0)-ceil(p0)); 
 b_pol=y_a-floor(p0)*a_pol; 
 
 y_calibrated=y_raw*(p0*a_pol+b_pol)+period*PERIOD_LENGTH; 
// TO DO: halt interrupts 
 bar_position[bar_index]=y_calibrated; 
} 
 
int load_calibration_data() 
{ 
 int i_local=0; 
 int j_local=0; 
 int k_local=0; 
 
 if (AT26D_GetData_float(0, &C_C0, 1)!=1) return(-1); 
 C_4C0=C_C0; 
 
 for (i_local=0;i_local<NB_BARS;i_local++) // iterate per number of bars 
 { 
  bar_position[i_local]=0; 
  bar_zero[i_local]=0; 
  bar_period[i_local]=0; 
  for(j_local=0;j_local<4;j_local++)  
// iterate per number of sensors 
  { 
   c[j_local]=0;   // Capacity measurements  
   c_i[i_local][j_local]=0;  
// Constant compensator capacitors 
   Apre[i_local][j_local]=0;   // Intermediate results 
   Afine[i_local][j_local]=0;  // Intermediate results 
  
   // Get calibration data for computation of Pytagoras  
amplitude (step 8) 
   if (AT26D_GetData_float(0x100+0x10*i_local+4*j_local, 
&(c_i[i_local][j_local]), 1)!=1) return(-1); 
   // Get calibration data for computation Amin, Amax (step 9)  
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   if (AT26D_GetData_float(0x2000+0x200*i_local+0x80*j_local, 
    &(A_Calibration_min[i_local][j_local][0]),NB_PERIODS 
)!=NB_PERIODS) return(-1); 
   if (AT26D_GetData_float(0x4000+0x200*i_local+0x80*j_local,  
    &(A_Calibration_delta[i_local][j_local][0]), 
NB_PERIODS)!=NB_PERIODS) return(-1); 
   // Compute Adelta 
   for(k_local=0;k_local<NB_PERIODS;k_local++) 
    A_Calibration_delta[i_local][j_local][k_local]-
=A_Calibration_min[i_local][j_local][k_local]; 
  } 
 } 
 return 0; 
} 
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9.2. Programa en llenguatge C del subsistema de control: 
El programa està dividit en: 
- Main.c 
- init_PIC18F4480_can.asm 
- init_PIC18F4480.asm 
9.2.1.  Main.c: 
/***************************************************************************** 
* 
*  FILENAME : main.c 
* 
*  DESCRIPTION : this is the main file of project  
*      CSU_PIC18.mcw to amplifier board 
* 
*  CSCI IDENTIFIER: EMIR-CSU 
* 
*  VERSION  : 1.0.0   
* 
*  ORIGINATOR   BASELINE DATE AUTH.DOC 
*  ----------   ------------- -------- 
*  Carles Coll   4/03/08   EMIR-CSU 
*   
*****************************************************************************/ 
 
 
#include <p18F4480.h> 
#include <string.h> 
#include <timers.h> 
 
/* Enable watchdog timer, set postscaler to 1024 */ 
#pragma config WDT = ON, WDTPS=1024 
 
#define CAN_RXFUL 0x80 /* Flag that indicates reception of packet in CAN 
RX0 buffer */ 
#define NUMBER_OF_PIEZOS 120   /* shall be multiple of 40 */ 
#define MAX_ADDRESSABLE_PIEZO 118 
#define CANPRESENT 0 */ 
#define INTERRUPT_TIME 50  /* in microseconds */ 
 
char VERSION[6]= "v01_r2"; /*define version*/  
 
//#define DEBUG 1 
 
/* Variables to log piezo states 
 * Piezo_timer: indicates in counts of 50 us how much time the piezo has to be 
active 
 * Active_piezo: 0: indicates that the piezo is not moving 1: indicates that 
the piezo is active for a given time 
 * 2: indicates that the piezo is moving for an undefinite time 
 */ 
 
#pragma udata bank1   /* it is required to put these big vars on different  
banks in order to avoid 
    the unable to alloc mem linker error */ 
 
int piezo_timer[NUMBER_OF_PIEZOS]; 
 
#pragma udata bank2 
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char active_piezo[NUMBER_OF_PIEZOS]; 
 
 
#pragma udata 
 
/* Variables for debuggin purpuses, to be removed in final version */ 
#ifdef DEBUG 
long int debug1=0; 
char debug2=0; 
char debug3=0; 
char debug4=0; 
#endif 
 
/* Variables for pulse generation control */ 
char Hz200_state=0; 
int Hz200_t1=0; 
int Hz200_t2=0; 
int Hz200_t=0; 
char Hz1_state=0; 
int Hz1_t1=0; 
int Hz1_t2=0; 
int Hz1_t=0; 
char int_piezo_count=0; 
 
/* Typedef for accessing the CAN bus RX buffers */ 
typedef struct rxbuffer {  
 unsigned char con; 
 unsigned short int sid; 
 unsigned short int eid; 
 unsigned char dlc; 
 unsigned char rxbuf[8]; 
 unsigned char canstat; 
 unsigned char cancon; 
} RXBUF; 
 
void timer_isr (void); 
void stop_piezo(int i); 
short int interchange_ID(short int id);  
 
/* ISR for the interupt that generates the high and low speed clocks */ 
#pragma code low_vector=0x18 
void low_interrupt (void) 
{ 
_asm GOTO timer_isr _endasm 
} 
 
#pragma code 
 
#pragma interruptlow timer_isr 
/****************************************************************************/ 
/* Function: timer_isr()         
       */ 
/*  This is the ISR for low priority interrupts. The only interrupt that is */ 
/*  enables is the one of TMR0, that is used to generate the 1Hz and 200Hz  */ 
/*  clock. It toggles the state of CCP and ECCP outputs and decreases the
 */ 
/*  timer of the piezos ciclycaly (once every 40 interrupts)   
 */ 
/****************************************************************************/ 
void timer_isr (void) 
{ 
 TMR0H=0xFF; /* The interrupt is generated on overflow of the TMR0 */ 
 //TMR0L=0x22; /* Leave enough time to make the pulse length about 50 us 
*/ 
 TMR0L=0x59; 
 
 Hz200_t++; 
 Hz1_t++; 
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 if (Hz200_state>0) 
 { 
  if(Hz200_t>=Hz200_t1) 
  { 
   Hz200_state=0; 
   LATC&=0xFB;    
   Hz200_t=0; 
  } 
 } 
 else 
 { 
  if(Hz200_t>=Hz200_t2) 
  { 
   Hz200_state=1; 
   LATC|=0x04; 
   Hz200_t=0; 
  } 
 } 
 if (Hz1_state>0) 
 { 
  if(Hz1_t>=Hz1_t1) 
  { 
   Hz1_state=0; 
   LATD&=0xEF; 
   Hz1_t=0; 
  } 
 } 
 else 
 { 
  if(Hz1_t>=Hz1_t2) 
  { 
   Hz1_state=1; 
   LATD|=0x10;   
   Hz1_t=0; 
  } 
 } 
 
 /* Decrease cyclically the counter for the piezos */ 
 if (++int_piezo_count>=40) int_piezo_count=0; 
 if (piezo_timer[int_piezo_count]>0) piezo_timer[int_piezo_count]--; 
#if NUMBER_OF_PIEZOS>40 
 if (piezo_timer[40+int_piezo_count]>0) piezo_timer[40+int_piezo_count]--
; 
#endif 
#if NUMBER_OF_PIEZOS>80 
 if (piezo_timer[80+int_piezo_count]>0) piezo_timer[80+int_piezo_count]--
; 
#endif 
#if NUMBER_OF_PIEZOS>120 
 if (piezo_timer[120+int_piezo_count]>0) 
piezo_timer[120+int_piezo_count]--; 
#endif 
 /* clear interrupt bit */ 
 INTCON&=0xFB; 
} 
 
/****************************************************************************/ 
/* Function: send_feedback_message(char cmd_code, char status)       
*/ 
/*  This function generates a message on the CAN bus with identifier 0x01A  */ 
/*  The first byte of the message contains the message indicated by cmd_code*/ 
/*  The second byte contains the value indicated by status    
 */ 
/*  The third byte is set to zero       
    */ 
/****************************************************************************/ 
void send_feedback_message(char cmd_code, char status) 
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{ 
 char i=0; 
 long int j=0; 
 i=5; 
  
 LATB&=0xFD; /* Set CAN in active mode */ 
 
// CONFIGURE CAN TO TRANSMIT MESSAGE TO BANK 1  
 CANCON = 0x80; 
 do  
 {} while ((CANSTAT&0x80)!=0x80); 
 CANCON = 0x16;  
 CANCON = 0x06;  
  
 if (TXB1CON&0x08) /* check Tx bit clear */ 
 { 
  /* bit set: a message is being transmitted */ 
  /* Abort message being sent */ 
  TXB1CON&=0xF7; 
  for(j=0;j<10;j++) 
   continue;   
 } 
 /* load SIDH/SIDL register */ 
 TXB1SIDH=0x03; 
 TXB1SIDL=0x40; 
 /*message length is 3 bytes */ 
 TXB1DLC=0x03;  
 /*Set Message Body */ 
 TXB1D0=cmd_code; 
 TXB1D1=status; 
 TXB1D2=0x0; 
 /* set TXREQ bit */ 
 TXB1CON|=0x08; 
 
 do  
 {/* clear watchdog */ 
   _asm CLRWDT  _endasm; 
 } while ((TXB1CON&0x08)==0x08); 
 
// CONFIGURE CAN TO RECIEVE MESSAGE TO BANK 0  
 CANCON = 0x80; 
 do  
 {} while ((CANSTAT&0x80)!=0x80); 
 CANCON = 0x00;  
} 
 
 
void send_status_version(char cmd_code, char status) 
{ 
 char i=0; 
 long int j=0; 
 i=5; 
  
 LATB&=0xFD; /* Set CAN in active mode */ 
 
// CONFIGURE CAN TO TRANSMIT MESSAGE TO BANK 1  
 CANCON = 0x80; 
 do  
 {} while ((CANSTAT&0x80)!=0x80); 
 CANCON = 0x16;  
 CANCON = 0x06;  
  
 if (TXB1CON&0x08) /* check Tx bit clear */ 
 { 
  /* bit set: a message is being transmitted */ 
  /* Abort message being sent */ 
  TXB1CON&=0xF7; 
  for(j=0;j<10;j++) 
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   continue;   
 } 
 /* load SIDH/SIDL register */ 
 TXB1SIDH=0x03; 
 TXB1SIDL=0x40; 
 /*message length is 3 bytes */ 
 TXB1DLC=0x08;  
 /*Set Message Body */ 
 TXB1D0=cmd_code; 
 TXB1D1=status; 
 memcpy(&TXB1D2,&VERSION,6); 
 /* set TXREQ bit */ 
 TXB1CON|=0x08; 
 
 do  
 {/* clear watchdog */ 
   _asm CLRWDT  _endasm; 
 } while ((TXB1CON&0x08)==0x08); 
 
// CONFIGURE CAN TO RECIEVE MESSAGE TO BANK 0  
 CANCON = 0x80; 
 do  
 {} while ((CANSTAT&0x80)!=0x80); 
 CANCON = 0x00;  
} 
 
 
short int interchange_ID(short int id) 
{ 
 short int iden; 
 iden = id << 8; 
 id = id >> 8; 
 id = id | iden; 
 return id; 
} 
 
/****************************************************************************/ 
/* Function: execute_cmd()             */ 
/*  This functions is in charge of command execution. It processes the      */ 
/*  contents of a RXBUF. It checks the buffer lengths and the message code  */ 
/*  If the message identifier is 0x4, halts execution of movements,      */ 
/*  generates a stop command for all the piezo bars and finally sets to 1   */ 
/*  the DISCAP and DISPIEZO signals. It generates a feedback message        */ 
/*  If the message identifier is 0x18, it checks the bar_id, direction,     */ 
/*  speed and time fields of the incoming message. If correct, the output   */ 
/*  ports RA0:4 are loaded with the piezo addres and RE0:RE2 with the board */ 
/*  address. RD7:RD5 are loaded with the speed/velocity data. Finally, the  */ 
/*  DRDY(RD2) signal is set and cleared          */ 
/*  If the message identifier is 0x30, the frequencty and DC of the CCP or  */ 
/*  ECCP are changed according to the provided parameters and a feedback    */ 
/*  message is sent.               */ 
/*  If the message identifier ix 0x38, a feedback message is sent indicating*/ 
/*  that the unit is active            */ 
/****************************************************************************/ 
 
void execute_cmd(RXBUF msg) 
{ 
 int j=0; 
 unsigned char in_PORT_D=0; 
 unsigned char board_addr=0; 
 unsigned char board_piezo=0; 
 int freq=0; 
 int DC=0; 
 float period=0.0; 
  
 /* check if ID is stop or move */ 
 switch( msg.sid >> 5) 
 { 
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  case 0x4: /* stop drives command (discharge capacitors) */ 
   
   /* stop execution of all current commands */ 
   for(j=0;j<NUMBER_OF_PIEZOS;j++) 
   { 
    active_piezo[j]=0; 
    stop_piezo(j); /* TBC */ 
   } 
   /* set DISPIEZO to 1. Bit 0 of port D */ 
   LATD|=0x1; 
 
   /* Wait 5 cycles */ 
   for(j=0;j<2;j++); 
 
   // disconnect high voltatge 
   LATD&=0xF7; 
   
   /* Wait 200 ms */ 
   for(j=0;j<4000;j++); 
    
   /* set DISCAP to 1. Bit 1 of port D */ 
   LATD|=0x3; 
   send_feedback_message(0x4,0); 
   break; 
  case 0x20: /* stop piezo drive command (discharge piezo)  */ 
   /* stop execution of all current commands */ 
   if(LATDbits.LATD3==0) 
   send_feedback_message(0x20,1); 
   else 
   { 
    for(j=0;j<NUMBER_OF_PIEZOS;j++) 
    { 
     active_piezo[j]=0; 
     stop_piezo(j); /* TBC */ 
    } 
    /* set DISPIEZO to 1. Bit 0 of port D */ 
    LATD|=0x1; 
    send_feedback_message(0x20,0); 
   } 
   break; 
  case 0x18: /* move drives command */ 
   /* PiezoDrive_Move_Bar(id_bar,direction,speed,time) -->  
Moves or stops one bar  
              id_bar --> Number of bar to move 
              direction --> 0:stop, 1:right, 2:left 
              speed --> 1:fast, 0:slow 
              time --> time for bar moving (0=indefinite)  */ 
   /* check DLR field to see if length is OK */    
   if ((msg.dlc&0xF)==5) 
   { 
    /* check number of piezo and time inside bounds */  
    if ( (msg.rxbuf[0]<MAX_ADDRESSABLE_PIEZO) && ( 
(msg.rxbuf[1]&0xC)<0xC) && (LATDbits.LATD3==1)) 
    { 
     /* deactivate counter */ 
     active_piezo[msg.rxbuf[0]]=0; 
     /* Disable DISCAP, DISPIEZO */ 
     in_PORT_D=0; 
     INTCON&=0x7F; /* Disable interrupts, set  
GIE=0 */ 
     LATD&=0xFC; 
     INTCON|=0xE4;   /* Enable all interrupts */ 
     /* compute board and piezo */ 
     board_addr=(msg.rxbuf[0]/20)&0x7; 
     board_piezo=(msg.rxbuf[0]-
20*board_addr)&0x1F; 
     /* configure output RA0 to RA4 - select board 
*/ 
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     LATA=(LATA&0xE0)|board_piezo; 
     /* configure output RE0 to RE2 - select piezo 
*/ 
     LATE=(LATE&0xF8)|board_addr; 
     /* configure RD5, RD6, RD7:speed, right, left 
*/ 
     in_PORT_D=(msg.rxbuf[1]&0xE8)|0x08; 
     if ((in_PORT_D&0xC0)!=0xC0)   
     //NOT activate simultaneous left and right 
     { 
      INTCON&=0x7F; /* Disable  
interrupts, set GIE=0 */ 
      LATD=in_PORT_D; 
      INTCON|=0xE4;   /* Enable all  
interrupts */ 
      /* get time */ 
      piezo_timer[msg.rxbuf[0]]=  
msg.rxbuf[2]*256+msg.rxbuf[3]; 
      /* Set READY (RD2) */ 
      in_PORT_D|=0x04; 
      INTCON&=0x7F; /* Disable  
interrupts, set GIE=0 */ 
      LATD=in_PORT_D; 
      INTCON|=0xE4;    /* Enable all  
interrupts */ 
      /* check if stop cmd */ 
      if ( (msg.rxbuf[1]&0xC0)==0 ) 
      { 
       active_piezo[msg.rxbuf[0]]=0; 
      } 
      else 
      { 
       if ( piezo_timer[msg.rxbuf[0]]>0 
) 
       { 
        /* active counter */ 
       
 active_piezo[msg.rxbuf[0]]=1; 
       } 
       else 
       { 
        /* undefinite activation 
*/ 
       
 active_piezo[msg.rxbuf[0]]=2; 
       } 
      } 
      /* set ready off */ 
      INTCON&=0x7F; /* Disable 
interrupts, set GIE=0 */ 
      LATD&=0xF8; 
      INTCON|=0xE4;   /* Enable all 
interrupts */ 
      send_feedback_message(0x18,0); /* ok */ 
     } 
     else 
     { 
      send_feedback_message(0x18,1); /* error 
*/ 
     }  
    } 
    else 
    { 
     send_feedback_message(0x18,1); /* error */ 
    } 
   } 
   else 
    send_feedback_message(0x18,1); /* error */ 
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   break; 
  case 0x30: 
   /* Change speed command */ 
   /* PiezoDrive_Speed(speed,frequency,DC) --> Moves or stops 
one bar  
             speed (1 byte) --> 0: low speed, 1: high speed 
             frequency (2 bytes) --> frequency in tens (0.1) of Hz 
             DC (2 bytes) --> duty cycle steps of 0.01 % 
    Constraints: pulse quantums of 250 us 
   */ 
   /* check DLR field to see if distance is OK */  
  
   if ((msg.dlc&0xF)==5) 
   { 
    freq=256*msg.rxbuf[1]+msg.rxbuf[2]; 
    DC=256*msg.rxbuf[3]+msg.rxbuf[4]; 
    if ((freq!=0)&&(DC>0)&&(DC<10000)) 
    { 
    
 period=10.0/(float)freq/(0.000001*INTERRUPT_TIME); 
     if( (msg.rxbuf[0]&0x1) ) 
     { 
      /*configure high speed*/ 
      Hz200_t1=(int)(period*DC/10000);  
      if (Hz200_t1==0) Hz200_t1=1; 
      Hz200_t2=(int)(period+0.49)-Hz200_t1; 
      if (Hz200_t2==0) Hz200_t2=1;  
  
     } 
     else 
     { 
      /*configure low speed*/ 
      Hz1_t1=(int)(period*DC/10000);  
      if (Hz1_t1==0) Hz1_t1=1; 
      Hz1_t2=(int)(period+0.49)-Hz1_t1; 
      if (Hz1_t2==0) Hz1_t2=1; 
     } 
     send_feedback_message(0x30,0); /* exec OK */ 
    } 
    else 
     send_feedback_message(0x30,0x1); /* error */ 
   }  
   else 
   { 
   send_feedback_message(0x30,0x1); /* error */ 
   } 
   break; 
  case 0x38: 
   /* get status */ 
   send_status_version(0x38,0x00); /* system ok */ 
    
  default: 
    /* do nothing, command not to be exeucted */ 
  break; 
 } 
} 
 
 
/****************************************************************************/ 
/* Function: execute_cmd()        
       */ 
/*  This functions is stops movement for piezo i              
*/ 
/*  Sets, the output ports RA0:4  with the piezo addres and RE0:RE2 with the*/ 
/*  board address. RD7:RD5 00x (stops). Finally, the DRDY(RD2) signal is set*/ 
/*  and cleared.          
     */ 
/****************************************************************************/ 
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void stop_piezo(int i) 
{ 
 int j=0; 
 unsigned char in_PORT_D=0; 
 unsigned char board_addr=0; 
 unsigned char board_piezo=0; 
 
 in_PORT_D=0; 
 /* compute board and piezo */ 
 board_addr=(i/20)&0x07; 
 board_piezo=(i-20*board_addr)&(0x1F); 
 /* configure output RA0 to RA4 - select board */ 
 LATA=(LATA&0xE0)|board_piezo;  
    /* configure output RE0 to RE2 - select piezo */ 
 LATE=(LATE&0xF8)|board_addr; 
 /* right/left already set to zero */ 
 /* Set READY (RD2) */ 
 in_PORT_D|=0x4; 
 in_PORT_D&=0x0F; 
 INTCON&=0x7F; /* Disable interrupts, set GIE=0 */ 
 LATD=(LATD&0x38)|in_PORT_D; 
 INTCON|=0xE4;   /* Enable all interrupts */ 
 /* wait*/ 
 for(j=0;j<2;j++) 
  continue; 
 /* set ready off */ 
 INTCON&=0x7F; /* Disable interrupts, set GIE=0 */ 
 LATD&=0xF8; 
 INTCON|=0xE4;   /* Enable all interrupts */  
} 
 
 
void main (void) 
{ 
 RXBUF* rxbuf; 
 RXBUF msg_buffer; 
  
 
char dades[8]; 
 
/* FOR DEBUG PURPORSES */ 
#ifdef DEBUG 
 char debug_string[20]; 
#endif 
 
 char loop_active = 1; 
 /* General_purpose counters */ 
 char i=0; 
 char j=0; 
 
 /* Set rxbuf to point to CAN RX BUFFER 0 */ 
 rxbuf = (RXBUF *)0xf60; 
 
 /* Initialize the MCU and the CAN bus */ 
#ifdef CANPRESENT 
 VisualInitialization(); 
 VisualInitialization_Can(); 
#endif 
 
 /* Configure filters and mask to Can */ 
 
 RXF0SIDL = 0x00; 
 RXF0SIDH = 0x00; 
 RXM0SIDL = 0x60; 
 RXM0SIDH = 0xF8; 
 
 
 /* Configure IO Ports */ 
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 TRISA=0xE0; 
 TRISB=0xFD; 
 TRISC=0xFB; 
 TRISD=0x00; 
 ADCON1|=0xF; /* RE port are Dig Out, not connected to ADC */ 
 TRISE&=0xE8; /* No PSP mode, allow RE0:2 as outputs */ 
 
 /* Configure counters to generate a 200 Hz signal and a 1 Hz signal */ 
 Hz1_t1=50;   /*ON time 50 x 50us = 2.5 ms */ 
 Hz1_t2=19950; /*OFF time 19950 x 50us = 997.5 ms*/ 
 Hz200_t1=95;   /*ON time 95 x 50us = 4.75 ms */ 
 Hz200_t2=5;  /*OFF time 5 x 50us = 0.25 ms*/ 
 
 /* Configure the timer 0 */ 
 TMR0H=0xFC; 
 TMR0L=0x18; 
 ECCP1CON=0x00; /* disable */ 
 CCP1CON=0x00; /*disable*/ 
 INTCON&=0x7F; /* Disable interrupts, set GIE=0 */ 
 OpenTimer0( TIMER_INT_ON & T0_16BIT & T0_SOURCE_INT & T0_PS_1_1 ); 
 INTCON2&=0xFB;   /* Enable all interrupts */ 
 INTCON|=0xE4;   /* Enable all interrupts */ 
 
 /* init piezo status vars */ 
 for(i=0;i<NUMBER_OF_PIEZOS;i++) 
 { 
  active_piezo[i]=0; 
  piezo_timer[i]=0; 
 } 
 
 /* Watchdog timer */  
 WDTCON|=0x1;   /* enable WDT */ 
 
 LATD|=0x08; //enable alimentation high voltatge. 
 
 /* Main loop */ 
 /* Performs following actions */ 
 /* 1 - check if packets received via CAN bus */ 
 /* 2 - Execute commands if any     */ 
 /* 3 - Checks if any command previous CMD has expired */ 
  
 loop_active=1; 
 while (loop_active) 
 { 
  /* clear watchdog */ 
   _asm CLRWDT  _endasm; 
 
  /* check reception of packets via CAN bus */ 
  /* check RBX0CON and RBX1CON       */ 
 
 #ifdef CANPRESENT 
 
  LATB&=0xFD; /* set CAN controller in operation mode */ 
  if((RXB0CON)&CAN_RXFUL )  
  { 
   /* copy packet to buffer */ 
   memcpy(&msg_buffer,&(rxbuf[0]),sizeof(RXBUF)); 
   msg_buffer.sid= interchange_ID(msg_buffer.sid); 
   /* clear RXFUL bit in order to accept new packets */ 
   RXB0CON&=0x7F; 
   /* execute CMD */ 
   execute_cmd(msg_buffer);     
  } 
//  else 
//  {  
   /* If no transmission in progress in CAN bus, set the 
controller in silent mode */ 
//   if ( (TXB1CON&0x08)==0 ) 
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//    LATB|=0x2; /* set CAN controller in silent mode */ 
//  } 
 #endif 
  
 /* FOR DEBUG PURPORSES */ 
 #ifdef DEBUG 
  #include "debug_code1.c" 
 #endif 
 
 /* check if any time has to be stopped */ 
 for(i=0;i<NUMBER_OF_PIEZOS;i++) 
 { 
  /* clear watchdog */ 
   _asm CLRWDT  _endasm;   
 
  if (active_piezo[i]==1) 
  { 
   if(piezo_timer[i]==0) 
   { 
    /* set piezo inactive and stop motion */ 
    active_piezo[i]=0; 
    /* stop piezo */ 
    stop_piezo(i); 
   } 
  } 
 } 
 } 
} 
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9.2.2. init_PIC18F4480_can.asm: 
;***************************************************************************** 
; 
;  FILENAME : init_PIC18F4480_can.asm 
; 
;  DESCRIPTION : Initialization Can Registers for PIC18F4480,  
;     Family: GP control, Package:44-PinTQFP 44pinsd 
; 
;  CSCI IDENTIFIER: EMIR-CSU 
; 
;  VERSION  : 1.0.0   
; 
;  ORIGINATOR   BASELINE DATE AUTH.DOC 
;  ----------   ------------- -------- 
;  Carles Coll   14/01/08  EMIR-CSU 
;   
;***************************************************************************** 
 
#include P18F4480.inc 
 
VI_CODE CODE 
 
VisualInitialization_Can: 
 
 
; Feature=CAN1 - CAN bus configuration 
 
; Request CAN module go into config mode so 
 
; we can update configuration registers. 
 
 MOVLW B'10000000' 
 
 MOVWF CANCON 
 
; Loop until current mode is 'config'. 
 
CAN1_CONFIG_WAIT:  ;  
 
 MOVLW 0XE0 
 
 ANDWF CANSTAT, W 
 
 XORLW 0X80 
 
 BTFSS STATUS, Z 
 
 BRA CAN1_CONFIG_WAIT 
 
 
; MODE0: B7:6=MDSEL1:00 
 
; MODE1: B7:6=MDSEL1:01 B4:0=EWIN4:0 
 
; MODE2: B7:6=MDSEL1:10 B5=FIFOWM B4:0=EWIN4:0 
  
 movlw 0x00 
 movwf ECANCON 
 
; receive filter buffer enable registers 
 
; RXFCON1: B7:0=RXF15:8EN 
 
; RXFCON0: B7:0=RXF7:0EN 
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 movlw 0FH 
 movwf RXFCON0 
 movlw 00H 
 movwf RXFCON1 
; config CAN1 
 
 
; RXMnSIDH: B7:0=RXFnSID10:3 
 
; RXMnSIDL: B7:0=RXFnSID2:0 B3=EXIDEN B1:0=EID17:16 
 
; RXMnEIDH: B7:0=extended ID 15:8 
 
; RXMnEIDL: B7:0=extended ID 7:0 
 
; RB: Value for RXM0SIDH/SIDL = 0xFAE0 
; RB: Value for RXF0SIDH/SIDL = 0x0200 
 
 movlw 0x00 
 movwf RXF0SIDL 
 movlw 0x02 
 movwf RXF0SIDH 
 movlw 0xE0 
 movwf RXM0SIDL 
 movlw 0xFA 
 movwf RXM0SIDH 
 movwf RXM0EIDL 
 movwf RXM0EIDH 
 movwf RXM1SIDL 
 movwf RXM1SIDH 
 movwf RXM1EIDL 
 movwf RXM1EIDH 
 
 
; TXBnSIDH: B7:0=RXnSID10:3 
 
; TXBnSIDL: B7:5=RXnSID2:0 B3=EXIDEN B1:0=EID17:16 
 
; TXBnEIDH/L: B15:5=extended ID n 
 
; TXBnDLC: B6=TXRTR B3:0=DLC3:0 
 
; TXnCON(H): B7=TXBIF B6=TXABT B5=TXLARB B4=TXERR 
 
; TXnCON(L): B3=TXREQ B2=RTREN B1:0=TXPRI 
 clrf TXB2SIDH 
 clrf TXB2SIDL 
 clrf TXB2EIDH 
 clrf TXB2EIDL 
 clrf TXB2DLC 
 clrf TXB2CON 
 clrf TXB1SIDH 
 clrf TXB1SIDL 
 clrf TXB1EIDH 
 clrf TXB1EIDL 
 clrf TXB1DLC 
 clrf TXB1CON 
 clrf TXB0SIDH 
 clrf TXB0SIDL 
 clrf TXB0EIDH 
 clrf TXB0EIDL 
 clrf TXB0DLC 
 
; RXBnSIDH: B7:0=RXnSID10:3 
 
; RXBnSIDL: B7:5=RXnSID2:0 B4=SRR B3=EXIDEN B1:0=EID17:16 
 
; RXBnEIDH/L: B15:5=extended ID n 
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; RXBnDLC: B6=RXRTR B5:4=RB1:0 B3:0=DLC3:0 
 
; RXnCON: B7=RXFUL B6=RXM1 B5=RXRTRO B4:0=FILHIT4:0 
 clrf RXB1SIDH 
 clrf RXB1SIDL 
 clrf RXB1EIDH 
 clrf RXB1EIDL 
 clrf RXB1DLC 
 movlw 0x00 
 movwf RXB1CON 
; movlw 0x00 
; movwf RXB0SIDH 
; movlw 0x00 
; movwf RXB0SIDL 
 clrf RXB0EIDH 
 clrf RXB0EIDL 
 movlw 0x24 
 movwf RXB0CON 
 
; B7=WAKDIS B6=WAKFIL B2:0=SEG2PH 
; movlw 0x01   ; a 500 Kb/s 
 movlw 0x00  ; a 800 Kb/s, 1 Mb/s 
 movwf BRGCON1 
 
; B7=SEG2PHTS B6=SAM B5:3=SEG1PH B2:0=PRSEG 
 movlw 0x91 ; a 500 Kb/s, 1 Mb/s 
; movlw 0xD9 ; a 800 Kb/s 
 movwf BRGCON2 
 
; B7:6=SJWS1:0 B5:0=BRP 
 movlw 0x01 ; a 500 Kb/s, 1 Mb/s 
; movlw 0x02 ; a 800 Kb/s  
 movwf BRGCON3 
 
; B5=ENDRHI B4=CANCAP 
 clrf CIOCON 
 
; rest of ECAN and extended register settings 
 
; CAN specific interrupt settings 
 
; TXBIE: B4:2=TXB2:0IE 
 
; BIE0: B7:2=B5:0IE B1:0=RXB1:0IE 
 
; BSEL0: B7:2=B5:0TXEN use with BIE5:0 
 clrf TXBIE 
 
; BIE0 and BSEL0 configure the buffer registers: enable and int enable 
 clrf BIE0 
 clrf BSEL0 
 
; Std Filter Length count bits: B4:0=FLC4:0 (for RX or buff in RX mode) 
 clrf SDFLC 
 
; mask select registers 
 
; MSEL3: B7:6=FIL15_1:0 B5:4=FIL14_1:0 B3:2=FIL13_1:0 B1:0=FIL12_1:0 
 
; MSEL2: B7:6=FIL11_1:0 B5:4=FIL10_1:0 B3:2=FIL9_1:0 B1:0=FIL8_1:0 
 
; MSEL1: B7:6=FIL7_1:0 B5:4=FIL6_1:0 B3:2=FIL5_1:0 B1:0=FIL4_1:0 
 
; MSEL0: B7:6=FIL3_1:0 B5:4=FIL2_1:0 B3:2=FIL1_1:0 B1:0=FIL0_1:0 
 
 movlw 0xFF 
 movwf MSEL0 
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 movwf MSEL1 
 movwf MSEL2 
 movwf MSEL3 
 
; receive filter buffer select registers 
 
; RXFBCON7: B7:4=F15BP_3:0 B3:0=F14BP_3:0 
 
; RXFBCON7: B7:4=F13BP_3:0 B3:0=F12BP_3:0 
 
; RXFBCON7: B7:4=F11BP_3:0 B3:0=F10BP_3:0 
 
; RXFBCON7: B7:4=F9BP_3:0 B3:0=F8BP_3:0 
 
; RXFBCON7: B7:4=F7BP_3:0 B3:0=F6BP_3:0 
 
; RXFBCON7: B7:4=F5BP_3:0 B3:0=F4BP_3:0 
 
; RXFBCON7: B7:4=F3BP_3:0 B3:0=F2BP_3:0 
 
; RXFBCON7: B7:4=F1BP_3:0 B3:0=F0BP_3:0 
 movlw 0x00 
 movwf RXFBCON0  
 movwf RXFBCON1 
 movwf RXFBCON2 
 movwf RXFBCON3 
 movwf RXFBCON4 
 movwf RXFBCON5 
 movwf RXFBCON6 
 movwf RXFBCON7 
 
 
 
; switch back to normal operating mode for CAN module 
 
 MOVLW B'00000000' 
 
 MOVWF CANCON 
 
; Loop until current mode is 'normal'. 
 
CAN1_OPMODE_WAIT:  ;  
 
 MOVF CANSTAT, W 
 
 ANDLW B'11100000' 
 
 TSTFSZ WREG 
 
 BRA CAN1_OPMODE_WAIT 
 
; ABORT ALL PENDING TRANSMISSIONS 
 movlw 0x10 
 movwf CANCON 
 
; Feature=required - Interrupt flags cleared and interrupt configuration 
 
; interrupt priorities 
 
; B7=IRX B6=WAK B5=ERR B4:2=TXB2:0 B1:0=RXB1:0 
 clrf IPR3 
 
; B7=OSCF B6=CM B4=EE B3=BCL B2=LVD B1=TMR3 B0=CCP2 
 movlw 0xFF 
 movwf IPR2 
 
; B7=PSP B6=AD B5=RC1 B4=TX1 B3=SSP B2=CCP1 B1=TMR2 B0=TMR1 
 movlw 0xFF 
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 movwf IPR1 
 
; clear int flags 
 
; B7=IRX B6=WAK B5=ERR B4:2=TXB2:0 B1:0=RXB1:0 
 clrf PIR3 
 
; B7=OSCF B6=CM B4=EE B3=BCL B2=LVD B1=TMR3 B0=CCP2 
 clrf PIR2 
 
; B7=PSP B6=AD B5=RC1 B4=TX1 B3=SSP B2=CCP1 B1=TMR2 B0=TMR1 
 clrf PIR1 
 
; global and external interrupt enables 
 
; B7=GIE B6=PEIE B5=TMR0IE B4=INT0IE B3=RBIE B2=TMR0IF B1=INT0IF B0=RBIF 
 clrf INTCON 
 
; B7=RBPU-L B6:4=INTEDG0:2 B2=TMR0IP B0=RBIP 
 movlw 0xFF 
 movwf INTCON2 
 
; B7:6=INT2:1IP B4:3=INT2:1IE B1:0=INT2:1IF 
 movlw 0xC0 
 movwf INTCON3 
 
; CAN IN MODE NORMAL 
 movlw 0x00 
 movwf CANCON 
 
 
 GLOBAL VisualInitialization_Can 
 
END 
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9.2.3. init_PIC18F4480.asm: 
;***************************************************************************** 
; 
;  FILENAME : init_PIC18F4480.asm 
; 
;  DESCRIPTION : Initialization code for PIC18F4480,  
;     Family: GP control, Package:44-PinTQFP 44pinsd 
; 
;  CSCI IDENTIFIER: EMIR-CSU 
; 
;  VERSION  : 1.0.0   
; 
;  ORIGINATOR   BASELINE DATE AUTH.DOC 
;  ----------   ------------- -------- 
;  Carles Coll   14/01/08  EMIR-CSU 
;   
;***************************************************************************** 
 
#include P18F4480.inc 
 
 
; Filter Controls used to Generate Code: 
 
; POR Match Filter OFF 
 
; Provisioned Feature Filter OFF 
 
; Masks are Ignored and uses UnMasked Register Writes 
 
; Feature=fuses - fuses (DCR) configuration 
 
; B7=IESO B6=FCMEN B3:0=FOSC3:0 
CONFIG1H=0x04 
 
; B4:3=BORV1:0 B2:1=BOREN1:0 B0=PWRTEN-L 
CONFIG2L=0xFF 
 
; B4:1=WDTPS3:0 B0=WDTEN 
CONFIG2H=0xFF 
 
; B7=MCLRE B2=LPT1OSC B1=PBADEN 
CONFIG3H=0xFF 
 
; B7=DEBUG-L B6=XINST B5:4=BBSIZ1:2 B2=LVP B0=STVREN 
CONFIG4L=0xFF 
 
; B3:0=CP3:0 
CONFIG5L=0xFF 
 
; B7=CPD B6=CPB 
CONFIG5H=0xFF 
 
; B3:0=WR3:0 
CONFIG6L=0xFF 
 
; B7=WRTD B6=WRTB B5=WRTC 
CONFIG6H=0xFF 
 
; B3:0=EBTR3:0 
CONFIG7L=0xFF 
 
; B6=EBTRB 
CONFIG7H=0xFF 
 
VI_CODE CODE 
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VisualInitialization: 
 
; Feature=Interrupts - Disable Interrupts during configuration 
 
; B7=IRX B6=WAK B5=ERR B4:2=TXB2:0 B1:0=RXB1:0 
 clrf PIE3 
 
; B7=OSCF B6=CM B4=EE B3=BCL B2=LVD B1=TMR3 B0=CCP2 
 clrf PIE2 
 
; B7=PSP B6=AD B5=RC1 B4=TX1 B3=SSP B2=CCP1 B1=TMR2 B0=TMR1 
 clrf PIE1 
 
; Feature=Oscillator - Oscillator configuration 
 
; B7=IDLEN B6:4=IRCF2:0 B3=OSTS B2=IOFS B1:0=SCS1:0 
 clrf OSCCON 
 
; B7=INTSRC B6=PLLEN B4:0=TUN4:0 
 clrf OSCTUNE 
 
; internal oscilator 16MHz 
 
 movlw 0x60 
 movwf OSCCON 
 
 movlw 0x40 
 movwf OSCTUNE 
 
 movlw 0x09 
 movwf CONFIG1H 
 
 
; Feature=Reset - Reset configuration 
 
; B5=IRVST B4=LVDEN B3:0=LVDL3:0 
 clrf LVDCON 
 
; B0:SWDTEN 
 clrf WDTCON 
 
; B7=IPEN B6=SBOREN B4=RI-L B3=TO-L B2=PD-L B1=POR-L B0=BOR-L 
 clrf RCON 
 
; Feature=IOPortA - IO Ports configuration 
 
; port A is 6 bits wide 
 
; set TRIS to all inputs before setting initial value 
 movlw 0xFF 
 movwf TRISA 
 clrf PORTA 
 
; set port bit as input (1) or output (0) 
 movlw 0xFF 
 movwf TRISA 
 
; Feature=IOPortB - IO Ports configuration 
 
; port B is 8 bits wide 
 
; set TRIS to all inputs before setting initial value 
 movlw 0xFF 
 movwf TRISB 
 clrf PORTB 
 
; set port bit as input (1) or output (0) 
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 movlw 0xFF 
 movwf TRISB 
 
; Feature=IOPortC - IO Ports configuration 
 
; port C is 8 bits wide 
 
; set TRIS to all inputs before setting initial value 
 movlw 0xFF 
 movwf TRISC 
 clrf PORTC 
 
; set port bit as input (1) or output (0) 
 movlw 0xFF 
 movwf TRISC 
 
; Feature=IOPortD - IO Ports configuration 
 
; port D is 8 bits wide 
 
; set TRIS to all inputs before setting initial value 
 movlw 0xFF 
 movwf TRISD 
 clrf PORTD 
 
; set port bit as input (1) or output (0) 
 movlw 0xFF 
 movwf TRISD 
 
; Feature=IOPortE - IO Ports configuration 
 
; port E is 8 bits wide 
 
; set TRIS to all inputs before setting initial value 
 movlw 0xFF 
 movwf TRISE 
 clrf PORTE 
 
; set port bit as input (1) or output (0) 
 movlw 0x07 
 movwf TRISE 
 
; Feature=PSP - PSP configuration 
 
; part of TRISE: B7=IBF B6=OBF B5=IBOV B4=PSPMODE 
 
; TRISE already configured above 
 
; Feature=CCP1 - CCP configuration 
 
; (H)Register High Byte 
 
; (L)Register Low Byte 
 
; (CON)B5:4=DCB1:0 B3:0=CCPM3:0 
 clrf CCPR1H 
 movlw 0xF2 
 movwf CCPR1L 
 movlw 0x1C 
 movwf CCP1CON 
 
; Feature=CCP2 - ECCP configuration 
 
; (H)Register High Byte 
 
; (L)Register Low Byte 
 
; (CON)B7:6=EPWM1M1:0 B5:4=EDCB1:0 B3:0=ECCPM3:0 
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; (DEL)B7=PRSEN B6:0=PDC6:0 
 
; (AS)B7:ECCPASE B6:4=AS2:0 B3:2=PSSAC1:0 B1:0=PSSBD1:0 
 clrf ECCPR1H 
 clrf ECCPR1L 
 clrf ECCP1CON 
 clrf ECCP1DEL 
 clrf ECCP1AS 
 
; Feature=MSSP - MSSP configuration 
 
; RX/TX buffer 
 movf SSPBUF, W 
 
; Address register (I2C Slave) or BRG (I2C Master) 
 clrf SSPADD 
 
; B7=SMP B6=CKE B5=D/A-L B4=P B3=S B2=R/W-L B1=UA B0=BF 
 clrf SSPSTAT 
 
; B7=WCOL B6=SSPOV B5=SSPEN B4=CKP B3:0=SSPM3:0 
 clrf SSPCON1 
 
; B7=GCEN B6=ACKSTAT B5=ACKDT B4=ACKEN B3=RCEN B2=PEN B1=RSEN B0=SEN 
 clrf SSPCON2 
 
; Feature=UART1 - EUSART configuration 
 
; (BAUDCON)B4=SCKP B3=BRG16 B1=WUE B0=ABDEN 
 
; (RCSTA)B7=SPEN B6=RX9 B5=SREN B4=CREN B3=ADDEN B2=FERR B1=OERR B0=RX9D 
 
; (TXSTA)B7=CSRC B6=TX9 B5=TXEN B4=SYNC B2=BRGH B1=TRMT B0=TX9D 
 
; (SPBRGH)Baud rate generator high byte 
 
; (SPBRG)Baud rate generator 
 
; (RCREG)Receive register 
 movlw 0x40                             ; set up receive options 
 movwf BAUDCON 
 clrf RCSTA                             ; set up receive options 
 movlw 0x02                             ; set up transmit options 
 movwf TXSTA 
 clrf SPBRGH                            ; set up baud high 
 clrf SPBRG                             ; set up baud 
 movf RCREG, W                          ; flush receive buffer 
 movf RCREG, W 
 
; Feature=A2D - A2D configuration 
 
; set pins for analog or digital 
 
; B5:2=CHS3:0 B1=GO/DONE-L B0=ADON 
 clrf ADCON0                            ; GO bit1 to 0 
 
; B5:4=VCFG1:0 B3:0=PCFG3:0 
 clrf ADCON1 
 
; B7=ADFM B5:3=ACQT2:0 B2:0=ADCS2:0 
 clrf ADCON2 
 
; Feature=Comparator1 - Comparator configuration 
 
; set pins for analog or digital 
 
; B7=C2OUT B6:C1OUT B5=C2INV B4=C1INV B3=CIS B2:0=CM2:0 
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 clrf CMCON 
 
; Feature=VoltageRef - Voltage Reference configuration 
 
; set pins for analog or digital 
 
; B7=CVREN B6=CVROE B5=CVRR B4=CVSS B3:0=CVR3:0 
 clrf CVRCON 
 
; Feature=required - Interrupt flags cleared and interrupt configuration 
 
; interrupt priorities 
 
; B7=IRX B6=WAK B5=ERR B4:2=TXB2:0 B1:0=RXB1:0 
 movlw 0xFF 
 movwf IPR3 
 
; B7=OSCF B6=CM B4=EE B3=BCL B2=LVD B1=TMR3 B0=CCP2 
 movlw 0xFF 
 movwf IPR2 
 
; B7=PSP B6=AD B5=RC1 B4=TX1 B3=SSP B2=CCP1 B1=TMR2 B0=TMR1 
 movlw 0xFF 
 movwf IPR1 
 
; clear int flags 
 
; B7=IRX B6=WAK B5=ERR B4:2=TXB2:0 B1:0=RXB1:0 
 clrf PIR3 
 
; B7=OSCF B6=CM B4=EE B3=BCL B2=LVD B1=TMR3 B0=CCP2 
 clrf PIR2 
 
; B7=PSP B6=AD B5=RC1 B4=TX1 B3=SSP B2=CCP1 B1=TMR2 B0=TMR1 
 clrf PIR1 
 
; global and external interrupt enables 
 
; B7=GIE B6=PEIE B5=TMR0IE B4=INT0IE B3=RBIE B2=TMR0IF B1=INT0IF B0=RBIF 
 clrf INTCON 
 
; B7=RBPU-L B6:4=INTEDG0:2 B2=TMR0IP B0=RBIP 
 movlw 0xFF 
 movwf INTCON2 
 
; B7:6=INT2:1IP B4:3=INT2:1IE B1:0=INT2:1IF 
 movlw 0xC0 
 movwf INTCON3 
 
; Feature=Timer0 - Timers configuration 
 
; (CON)B7=TMRON B6=T8BIT B5=TCS B4=TSE B3=PSA B2:0=TPS2:0 
 
; (TMRH)B7:0=Timer register High byte 
 
; (TMRL)B7:0=Timer register Low byte 
 
 bcf T0CON,TMR0ON 
 movlw 0xFF                ; set options with timer on/off (bit7) 
 movwf T0CON 
 
; ***note: must reload 0x100-TMR in application code*** 
 clrf TMR0H                ; preset timer values 
 clrf TMR0L 
 
; Feature=Timer2 - Timers configuration 
 
; (CON)B6:3=TOUTPS3:0 B2=TMRON B1:0=TCKPS1:0 
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; (TMR)Timer register (cleared) 
 
; (PR)Timer preload register (set) 
 
 bcf T2CON,TMR2ON 
 movlw 0x06                  ; set options with timer on/off (bit2) 
 movwf T2CON 
 clrf TMR2                   ; preset timer values 
 movlw 0x7C                  ; preload timer values 
             ; RB: Set 
to 0x7C (124). 5 ms = (124 + 1) *4 * (1/16MHz) *16 
 movwf PR2 
 
; Feature=Timer1 - Timers configuration 
 
; (CON)B7=RD16 B5:4=TCKPS1:0 B3=TOSCEN B2=TSYNC-L B1=TMRCS B0=TMRON 
 
; (TMRH)Timer register High byte 
 
; (TMRL)Timer register Low byte 
 
 bcf T1CON,TMR1ON 
 clrf T1CON                        ; set options with timer on/off (bit0) 
 
; ***note: must reload 0x100-TMR in application code*** 
 clrf TMR1H                       ; preset timer values 
 clrf TMR1L 
 
; Feature=Timer3 - Timers configuration 
 
; (CON)B7=RD16 B5:4=TCKPS1:0 B6,3:T3ECCP1,T3CCP1  B2=TSYNC-L B1=TMRCS B0=TMRON 
 
; (TMRH)Timer register High byte 
 
; (TMRL)Timer register Low byte 
 
 bcf T3CON,TMR3ON 
 clrf T3CON                     ; set options with timer on/off (bit0) 
 
; ***note: must reload 0x100-TMR in application code*** 
 clrf TMR3H                             ; preset timer values 
 clrf TMR3L 
 
; Feature=CPU - CPU register configuration 
 
; Feature=Interrupts - enable interrupts 
 
; feature interrupt enables 
 
; B7=IRX B6=WAK B5=ERR B4:2=TXB2:0 B1:0=RXB1:0 
 clrf PIE3 
 
; B7=OSCF B6=CM B4=EE B3=BCL B2=LVD B1=TMR3 B0=CCP2 
 clrf PIE2 
 
; B7=PSP B6=AD B5=RC1 B4=TX1 B3=SSP B2=CCP1 B1=TMR2 B0=TMR1 
 clrf PIE1 
 return 
 
; Feature=Reset - Reset Error Handlers 
 
 GLOBAL VisualInitialization 
END 
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9.3. Consola Labview del subsistema d’adquisició: 
Inicialització de variables i de la interface CAN: 
 
Visualització de les dades que arriben per CAN corresponents a la consola labview: 
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Adquisició de dadesper mostrar en els gràfics i per emmagatzematge en un fitxer: 
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Inicialització del fitxer on volem guardar les dades: 
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Envia comanda per saber la versió software instalada i l’estatus del micro: 
 
Enviar comanda de inicialitzar el comptador de posició de la barra indicada: 
 
           Projecte Fi de Carrera:  Disseny del sistema  17/11/2010  
 de control per el mòdul EMIR CSU del GTC Carles Coll Gutiérrez 
 128
Envia comanda de solicita la posició de la barra indicada: 
 
Envia comanda per solicitar l’activació en temps real de totes les barres: 
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Envia comanda per aturar l’envio de dades en temps real: 
 
Envia comanda per activar l’envio de dades en temps real de la barra corresponent: 
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Envia comanada per aturar l’envio en temps real de la barra indicada: 
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Descarrega dels coeficients d’un  archiu per emmagatzemar a la memoria flash: 
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Envia comanda per escriure un valor en la memoria flash en l’adreça corresponent: 
 
Envia comanda per llegir el valor de la memoria flash de l’adreça indicada: 
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Finalització de la interface CAN: 
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9.4. Consola labview del subsistema de control: 
Inicialització de variables i de la interface CAN: 
 
Visualització de les dades que arriben per CAN corresponents a la consola labview: 
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Envia comanda per a enviar la comanda de moviment a la barra indicada: 
 
Envia comanda per a configurar els timers  
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Envia comanda per saber la versió software instalada i l’estatus del micro: 
 
Envia comanda per a descarregar els piezos: 
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Envia comanda per a decarregar els condensadors d’alimanetació de la PCB: 
 
Finalització de la interface CAN: 
 
