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1. Úvod 
Tato bakalářská práce se zabývá návrhem a konstrukcí vývojového kitu. Smyslem tohoto 
zařízení je uživateli umožnit základní vývoj aplikací pro daný typ mikroprocesoru. Slouží 
jednak k pochopení práce s mikroprocesorem, tak i s vývojovým prostředím pro tvorbu 
software. Konkrétně pro mikroprocesory firmy Freescale Semiconductor existuje vývojové 
prostředí CodeWarrior.    
Cílem práce je navrhnout obvodové zapojení tak, aby bylo využito dostatečné množství 
periferií, na kterých lze demonstrovat různé aplikace. Tento kit kromě periferii                       
a mikrokontroleru bude muset být připojitelný k univerzálnímu programátoru, který pomocí 
sériové rozhraní RS232 komunikuje s počítačem. Jelikož je úkolem vytvořit pouze vývojový 
kit, tak pro programování mikrokontroleru je použit univerzální programátor, který se na 
ÚBMI využívá pro programování HC908KX8. Je totiž vhodnější použít programátor 
kompatibilní s ostatními kity, jednak z důvodu jeho lepší dostupnosti a také proto, že 
nastavení ve vývojovém prostředí CodeWarrior je stejné. Před samotným návrhem bylo nutné 
se seznámit s vývojovým kitem pro HC908KX8, který je dostupný na ÚBMI [13]. 
 
2. Mikrokontroler HC908QB8 
2.1 Základní vlastnosti 
HC908QB8 patří do rodiny 8bitových mikrokontrolerů firmy Freescale Semiconductor. 
Uspořádání pamětí je typu von Neumann, tudíž je paměť dat a programu umístěna ve stejném 
paměťovém prostoru. Mikrokontrolery řady HC08 mají instrukční sadu typu CISC (Complex 
Instruction Set Computer). Procesor s komplexním instrukčním souborem. Instrukce se 
provádí ve strojových cyklech      a proto některé instrukce se vykonávají déle než jiné.  
Řada HC08 navazuje na HC05, se kterou jsou kompatibilní na úrovni zdrojového kódu. 
Mikrokontrolery jsou vyráběny technologii HCMOS a to s pamětí typu FLASH, EPROM, 
OTP nebo ROM. Jsou optimalizovány pro překladače jazyka C. Má integrovaný generátor 
hodin s frekvencí 13,8 MHz ( 3,2 MHz na sběrnici ), přičemž maximální frekvence, kterou čip 
zvládne z externího oscilátoru je 32 MHz na CPU ( 8 MHz na sběrnici ). Při využití 
integrovaného oscilátoru můžeme jeho frekvenci softwarově měnit. 
Periferie jsou mapovány do paměťového prostoru. Procesor obsahuje několik registrů          
( A, HX, SP, PC a CCR ) a vyznačuje se rychlým (jednocyklovým) přístupem do paměti 
jedním z 16ti adresovacích módů. 
2.2 Popis HC908QB8 
Tento 16-ti pinový integrovaný obvod v provedeni PDIP/SOIC případně pro povrchovou 
montáž v pouzdru TSSOP je vybaven programovatelnou pamětí typu FLASH o velikosti 8 kB 
a pamětí RAM 256 B. Rovněž má čtyřkanálový čítač/časovač, desetikanálový 10-ti bitový 
A/D převodník, rozšířený modul sériového rozhraní, 6 externích přerušení, kontrolu správné 
funkce obvodu a další více či méně potřebné prvky. Obvod lze napájet 3 až 5 V.  
 V blokovém schématu uvedeném na obrázku 1 níže se vyskytuje AUTO WAKEUP 
MODUL pro periodické probouzení mikrokontroleru během režimu nízké spotřeby bez 
nutnosti externího signálu. LOW-VOLTAGE INHIBIT zajišťuje sledování napájecího napětí, 
ovládá nulovací obvod a ovlivňuje spotřebu. COP modul dohlíží, aby se program nezacyklil, 
tedy obsahuje obvod Watchdog. MONITOR ROM  umožňuje testovat mikroprocesor pomocí 
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jednovodičové sběrnice z externího počítače. BREAK modul umožňuje ladění přímo 
v aplikaci. Pro komunikaci s okolními obvody je mikrokontroler vybaven jedním úplným 
portem     B a šesti piny tvořící neúplný port A, celkem 14 datovými linkami. Až na výjimku 
pinu PTA2, který slouží pouze jako vstup, jsou ostatní datové linky vstupně-výstupní. 
Všechny piny portu A lze využít pro přerušení KeyBoard Interrupt (KBI), případně u PTA2 
speciální externí přerušení IRQ. Z tohoto důvodu je vhodné na port A umístit tlačítka nebo 
důležité výstupy obvodů. Jelikož je v mikrokontroleru implementován desetikanálový AD 
převodník, tak pouze 4 datové linky ( PTA2, PTA3, PTB6, PTB7 ) nelze využít pro připojení 
analogového signálu. 
 
Obrázek 1: Blokové schéma HC908QB8 
 
Protože programový čítač je 16bitový, může CPU adresovat 64 kB paměťového prostoru. 
Model tvoří nejdůležitější registry: střadač A (8 bitů), index register H:X (16 bitů), ukazatel 
zásobníku SP (16 bitů), registr programového čítače PC (16 bitů) a stavový registr CCR          
(8 bitů). 
Střadač (A) je velmi často používaný registr. Některé operace se bez něho neobejdou ( např. 
sčítání ). INDEX REGISTER (H:X) se skládá ze 2 osmibitových registrů H a X. Používá se 
především pro indexregistrové adresování, které je typem nepřímého adresování. PROGRAM 
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COUNTER (PC) je speciální registr v procesoru, jehož obsah je adresou právě prováděné 
instrukce, kterou procesor vykonává. Procesor automaticky během vykonávání instrukce 
zvýší jeho hodnotu o tolik, kolik daná operace zabírala bajtů. V případě skoku se do PC uloží 
adresa první instrukce za návěstím, kam jsme skok realizovali. Počet bitů PC určuje, kolik 
procesor dokáže adresovat paměti. STACK POINTER (SP) znamená ukazatel zásobníku. 
Ukazuje na část vrchol zásobníku (paměťového prostoru), kam dočasně ukládáme data. 
Udává tedy relativní adresu poslední přidané položky.  
CONDITION CODE REGISTER (CCR) obsahuje bity signalizující následující stav               
u operací, které daný bit ovlivňují:  
C = Carry je nastaven při přetečení neznaménkové aritmetiky během instrukce  
Z = Zero Flag je nastaven v případě, že výsledek předešlé operace byl nulový.  
N = Negative Flag je nastaven pokud výsledek předchozí operace byl záporný  
 I  = Interrupt Mask povoluje provedení maskovatelného přerušení 
 H = Half-Carry Flag je příznak polovičního přenosu 
 V = TWO´S Complement Overflow Flag signalizuje přetečení znaménkové aritmetiky 
 
 
Obrázek 2: Mapa paměti 
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Jelikož musí být kompatibilní s ostatními HC08 s jinou kapacitou, tak některé paměťové 
prostory byly vypuštěny (označeno UNIMPLEMENTED). Paměť začíná Port A Data 
Registrem na adrese $0000 a končí COP registrem na $FFFF. 
 
Paměťový prostor se skládá z těchto segmentů: 
a) blok periferních a řídících registrů (od adresy $0000 do adresy $003F  = 64 bajtů) 
b) paměť RWM-RAM (od adresy $0040 do adresy $013F = 256 bajtů)  pro data  
c) paměť FLASH od adresy $DE00 do adresy $FDFF (8 kB)  pro program 
d) monitor ROM od adresy $FE20 do adresy $FF7D (350 bajtů) 
e) blok vektorů přerušení od adresy $FFD0 do adresy $FFFF (48 bajtů) 
 
2.3 Srovnání HC908QB8 s HC908KX8 
Toto srovnáni je zde uvedeno zejména proto, že úkolem bylo vybrat mikrokontroler lepší 
než  HC908KX8. Stručné srovnání HC908QB8 a HC908KX8 vychází z informací zjištěných 
z dokumentů [4] a [5]. 
Jak již bylo zmíněno, tyto mikrokontrolery se liší typem „rodiny“ procesorů, která je 
charakterizovaná dvojicí písmen a označují vybavení periferiemi.  Jiné odlišnosti nemají. Oba 
mikrokontrolery tedy mají paměť typu FLASH o velikosti 8 kB a stejné množství vývodů, 
které jsou s výjimkou napájecích  vyvedeny na jiné piny pouzdra, v našem případě, DIP16. 
Napájecí napětí může být od 2,7 V nebo 5,5 V. Integrovaný oscilátor je softwarově 
nastavitelný a pracuje na kmitočtu 1, 2 nebo 3,2 MHz s možností doladit frekvenci 8-bitovým 
registrem. 
Mikrokontroler HC908KX8 má speciální pin IRQ ovládající IRQ modul a 13 
vstupně/výstupních vývodů. HC908QB8 má vnější přerušení IRQ na pinu PTA2, tudíž pokud 
nebudeme externí přerušení používat, potom máme o jeden pin navíc. Tento pin PTA2 je 
nicméně jednosměrný. Jelikož funguje u obou mikrokontrolerů celý port A i jako keyboard 
interrupt, potom QB8 o jeden bit více. Lze tedy pouze číst jaká je na něm logická úroveň. 
KX8 má o 64 bytů menší uživatelskou paměť RAM = 192 B. V katalogovém listu dokonce 
uvádějí rozdílné velikosti paměti FLASH pro KX8  7680 B a pro QB8 8192 B. KX8 je 
vybavena dvoukanálovým 16-bitovým časovačem a QB8 má čtyřkanálový 16-bitový 
časovač.QB8 předčí KX8 i s analogově digitálním převodníkem, kde KX8 vlastní 
čtyřkanálový 8bitový ADC a QB8 je vybavena desetikanálovým 10bitovým ADC.  
Odlišnosti, zjištěné z katalogového listu, jsou celkově ku prospěchu pro HC908QB8. 
Důležité je, že periferie využívající můj vývojový kit jsou většinou zdokonalené. Například 
díky desetibitovému AD převodníku dokáži rozeznat 1024 úrovní oproti 256 u KX8, což 
zpřesní výsledky připojených analogových zařízení. Rovněž větší počet kanálů převodníku 
umožní připojit více analogových zařízení. 
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3. Návrh vývojového kitu 
Pro lepší přehlednost a snadnější popis i návrh je vhodné si budoucí vývojový kit 
rozvrhnout do bloků. Takovéto schéma je uvedeno na obrázku 3. Pro popis vývojového kitu 
postačí celé schéma rozdělit do čtyř bloků.  
Napájení nemůže chybět u žádného zařízení. Jako většina vývojových kitů je tento kit  
napájen pomocí adaptéru ze sítě 230 V. V takovémto případě bude napájecí část tvořit 
stabilizátor napětí, ochrany proti poškození zařízení připojením zdroje opačné polarity a nebo 
příliš velkého napětí na výstupu. Zde bude nutné zvážit jaký bude celkový odběr zařízení, aby 
bylo možné odhadnout ztrátový výkon na stabilizátoru a zvolit tak dostatečně dimenzovaný 
obvod.  
  
Obrázek 3: Blokové schéma vývojového kitu 
 
Uprostřed blokového schématu se nachází klíčový blok označený MCU, což představuje 
samotný mikrokontroler HC908QB8. Ten dále komunikuje se zbývajícími dvěma bloky, 
programátorem a periferiemi. 
Programátor je v tomto případě poměrně složité a komplikované zařízení, proto bych mu 
věnoval později větší prostor k seznámení. 
Periferie jsou pro výsledek této práce nejdůležitější částí vývojového kitu. Především je 
nutné vymyslet, jakým způsobem je možné na 13 vstupně výstupních a 1 pouze vstupní 
vývod mikrokontroleru připojit dostatečné množství pokud možno odlišných periferii. 
V konečném důsledku bylo akceptováno řešení, kdy pomocí propojky a jumperové lišty bych 
mohl jedním vývodem ovládat až 3 periferie. Již od počátku je kladen důraz na jednoduchost 
mezi přepínáním různých periferii a především na praktičnost. Z toho důvodu byla prioritní 
snaha o omezení počtu propojek, které by uživatel mohl ztratit, a byla dána přednost 
přepínačům typu DIP. Mezi periferie patří obvod reálného času PCF8583, tři tlačítka, 
sedmisegmentový displej, piezoakustický bzučák, LCD displej, fotocitlivý snímač                  
a analogový teplotní snímač. 
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4. Programátor a programování 
HC908QB8 
4.1 Popis programátoru  
Jak již bylo zmíněno, pro tento vývojový kit je použit programátor stejný pro HC908KX8. 
Blokové schéma takovéhoto programátoru je na obrázku 4.  
4.1.1 Komunikace s PC 
Komunikace programátoru s počítačem probíhá pomocí sériového portu, tedy rozhraní 
RS232. Přenos informací funguje do vzdálenosti 20 m. Pro větší odolnost proti rušení jsou 
data přenášena větším napětím než je standardních 5V. Přenos informací probíhá 
asynchronně, pomocí pevně nastavené přenosové rychlosti a synchronizace sestupnou hranou 
startovacího impulsu. Důležitý je také fakt, že RS232 využívá inverzní reprezentaci logických 
úrovní. Logická jednička nastává při napětí nižším než -3 V a logická nula při napětí vyšším 
než +3 V. V počítačích se používají hodnoty UH = -12 V a UL = +12 V. Programátor využívá 
z konektoru cannon 9 čtyři vodiče a to GND ( system ground ), DTR ( data terminal ready ), 
TXD ( transmit data ) a RXD ( receive data ). Jedná se tedy o vodič pro vysílání, příjem, 




Obrázek 4: Blokové schéma programátoru 
4.1.2 Převodník napěťových úrovní 
Dalším a to velmi důležitým prvkem programátoru je převodník napěťových úrovní. Ten 
musí odstranit inverzní reprezentaci logických úrovní a přizpůsobit je na velikosti, které by 
mohl mikrokontroler zpracovat. Jeden z nejužívanějších obvodů je od firmy Maxim 
integrovaný obvod MAX232. Využívá princip spínaných nábojových měničů napětí, a tak 
vystačí s +5 V a potřebné napětí +12 V pro převod si samostatně vyrobí pomocí 4 externích 
kondenzátorů. Obvod konvertuje TTL úrovně log. 0 na +3,15 V a log. 1 na –3,15 V, tudíž 
zvládá obousměrnou komunikaci tohoto rozhraní. Napětí pro RS 232 se získává pomocí 
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nábojové pumpy, proto výstupní napětí značně závisí na kvalitě použitých kondenzátorů, 
která u elektrolytických kondenzátorů časem značně klesá. Napětí je možno získat na pinech 
2 a 6 a použít pro další obvody, v mém případě signál +V z pinu 2 poslouží jako úroveň VTST 
o velikosti 12 V. Obvodů pracujících na principu MAX232 je více. Byl například vyvinut 
MAX202, který si vystačí s kondenzátory o 10x menší kapacitě díky výkonnější nábojové 
pumpě. Jelikož plánuji programátor sestavit ze součástek SMD, pak použití kondenzátorů 
nižší kapacity je pro mě lepší. Právě proto bylo rozhodnuto nahradit MAX232 tímto 
vylepšeným obvodem. 
4.1.3 Oddělení důležitých vývodů MCU 
Tento programátor nabízí oddělení důležitých vývodů mikrokontroleru, které se podílejí při 
programování. Ty jsou díky analogovému multiplexeru 74HC4053 během programování 
připojeny na požadovanou logickou úroveň, jenž definuje vstup do režimu MON08 
umožňující programovaní HC08. Poté, co je programování dokončeno multiplexer 
elektronicky přepne tyto vývody z pevně nastavené logické úrovně na danou periferii. Díky 
tomu mohu využít pro periferie i vstupně – výstupní linky, které se účastní výběru režimu 
mikrokontroleru a nemusím se obávat nechtěné kolizi. Případná kolize by totiž mohla nastat 
ve chvíli, kdy by periferie připojená na vybraný pin změnila jeho logickou úroveň právě ve 
chvíli, kdy se chystáme přepsat program mikrokontroleru. 
4.1.4 Ostatní bloky 
Programátor pracuje s několika řídícími signály. Slouží buď pro jeho funkci jako například 
ovládání multiplexeru signály /RESOUT a SEL nebo pro funkci vývojového kitu. Tím je 
myšleno například signál RES ovládající reset mikrokontroleru. Ačkoliv QB8 má 
implementován integrovaný oscilátor, tak pro režim monitor je zapotřebí externí oscilátor. 
Jeho frekvence je dána poměrem frekvence externího oscilátoru a přenosové rychlosti. Proto 
při obvyklé hodnotě přenosové rychlosti 9600 baudů a poměru udaném výrobcem 1/1024, 
potom musí krystal kmitat na 9,8304 MHz. Oscilátor je opět řešen poněkud složitěji, jako celý 
programátor, z důvodu spolehlivosti. Výstup oscilátoru je vyveden přes konektor až na pin 
PTA5. Propojovací konektor, který je ve finální podobě na desce rozdělen na dva menší, 
přenáší jednak datové a řídící signály oběma směry, ale i napájí programátor.  
 
4.2 Programování HC908QB8 
4.2.1 ICSP programování 
Mikrokontrolery HC08 umožňují programování ICSP (In-Circuit Serial Programming).  
Tento způsob umožňuje programování procesoru, který je osazen v desce plošných spojů. 
Procesoru v pouzdře DIP šetříme vývody, které se častým zasouváním do patice ničí                
a nezdržujeme se přemisťováním procesoru z vývojové desky do programátoru a zpět při 
každém programování. K tomuto programování slouží u HC08 režim monitor MON08. 
Po resetu mikrokontroler testuje stav vývodů, zda-li jsou na ně přivedeny signály 
odpovídající podmínce spuštění monitoru. Pokud ano, mikrokontroler přejde do režimu 
monitor a umožní tak uživateli ladění v aplikaci (In-Circuit-Debugging). Při jakékoliv jiné 
konfiguraci stavu vývodů spustí mikrokontroler do uživatelského režimu, kde probíhá 
uživatelský program tzv. user mód. Rozhodování, zda-li mikrokontroler nastartuje                  
v uživatelském nebo monitorovacím režimu, je pro všechny zástupce řady HC08 stejné, liší se 
pouze namapováním signálů na konkrétní vývody.  
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4.2.2 Požadavky pro vstup do režimu monitoru 
Aby HC908QB8 vstoupil do monitoru, potom musí piny odpovídat stavům v tabulce 1 pro 
mód Normal monitor. Vývod PTA0 musí být v logické jedničce stejně jako PTA1, naopak 
vývod PTA4 musí nabývat úrovně logické nuly. Na pinu PTA2 musí být zvýšené napětí VTST, 
které musí být alespoň o 2,5 V větší než napájecí VDD, tedy nejméně 7,5 V. Jak již bylo 
zmíněno při popisování převodníku MAX232, tak signál VTST odebereme z pinu V+, kde jeho 
velikost by měla být cca + 9 V, tudíž dodržení této podmínky není problém. Na pinu RST 
musí být připojeno + 5 V a na pinu PTA5/OSC1 je přiveden signál externího hodinového 
impulzu o frekvenci 9,8304 MHz. 













































monitor VSS X $FFFF 1 X X disabled X 3,2 
MHz 
9600 
User X X not 
$FFFF 
X X X enabled X X X 
 
Tabulka 1 kromě výše zmíněného Normal monitor módu zmiňuje ještě dva režimy 
vynuceného monitoru, jenž rozlišuje mikrokontroler dle logického stavu na pinu IRQ. Při 
hodnotě logické nuly VDD využívá monitor externího hodinového taktu přivedeného na pin 
OSC1 jako tomu je u režimu Normal monitor. Pokud je na IRQ hodnota logické jedničky 
VSS, potom je využit interní oscilátor o frekvenci sběrnice 3,2 MHz, jejíž takt lze softwarově 
upravit. Pro oba vynucené monitory platí stejný vektor přerušení $FFFF. Mód user je režim, 
kdy mikrokontroler vykonává program.   
Mikrokontroler tedy v monitor módu očekává od programátoru ještě obsluhu signálu reset            
a přivedení hodinového signálu, neboť vnitřní generátor hodin je v tomto režimu odpojený. 
Několik hodinových taktů po resetu můžeme logické hodnoty na signálech PTA1 a PTA4 
odpojit. Vývod PTA0 bude potom sloužit jako komunikační signál a PTA1 a PTA4 můžou 
být k dispozici laděné aplikaci. Poté, co mikroprocesor přejde do režimu monitoru, lze ladit 
program v našem vývojovém prostředí. Po dokončení programování a ladění námi nahraný 
kód bude vykonán po resetování mikrokontroleru, přičemž už na pin IRQ nepřipojíme signál 
VTST, který je hlavním podnětem testování, zda si uživatel přeje vyvolat režim monitoru. 
Doporučené schéma zapojení pro vstup do monitor módu udávané výrobcem je na obrázku 5.  
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Obrázek 5: Vstup do monitor módu 
4.2.3 Způsob komunikace v režimu monitor 
Při programování je nutné zachovat formát uvedený na obrázku 6. Komunikace začíná 
nízkou úrovní charakterizující start bit. Následuje potom osm bitu zaslaných od nejméně 
významného po nejvíce významný. Po osmém bitu nastane vysoká úroveň stop bitu a potom 
už můžeme zaslat další byte. Pro kontrolu přenosu si pomocí pinu PTA0  mikrokontroler 
ověřuje, zda data která načetl byla platná, nebo zda došlo k nějaké chybě  
 
 
Obrázek 6: Formát dat při monitor módu 
 
Monitor ROM firmware dokáže zpracovat celkem 6 příkazů. Po zaslání příkazu nastává 
zpoždění 11 bitů, při němž je možné tento příkaz zrušit zasláním přerušovacího signálu, který 
obsahuje 9 datových bitů v nízké úrovni. Vysoká úroveň stop bitu nastane až za 9.bitem. 
Využívá se tedy těchto příkazů : READ (read memory), WRITE (write memory), IREAD 
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5. Popis vývojového kitu 
Tato kapitola se podrobně zabývá schématem zapojení vývojového kitu. Opět pro 
přehlednost lze celé schéma rozdělit na části: napájecí část, periferie a mikrokontroler. 
 
5.1 Napájecí část 
5.1.1 Adaptér 
Schéma napájecí části je na obrázku 7. Stejnosměrné napětí z adaptéru o velikosti v tomto 
případě 12 V je přivedeno na konektor X1. V případě použití jiného adaptéru by mělo jeho 
výstupní napětí být alespoň 7 V, aby na výstupu napěťového stabilizátoru bylo 5 V. Při nižším 
napětí by sice vývojový kit fungovat mohl, jelikož většina obvodů včetně mikrokontroleru je 
schopna pracovat cca od 3 V. Nízké napětí by však ovlivnilo jas LED diod a také třeba 
přesnost snímačů s analogovým výstupem. Proto je přeci jen vhodné zvolit adaptér s určitou 
rezervou. Naopak napětí na konektoru X1 nemůže mít velmi vysokou hodnotu, aby při 
maximálním odběru nebyl překročen maximální ztrátový výkon stabilizátoru.  
5.1.2 Stabilizátor napětí 
Vstupní napětí je konektorem X1 přes ochrannou diodu D1, jenž chrání celé zařízení při 
napětí opačné polarity, připojeno k napěťovému stabilizátoru 78L05. Stabilizátor patří do 
třísvorkových stabilizátorů vyráběných v pouzdru TO92. Maximální povolený výstupní proud 
je 100 mA [7] a je stavěn na vstupní napětí až 30 V. Vstupní napětí musí být minimálně          
o 1,7 V větší než USTAB. Výstupní napětí se pohybuje v rozmezí 4,6 V až 5,4 V. Maximální 
spotřeba stabilizátoru   je   6 mA. Ke vstupu a výstupu stabilizátoru jsou paralelně připojeny 
kondenzátory, které vyhlazují napětí. Elektrolitický kondenzátor na vstupu o kapacitě 100 uF 
je schopen v případě relativně větších výkyvech napětí adaptéru zajistit stabilní potenciál pro 
stabilizátor. Hodnoty kapacit kondenzátorů jsou převzaty z doporučeného zapojení 
stabilizátoru 78L05 z příslušného katalogovém listu. Dioda D2 chrání výstupní část před příliš 
vysokým napětím. Pokud by bylo na výstupu stabilizátoru větší napětí než na vstupu o 0,7 V, 
potom diodou protéká proud. Toto se uplatní alespoň při odpojení napájecího adaptéru. 
 
Obrázek 7: Napájecí část vývojového kitu 
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Tlačítko S1 pracuje jako rozpojovací a má tedy za úkol přerušení napájení mikrokontroleru, 
což vyvolá jeho reset. Dále je zapojena luminiscenční dioda LED1 signalizující připojené 
napájení. Rezistor R1 o hodnotě 1 kΩ omezuje proud diodou na hodnotu 5 mA. Elektrolitický 
kondenzátor C4 složí opět k vyhlazení napětí a stejně jako C3 zamezuje v případě drobného 
poklesu napětí na vstupu nechtěnému resetu mikrokontroleru.Podle kompletního schématu 
odhaduji, že celkový odběr bude maximálně 60 až 70 mA. 
 
5.2 Rozhraní komunikace s deskou programátoru 
Schéma tohoto rozhraní je na obrázku 8. Z konektoru JP1 a JP2 jsou vyvedeny signály pro 
obsluhu významných pinů mikrokontroleru a také napěťové úrovně. Z programátoru je sem 
přiveden signál RES ovládající reset mikrokontroleru. Vývod IRQ a PTA0, PTA1, PTA4 jsou 
přivedeny do programátoru, kde jsou buď připojeny na požadovanou úroveň při začátku 
spuštění MON08 nebo propojeny přímo s vývodem IRQT, PTA0T, PTA1T či PTA4T. Takto 
ošetřené piny mikrokontroleru vůči chybám při spuštění monitor módu mohou být připojeny 
k libovolné periferii. Nesmíme však zapomenout, že linka IRQ je pouze jednosměrná, a tak 
pracuje pouze jako vstup. Na JP2 je z programátoru přiveden hodinový kmitočet 9,8304 MHz 
a je připojen k pinu PTA5/OSC1. Ze signálových vodičů komunikujících s programátorem 
jsou linky RxD a TxD připojené na piny PTB4 a PTB5. Tyto komunikační vodiče jako jediné 
pracují s vývody portu B, všechny ostatní signály při programování zpracovává port A. 
Konektor JP2 zprostředkovává propojení napěťových úrovní mezi deskou vývojového kitu a 
programátoru. Do programátoru je přivedeno stabilizované napětí +5 V a systémová zem 
GND, do vývojového kitu signál Vtst z napěťového převodníku MAX202.  
 
Obrázek 8: Část pro komunikaci  vývojového kitu s programátorem 
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5.3 Periferie 
5.3.1 Tlačítka 
Pro ovládání mikrokontroleru jsou zde umístěna 3 tlačítka připojená na port A vývody 
IRQT, PTA1T a PTA4T. Tyto vývody musí být nastaveny jako vstupní s integrovaným pull 
up rezistorem o velikosti 16 kΩ , díky kterému je na těchto pinech ve výchozím stavu napětí 
+5 V. Tlačítko je připojeno na zem přes ochranný rezistor 100 Ω, neboť při nesprávném 
softwarovém nastavení by mohlo dojít ke zničení portu. Při stisku tlačítka napětí na pinu 
klesne na velmi nízkou, avšak nenulovou hodnotu. Proud tekoucí po sepnutí tlačítka je řádově 
v jednotkách uA a vytváří na rezistoru malé napětí, které je však v souladu s tolerancí pro 
hodnotu logické nuly. Při stisku tlačítka se jedná o dělič napětí, kde rezistor mezi napájecím 
napětím a pinem je integrovaný pull up o velikosti 16 kΩ a mezi pinem a zemí je ochranný 
100 Ω rezistor. Tudíž by na pinu mělo být v tomto případě napětí 0,03 V.  
5.3.2 Teplotní čidlo LM335  
Toto teplotní čidlo je umístěno v pouzdru TO-92, které se velmi často používá například 
pro tranzistory. Jeho výstupní napětí závisí na teplotě 10 mV/o neboli UOUT = UOUT0 * (T/T0), 
kde index 0 znamená, že tato hodnota se vztahuje pro teplotu 0K. Dle charakteristiky 
v katalogovém listu [8] je toto čidlo vhodné použít v teplotním rozmezí -55o až +100o, avšak 
maximální meze jsou -60o až +150o. Pro jiná pouzdra je teplotní rozsah širší, avšak pro naše 
účely zcela postačí tato varianta. Při teplotě 25 oC by na výstupu mělo být napětí 2,98 V. Pro 
lepší citlivost můžeme zapojit několik čidel do série. Pro napájení můžeme použít zdroj +15 
V ( což na kitu není k dispozici ) nebo pomocí proudového zdroje LM334 se může napájecí 
napětí měnit v rozmezí +5 V až +40 V. Tento druhý způsob využiji ve vývojovém kitu. 





Obrázek 9: Zapojení teplotního čidla a pohled na pouzdro zespodu 
 
5.3.3 Zdroj konstantního proudu LM334 
Vstupní napětí 5 V je přivedeno na svorku V+, do obvodu vtéká proud ISET. Ze svorek         
R a V- vytékají proudy IR a IBIAS. Potom platí následující vztah z katalogového listu [9]: 
ISET = IR + IBIAS = VR / RSET  + IBIAS  = VR / RSET  * n / (n - 1) = 1,059 * VR / RSET = (227 uV/o) / RSET 
Po dosazení známých hodnot jsme zjistili, jak s teplotou se mění zdroj proudu. Hlavním 
parametrem je tedy rezistor RSET zapojený mezi svorkami R a V-, který v doporučeném 
zapojení má velikost 68 Ω. Potom výsledný proud Iset je 3,338 uA/ o . 
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5.3.4 Fototranzistor 
Fototranzistor L-53P3BT v zapojení s rezistorem jako fotocitlivý dělič napětí je druhá 
analogová periferie připojená k mikrokontroleru. Fototranzistor přijímá světlo pod úhlem 
maximálně 30o dle [12]. Nastavení výstupního signálu můžeme ovlivnit velikostí rezistoru. 
Tranzistor se při běžném osvětlení příliš neotevírá a proto je vhodné volit rezistor relativně 
větší, například 50 kΩ. Hodnota napětí může být použita buď pro ovládání jiné periferie nebo 
pomocí předem zjištěné převodní tabulky lze měřit osvětlení. Jelikož však tento polovodičový 
prvek patří mezi ty nejlevnější ve své třídě, není pro měření ideální. 
5.3.5 Piezoakustický měnič 
Jedná se o součástku, která při stejnosměrném napájení vydává tón o stejné frekvenci. Tón 
může být přerušovaný nebo trvalý dle konstrukce zařízení. Z pohledu spotřeby na tom jsou 
nejlépe piezo bzučáky, které mají odběr například 8 mA dle [12]. Jsou schopny pracovat už 
od 1 V a vydávají tón o hlasitosti kolem 70 dB. Existují i piezo sirény, které jsou však 
výrazně dražší a jejich odběr se často pohybuje nad 100 mA. Pro můj vývojový kit použiji 
piezo bzučák na frekvenci 2,8 kHz s přerušovaným tónem a povoleným rozsahem napájení 2 
až 5 V. 
5.3.6 Sedmisegmentový displej 
Vývojový kit obsahuje jediné LED a to na sedmisegmentovém displeji. Sedm segmentů bez 
tečky jsou připojeny na port B mikrokontroleru. Před každý segment musí být předřazen 
rezistor, aby snížil proud jím tekoucí na přijatelnou hodnotu. Pro náš případ byl vybrán displej 
se společnou anodou, který má celkem dvě anody spojené s několika segmenty. Segment 
svítí, pokud na pinu mikrokontroleru je nízká úroveň. Přerušení napájení k anodám jedinou 
propojkou je možno displej vyřadit z činnosti.  
 
5.3.7 Obvod PCF8583 
PCF8583 je obvod reálného času zpracovávající hodiny a kalendář pomocí 256ti 
osmibitových registrů RAM dle [10]. Obvod komunikuje po obousměrné dvouvodičové 
sběrnici I2C. Pinem A0 se nastavuje adresa zařízení. Využívá se jej v případě připojení 
dalšího zařízení I2C pro určení, pro který obvod data platí. Obvod používá oscilátor na 
kmitočtu 32,768 kHz. Prvních 8 bytů paměti RAM je použito pro hodiny a kalendář, 
následujících 8 bytů mohou být využity pro budík nebo stejně jako zbylých 240 bytů je lze 
volně využít jako zálohovací prostor.  
Díky velmi nízkému odběru a napájecímu napětí již od 2,5 V je vhodné tento obvod při 
odpojení napájení udržet v činnosti pomocí baterie. V opačném případě bychom o všechna 
data při výpadku proudu přišli, jelikož paměť RAM si po odpojení napájení neuchová 
hodnoty. Obvod je tedy zálohován knoflíkovým lithiovým článkem 3 V / 80 mAh. Proti 
přebíjením napětím ze zdroje je chráněn diodou BAT42, na které vzniká úbytek napětí menší 
než 0,4 V při nízkém odběru. Tato dioda je aplikována i ze strany zdroje. To aby při odpojení 
napájení baterie zásobovala energii pouze obvod PCF8583      a ne ostatní obvody, které by ji 
brzy vybily. 
  
           


















  Obrázek 10: Komunikace po I2C u PCF8583 
 
Zapojení dvou obvodu je na obrázku 10. Master transmitter nám představuje 
mikrokontroler, který komunikuje pomocí vodičů SDA a SCL s obvody na I2C sběrnici. Po 
SDA se přenáší data a SCL přenáší hodinový signál. Zda jim data patří rozhodne obvod dle 
úrovně na pinu A0. Vývody OSC1 a OSC0 jsou připojeny ke krystalu. Pro správou funkci se 
ještě mezi vývod OSC1 a + 5 V připojuje kondenzátor nízké kapacity ( např. 12 pF ). Kromě 
napájecích vodičů je zde už pouze pin /INT. Je to výstup externího přerušení s aktivní úrovní 
v logické nule. Tento pin se využívá při zapojení s více zařízeními s I2C. Propojením s pinem 
A0 druhého obvodu jej ovládá. V mém případě je pin připojen na VSS a tak je neaktivní. 
Obvod řídí Control / status registr. Nachází se na adrese 00 a jeho 8 bitů má význam 
většinou příznakový (pro časování, budík, ... ). Obsahuje i povolovací bit budíku a výběr ze    
4 režimů práce. Tyto režimy jsou: čítání při hodinovém signálu 32,768 kHz, čítání při 
hodinovém signálu 50 Hz, režim příležitostného časování ( event counter ) a zkušební režim. 
Organizace  paměti udává obrázek 11. 
Paměť, jak již bylo uvedeno, začíná control/status registrem. Následující byte obsahuje 
setiny a desetiny sekundy, přičemž na každé číslo jsou vyčleněny 4 bity, což nám postačuje 
pro identifikaci číslice od 0 do 9ti v BCD kódu. Změna nastává u registru hodin, kde první     
4 bity reprezentují jednotky hodin v BCD kódu, ale potom následují 2 bity pro desítky hodin, 
bit pro signalizaci dopoledne / odpoledne a bit pro volbu formátu 24h nebo 12h s rozlišením 
dopoledne / odpoledne pomocí předchozího bitu. Tento obvod dokáže čítat do 3 let 12 měsíců 
a 31 dnů. Poté dojde k přetečení a začíná čítat od začátku. Pomocí maskovacího bitu lze 
ignorovat hodnoty let a dnů v týdnu ( a počítat je v mikrokontroleru ). 
Rozvržení bitů pro budík lze zjistit v katalogovém listu obvodu. Pro 3. režim obvodu platí 
rozvržení registrů na obrázku 11 vlevo. Z časovacích registrů jsou registry datové. Můžeme 
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Obrázek 11: Organizace paměti PCF8583 
 
Při komunikaci po I2C se využívá především dvou operací - zápis a čtení do respektive 
z podřízeného zařízení. Pokud chceme zapisovat do obvodu reálného času, potom se 
postupuje dle obrázku 12. Po vyslání start bitu ( sestupná hrana SDA při SCL ve vysoké 
úrovni ) se zapíše 7 bitová adresa zařízení. Adresa má 6 bitů fixně definovaných a nejnižším 
bitem je A0. Konkrétně pro PCF8583 je adresa následující : 101000A0. Po sedmibitové 
adrese se zasílá bit R/W v nízké úrovni označující, že data se budou zapisovat. Poté 
mikrokontroler čeká na potvrzení (ACK) od obvodu reálného času. Pokud se komunikace 
zdařila, mikrokontroler zašle 8 bitovou adresu, kam se data mají zapsat. Opět se čeká na 
potvrzující bit od podřízeného zařízení. Nyní se můžou zapisovat 8 bitová data. Adresa paměti 
reálných hodin se automaticky zvyšuje. Komunikace se ukončí stopbitem, který je definován 
jako náběžná hrana SDA při SCL ve vysoké úrovni. 
Při čtení dat se postup odlišuje. Zaslání start bitu a prvních dvou bytů je stejné jako při 
operaci zápisu. Tím je stanovena adresa, odkud budou data čtena. Nyní se vyšle opět start bit 
a adresa zařízení následovaná bitem R/W ve vysoké úrovni. Poté začíná vysílat 8 bitová data 
podřízené zařízení ( obvod reálného času ) a mikrokontroler potvrzuje přijatá data bitem ACK 
v nízké úrovni. Shodně jako u zápisu je adresa paměti PCF8583 automaticky zvyšována. 
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V případě, že mikrokontroler již nechce číst další data, potvrzovací bit ACK nastaví do 
vysoké úrovně a následujícím stop bitem se komunikace ukončí. 
 
Obrázek 12: Zápis mikrokontroleru do obvodu PCF8583 
 
Obrázek 13: Čtení dat z PCF8583 
 
5.3.8 Inteligentní LCD  
Displej z tekutých krystalů je řízen řadičem HD44780 od firmy Hitachi, s nímž pracuje 
naprostá většina znakových displejů. Displeje existují v provedeních od 1x8 znaků do 4x40 
znaků. K propojení s mikrokontrolerem je třeba 4 nebo 8 datových vodičů, jeden na přepínání 
zápisu instrukcí / dat RS a další s hodinovým signálem E. Pro případné čtení obsahu displeje 
je třeba připojit ještě R/W, jinak tento vývod je trvale uzemněn. Základní znakovou sadu lze 
doplnit osmi vlastními znaky. Znaky jsou tvořeny maticí 5x8 bodů. Informace jsou získané    
z [11].  
Řízení kontrastu se provádí nastavením napětí na tomto pinu v rozsahu 0 až 5 V. K tomu je 
vhodné použít odporový trimr zapojený jako reostat proti zemi.  
Vývod RS se používá pro určení, zda informace reprezentují data nebo instrukci.              
Na počátku komunikace musíme poslat displeji inicializační instrukce. V nich nejprve 
vypneme displej a nastavíme komunikaci, v našem případě pomocí 4 datových vodičů. Před 
zapnutím displeje je třeba zadat kolik řádků displeje se má zobrazovat. Jakmile displej 
zapneme, nastavíme, zda chceme vidět kurzor a vybereme způsob posunu kurzoru. Kurzor se 
po zapsání znaku může posunout vpravo ( klasický posun kurzoru ) nebo vlevo ( posun 
displeje ). Nyní je vhodné vymazat obsah displeje a inicializace je hotova. 
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Možnosti čtení dat z LCD do mikrokontroleru se využívá zřídkakdy. Ve vývojovém kitu je 
přesto tato funkce umožněna propojením tohoto vývodu s jedním z pinů portu B. 
Nejdůležitějším signálovým vývodem displeje je ENABLE, který udává, kdy jsou data platná 
a má je tedy řadič přečíst. Platnost dat určuje sestupná hrana signálu. 
Při komunikaci pomocí 4 datových vodičů probíhá komunikace nadvakrát. Vývody DB0 až 
DB3 nejsou zapojeny. Na vývody DB4 až DB7 přivedeme horní 4 bity dat a potvrdíme je 
sestupnou hranou vstupu E. Totéž opakujeme pro spodní 4 bity. Před povolením přenosu 
musíme ještě nastavit na řídících pinech RS a R/W správné úrovně. 
Řízení podsvícení displeje se provádí pomocí dvou vodičů. Jednou z možností jak jej 
ovládat je, že LED(-) připojím k zemi a LED(+) k mikrokontroleru. Ten může podsvícení 
měnit například pomocí pulzní šířkové modulace. Intenzitu potom lze měnit buď na základě 
hodnoty nastavení uživatelem pomocí tlačítek nebo i pomocí velikosti napětí na 
fototranzistoru. 
Znaky zobrazené na displeji jsou uloženy v paměti DDRAM. LCD má ještě CGRAM, což 
je paměť pro uložení námi vytvořených až 8 znaků.  
Tabulka 2: Popis vývodů LCD 
Vývod Název Funkce 
1 Vss GND 
2 VDD napájení +5V 
3 V0 řízení kontrastu  
4 RS volba 0 = instrukce, 1 = data 
5 R/W volba 0 = zápis, 1 = čtení 
6 E signál povolení přenosu 
7 DB0 data 0 
8 DB1 data 1 
9 DB2 data 2 
10 DB3 data 3 
11 DB4 data 4 
12 DB5 data 5 
13 DB6 data 6 
14 DB7 data 7 
15 LED(+) podsvícení + 
16 LED(-) podsvícení - 
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6. Konstrukce vývojového kitu  
 
 
Obrázek 14: spodní vrstva DPS ( rozměr 114 x 134 mm ) 
 
Na obrázku 14 je deska plošných spojů vývojového kitu. Při konstrukci se lze rozhodnout 
pro jednu ze dvou variant. Je možné vytvořit jednovrstvou desku, kterou poté doplníme o 12 
propojovacích vodičů, nebo zvolit výrobně složitější oboustrannou desku plošných spojů. 
V takovém případě bude vrchní strana dle obrázku 15. Při konstrukci je vhodné umístit 
integrované obvody IO1 a IO3 do patic DIP16 a DIP8. Součástky J1 a J3, dvouřadé lišty 
s 2x8 piny, se nevyrábí. Proto je nutné koupit nejbližší vyšší variantu, dvouřadou lištu 2x10 
pinů, kde odlomíme dva páry pinů. Na následující straně je rozpis všech 45 elektronických 
součástek. Osazovací výkres je na obrázku 16. 
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Obrázek 15: vrchní vrstva DPS 
 
Tabulka 3: Rozpis elektronických součástek 
Označení ks Název / Hodnota pouzdro Poznámka 
X1 1 SCD-016  napájecí konektor 2,1 mm 
D1, D2 2 1N4007 DO41  
D3, D4 2 BAT42 DO35  
LED 1 L-934GD*G  zelená 3mm 
C1, C2, C5 3 100 nF  keramický 
C3 1 100 uF/25V  elektrolytický, nízký 
C4 1 4,7 uF/63V  elektrolytický 
C6 1 12 pF  keramický 
R1 1 1K0 0207 0,6W 
R2 až R8 7 510R 0207 0,6W 
R9 1 56K 0207 0,6W 
R10 1 68R 0207 0,6W 
R11, R12, R13 3 100R 0207 0,6W 
R14 1 10R 0207 0,6W 
P1 1 PT655K001 PT655 odporový trimr 1K0 
T1 1 L-53 P3BT K53P3 fototranzistor 
T2 1 BS108 TO92 N-VMOS 
Q1 1 XTAL MTF32 32,768 kHz 
S1 1 P1-0S  rozpínací tlačítko 
S2, S3, S4 3 P-DT6  spínací tlačítko 
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PIEZO 1 KPE-242  piezoakustický měnič  
LCD 1 MC0802A-SYL/H  2x8 znaků 
IO1 1 MC68HC908QB8 DIP16  
IO2 1 78L05 TO92 stabilizátor 
IO3 1 PCF8583 DIP8 obvod RTC 
IO4 1 LM335 TO92 teplotní snímač 
IO5 1 LM334 TO92 zdroj konstantního proudu 
SW1 1 D 6006  6x DIL spínač 
J1, J3 2 S2G20  nutné odlomit 2x2 piny !!! 




Obrázek 16: Osazovací výkres vývojového kitu 
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7. Ukázková aplikace  
Práci s vývojovým prostředím Codewarrior verze 6.1 od založení projektu po ladění 
napsaného programu předvedu na jednoduché aplikaci. Výsledný program bude postupně 
rozsvěcet 6 segmentů sedmisegmentového displeje a poté je ve stejném pořadí zhasne.  
 
 
Obrázek 17: úvodní nabídka vývojového prostředí CodeWarrior 
 
Po spuštění CodeWarrior IDE se objeví nabídka Startup jak je znázorněno na obrázku 17. 
Kliknutím na tlačítko Create New Project se založí nový projekt. V případě, že tato nabídka 
nebude zobrazena, je nutné v menu File zvolit položku New project. 
 
 
Obrázek 18: Výběr mikrokontroleru a způsobu připojení programátoru 
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Nyní je zapotřebí vybrat náš procesor HC08 - Q Family - MC68HC908QB8 a v levé 
nabídce označit Mon08 Interface, jak naznačuje obrázek 18.  
 
 
Obrázek 19: Zadání názvu projektu 
 
Zde je nutno ponechat zaškrtnutou volbu programovacího jazyka C a uvést název projektu     
a cestu, kam má být projekt uložen.  
 
  
Obrázek 20: Možnost přidání souborů do projektu 
 
Nyní je umožněno přidat další soubory do námi vytvořeného projektu. Toho se využívá 
především při rozsáhlejších projektech, kdy se jednotlivé funkce a definice umisťují do 
zvláštních souborů. Příkladem je například knihovna pro práci s LCD displejem.   
 
 





Obrázek 21: Výběr vývojového prostředí 
 
V této nabídce se pro rychlý vývoj aplikací označí Processor Expert. Ten nám usnadní 
vytváření kódu tím, že generuje inicializační kód a provádí nastavení periferii.  
 
 
Obrázek 22: Nastavení důležitých parametrů 
 
Poté je vybrána možnost ANSI startup code pro používání globálních proměnných, 
paměťový model Tiny, který souvisí s adresováním paměťového prostoru. Pokud budoucí 
aplikace nevyužije čísla s plovoucí desetinnou čárkou, zvolíme možnost None. 
 - 30 -
 
Obrázek 23: Možnost zapnout nástroj PC-lint(TM) 
 
Zde lze zvolit, zda bude použit nástroj PC-lint(TM) pro analýzu kódu a hledání chyb.       
Pro jednoduché aplikace není tento nástroj zapotřebí. 
 
 
Obrázek 24: Výběr varianty rozmístění pinů mikrokontroleru 
 
Na závěr vytvoření projektu je zapotřebí vybrat variantu procesoru, která je důležitá pro 
rozmístění výstupních pinů mikrokontroleru.  
 
Právě byly dokončeny všechny kroky potřebné pro vytvoření projektu. Následuje nastavení 
CPU. V levé části vývojového prostředí CodeWarrior v poslední záložce Processor Expert 
v sekci CPUs  se po dvojitým poklepáním myší na označení mikrokontroleru zobrazí Bean 
Inspector CPU. V záložce Properties je důležité zapnout externí oscilátor a nastavit jeho 
frekvenci na 9,8304 MHz. Dále povolit maskovatelná přerušení Maskable CPU Interrupts =   
= interrupts enabled. A v Enabled speed modes v položce High speed clock zvolíme External.  
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Do projektu se nyní vloží periferie. Každá periferie je reprezentována tzv. Beanem, což je 
určitý objekt s definovanou funkcí. V záložce Processor Expert po kliknutí pravým tlačítkem 
na Beans a volbou Add Bean(s) se zobrazí nabídka pro přidání různých objektů. V záložce 
On-Chip Prph bude využit ByteIO ze složky I/O Port: PTB a TimerInt ze složky Timer: TIM.  
 
 
Obrázek 25: Výběr objektů (Beanů) 
 
Přidané Beany se objeví ve složce Beans v záložce Processor Expert a je třeba je nastavit. 
Nastavení se provádí opět v Bean Inspectoru, který se objeví po dvojitém kliknutí na 
požadovaný objekt. Kromě nastavení beanu Byte1: ByteIO dle obrázku je nutné v záložce 
Methods povolit metodu NegBit, což je funkce provádějící negaci určitého bitu.  
 
  
Obrázek 26: Nastavení objektu Byte  
 
V beanu TI1: TimerInt v záložce Properties se nastaví doba, za jakou u časovače dojde 
k přerušení Interrupt period = 853,333 ms a povolení přerušení po inicializaci Enabled in init. 
code = yes. V záložce Methods musí být povolena možnost Enable. 
  
Jakmile jsou všechny beany nastaveny, můžeme si nechat vygenerovat náš zdrojový kód 
kliknutím na ikonu Make nebo stisknutím klávesy F7. Tento kód se objeví v modulech main   
a event ve složce User Modules. 
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Obrázek 27: Vzhled vytvořeného projektu 
 
Do vygenerovaného modulu MAIN není zapotřebí cokoliv doplňovat, jelikož inicializace    
a nekonečná smyčka už zde je.Veškeré instrukce realizující postupné rozsvěcení a zhasínání 
LED budou v modulu EVENT, který slouží pro obsluhu přerušení časovače. Modul obsahuje 
přidané dva hlavičkové soubory Cpu.h a Events.h a prázdnou funkci void 
TI1_OnInterrupt(void) {}. Pro orientaci, v jakém stavu se světelný had nachází je zavedena 
proměnná n. Jelikož funkce TI1_OnInterrupt je bez parametrů, musí být proměnná n globální 
a tedy umístěná mimo tělo této funkce. Každé přerušení inkrementuje parametr n. Pomocí 
funkce switch je provedena příslušná operace. Po šesti stavech, šesti segmentech, je nutné se 
vrátit do stavu prvního, což je realizováno nulováním proměnné n. Jelikož segmenty displeje 
jsou zapojeny náhodně, tak na jejich indexaci nelze použít proměnnou a je třeba hodnoty 
zapsat fixně. Výsledný zdrojový kód pro modul Events je : 
 
/* MODULE Events */ 




int n = 0;           // Definice čítače stavů 
void TI1_OnInterrupt(void)  // funkce obsluhující přerušení 
časovače 
  { 
  n++;               // Inkrementuj čítač stavů 
  switch (n)     // Dle hodnoty n neguj konkretni bit 
    { 
      case 1: 
        Byte1_NegBit(6);  // Negace bitu uvedeného v závorce 
        break;    // Break = ukončí funkci switch 
      case 2: 
        Byte1_NegBit(5); 
        break; 
      case 3: 
        Byte1_NegBit(0); 
        break; 
      case 4: 
        Byte1_NegBit(1); 
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        break; 
      case 5: 
        Byte1_NegBit(2); 
        break; 
      case 6: 
        Byte1_NegBit(3); 
        n = 0;         // Vynuluj čítač stavů 
        break;         
    }  
  } 
 
/* END Events */ 
 
Nyní je program hotov. Napsaný program zkompilujeme kliknutím na příslušnou ikonu 
nebo klávesovou zkratkou CTRL+F7. Pokud program nenahlásí žádnou chybu, tak lze 
přistoupit k samotnému programování mikrokontroleru klávesou F5 nebo například v liště 
zvolením Project a položky Debug ( nebo kliknutím na zelenou ikonu tvaru šipky a švába ). 
Nastavení Connection manageru se provede kliknutím na Add A Connection a vybráním 
rozhraní Class 2. Následuje výběr portu, ke kterému je vývojový kit připojen a nastavení 
přenosové rychlosti 9600 baudů. V Security options se ponechá volba Ignore Security.  
 
Po potvrzení tlačítkem Contact Target with Settings se program optá, zda chceme smazat 
původní obsah paměti.  Akceptováním program začne komunikovat s mikroprocesorem. 
Většinou se při prvním běhu programování u daného projektu vyžaduje na konci komunikace 
manuální reset. Na ten jste vyzvání následujícím dialogem:  
 
 
Obrázek 28: Výzva k odpojení napájení mikrokontroleru 
 
V tomto případě musí být stisknuto tlačítko reset a při jeho držení potvrdíme OK. Až poté 
je možné tlačítko uvolnit. Objeví se obdobný dialog Power Up, který rovněž potvrdíme OK. 
Během několika sekund se otevře True-Time Simulator a Real Debugger. Program je možno 
spustit klávesou F5 nebo tlačítkem Start/Continue. Aby se postupně rozsvěcely segmenty 
displeje, spínač DIL musí mít 6 kontakt v pozici ON, čímž je na společnou anodu displeje 
přivedeno napájení.  Po ukončení simulátoru mikrokontroler opět přejde do režimu MON08. 
Pro běh programu by bylo nutné na programátoru přemístit propojku JP2 z pozice +9V na 
+5V.  
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Obrázek 29: Vzhled okna pro simulaci a ladění 
 
Při ladění v reálném čase lze místo běhu programu použít krokování programu. K tomuto 
účelu jsou zde různé způsoby. Single Step (F11), který vykoná jednu instrukci zdrojového 
kódu. Dále Step Over (F10), jenž provede celou proceduru. V případě, že při ladění se 
uživatel dostane do procedury krokováním Single Step a požaduje dokončení procedury, musí 
zvolit Step Out (Shift + F11). Ladící program dokáže program procházet i po jednotlivých 
instrukcí assembleru možností Assembly Step a obdobně i pro assembler vykonání 
podprogramu a dokončení podprogramu. Pokud se při ladění uživatel dostane do nechtěného 
stavu, je možné celé ladění restartovat klávesovou zkratkou Ctrl + Shift + F5. 
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8. Ukázkové programy 
Programy byly napsány a odladěny v CodeWarrior for Microcontrollers V6.1. Jejich 
zdrojové kódy s výjimkou programu optický had jsou umístěny v příloze. Zdrojový kód 
optického hadu je v kapitole 7.   
8.1 Optický had 
Toto je nejjednodušší program, který slouží pro ověření funkčnosti vývojové desky. 
Využívá pouze jednu externí periferii, a to sedmisegmentový displej. Na počátku programu 
dojde k nastavení portu B jako výstupu a vložení počáteční hodnoty 0xFF. Jelikož je 
sedmisegmentový displej se společnou anodou, tak segment svítí při logické nule. Tudíž 
počáteční hodnota zhasne všechny segmenty.  
Po inicializaci je vynulována proměnná n sloužící pro identifikaci stavu. Její hodnota je 
následně inkrementována. Dle této hodnoty je poté negován příslušný bit portu B, čímž se 
změní stav jednoho segmentu z šesti využitých segmentů. Pokud se nacházíme ve stavu 1 až 
5, potom je identifikátor stavu inkrementován a děj se opakuje. Jakmile se program dostane 
do stavu 6, před inkrementací je identifikátor stavu vynulován. 
Aby byl tento děj pozorovatelný pro lidské oko, probíhá v obsluze přerušení časovače TI1, 
který má periodu 0,853 s. 
 
 
Obrázek 30: Blokové schéma programu optický had 
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8.2 Čítač  
Program čítač slouží pro vyzkoušení si práci s tlačítky. Zjednodušený algoritmus je 
znázorněn na obrázku 31. V inicializaci je nutno nastavit piny portu A, na nichž jsou 
připojeny tlačítka (PTA1, PTA2 a PTA4), jako vstupy s pull up rezistorem a port B jako 




Obrázek 31: Blokové schéma programu čítač 
 
Blokové schéma je zjednodušeno o následující části. Aby se zamezilo zákmitům tlačítka při 
jeho stisku a uvolnění, je při změně logické úrovně provedeno zpoždění 25 ms. Reakce 
tlačítka na jeden stisk pouze jednou je vyřešena pomocí boolovské proměnné stisknuto, která 
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je po stisknutí tlačítka nastavena na vysokou úroveň. Při testování stisku tlačítka je testována   
i tato proměnná a tudíž se dále obsluha stisknutí neprovádí. Jakmile je tlačítko uvolněno, tak 
se proměnná stisknuto nastaví do nízké úrovně a program je připraven na případný další stisk 
tlačítka. 
8.3 Regulace podsvícení LCD 
Na následující straně je blokové schéma tohoto programu. Všechna 3 tlačítka jsou 
softwarově zabezpečena proti zákmitům a vícenásobnému stisku jako u předchozího 
programu. V blokovém schématu tento fakt je pro přehlednost vypuštěn. 
Program začíná inicializací pinů mikrokontroleru, nastavení displeje LCD a periferií. Piny 
jsou nastaveny shodně jako v předcházejícím programu. U displeje je nutné nejprve nastavit 4 
bitovou komunikaci.  Poté je doporučeno displej vypnout, vymazat jeho obsah paměti, 
nastavit počet aktivních řádků a displej zapnout. Nutné je také nastavit AD převodník. 
Možnost volání přerušení se zakáže, nastaví se 1 kanál PTB2, vybere se rozlišení analogově 
digitálního převodu 10 bitů a tomu odpovídající doba převodu. Pro ovládání pulzní šířkové 
modulace se nastaví časovač TIM3 a výstupní pin PTB7. Periodu PWM bude řádově 1 ms. 
Aplikace potřebuje 8 bitovou proměnnou jas, informující o velikosti jasu, a boolovskou 
proměnnou automat, která signalizuje automatický režim. Na počátku programu budou obě 
tyto důležité proměnné vynulovány. Je li automat roven nule, potom se jedná o manuální 
nastavení podsvícení LCD, a tak je umožněna činnost tlačítek 1 a 2. Tlačítko 1 zvýší úroveň 
jasu o 10 %, tlačítko 2 naopak jas sníží o 10 %.  
Pomocí tlačítka 3 je možné se přepnout do automatického režimu, kde velikost jasu určuje 
napětí na fototranzistoru, který je připojen na pin PTB2. V případě rozlišení AD převodníku   
8 bitů může být tato hodnota přímo použita pro PWM. Pokud použijeme jemnější rozlišení 10 
bitů, tak musí být hodnota přepočtena. Asi nejlepší možností je vytvoření z 10 bitového čísla 
číslo 16 bitové vynásobením konstantou 64. V takovém případě bude 6 nejnižších bitů 
nulových. Mikroprocesor umožňuje řízení PWM pomocí 8 nebo 16 bitové hodnoty.  
Pokud jsme v automatickém režimu ( proměnná automat je rovna 1 ), tak jsou tlačítka 1 a 2 
nečinná. Stisknutím tlačítka 3 aplikace přejde do manuálního režimu. 
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Obrázek 32: Blokové schéma programu regulace podsvícení LCD 
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9. Závěr 
Při psaní této bakalářské práce byl kladen důraz na co možná nejvhodnější formulaci dané 
problematiky. Velká část práce čerpá z katalogových listů konkrétních obvodů použitých     
ve  vývojovém kitu. V tomto případě byla snaha o stručnost a výstižnost, aby práce 
nepředstavovala pouhé výpisky z jednotlivých dokumentací. Jelikož úkolem práce jistě není 
takovéto materiály doslovně překládat, byla snaha o co nejvýstižnější shrnutí a  každé části    
je věnován určitý prostor.   
Na počátku práce byly načerpány základní informace o mikroprocesorech řady HC08. Poté  
bylo navrženo schéma vývojového kitu, který pomocí dvou komunikačních konektorů bude 
kompatibilní s programátorem z ÚBMI.. Velmi důležitou náplní práce tohoto projektu bylo 
zjistit, jak se mikrokontroler  HC908QB8 programuje. Důraz byl kladen především               
na rozmanitost a dostatečný počet externích periferií, s nimiž bude mikrokontroler 
komunikovat.  
Poté, co navržená dvouvrstvá deska plošných spojů byla zhotovena a osazena, byla ověřena 
její funkčnost jednoduchou aplikací ve vývojovém prostředí CodeWarrior. Pro vývojový kit 
bylo napsáno několik aplikací, které využívají bohaté možnosti práce s mikroprocesorem 
HC908QB8. Aplikace mohou využívat tři tlačítka, sedmisegmentový displej, LCD displej 
s řadičem HD44780 od firmy Hitachi, fototranzistor pro AD převod, pulzní šířkovou 
modulaci pro ovládání jasu a další komponenty.    
Výsledný výrobek, vývojový kit pro mikrokontroler HC908QB8, slouží jako nástroj pro 
seznámení se s produktem firmy Freescale Semiconductor a dnes již dosti rozšířeným 
vývojovým prostředím CodeWarrior. S jeho pomocí může uživatel nabýt nové vědomosti, 
jenž mu v praxi budou prospěšné. 
S vývojovým kitem jsem se účastnil studentských soutěží STUDENT EEICT 2008              
a FREESCALE TECHNOLOGY APPLICATION 2008. 
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Obrázek 33: Schéma vývojového kitu 
 
 - 42 -
Obrázek 34: Schéma programátoru 
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Zdrojový kód programu čítač: 












void zobraz(int pocet);   // Prototyp funkce zobraz 
void cekej(int n);   // Prototyp funkce cekej 
 
void main(void)    // Hlavní funkce main 
  { 
  int counter =0;   // definice lokálních proměnných 
  bool stisknuto1 = 0; 
  bool stisknuto2 = 0; 
  bool stisknuto3 = 0; 
  PE_low_level_init();  // inicializace Processor Expertu 
  PortB_PutVal(0b00010000);   
  for(;;)         // Nekonečná smyčka hlavního programu 
    { 
    if (Tlacitko_GetVal() && !stisknuto1)  
// Pokud je Tlačítko PTA1 stisknuto, zvyš hodnotu počítadla 
        {  
        stisknuto1 = 1;        
        counter++; 
        if (counter == 10) counter = 0;         
        zobraz(counter); 
        cekej(8000);  // Počkat na odeznění zákmitů tlačítka 
        }         
    if  (!Tlacitko_GetVal())  
        { 
        stisknuto1 = 0;  
// Pokud je uvolněno tlačítko PTA1, vynuluj proměnnou 
        } 
    if (Tlacitko2_GetVal() && !stisknuto2)  
// Pokud je Tlačítko PTA1 stisknuto, zvyš hodnotu počítadla 
        {  
        stisknuto2 = 1;        
        counter--; 
        if (counter == -1) counter = 9; 
        zobraz(counter); 
        cekej(8000);  // Počkat na odeznění zákmitů tlačítka 
        }         
    if  (!Tlacitko2_GetVal())  
        { 
        stisknuto2 = 0;                     
// Pokud je uvolněno tlačítko PTA4, vynuluj proměnnou 
        }   
    if (Tlacitko3_GetVal() && !stisknuto3)  
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// Pokud je Tlačítko IRQ stisknuto, nuluj počítadlo 
        {  
        stisknuto3 = 1;        
        counter =0; 
        zobraz(counter); 
        cekej(8000);  // Počkat na odeznění zákmitů tlačítka 
        }         
    if  (!Tlacitko3_GetVal())  
        { 
        stisknuto3 = 0;                     
// Pokud je uvolněno tlačítko IRQ, vynuluj proměnnou 
        }     
    } 
}    
void zobraz(int pocet) // funkce zobrazující číslo na displeji  
  { 
  switch (pocet)  
          { 
           case 0: 
              PortB_PutVal(0b00010000); 
              break; 
          case 1: 
              PortB_PutVal(0b11110110); 
              break; 
          case 2: 
              PortB_PutVal(0b00001010); 
              break; 
          case 3: 
              PortB_PutVal(0b00000110); 
              break; 
          case 4: 
              PortB_PutVal(0b11100100); 
              break; 
          case 5: 
              PortB_PutVal(0b00000101); 
              break;  
          case 6: 
              PortB_PutVal(0b00000001); 
              break; 
          case 7: 
              PortB_PutVal(0b11010110); 
              break;  
          case 8: 
              PortB_PutVal(0b00000000); 
              break; 
          case 9: 
              PortB_PutVal(0b00000100); 
              break;                    
            }  
  }   
void cekej(int n) // funkce pro programové zpoždění 
  { 
  while (n > 0) n--; 
  } 
/* END counter */ 
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Zdrojový kód programu regulace podsvícení LCD: 















// LCD I/O Definice// 
#define LCD_ENABLE              _PTB.Bits.PTB2 
#define LCD_RS                  _PTB.Bits.PTB0 
#define LCD_DATA0               _PTB.Bits.PTB6 
#define LCD_DATA1               _PTB.Bits.PTB5 
#define LCD_DATA2               _PTB.Bits.PTB3 
#define LCD_DATA3               _PTB.Bits.PTB4 
#define DDRB_ENABLE             _DDRB.Bits.DDRB2 
#define DDRB_RS                 _DDRB.Bits.DDRB0 
#define DDRB_DATA0              _DDRB.Bits.DDRB6 
#define DDRB_DATA1              _DDRB.Bits.DDRB5 
#define DDRB_DATA2              _DDRB.Bits.DDRB3 
#define DDRB_DATA3              _DDRB.Bits.DDRB4 
//////////////////////////////////////////////////////////////////// 
void LCD_inicializuj(void); // prototypy funkci 
void LCD_instrukce(int data, bool RSbit); 
void LCD_zapis4b(int temp, bool RS);            
void cekej(int n); 
 
void main(void)    // Začátek hlavní funkce MAIN 
{ 
  bool automat = 0;   // Lokální proměnné 
  bool stisknuto1 = 1; 
  bool stisknuto2 = 1; 
  bool stisknuto3 = 1; 
  short int jas = 255; 
  byte osvetleni = 0; 
  PE_low_level_init();  // inicializace Processor Expertu 
  LCD_inicializuj(); 
  LCD_instrukce('J', 1);    // Vypíše znak J, bit RS = 1 
  LCD_instrukce('a', 1);    
  LCD_instrukce('s', 1);    
  PWM1_SetRatio8(255);  // Výchozí stav pro PWM   
  for(;;)    // Nekonečná smyčka hlavního programu 
  { 
  if (TlacitkoPTA4_GetVal() && !stisknuto1 && !automat)  
// Pokud je Tlačítko PTA1 stisknuto, zvyš hodnotu počitadla 
        {  
        LCD_instrukce(0b11000000,0);       // Přesun na 2. řádek 
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        LCD_instrukce('M', 1);    
        LCD_instrukce('A', 1);    
        LCD_instrukce('N', 1); 
        LCD_instrukce(' ', 1); 
        stisknuto1 = 1;        
        jas = jas - 25;   // Velikost kroku je 25 
        if ( jas <= -20 ) jas = 255; //Jas v intervalu 0 až 255 
        PWM1_SetRatio8(jas);  // Hodnota jasu do PWM 
        if ( jas == 5 ) {   // pokud jas=5, je 100% jas 
          LCD_instrukce('1', 1); 
          LCD_instrukce('0', 1); 
          } else    // jinak je jas < 100% 
              { 
              LCD_instrukce(' ', 1); 
              LCD_instrukce(58-(jas/25), 1); 
              } 
        LCD_instrukce('0', 1); 
        LCD_instrukce('%', 1); 
        LCD_instrukce(' ', 1); 
        cekej(25000);  // Počkat na odeznění zákmitu tlačítka 
        }         
    if  (!TlacitkoPTA4_GetVal())  
        { 
        stisknuto1 = 0;                     
// Pokud je uvolněno tlačítko PTA1, vynuluj proměnnou 
        cekej(5000); 
        } 
   if (TlacitkoPTA1_GetVal() && !stisknuto2 && !automat)  
// Pokud je Tlačítko PTA1 stisknuto, zvyš hodnotu počitadla 
        {  
        LCD_instrukce(0b11000000,0);       // Přesun na 2. řádek 
        LCD_instrukce('M', 1);    
        LCD_instrukce('A', 1);    
        LCD_instrukce('N', 1); 
        LCD_instrukce(' ', 1); 
        stisknuto2 = 1;        
        jas = jas + 25; 
        if ( jas >= 280 ) jas = 5; 
        PWM1_SetRatio8(jas); 
        if ( jas == 5 ) { 
          LCD_instrukce('1', 1); 
          LCD_instrukce('0', 1); 
          } else  
              { 
              LCD_instrukce(' ', 1); 
              LCD_instrukce(58-(jas/25), 1); 
              } 
        LCD_instrukce('0', 1); 
        LCD_instrukce('%', 1); 
        LCD_instrukce(' ', 1); 
        cekej(25000);  // Počkat na odezněni zákmitů tlačítka        
}         
    if  (!TlacitkoPTA1_GetVal())  
        { 
        stisknuto2 = 0; 
// Pokud je uvolněno tlačítko PTA1, vynuluj proměnnou 
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        cekej(5000);                            }  
    if (TlacitkoIRQ_GetVal() && !stisknuto3)  
// Pokud je tlačítko PTA1 stisknuto, zvyš hodnotu počítadla 
        {  
        if ( automat == 0 )  { 
          automat = 1; 
          LCD_instrukce(0b11000000,0);       // Přesun na 2. řádek 
          LCD_instrukce('A', 1);    
          LCD_instrukce('U', 1);    
          LCD_instrukce('T', 1); 
          LCD_instrukce('O', 1); 
          LCD_instrukce(' ', 1); 
          LCD_instrukce(' ', 1); 
          LCD_instrukce(' ', 1); 
          LCD_instrukce(' ', 1);  
        } else  
          { 
          automat = 0; 
          LCD_instrukce(0b11000000,0);        
          LCD_instrukce('M', 1);    
          LCD_instrukce('A', 1);    
          LCD_instrukce('N', 1); 
          LCD_instrukce(' ', 1); 
          LCD_instrukce(' ', 1); 
          LCD_instrukce(' ', 1); 
          LCD_instrukce(' ', 1); 
          LCD_instrukce(' ', 1); 
          } 
        stisknuto3 = 1;       
        cekej(25000);                        
        }      
    if ( automat == 1)  
      { 
      _DDRB.Bits.DDRB2 = 0;    // Fototranzistor na PB2 (input) 
      AD1_Measure(1);   // Provést 1 měření AD převodníku 
      AD1_GetValue8(&osvetleni);// načíst změřenou hodnotu 
      PWM1_SetRatio8(osvetleni); 
      cekej(25000);  
      } 
    if  (!TlacitkoIRQ_GetVal()) { 
      stisknuto3 = 0;  
// Pokud je uvolněno tlačítko PTA1, vynuluj proměnnou 
      cekej(5000); 




  { 
  LCD_zapis4b(0b00000010, 0);   // 4 bitová komunikace ( 1 řádek ) 
  cekej(40); 
  LCD_instrukce(0b00001000,0);  // vypni displej  
  LCD_instrukce(0b00000001,0);  // vymaž displej 
  cekej(1600);                  // čekej 1.60 ms  
  LCD_instrukce(0b00101000,0);  // 4 bitová komunikace + 2 řádky 
  LCD_instrukce(0b00001100,0);  // zapni displej 
  } 
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void LCD_instrukce(int data, bool RSbit) 
  { 
  int prom = data & 0b11110000; 
  prom = prom / 16; 
  LCD_zapis4b(prom, RSbit);     // Horní nibl 
  data = data & 0b1111;                  
  LCD_zapis4b(data, RSbit);     // Dolní nibl 
  cekej(40); 
  } 
 
void LCD_zapis4b(int temp, bool RS) 
  { 
  DDRB_ENABLE = 1;      // Nastav piny jako výstupní     
  DDRB_RS = 1; 
  DDRB_DATA0 = 1; 
  DDRB_DATA1 = 1; 
  DDRB_DATA2 = 1; 
  DDRB_DATA3 = 1; 
  LCD_ENABLE = 1; 
  LCD_DATA0 = temp & 1; 
  LCD_DATA1 = (temp & 2) /2; 
  LCD_DATA2 = (temp & 4) /4; 
  LCD_DATA3 = (temp & 8) /8; 
  LCD_RS = RS; 
  LCD_ENABLE =0; 
  } 
     
void cekej(int n)  
  { 
  while (n > 0 ) n--; 
  } 
   
/* END lcd */ 
 
