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Abstrakt 
Cieľom tejto bakalárskej práce je navrhnúť a implementovať informačný systém pre 
evidenciu sieťovej infraštruktúry. Prvá časť práce je venovaná celkovej analýze 
požiadaviek na systém. V druhej časti práce sú popísané technológie použité pri vývoj 
informačného systému. Nasleduje časť o návrhu informačného systému kde sú 
uvedené ERD a DFD diagramy a časť o samotnej implementácii systému. Pri vývoji 
informačného systému bol použitý PHP framework CodeIgniter a databáza typu 
MySQLi. 
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Abstract 
The aim of this bachelor thesis is to design and implement information system for 
documenting of network infrastructure. First part of the thesis is devoted to complex 
analysis of requirements for information system. In the second part of the thesis are 
described the technologies used during the developement of the information system. 
Followed by part about designing of the system, where ERD and DFD diagrams are 
presented and part about implementation of the system itself. During the developement 
of the information system was used PHP framework CodeIgniter and MySQLi 
database. 
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1 ÚVOD 
Kampus fakulty elektrotechniky a komunikačných technológií(FEKT) v Brne má 
rozsiahlu sieť v dohromady štyroch budovách, ktorá sa skladá z mnoho sieťových 
prvkov, a práve z tohto dôvodu je vhodné vytvoriť určitý systém, ktorý by umožňoval 
evidovať informácie o tejto sieti a jej prvkoch. Nakoľko momentálne informácie 
o sieti FEKT sú dostupné formou statických zoznamov na stránkach OSIS, cieľom 
tejto bakalárskej práce je vytvoriť informačný systém, ktorý bude schopný formou 
webovej aplikácie evidovať prvky sieťovej infraštruktúry kampusu FEKT. 
 Systém bude schopný uschovávať informácie o sieti v databáze a 
prostredníctvom webového rozhrania ich prezentovať užívateľom. Ako už bolo 
spomenuté, systém bude realizovaný formou webovej aplikácie a to hlavne z dôvodu 
kompatibility a jednoduchej dostupnosti užívateľom.  
 K celkovej realizácii tohto zadania bude potrebné zoznámiť sa s princípmi 
navrhovania databáz a technológiami potrebnými pri vývoji webových aplikácií. Na 
základe týchto nadobudnutých poznatkov bude následne vytvorená databáza a na ňu 
implementovaný informačný systém. 
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2 ANALÝZA POŽIADAVIEK NA SYSTÉM 
2.1.1    Všeobecné požiadavky 
Sieť Fakulty elektrotechniky a komunikačných technológií v Brne tvorí rozsiahly 
systém sieťových prvkov(WiFi prístupových bodov, serverov, sieťových zástrčiek 
atď.) zabezpečujúci prístup k internetu a jeho službám až v dokopy štyroch budovách 
na adresách Technická 8, Technická 10, Technická 12 a Technická 14. Náš 
informačný systém bude využívať platformu webovej aplikácie, a teda 
prostredníctvom www rozhrania bude možné evidovať(pridávať, upravovať, mazať a 
prehliadať) záznamy konkrétne o sieťach VLAN, WiFi prístupových bodoch, 
serveroch a sieťových zástrčkách v týchto štyroch budovách. Konkrétne sa jedná 
o evidovanie hardwarových špecifikácií sieťových prvkov, ich lokácií s presnosťou na 
miestnosť, v ktorej sa nachádzajú, ďalej administrátorov serverov, vlastníkov sietí 
VLAN, výrobcov a dodávateľov jednotlivých prvkov a podobne. Všetky parametre 
a informácie, ktoré bude systém evidovať o sieti budú detailnejšie popísané 
v podkapitole venovanej návrhu databázového modelu. 
 Na splnenie tohto zadania bude potrebné najprv navrhnúť a vytvoriť databázu, 
v ktorej bude možné uchovávať dáta o spomenutých prvkoch siete FEKT(WiFi AP, 
servery, sieťové zástrčky a VLAN siete). Táto databáza bude navrhnutá a vytvorená 
tak, aby zohľadnila požiadavky vedúceho tejto práce pána Ing. Tomáša Macha, Ph.D., 
ktorý je zároveň správca siete FEKT. 
 Na tento databázový model bude potom implementovaný výsledný informačný 
systém vo forme webovej aplikácie. Systém predpokladá takisto administrátorské 
rozhranie s viacerými skupinami správcov podľa úrovne oprávnenia manipulácie so 
systémom. Sada zvolených technológií pre vývoj tohto systému umožňuje 
responzivitu tohto webového systému. To znamená, že bude prístupný z akejkoľvek 
platformy, ktorá má prístup na internet, respektíve používa niektorý zo štandardných 
prehliadačov. Celý systém bude postavený na architektúre MVC vďaka použitiu PHP 
frameworku CodeIgniter ako hlavného nástroja pri vývoji tejto aplikácie. 
2.1.2    Rozšírené funkčné požiadavky systému 
V tejto podkapitole je stručne v odrážkach popísaná základná funkcionalita 
informačného systému: 
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 Používateľské prostredie tvorí horný navigačný panel s odkazmi a tlačidlami 
umožňujúcimi orientáciu v aplikácii, prihlasovanie užívateľov a input pre 
vyhľadávanie v konkrétnom zobrazovacom formulári a priestor pod 
navigačným panelom, ktorý bude slúžiť na zobrazovanie jednotlivých 
formulárov. Používateľské prostredie bude takisto inteligentné, to znamená, že 
bude dynamicky sprístupňovať a zakazovať rôzne prvky aplikácie 
používateľom na základe používateľskej skupiny, v ktorej budú zaradení. 
 Autentifikácia používateľov zahrňuje prihlásenie a odhlásenie 
registrovaného používateľa a s ním spojené vytvorenie takzvanej session pre 
daného používateľa, ako aj zobrazovanie validačných správ v používateľskom 
prostredí súvisiacich s nesprávnym zadaním používateľského mena a hesla. 
 Autorizácia užívateľov sa týka procesov spojených s priraďovaním 
registrovaných používateľov systému do jednotlivých používateľských skupín, 
vďaka ktorým vie systém rozlišovať typ používateľa a následne mu tak priradiť 
oprávnenia k jednotlivým funkciám systému. 
 Zobrazovanie údajov o sieťových prvkoch bude tvorené štyrmi 
tabuľkovými zobrazovacími formulármi pre WiFi prístupové body, servery, 
sieťové zástrčky a siete VLAN. Formuláre budú obsahovať základné triediace 
filtre a stránkovanie s dynamickým nastavovaním počtu zobrazených 
záznamov na jednu stranu. Taktiež bude možná generácia .XLS dokumentov 
z databázy. 
 Administrácia sietí VLAN, ktorú režírujú formuláre zabezpečujúce 
pridávanie, editovanie, mazanie a vyhľadanie záznamov o sieťach VLAN 
v databáze informačného systému. 
 Administrácia sieťových zástrčiek, ktorú režírujú formuláre zabezpečujúce 
pridávanie, editovanie, mazanie a vyhľadanie záznamov o sieťových 
zástrčkách v databáze informačného systému. 
 Administrácia WiFi prístupových bodov, ktorú režírujú formuláre 
zabezpečujúce pridávanie, editovanie, mazanie a vyhľadanie záznamov o WiFi 
prístupových bodoch v databáze informačného systému. 
 Administrácia serverov, ktorú režírujú formuláre zabezpečujúce pridávanie, 
editovanie, mazanie a vyhľadanie záznamov o serveroch v databáze 
informačného systému. 
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 Administrácia používateľov systému a zmena osobných údajov prihláseného 
používateľa. Tak isto budú vyvinuté formuláre na zobrazenie používateľov 
systému, ako aj registráciu nových používateľov, mazanie a editáciu 
existujúcich používateľov, čo zahŕňa aj zmenu používateľskej 
skupiny(oprávnení). 
2.1.3    Use case diagramy 
V nasledujúcej podkapitole sú vyobrazené a popísané takzvané use case diagramy, 
alebo inak diagramy prípadov použitia. Vďaka týmto diagramom vieme bližšie 
popísať fungovanie systému vo vzťahu k používateľom. Konkrétne sa jedná 
o neprihláseného používateľa a prihláseného používateľa v skupine Administrátor, 
alebo v skupine Editor. 
 
Neprihlásený používateľ 
Pre používateľov nášho systému, ktorý nie sú prihlásený(teda neprešli procesom 
autentifikácie a následnou autorizáciou) je prístupné prehliadanie, triedenie a 
vyhľadávanie záznamov o WiFi prístupových bodoch, serveroch, sieťových 
zástrčkách a VLAN sieťach. Tak isto dokáže neprihlásený používateľ generovať XLS 
zoznamy o jednotlivých prvkoch a ich špecifikáciách. Všetky ostatné akcie systému 
mu nie sú prístupné 
 
Obrázok 1 Use case diagram – neprihlásený používateľ 
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Prihlásený používateľ – Editor 
Prihlásený používateľ patriaci do skupiny Editor je taký používateľ, ktorý úspešne 
prešiel autentifikačným procesom systému, a následne sa autorizuje ako Editor. Jedná 
sa teda o registrovaného používateľa, ktorý bol v procese registrácie priradený do 
používateľskej skupiny Editor. 
Táto používateľská skupina Editor má okrem práva prehliadať záznamy 
o sieťových prvkoch systému oprávnenie aj tieto záznamy editovať. Zároveň má 
prístup aj k rozhraniu pre prihlásených používateľov, kde môže používateľ Editor 
meniť svoje osobné údaje a prehliadať ostatných používateľov. Ostatné akcie ako 
pridávanie nových záznamov a mazanie existujúcich záznamov, ako aj registrácia 
nových používateľov a ich mazanie používateľovi v skupine Editor prístupné nie sú. 
 
Obrázok 2 Use case diagram – prihlásený používateľ skupiny Editor 
 
Prihlásený používateľ – Administrátor 
Posledným typom používateľa je prihlásený používateľ patriaci do skupiny 
Admin(Administrátor). Jedná sa o typ používateľa, ktorý má absolútny prístup 
k akciám informačného systému. Tieto akcie zahŕňajú všetky funkcie typickej CRUD 
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aplikácie, čiže vytváranie(Create), čítanie záznamov(Read), editovanie existujúcich 
záznamov(Update) a ich mazanie(Delete). To znamená, že používateľ patriaci do tejto 
skupiny môže kompletne manipulovať s dátami o sieťových prvkoch, dokáže pridávať 
do systému nové záznamy o prvkoch siete a takisto obstaráva správu registrovaných 
používateľov systému, registráciu nových používateľov a zaraďovanie registrovaných 
používateľov do používateľských skupín. 
 
Obrázok 3 Use case diagram – prihlásený používateľ skupiny Admin 
 
3 POUŽITÉ TECHNOLÓGIE 
Keďže ide o webovú aplikáciu, v tejto kapitole budú rozobraté a bližšie popísané 
jednotlivé technológie ktoré boli použité pri vývoji a implementácii webovej aplikácie 
a návrhu a vytvoreniu databázy pre náš informačný systém. V nasledujúcich 
podkapitolách budú priblížené jazyky ako značkovací jazyk HTML a CSS takzvaný 
kaskádový štýl, ďalej skriptovací jazyk php, javascript, ako aj databázový systém 
MySQLi. Taktiež bude popísaný protokol HTTP ako základný komunikačný protokol 
medzi klientom a serverom. Všetky tieto technológie sú nevyhnutné pre 
implementáciu webovej aplikácie. 
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3.1    Protokoly a programovacie jazyky 
3.1.1    HTTP 
HTTP, alebo aj hypertext transfer protocol je protokol navrhnutý v roku 1997 za 
účelom komunikácie medzi serverom a klientom. Tento protokol pracuje na báze 
request-response, po slovensky žiadosť-odozva medzi klientom a serverom. 
Jednoduchým príkladom pre priblíženie fungovania tohto protokolu by bola situácia, 
kedy klient(prehliadač) podá tzv.HTTP request serveru, na základe ktorého potom 
server podá odpoveď(response) klientovi. Táto odpoveď(response) obsahuje 
informáciu o statuse požiadavky(request) klienta a tiež môže obsahovať vyžiadaný 
obsah(requested content).[1] 
 Tento protokol používa viacero metód, no najčastejšie ide o GET, alebo POST 
metódy. Práve tieto metódy umožňujú request-response vzťah medzi klientom 
a serverom. Metóda GET slúži na vyžiadanie dát z určitého zdroja, pri čom metóda 
POST zadáva dáta, ktoré spracováva konkrétny zdroj.[2] 
 V roku 2015 bola vydaná nová verzia tohto protokolu, HTTP/2.0 
a momentálne je podporovaná všetkými poprednými internetovými prehliadačmi. 
Táto nová verzia protokolu je plne kompatibilná s predchádzajúcou verziou a zároveň 
poskytuje rýchlejšiu odozvu, docielenú lepším prenosom dát medzi klientom 
a serverom.[3] 
3.1.2    HTML 
Hypertext markup language, alebo inak hypertextový značkový jazyk, je štandardný 
značkovací jazyk, ktorý sa používa na vytváranie webových stránok. Je určený na 
prezentáciu informácii ako sú odseky, tabuľky, fonty a podobne. Prezentáciu 
sprostredkúva internetový prehliadač, ktorý je schopný čítať HTML dokumenty a z 
nich skladať  webové  stránky za pomoci značiek, vďaka ktorým  vie interpretovať 
obsah dokumentu. Ako bolo vyššie spomenuté, ide o značkovací jazyk, to znamená, 
že jeho syntax je založený na používaní elementov, ktoré sú zložené zo značiek(tagov) 
uzavretých v ostrých zátvorkách, pri čom každý element začína otváracím tagom a 
končí zatváracím  tagom( <tag> element </tag>). Tag  môže  navyše  obsahovať 
ďalšie atribúty, ktoré doplňujú vlastnosti elementu. Niektoré tagy reprezentujú 
prázdne elementy, a preto sú nepárové. Typickým príkladom takého tagu je <img> tag. 
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Obrázok 4 základná kostra HTML dokumentu 
 
Na obrázku vyššie máme uvedenú základnú koncepciu, alebo kostru každého 
HTML dokumentu. Obvykle nad otváracím HTML tagom nájdeme <!DOCTYPE 
html>, čím deklarujeme, že ide o HTML dokument. Vidíme, že každý HTML 
dokument je ohraničený HTML tagmi(značkami). Tieto tagy nám teda vytvárajú 
HTML dokument, ktorý sa ďalej člení na hlavu dokumentu a telo dokumentu(tagy 
HEAD a BODY). Tieto tagy tvoria základnú konštrukciu HTML dokumentu, pri čom 
text medzi BODY tagmi tvorí viditeľný obsah web stránky. Text medzi HTML tagmi 
by sme mohli vysvetliť ako text, ktorý popisuje danú web stránku. 
Tag <head>, ako je uvedené na obrázku, z pravidla obsahuje TITLE tag, 
ktorý slúži na vytvorenie názvu dokumentu a môže byť vždy iba jeden. Taktiež  je  
dôležitý z hľadiska vyhľadávacích  nástrojov(search engines) v internete. Z tohto 
dôvodu by mal adekvátne popisovať obsah, alebo účel danej web stránky. Tag <head> 
ďalej zahŕňa skripty, štýly, meta data a iné. Za zmienku tu stojí takzvaný META tag. 
Ide o nepárový tag, ktorý slúži na popis meta dát. Sú to informácie o samotnom 
dokumente, nie o jeho obsahu. Napríklad môžu uchovávať meno autora dokumentu 
pri čom, užívateľ ich nevidí a však systém s nimi dokáže pracovať. Každý META 
element špecifikuje názov svojej premennej a jej hodnotu. 
3.1.3    CSS 
Cascading style sheet, alebo kaskádový systém(CSS) je vlastne rozšírenie HTML, 
ktoré popisuje vzhľad a formát dokumentu napísaného v značkovacom 
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jazyku(HTML). Tento mechanizmus definovania štýlov má teda na starosti vizuálne 
formátovanie internetového dokumentu, a teda oddeľuje HTML od vizuálneho 
formátovania dokumentu. Spolu s HTML a JavaScriptom sa teda jedná o základnú 
technológiu používanú väčšinou stránok za účelom vytvorenia vizuálne pútavých web 
stránok a užívateľských rozhraní pre webové aplikácie. 
 Hlavným dôvodom vzniku CSS bolo umožniť separáciu obsahu dokumentu od 
jeho vizuálnej prezentácie. Zahŕňa elementy ako rozloženie, farby a fonty. Toto 
oddelenie zlepšuje prístupovosť, poskytuje lepšiu flexibilitu a kontrolu v 
špecifikácii prezentačných charakteristík. Dovoľuje viacerým HTML stránkam 
zdieľať spoločné formátovanie pomocou CSS súboru, ktorý funguje ako zoznam 
štýlov, alebo pravidiel pre formátovanie vizuálnej prezentácie stránky. Teda skutočne 
umožňuje oddeliť prezentačné inštrukcie z HTML obsahu do separovaného súboru, 
alebo sekcie štýlov v HTML súbore. Znížila sa teda zložitosť  a opakovanie 
štrukturálneho obsahu, ako napríklad sémanticky nevýznamné tabuľky, ktoré boli v 
starších verziách široko používané na formátovanie stránok pred tým, než všetky 
popredné prehliadače začali podporovať CSS.[4] 
CSS poskytuje pre každý HTML element zoznam formátovacích inštrukcií. Táto 
separácia formátovania a obsahu umožňuje zobrazovať rovnakú HTML stránku v 
rôznych štýloch  vykreslovacích metód. Taktiež môže byť použitá pri rozdielnom 
zobrazovaní webovej stránky v závislosti na veľkosti obrazovky, alebo zariadení 
na ktorom sa daná webová stránka prezerá. Veľkou výhodou CSS systému je, že 
estetické zmeny dizajnu určitého dokumentu, alebo viacerých dokumentov, môžu byť 
zmenené rýchlo a jednoducho úpravou súboru s CSS štýlmi. 
 Existujú tri spôsoby vkladania kaskádového systému : 
 
 Externý kaskádový systém vhodný ak sa má daný štýl aplikovať pre 
viacero stránok, takže je možné zmeniť kompletný vzhľad stránky zmenou 
jedného súboru(CSS súbor). Každá stránka musí obsahovať link na 
zoznam štýlov(CSS súbor) prostredníctvom <link> tagu, ktorý je nutné 
umiestniť do HEAD sekcie. 
 
 Interný kaskádový systém  by mal byť použitý, keď dokument potrebuje 
unikátny štýl. Opäť interný štýl sa definuje v HEAD sekcii HTML 
dokumentu za použitia <style> </style> tagu 
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 Inline štýl stráca mnoho z výhod kaskádových systémov, nakoľko v tejto 
metóde použitia CSS dochádza k miešaniu obsahu s prezentáciou HTML 
dokumentu, a preto by sa táto metóda mala používať zriedkavo. Syntax je 
ekvivalentný ako pri písaní atribútov tagu akurát sa použije kľúčové slovo 
style. 
Viaceré kaskádové štýly fungujú tak, že ak sú niektoré vlastnosti nastavené pre jeden 
selektor v rôznych CSS štýloch, výsledné hodnoty sa dedia z viac špecifickejšieho 
CSS štýlu. Napríklad: 
 
Predpokladáme, že externé CSS nastavuje vlastnosti na: 
 
 
h1 { 
 
color: navy; 
 
 
margin-left: 20px;} 
 
Ďalej predpokladáme, že interné CSS nastavuje vlastnosti na: 
 
 
h1 { 
 
color: orange;} 
 
Ak je stránka s interným CSS spojená tiež s externým CSS, vlastnosti pre 
 
element h1 sú: 
 
 
color: orange; 
 
 
margin-left: 20px; 
 
V tomto príklade vidíme kombináciu rôznych typov CSS. Left margin je teda 
zdedený z externého CSS zatiaľ čo farba je nahradená interným CSS. 
3.1.4    JavaScript 
JavaScript je, skriptovací jazyk, ktorý popri HTML a CSS, patrí medzi tri hlavné 
technológie, ktoré sa využívajú na tvorbu obsahu world wide web. Taktiež je 
podporovaný prevažnou väčšinou plug-inov a webových prehliadačov. JavaScript 
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podporuje objektovo orientované programovanie. Obsahuje API(application 
programming interface) pre prácu s textom, poľami, a obvyklými výrazmi, avšak 
nezahŕňa I/O(vstupy/výstupy). Tie preberá od prostredia, v ktorom je JavaScript 
použitý. Je potrebné spomenúť, že napriek podobe v názve JavaScript a Java sú dva 
nesúvisiace jazyky. Syntax JavaScriptu vychádza zo syntaxe jazyka C, pri čom 
sémantika a dizajn sú ovplyvnené programovacími jazykmi Self a Scheme.[5] 
 JavaScript podobne ako php, sa používa na pridanie klient-server aspektu  do 
html stránok, respektíve vytvára dynamické html stránky. Hlavnou nevýhodou 
JavaScriptu v porovnaní a php je, že nemusí byť podporovaný zo strany 
prehliadača(prípadne prehliadač podporuje len konkrétnu verziu JavaScritu). Na tento 
aspekt by sa malo myslieť pri vyvíjaní aplikácii, tak aby daná aplikácia sa zo stránky 
funkčnosti nespoliehala iba na JavaScript. Z tohto dôvodu sa JavaScript najmä využíva 
pri dizajne stránok, ako je napríklad interaktívny obsah html dokumentu, rôzne 
animácie a podobne. 
 Je dôležité tiež poukázať na potenciálne bezpečnostné riziká spojené 
s používaním JavaScriptu. Keďže JavaScript sa najprv stiahne a následne spustí na 
strane používateľa, používateľ by teoreticky mohol takto stiahnuť script, ktorý by 
narušil jeho bezpečnosť. Autori webových prehliadačov tento problém vyriešili dvomi 
obmedzeniami. Prvé zabezpečuje, že skript beží v takzvanom sandboxe, kde je 
separovaný, pri čom môže vykonávať len akcie súvisiace s webom a nie bežné 
programátorské úkony ako vytváranie súborov a podobne. Druhé obmedzenie 
zabezpečuje, že skripty z jednej webovej stránky nemajú prístup k informáciám ako 
používateľské mená, heslá, alebo cookies, ktoré sú poslané do druhej webovej 
stránky.[6]
3.1.5    PHP 
PHP je populárny skriptovací jazyk, ktorý sa používa na strane servera a bol navrhnutý 
na tvorbu dynamických webových aplikácii, ale taktiež aj ako viacúčelový 
programovací jazyk. PHP kód je možné jednoducho spájať s HTML kódom a 
dokáže spolupracovať s databázovými systémami(MySQL a pod.), alebo môže byť 
použitý v kombinácii s rozličnými systémami webových šablón a frameworkami. 
Tento skriptovací jazyk využíva v dnešnej dobe nespočetné množstvo vývojárov a 
serverov. 
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Obrázok 5 Funkcia php vo vzťahu klient-server 
 
 PHP kód je spracovávaný interpreterom, obyčajne teda serverom. Po 
spracovaním a vykonaní príkazov kódu serverom, odošle klientovi výsledok vo forme 
generovaného HTML kódu, teda webovej stránky. Taktiež však jazyk PHP môže byť 
použitý v samostatných grafických aplikáciách. Syntax jazyka PHP má určité 
spoločné prvky s jazykmi Pearl, Java a C. Ako už bolo spomínané, najčastejšie sa 
tento jazyk používa na tvorbu webových aplikácii, a to hlavne kvôli nezávislosti na 
platforme a operačnom systéme(kompatibilita) a faktu, že sa jedná o open source 
jazyk čo umožňuje jeho voľné používanie bez nutnosti zakupovania licencie a 
podobne.[8] 
Jeho prvé začiatky siahajú až do roku 1994 kedy bol vytvorený Rasmusom 
Lerdorfom. Pôvodne ho Lerdorf používal na sledovanie návštev jeho online 
životopisu, a preto ho nazval Personal Home Page Tools. Postupom času bola 
potrebná väčšia funkcionalita a tak vznikol PHP Tools, ktorý už dokázal 
komunikovať a pracovať s databázou a poskytoval framework, s ktorým mohli 
užívatelia vyvíjať jednoduché dynamické webové aplikácie. Nakoniec v roku 1995 
Lerdorf sprístupnil zdrojový kód PHP Tools verejnosti a vzniká prvá open sourceová 
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verzia PHP. Neskôr toho roku vydal verziu PHP-FI(forms interpreter), ktorá sa už 
funkcionalitou podobala dnešnému PHP. Syntax tejto verzie bol podobný so syntaxou 
jazyku Pearl. Jazyk stále získaval na popularite a nasledovali nové vydania ako 
Personal Home Page construction kit, ktoré sa stále svojou koncepciou a syntaxou 
podobali na deriváty jazykov Pearl a C. Zlom nastal v roku 1997 kedy bolo 
prepísané celé jadro a vznikla nová verzia PHP 2.0 . Neskoršie verzie stále narastali 
na sofistikovanosti ich konceptu. Napríklad verzia PHP 3.0, ktorej silnou stránkou 
bola práve jednoduchá rozšíriteľnosť o ďalšie moduly. V roku 2000 vychádza verzia 
PHP 4.0, ktorá bola opäť zlepšená po výkonnostnej stránke no obsahovala aj iné 
kľúčové prvky, a síce podporu pre viacero web serverov, zavedenie http sessions, 
ako aj bezpečnejšie spôsoby obstarávania užívateľského inputu dát. Postupne s 
rozvojom objektového programovania sa naskytla práve potreba rozšírenia PHP o 
objektovo orientovaný prístup, a tak v roku 2004 vychádza verzia PHP 5.0, ktorá v 
dnešnej dobe zabezpečuje chod veľkej väčšiny webových aplikácií.[7] 
3.2    Databázy 
Databáza je určité množstvo dát, alebo informácii štruktúrovane zoskupených a 
uložených v počítačovom systéme. Typickým príkladom využitia databáz sú rozličné 
evidenčné a informačné systémy(evidencia vozidiel, študentský informačný systém, 
sklady a podobne). Človek môže potom vyťahovať informácie z danej databázy 
pomocou takzvaných dotazov použitím niektorého zo systémov pre správu 
databáz. 
 Tieto systémy využívajú takzvané dotazové jazyky ako napríklad SQL, ktoré 
umožňujú definíciu, vytvorenie, dotazovanie(querying), doplnenie a vôbec celkovú 
administráciu databázy. Sú veľmi často používané vo webových aplikáciách nakoľko 
umožňujú ukladať dáta, ktoré majú medzi sebou určitú reláciu. Medzi najznámejšie 
databázové systémy na internete patrí MySQL,.Oracle, Microsoft SQL server a 
podobne. 
3.2.1    Vývoj databáz a databázových systémov 
Vývoj technológie databáz môžeme prakticky rozdeliť do troch častí, v závislosti 
na databázovom modely na: hierarchický, sieťový a relačný. 
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 Hierarchický databázový model bol používaný skorými databázovými 
systémami a vznikol v roku 1960. Jedná sa o dátový model, v ktorom sú dáta 
usporadúvané do stromovej štruktúry, podľa svojej nadriadenosti. Dáta sú ukladané 
ako záznamy, ktoré sú medzi sebou poprepájané. Záznam tvorí súbor 
buniek(ekvivalent riadku v relačnom databázovom modely), pri čom každá obsahuje 
jednu špecifickú hodnotu. Tento hierarchický model určuje, že každý záznam 
potomka je spojený s práve jedným záznamom rodiča, zatiaľ čo záznam rodiča, môže 
byť spojený s viacerými záznamami potomkov. Ak chceme v tomto modeli pristúpiť 
k určitým dátam, musíme zakaždým prejsť celú stromovú štruktúru od hora na dol. 
 
 
 Sieťový databázový model vyvinul Charles Bachman v roku 1969. Na rozdiel 
od hierarchického databázového modelu, ktorý funguje ako strom záznamov, pri čom 
každý záznam má jedného rodiča a veľa potomkov, sieťový databázový model 
umožňuje každému záznamu mať viacero rodičovských záznamov rovnako ako aj 
viacero potomkov. Teda celková schéma nie je obmedzovaná žiadnou hierarchiou, ako 
tomu bolo v predchádzajúcom modely. Táto schéma je teda tvorená súbormi 
záznamov ktoré sú pospájané vzťahmi v sieťovej databáze. Umožňuje tak 
prirodzenejšie modelovanie vzťahov medzi entitami na rozdiel od hierarchického 
modelu. Nevýhodou však je, podobne ako u hierarchického modelu, zviazanosť  
počiatočným návrhom štruktúry. 
 Obrázok 6 Hierarchický databázový model 
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 Relačný databázový model bol vyvinutý Edgarom Coddom v roku 1990. 
Vznikol za účelom poskytovania deklaratívnych metód pre špecifikáciu dát a 
dotazov, teda užívateľ priamo uvádza aké informácie bude databáza obsahovať, a 
následne sa databázový systém postará o popis dátových štruktúr pre ukladanie a 
procedúr pre odpovedanie dotazov. Relačný databázový model organizuje údaje 
formou usporiadaných entít, teda tabuliek. V tomto modeli je každá položka stĺpcom 
tabuľky a záznam tvorí jeden riadok v tabuľke. Skutočné usporiadanie záznamov je 
nepodstatné, pretože každý záznam je samostatne identifikovaný určitou unikátnou 
hodnotou a preto užívateľ nemusí poznať skutočné umiestnenie záznamu, pokiaľ chce 
z neho získať dáta. To je najväčší rozdiel tohto modelu oproti hierarchickému a 
sieťovému modelu. Prevažná väčšina databáz založených na tomto modely využíva 
na definíciu dát a formovanie dotazov(queries) jazyk SQL. O tomto jazyku a 
databázovom systéme MySQLi si povieme neskôr.[9] 
 
 Obrázok 7 Sieťový databázový model 
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Obrázok 8 Relačný databázový model 
 
3.2.2    SQL 
SQL, alebo Structured Query Language je špeciálny programovací jazyk vyvinutý v 
sedemdesiatych rokoch firmou IBM. Neskôr vznikli podobné koncepty vo firme 
ORACLE. Oficiálne bol však vydaný v roku 1974 pod záštitou organizácie pre 
štandardizáciu ISO a bol určený na správu dát a toku dát skladovaných v relačnom 
databázovom systéme.[10] 
 SQL pozostáva kvázi z dvoch jazykov, a to z jazyka pre definíciu dát a z 
jazyka pre manipuláciu s nimi. Tento jazyk zahŕňa všetky základné operácie s 
dátami v systéme ako sú príkazy na vkladanie, dotazovanie, zmazanie a podobne. 
Nižšie sú vysvetlené niektoré frekventované príkazy jazyka SQL. 
 
SQL príkazy pre definíciu dát 
Tieto príkazy sú súčasťou jazyka pre definíciu dát a využívajú sa na vytvorenie a 
spravovanie dátových objektov(vytvorenie tabuľky, jej zmazanie a podobne). 
CREATE TABLE – slúži na vytvorenie databázového objektu ako napríklad tabuľku 
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ALTER TABLE – modifikuje štruktúru už existujúceho objektu, napríklad pridanie stĺpca 
do tabuľky 
TRUNCATE TABLE – slúži na nenávratné zmazanie všetkých dát z tabuľky avšak 
nezmaže danú tabuľku 
DROP TABLE – slúži na nenávratne zmazanie objektu v databáze 
 
SQL príkazy pre manipuláciu s dátami 
Tieto príkazy sú súčasťou jazyku pre manipuláciu s dátami a využívajú sa pre 
získanie dát z databázy a ich upravovanie. 
INSERT – vloží riadky do existujúcej tabuľky 
UPDATE – upraví súbor riadkov v existujúcej tabuľke 
DELETE – vymaže riadky z existujúcej tabuľky 
SELECT – vyberie záznam z tabuľky(stĺpec), pri čom je potrebné určiť tabuľku a typ 
záznamu, ktorý sa má z danej tabuľky načítať 
3.2.3    Databázový systém MySQLi 
MySQL je jeden z najpoužívanejších databázových systémov pre relačné databázy. 
Funguje na všetkých systémových platformách a je napísaný v jazykoch C a C++. 
Tento systém je využívaný prevažnou väčšinou webových aplikácii na správu ich 
databáz.[11] 
 Databázový systém MySQL vznikol v roku 1995. Odvtedy prešiel viacerými 
zmenami z nich nedávna spôsobila, že od marca roku 2014 kompletne nahradzuje 
MySQL jeho rozšírená verzia MySQLi(i znamená improved). Toto nové rozšírenie 
zlepšuje hneď niekoľko vylepšení, z ktorých asi najzásadnejšie je objektovo 
orientovaný prístup, pri čom stále umožňuje používanie procedurálneho spôsobu 
programovania, ako to bolo u predchádzajúcej verzii. Ďalšou výhodou je, že 
MySQLi rozširuje funkcie MySQL a dopĺňa ich o niektoré nové funkcie. Taktiež  
zlepšuje celkovú úroveň zabezpečenia databázy.[12] 
 Administrácia MySQLi je riešená opensourceovým nástrojom phpMyAdmin, 
ktorý používa prehliadač ako grafické rozhranie pre užívateľa. Jednoducho umožňuje 
vytváranie, editáciu a mazanie databáz, ako aj tabuliek a záznamov v nich. 
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3.2.4    Normalizácia štruktúry tabuliek 
Pri tvorbe webových aplikácii je z pravidla prvým krokom návrh databázy, ktorú 
bude daná aplikácia používať. Tento proces návrhu databázy má svoje normy a 
pravidlá, ktoré sa dodržujú kvôli správnosti a efektívnosti výsledného  systému. 
 Normalizácia štruktúry tabuliek definuje základné pravidlá na tvorbu 
tabuliek. Pravidlá v tejto norme zabezpečujú, aby nedochádzalo k chybám v štruktúre 
pri definícii tabuliek. Táto normalizácia spočíva v rozdelení tabuľky do menších 
tabuliek aby sa dosiahla prehľadnosť v databáze. V princípe máme tri pravidlá.[13] 
 
Prvá normálová forma – 1NF 
Pole každého atribútu musí obsahovať iba atomické hodnoty. To znamená, že 
dáta v danej hodnote už nie sú ďalej deliteľné, teda stĺpec nesmie obsahovať viac ako 
jednu hodnotu. 
Druhá normálová forma – 2NF 
Táto norma je splnená, ak tabuľka spĺňa prvú normálovú formu a zároveň všetky 
atribúty, ktoré nie sú kľúčové, sú závislé na primárnom kľúči. 
Tretia normálová forma – 3NF 
Tabuľka splňuje tretiu normálovú formu ak splňuje druhú normálovú formu a 
zároveň jednotlivé atribúty tabuľky, ktoré nie sú primárne sú na sebe nezávislé. 
3.2.5    Relačné vzťahy 
Vzťahy medzi tabuľkami v databázy definujú skutočné súvislosti a vzťahy medzi 
objektmi nášho problému, ktoré tieto tabuľky interpretujú. Rozlišujeme celkovo tri 
typy vzťahov medzi tabuľkami: 
 
Relácia 1:1 
V tomto vzťahu patrí záznamu práve jeden záznam v druhej tabuľke, teda počet 
záznamov v jednej tabuľke bude rovnaký ako počet záznamov v tabuľke druhej. Tento 
druh vzťahu je používaný zriedkavo, nakoľko nie je dôvod takéto údaje nezlúčiť do 
jednej tabuľky. Príklad takéhoto vzťahu by bol šoférovanie auta vodičom(v jednej 
chvíli konkrétny vodič riadi auto a zároveň dané auto je riadené práve tým jedným 
vodičom). 
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Relácia 1:N 
Tento vzťah definuje situáciu, kedy priraďujeme jednému záznamu viacero 
záznamov z inej tabuľky. Tento vzťah je najpoužívanejší. Jednoduchým príkladom 
by bol vzťah autobus-cestujúci. Teda v jednom okamihu cestuje v jednom 
konkrétnom autobuse niekoľko cestujúcich. To znamená, že počet záznamov 
tabuľkách autobus a cestujúci sa bude líšiť a tieto dve tabuľky by boli prepojené 
cudzím kľúčom v tabuľke cestujúci, ktorý by bol identický s niektorým primárnym 
kľúčom v tabuľke autobus. To by zabezpečilo, že tabuľka autobus je nadradená voči 
tabuľke cestujúci a ku každému záznamu autobusu by sme mohli priradiť niekoľko 
záznamov z tabuľky cestujúci, vďaka cudziemu kľúču. 
 
Relácia N:M 
Tento typ vzťahu umožňuje niekoľko záznamom z jednej tabuľky priradiť niekoľko 
záznamov z druhej tabuľky. V praxi sa toto riešenie rieši pomocou prvých dvoch 
vzťahov, za pomoci tretej pomocnej tabuľky zloženej z kombinácie oboch kľúčov 
tabuliek(tzv. väzobná tabuľka). Príkladom z reálneho života by bola napríklad 
evidencia výrobkov a ich atribútov, kedy má jeden výrobok niekoľko atribútov no 
zároveň určité atribúty zdieľa viacero výrobkov. Teda by sme vytvorili väzobnú 
tabuľku medzi tabuľkami výrobok a atribút, ktorá by obsahovala cudzie kľúče 
odkazujúce na tabuľku výrobok a tabuľku atribút. 
3.3    Frameworky a knižnice 
Framework je knižnica už naprogramovaných tried a metód. Cieľom frameworku je 
zlepšiť efektivitu vytvárania softwareu, teda zlepšiť produktivitu vývojárov a kvalitu, 
spoľahlivosť a robustnosť vyvíjaného softwaru. Konkrétne produktívnosť vývojárov 
je zlepšená tým, že framework umožňuje vývojárom sústrediť sa na unikátne 
požiadavky ich aplikácie a oslobodzuje ich od riešenia rutinných úkonov, 
vyskytujúcich sa pri vývoji každej aplikácie. 
 Medzi hlavné výhody používania frameworkov môžeme teda zaradiť 
znovupoužiteľnosť už vstavaných a otestovaných tried a ich metód, čím zvyšujeme 
spoľahlivosť novej aplikácie a skracujeme dobu vývoja. Ďalšou obrovskou výhodou 
frameworku je možnosť ho rozšíriť o vlastné metódy a knižnice, ako aj obvykle 
jednoduchá integrácia knižníc tretích strán. 
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 Ako nevýhody používania frameworkov môžeme považovať obtiažnosť a 
zdĺhavosť pri ich samotnom vývoji(z hľadiska dizajnérov a tvorcov frameworkov). 
Ďalej ako nevýhoda môže byť považovaná doba potrebná k osvojeniu si samotného 
framework vývojárom aplikácie, nakoľko časom sa môže stať framework až príliš 
komplexným.[14] 
3.3.1    jQuery 
Jedná sa o javascriptovú knižnicu, ktorá je rýchla, pomerne malá, no za to bohatá na 
funkcie. Umožňuje jednoduchú manipuláciu s html dokumentami(DOM-document 
oriented modeling), vytváranie animácií, a taktiež zjednodušuje prácu s AJAXom. 
Táto knižnica je podporovaná všetkými poprednými prehliadačmi a taktiež je možno 
ju pomerne jednoducho rozšíriť o nové elementy a metódy. Využíva ju aj šablónovací 
framework Bootstrap, ktorý si priblížime nižšie.[15] 
3.3.2    Bootstrap 
Jedná sa o free open-source front-end framework, ktorý sa používa pri vývoji 
webových stránok a aplikácií. Bootstrap obsahuje HTML a CSS dizajnové prvky, 
ktoré sa dajú jednoducho upravovať podľa potreby dizajnéra. Konkrétne obsahuje 
predpripravené prvky formulárov a navigačných menu ako sú fonty, tlačidlá, tabuľky, 
linky a ostatné prvky užívateľského rozhrania. Tento framework teda umožňuje 
jednoduchú tvorbu dizajnu web stránok a webových aplikácií.[16] 
 Bootstrap sa pôvodne nazýval Twitter Blueprint a bol vytvorený Markom 
Ottom a Jacobom Thorntonom, ktorý pracovali v známej sociálnej sieti Twitter. 
Keďže spočiatku sa na vývoj používateľského rozhrania Twitteru používali viaceré 
rozličné knižnice, Bootstrap bol vytvorený ako framework kvôli udržaniu 
konzistentnosti v interných nástrojoch Twitteru. Spočiatku tento framework vyvíjala 
len malá skupina vývojárov, ktorý ho nazvali Twitter blueprint. Postupne sa rozrástli 
o ďalších vývojárov v Twitteri, až napokon v auguste roku 2011 sa framework 
premenoval na Bootstrap a bol vydaný ako open source projekt.  
 Bootstrap bol naďalej vedený dvojicou Otto a Thornton a ich úzkou skupinou 
vývojárov, no ako opensource projekt mal už veľké množstvo kontribútorov po celom 
svete. Odvtedy vyšlo niekoľko verzií, ktoré uviedli mnohé vylepšenia a to v prvom 
rade responzívny dizajn pre mobilné zariadenia a tablety. Momentálne aktuálna verzia 
30 
 
Bootstrapu je Bootstrap 3, pri čom Bootstrap 4 je v testovacej fáze. Verziu Boostrap 3 
som použil aj pri vývoji informačného systému pre evidenciu sieťovej infraštruktúry. 
 Čo sa týka štruktúry samotného frameworku, Bootstrap je modulárny a vo 
svojej podstate sa skladá z viacerých komponentov. Tieto komponenty sú tvorené 
stylesheets, teda sadov štýlov, ktoré poskytujú základné definície štýlov všetkých 
kľúčových HTML elementov. Ďalej sú to znovupoužívateľné komponenty, ktoré 
môžeme považovať ako HTML elementy s pokročilými vlastnosťami ako sú rozličné 
zoskupenia tlačidiel, alebo tzv. dropdown tlačidlá a ďalšie iné. Na záver treba 
spomenúť JavaScript komponenty tohto frameworku. Jedná sa o komponenty tvorené 
jQuery pluginmi, ktoré poskytujú ďalšie elementy používateľského rozhrania ako tzv. 
modal okná, výstražné značenia a podobne.[17] 
3.3.3    PHPExcel 
Jedná sa o knižnicu, ktorá poskytuje súbor tried pre jazyk PHP, ktoré umožňujú čítať, 
zapisovať a vytvárať súbory rôznych tabuľkových a prezentačných formátov ako sú 
Excel, CSV, PDF, Gnumeric a podobne. Knižnica PHPExcel je vyvinutá podľa 
štandardu Microsoft OpenXML a je dostupná ako open source projekt. Taktiež je 
k tejto knižnici dostupná prehľadná dokumentácia s popisom tried a metód knižnice 
PHPExcel. V informačnom systéme na evidenciu sieťovej infraštruktúry som túto 
knižnicu použil pri generovaní .xls reportov z databázy.  
3.4    CodeIgniter 
Codeigniter je jeden z najpopulárnejších PHP frameworkov s architektúrou 
MVC(Model-View-Controller). Tento framework je od verzie 3.0 vydaný pod 
licenciou MIT a dôležité je tiež poznamenať, že sa jedná stále o aktívny projekt. To 
znamená, že vývoj tohto frameworku nie je ukončený, a teda sa predpokladajú ďalšie 
nové verzie.[18] 
 Codeigniter markantne urýchľuje tvorbu webových aplikácií tým, že poskytuje 
bohatú sadu knižníc a helperov pre bežne potrebné úkony spojené s infraštruktúrou 
aplikácie, a zároveň umožňuje jednoduchý prístup a prácu s nimi. Tým minimalizuje 
množstvo kódu potrebného na splnenie určitej úlohy. 
 Medzi jeho hlavné výhody patrí vysoký výkon a rýchlosť, vyžaduje minimum 
konfigurácie, nie je potrebné pri práci s ním využívať terminál(command line), má 
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jednoduchý syntax, neobsahuje príliš rozsiahle a komplexné knižnice, a zároveň 
umožňuje jednoduchú rozšíriteľnosť svojich knižníc. Taktiež obsahuje prehľadnú 
a rozsiahlu dokumentáciu. Práve z týchto dôvodov som sa rozhodol zvoliť si práve 
tento framework.[19] 
3.4.1    MVC architektúra 
Hoci pôvodne bola táto MVC(Model-View-Controller) architektúra vyvinutá pre 
počítačové softwareové aplikácie, našla široké uplatnenie práve vo vývoji webových 
aplikácií, konkrétne niekoľko popredných komerčných a nekomerčných frameworkov 
bolo vytvorených na báze MVC architektúry. Táto architektúra rozdeľuje 
infraštruktúru aplikácie do troch základných súborových typov, ktoré predstavujú tieto 
tri vrstvy a síce model, controller a view.[20] 
Model 
Model aplikácie je súbor php tried, ktoré sú určené na prácu s dátami. Napríklad 
povedzme, že vývojár potrebuje vytvoriť klasickú CRUD aplikáciu(Create – Read – 
Update - Delete). Model aplikácie, ktorú vyvíja zabezpečuje práve kľúčové operácie 
s databázou, spojené s vkladaním nových záznamov a dotazovaním sa na ne, ako aj 
upravovanie už vložených záznamov v databáze a ich mazanie. 
 
 Obrázok 9 MVC architektúra 
32 
 
View 
View alebo inak náhľad, je vo svojej podstate prezentačná vrstva frameworku s MVC 
architektúrou, ktorá je volaná controllerom. To znamená, že controller spracuje dáta, 
ktoré poskytne model z databázy a zobrazí ich vo view ako html dokument. 
 
Controller 
Contorller predstavuje riadiacu vrstvu. Zavolanie controlleru sa vyvolá http requestom 
z prehliadača(užívateľ). Z prijatej žiadosti controller určí, ktorý model má použiť 
a v ktorom view má vykresliť data poskytnuté modelom. Controller je zložený 
z viacero častí, ktoré manažujú réžiu celej aplikácie. Tieto dve časti pozostávajú 
z front controllera a action controllera. Na obrázku nižšie je znázornené fungovanie 
controlleru. 
Na obrázku vidíme, že celý cyklus sa začína prijatím požiadavku(requestu) užívateľa 
front controllerom. Následne front controller predá data smerovaču(router), ktorý zistí, 
aká akcia prípadne aké akcie sú potrebné vykonať, a potom front controller podľa 
 
Obrázok 10 Schéma fungovania controlleru 
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dispečera vykoná ďalšie potrebné úkony. Nasleduje cyklus, v ktorom dispečer 
postupne volá action controllery, aby vykonali všetky ostatné akcie. Výsledok tohto 
celého procesu je predaný response objektu. Na záver front controller odošle odpoveď 
prehliadaču.[21] 
3.4.2    Zabezpečenie CodeIgniteru 
Framework, ktorý som použil pri vývoji aplikácie má mnohé zabezpečenia proti 
viacerým potencionálnym hrozbám. V tejto podkapitole si priblížime, ako sa dokáže 
CodeIgniter vysporiadať s najčastejšími bezpečnostnými hrozbami ako sú XSS(cross-
site scripting) a CSRF(cross-site request forgery). 
 
XSS filtering 
Codeigniter má v sebe zabudovaný XSS filtering. Jedná sa o prevenciu pred 
takzvaným cross-site scripting(XSS), ktorý umožňuje útočníkom injectovat(vkladať) 
skripty na strane klienta do webových stránok, ktoré sú prezerané používateľmi. 
Konkrétne sa jedná o škodlivé JavaScripty a iné typy kódu, ktoré sa pokúšajú 
napadnúť chránené údaje užívateľa, ako napríklad cookies a podobne. 
 CodeIgniter na to používa metódu xss_clean(), táto metóda prijíma aj 
nepovinný druhý boolovský parameter, ktorý dokáže testovať bezpečnosť obrázkov. 
Ak je teda tento druhý parameter nastavený na TRUE, namiesto vrátenia pozmeneného 
stringu funkcia vráti TRUE, ak je obrázok bezpečný a FALSE ak obsahuje potenciálny 
ohrozujúci skript, ktorý by potom mohol prehliadač spustiť.[22] 
 
Cross-site request forgery(CSRF) 
Cross-site requessst forgery, taktiež známa ako one-click útok, je zneužitie webovej 
stránky kedy neautorizované príkazy sú prenášané z používateľa, ktorého daná stránka 
„pozná“. Narozdiel od XSS, kde sa zneužíva „dôvera“ používateľa voči určitej web 
stránke To znamená, cieľom útoku je webová stránka, pri čom používateľ, ktorý má 
určitý level dôvery zo strany webovej stránky, je taktiež obeťou útočníka a zároveň 
nevedomým komplicom. 
 Codeigniter automaticky vkladá skrytú ochranu proti CSRF pri používaní form 
helperu, konkrétne vo všetkých input(vkladacích) formulároch, kde sa na označenie 
začiatku formuláru používa metóda form_open(). V prípade, že vývojár nepoužíva 
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form helper, môže použiť metódu get_csrf_token_name() a get_csrf_hash(). 
Tieto tokeny sa môžu buď regenerovať po každom vložení dát, alebo ostávajú rovnaké 
počas celého života CRSF cookie.[23]  
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4 NÁVRH INFORMAČNÉHO SYSTÉMU 
V tejto kapitole bude bližšie popísaný návrh dátového a procesného modelu systému 
a jeho následná implementácia. Jedná sa o postupný sled na seba nadväzujúcich 
krokov, ktoré boli vykonané za účelom vytvorenia informačného systému na evidenciu 
sieťovej infraštruktúry. Celý proces návrhu sa odvíja od analýzy požiadaviek, kde sú 
definované požiadavky na systém a user case diagramy uvedené v druhej kapitole, 
podľa ktorých sa následne vytvoril návrh dátového a procesného modelu pre 
informačný systém. Pri vytváraní databázového modelu(entintovo relačný diagram na 
obrázku 11) a procesného modelu(data flow diagram na obrázku 12) som použil český 
modelovací program CASE Studio 2. Ide o profesionálne prostredie pre vývoj 
databázových a k nim odpovedajúcim procesným modelom s podporou viacerých 
druhov databázových systémov. 
4.1    Návrh databázového modelu 
V tejto podkapitole budeme rozoberať postup pri tvorbe databázového modelu 
a samotnej databázy, na ktorej je postavená webová aplikácia nášho informačného 
systému pre evidenciu sieťovej infraštruktúry. Na kompletné namodelovanie dátového 
modelu a modelu procesného som použil český modelovací software CASE Studio 2. 
 Pred začatím samotného návrhu databázy sme s mojim vedúcim práce, pánom 
Ing. Tomášom Machom, Ph.D. rozobrali požiadavky na samotný systém z hľadiska 
informácií, ktoré má evidovať. Keďže celú sieť FEKTu tvorí zložitý a komplexný 
systém zložený z množstva prvkov, určili sme si, že systém bude evidovať konkrétne 
štyri prvky celej infraštruktúry a tými sú: servery, WiFi prístupové body, sieťové 
zástrčky a siete VLAN. 
Rovnako aj atribúty jednotlivých entít, ktoré popisujú vyššie spomenuté prvky 
siete boli konzultované a navrhnuté podľa požiadaviek pána Macha, nakoľko je 
správcom siete FEKT. Rozsah typov jednotlivých atribútov bol miestami volený 
s určitou nadsázkou voči štandardu z realizačných dôvodov. Okrem tejto skutočnosti 
je možné si všimnúť, že entita server obsahuje atribút processor, ktorý popisuje značku 
model a frekvenciu procesora zároveň, čo je proti tradičnej konvencii modelovania 
entít. Pre toto riešenie som sa tak isto rozhodol z dôvodu jednoduchšej implementácie 
aplikácie a správy samotnej databázy, na koľko tento údaj je len čisto informačný 
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a pán Macho vyžadoval v prvom rade prehľadnú evidenciu raidov a diskov servera, 
ktorej je v tomto modeli venovaná zvláštna pozornosť, nakoľko práve u týchto 
komponentov servera dochádza k problémom a výmenám najčastejšie. Tak isto 
atribúty popisujúce veľkosti pamäte raid zoskupení diskov a samotných diskov, ako aj 
operačnej pamäte sa mierne vymykajú zaužívaným konvenciám, nakoľko tieto 
atribúty zahŕňajú číselnú hodnotu a tak isto aj jednotku zároveň. Chcem však 
zdôrazniť, že aj napriek tomu toto riešenie nijako neovplyvňuje základnú funkciu 
systému a tou je poskytovanie informácií a evidovanie už spomenutých sieťových 
prvkov. Integrita celej MySQL databázy je zabezpečená systémom databázového 
úložiska InnoDB, ktorý umožňuje zachovať integritu parent-child relácií medzi 
entitami. Zo strany aplikácie je dodržanie typov a rozsahu atribútov daným databázou 
garantované validačnou triedou frameworku CodeIgniter, ktorá sa používa v každom 
formulári. Okrem zaručenia kompatibility vstupných dát s navrhnutou databázou 
validačná trieda zabezpečuje aj ochranu proti takzvanému SQL injecting a XSS. 
Na nasledujúcich stranách bude uvedený ERD(entitovo relačný diagram, 
obr.č.12) tvorený dokopy osemnásť entít predstavujúcich tabuľky navrhnutej databázy 
a identifikácia jednotlivých entít v databázovom modeli, ktoré popisujú jednotlivé 
prvky sieťovej infraštruktúry, ich polohu v campuse FEKT, ako aj správcov serverov 
a sietí. 
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Obrázok 11 Entitovo relačný diagram dátového modelu 
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4.1.1    Identifikácia entít databázového modelu 
V tejto podkapitole uvádzam tabuľky so zoznamom a popisom entít, ktoré sa 
nachádzajú v navrhnutom databázovom modely. Každá entita je definovaná atribútmi, 
ktoré sú zobrazené v dátovom modely v obr.č.12 na predchádzajúcej strane. 
 
Tabuľka 1 Zoznam a popis entít v dátovom modely 
Názov Popis 
users Registrovaní používatelia 
groups Používateľské skupiny 
query Systémová tabuľka – využíva sa pri posielaní zobrazovacích 
nastavení medzi linkami stránkovania v zobrazovacích 
formulároch 
owner Majitelia/prenajímatelia sietí VLAN 
vlan Siete VLAN 
socket Sieťové zástrčky 
location Lokalizácia sieťových prvkov(budova, miestnosť, popis) 
department Ústav, ktorý má pridelené viaceré záznamy lokalít 
manufacturer Výrobca zariadení 
supplier Dodávateľ zariadení 
wifi WiFi prístupové body siete 
admin Správcovia serverov 
server Servery 
system_disc Systémový disc serveru 
raid Raid zoskupenie dátových diskov serveru 
disc Dátový disc serveru začlenený v raid zoskupení 
 
Tabuľka 2 Zoznam a popis väzobných tabuliek 
Názov Popis 
vlan_owner Priadenie VLAN sietí majiteľom/prenajímateľom 
vlan_socket Priradenie sieťových zásuviek sietiam VLAN 
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4.2    Návrh procesného modelu 
V tejto podkapitole si definujeme a popíšeme procesy v informačnom systéme. Jedná 
sa o časť analýzy, kedy vývojár analyzuje požiadavky na systém z hľadiska procesov, 
ktoré bude neskôr nutné implementovať vo výslednej aplikácií tak, aby vo finále 
splňovala požiadavky zadávateľa. 
 Čo sa týka nášho informačného systému, mohli by sme ho označiť za takzvanú 
štandardnú CRUD aplikáciu. Ako už bolo v tomto texte spomenuté CRUD aplikácia 
je aplikácia, ktorá spravuje CRUD procesy (create, read, update a delete) týkajúce sa 
záznamov a ich existencie v databáze. Po analýze požiadaviek na informačný systém 
s pánom Ing. Tomášom Machom sme určili, že výsledný systém bude rozoznávať 
troch aktérov v závislosti od úrovne ich oprávnenia manipulácie s dátami(uvedené 
v use case diagramoch v kapitole 3.1.3), ktorým bude potom sprístupňovať jednotlivé 
CRUD procesy pre prvky server, WiFi prístupový bod, sieťová zástrčka a VLAN. 
 Základná schéma hlavného procesu informačného systému je zobrazená na 
obr.č.13 v takzvanom DFD(Data flow diagrame). Jedná sa o hlavný proces, ktorý vo 
všeobecnosti popisuje základné CRUD procesy týkajúce sa správy prvkov(WiFi AP, 
server, VLAN, sieťová zásuvka) vo vzťahu k používateľom systému. Na diagrame 
hlavného procesu sú teda zobrazené toky dát medzi jednotlivými aktérmi v systéme 
a informačným systémom ako hlavným procesom, predstavujúcim súbor všetkých 
procesov v informačnom systéme. 
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Obrázok 12 DFD hlavný proces 
4.2.1    Bližšia špecifikácia procesov 
V predchádzajúcej podkapitole sme definovali hlavných aktérov systému a priradili 
sme im procesy systému, ktoré im budú sprístupnené. Teraz si priblížime samotné 
fungovanie systému a procesov v ňom, bližším špecifikovaním hlavného procesu 
uvedeného v data flow diagrame(DFD) na obr.č.13. 
 Na obr.č.14 môžeme vidieť podrobnejší náhľad na tok dát v informačnom 
systéme a jasne vidíme škálu možností práce s dátami v závislosti od typu aktéra 
v systéme. Zároveň v tejto bližšej špecifikácii môžeme sledovať manipuláciu procesov 
s pamäťami, ktoré procesy využívajú. 
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Obr.č.14 – DFD informačný systém pre evidenciu sieťovej infraštruktúry
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5 IMPLEMENTÁCIA SYSTÉMU 
Pri realizácii webovej aplikácie informačného systému som použil, viacero 
technológií, ktoré boli priblížené v tretej kapitole. Ako server som pri vývoji použil 
svoj osobný počítač s nainštalovaným serverovým systémom Apache verzie 2.4.9 
s podporou PHP verzie 5.5.12 a databázy typu MySQLi verzie 5.6.17. Celý systém bol 
postavený na frameworku CodeIgniter verzie 3.0.2 a spolu s ním boli použité ďalšie 
frameworku a knižnice ako Bootstrap verzia 3.3.6 a PHPExcel verzia 1.8 , ktoré boli 
priblížené v kapitolách 2.3 a 2.4. 
 V nasledujúcom texte bude bližšie popísaná adresárová štruktúra systému, ako 
aj celková architektúra systému s popisom vyvinutých tried. Priblížená bude aj 
implementácia formulárov a na záver uvediem fotky vybraných obrazoviek aplikácie 
s ich stručným popisom. 
5.1    Adresárová štruktúra systému 
Systém využíva adresárovú štruktúru vytvorenú vývojármi frameworku CodeIgniter. 
Jej zloženie a popis sú uvedené nižšie. 
 Obrázok 14 adresárová štruktúra CodeIgniteru 
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Ako vidíme, CodeIgniter má dve hlavné adresáre a tými sú application a system. 
System obsahuje hotové systémové knižnice riešiace klasickú infraštruktúru webovej 
aplikácie. V zložke application sa nachádzajú adresáre pre konfiguráciu našej 
aplikácie, ďalej adresáre pre použitie vlastných knižníc, alebo pre integráciu knižníc 
tretích strán a adresáre pre implementáciu vlastných tried typu controller, model view.
5.2    Architektúra systému 
Informačný systém pre evidenciu sieťovej infraštruktúry je navrhnutý s ohľadom na 
pomerne jednoduchú rozšíriteľnosť. Keďže pri jeho vývoji som využíval najmä PHP 
framework CodeIgniter, celý systém je postavený na architektúre MVC, ktorá bola 
popísaná v kapitole 2.4.1. V nasledujúcom texte budú vymenované a popísané 
jednotlivé implementované triedy typu model, controller a view. 
5.2.1    Model 
Kompletnú komunikáciu aplikácie s databázou zabezpečuje model. Keďže hlavnou 
úlohou nášho systému bolo poskytnúť kompletnú administráciu WiFi prístupových 
bodov, serverov, sietí VLAN a sieťových zástrčiek, každému z týchto prvkov som 
venoval samostatnú triedu typu model. Okrem týchto štyroch modelov aplikácia 
obsahuje aj model pre správu používateľov systému. Všetky modeli obsahujú okrem 
metód na správu daného sieťového prvku metódy súvisiace s vyhľadávaním záznamov 
a nastavovaním hlavného zobrazovacieho formulára. Tieto metódy využívajú 
systémovú tabuľku query. 
 
Users 
Trieda Users typu model zabezpečuje správu používateľov(registráciu nových 
používateľov a editáciu a mazanie už existujúcich používateľov) a ich autentifikáciu. 
Trieda Users obsahuje metódy, ktoré pracujú s databázovými tabuľkami users a groups 
, čím rieši aj zaraďovanie používateľov do používateľských skupín systému. Na správu 
hesiel systém využíva enkryptovaciu knižnicu frameworku CodeIgniter.  
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Socket 
Trieda Socket typu model zabezpečuje kompletnú správu sieťových zástrčiek. 
Zabezpečuje teda pridávanie nových zástrčiek, editáciu a mazanie už existujúcich 
zástrčiek. Tento model obsahuje metódy, ktoré pracujú s tabuľkou socket a okrem nej 
čerpajú dáta aj z tabuľky VLAN kvôli zaraďovaniu zástrčiek do sietí, pri čom sa 
využíva väzobná tabuľka vlan_socket. Rovnako sú v tomto modeli implementované 
metódy na zaradenie konkrétnej zástrčky do konkrétnej miestnosti v budovách 
kampusu FEKT. 
 
Vlan 
Táto trieda typu model zaisťuje zase kompletnú správu VLAN sietí. Okrem toho 
umožňuje administrátorovi spravovať vlastníkov sietí a prideľovať im siete. Celkovo 
metódy tejto triedy spravujú tabuľky vlan a owner a väzobnú tabuľku medzi nimi 
vlan_owner. 
 
Wifi 
V tejto triede boli zase implementované metódy na kompletnú správu WiFi 
prístupových bodov v systém. Trieda Wifi obsahuje tiež metódy na prideľovanie 
konkrétneho WiFi prístupového bodu do konkrétnej sieťovej zástrčky, z ktorej sa 
potom ďalšími metódami dopátra až k jej umiestneniu. Celkovo táto trieda pracuje 
s niekoľkými tabuľkami, ktoré využíva na určenie polohy WiFi AP ďalej výrobcu 
a dodávateľa daného zariadenia a ukladanie špecifikácií zariadenia. 
 
Server 
Trieda server typu model obsahuje triedy vyvinuté za účelom kompletnej správy 
konfigurácie serverov a ich administrátorov. Hlavný dôraz bol kladený na prehľadnú 
a podrobnú evidenciu systémových a dátových diskov a diskových zoskupení 
v serveroch. Za týmto účelom boli vytvorené metódy zaoberajúce sa správou raid 
zoskupení a dátových a systémových diskov, ktoré sa využívajú pri správe 
konkrétneho servera. 
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5.2.2    Controller 
Implementované triedy typu controller tvoria základnú infraštruktúru celej aplikácie 
a slúžia na spracovávanie dát poskytnutých modelom, ktoré potom prezentujú 
používateľovi vo forme HTML dokumentov, ktoré sa vytvárajú podľa 
implementovaných views(šablón). Pre našu aplikáciu bolo vytvorených dokopy 6 tried 
typu controller, z ktorých 4 sú venované pre prácu s modelami jednotlivých sieťových 
prvkov, jeden controller pracuje so správou používateľov a posledný je defaultný 
home controller. 
 
Home 
Jedná sa o defaultný controller zobrazujúci domovskú stránku, okrem ktorej rieši 
prihlasovanie používateľov do systému a vytváranie session, ako zmazanie session 
a následné odhlásenie používateľa. 
 
Login 
Táto trieda typu controller je prístupná iba po prihlásení používateľa do systému a slúži 
na prácu s dátami poskytnutými modelom users. Jedná sa o spracovávanie formulárov 
pre kompletnú administráciu používateľov v systéme. V prípade pokusu 
o sprístupnenie tejto triedy neprihláseným používateľom je daný používateľ 
automaticky presmerovaný na domovskú stránku. 
 
Sockets 
Trieda sockets typu controller je trieda, ktorá pracuje s dátami poskytovanými 
modelom socket. Táto trieda obsahuje metódy ktoré spracovávajú formuláre týkajúce 
sa administrácie sieťových zástrčiek v systéme. 
 
Vlans 
Jedná sa o triedu typu controller, ktorá pracuje s dátami poskytnutými modelom vlan. 
Vlans obsahuje metódy týkajúce sa spracovávania formulárov pre administráciu sietí 
VLAN v informačnom systéme. Taktiež obsahuje metódy, ktoré spracovávajú 
formulár pre pridávanie majiteľov(nájomcov) sietí VLAN. 
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Wifis 
Trieda wifis typu controller rovnako využíva metódy modelu wifi. Wifis spracováva 
dáta poskytované týmito metódami, a tak isto spracováva formuláre týkajúce sa 
kompletnej správy wifi prístupových bodov v sieti. 
 
Servers 
Na záver trieda servers typu controller je určená na správu dát poskytovanými 
modelom server. Rovnako spracováva formuláre týkajúce sa administrácie serverov 
v sieti. Špecialne v tejto triede boli vyvinuté metódy na podrobnú správu systémových 
a dátových diskov a ich raid zoskupení. 
5.2.3    View 
View tvoria vlastne HTML šablóny, ktoré slúžia na vykreslenie používateľského 
rozhrania. Na základe spracovaných dát controllerom sa tieto dáta pošlú do view, čo 
vytvorí výsledný HTML dokument pre používateľa. V princípe každá metóda triedy 
typu controller má svoje vlastné view, pri čom celkové rozloženie stránky je rozdelené 
na viacero view šablón. Tým zabezpečíme oddelenie header a footer html dokumentu 
od obsahu ktorý sa nachádza medzi nimi a v závislosti od akcií používateľa(volaní 
konkrétnych metód) sa mení.  
V adresári view nájdeme zložku template, ktorá obsahuje view pre navigačné menu, 
ďalej view pre hlavičku HTML dokumentu a view pre pätu dokumentu. V tabuľke 
uvedenej nižšie sa nachádza zoznam všetkých view, ktoré prezentujú formuláre 
systému a priradenie týchto view ku controlleru. 
 
Tabuľka 3 Zoznam obsahových view šablón 
home controller:  
Home Úvodná domovská stránka systému 
login controller:  
edit_userdata Formulár pre editáciu osobných údajov 
add_user Formulár pre registráciu nového používateľa 
edit_user Formulár pre editovanie registrovaného používateľa 
list_users Formulár pre zobrazenie zoznamu používateľov 
47 
 
sockets cotroller:  
add_socket Formulár pre vytvorenie novej sieťovej zástrčky 
edit_socket Formulár pre editáciu sieťovej zástrčky 
list_sockets Formulár pre zobrazenie zoznamu sieťových zástrčiek 
wifis controller:  
add_wifi Formulár pre vytvorenie nového WiFi AP 
edit_wifi Formulár pre editáciu WiFi AP 
list_wifi Formulár pre zobrazenie zoznamu WiFi AP 
detail_wifi Zobrazenie modal okna s detailmi 
vlans controller:  
add_vlan Formulár pre vytvorenie siete VLAN 
edit_vlan Formulár pre editáciu siete VLAN 
list_vlan Formulár pre zobrazenie zoznamu sietí VLAN 
detail_vlan Zobrazenie modal okna s detailmi VLAN 
add_owner Formulár pre administráciu majiteľov sietí VLAN 
servers controller:  
add_server Formulár pre vytvorenie servera v systéme 
add_system_disc Formulár pre pridanie systémového disku servera 
add_raid Formulár pre pridanie raid diskového zoskupenia 
add_disc Formulár pre pridanie dátového disku servera 
edit_server Formulár pre editáciu celej zostavy servera 
edit_server specs Formulár pre editáciu serverových špecifikácií 
edit_system_disc Formulár na zmenu systémového disku 
detail_server Zobrazenie modal okna s detailmi servera 
5.3    Implementácia kľúčových prvkov systému 
5.3.1    Autentifikácia a autorizácia 
Ako už bolo spomenuté v kapitole 3.1.3, systém potreboval separovať určité metódy 
od prístupu neprihláseným používateľom. To sme vyriešili tým, že systém identifikuje 
konkrétneho používateľa až po prihlásení, teda na to, aby systém vytvoril session, 
ktorá obsahuje údaje o prihlásenom používateľovi, musí daný používateľ prejsť 
procesom autentifikácie. Po zadaní používateľského mena a hesla systém porovná 
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vstupné údaje s údajmi v databázovej tabuľke používateľov. Heslá v databáze sú 
uložené zašifrované. Celý proces šifrovania zabezpečuje knižnica encryption, ktorú 
CodeIgniter používa ako svoju štandardnú šifrovaciu knižnicu. Knižnica pri šifrovaní 
využíva 128 bitový šifrovací kľúč. 
Po úspešnej autentifikácií je používateľ zaradený do používateľskej skupiny 
a následne sú všetky informácie o danom používateľovi uložené v session. Údaje zo 
session, konkrétne typ používateľskej skupiny v ktorej je používateľ zaradený, sa 
potom využívajú pri autorizácii. Autorizačný proces funguje tak, že sa kontroluje 
používateľská skupina daného používateľa a na základe toho sú sprístupnené 
používateľovi konkrétne metódy. 
Formuláre systému sú inteligentné, to znamená, že sprístupňujú tlačítka a linky 
k daným metódam na základe používateľskej skupiny. V prípade, že by sa používateľ 
snažil pristúpiť k metódam na ktoré nemá oprávnenie cez url, prístup mu bude 
zamietnutý. 
5.3.2    Formuláre 
Veľkú časť systému tvoria zobrazovacie formuláre so stránkovaním a dynamickým 
nastavením počtu záznamov na jednu stránku, ďalej editačné formuláre a formuláre na 
pridávanie nových záznamov. Pri tvorbe všetkých druhov formulárov bol použitý 
takzvaný form helper a form validation library, ktorými disponuje CodeIgniter. 
Form helper obsahuje súbor funkcií, ktoré pomáhajú pri tvorbe rozličných 
elementov, ktoré formuláre môžu obsahovať. Form validation library je knižnica, ktorá 
obstaráva validáciu vstupných dát. Táto knižnica obsahuje širokú škálu pravidiel, ktoré 
sa rýchlo a jednoducho implementujú do formulárov, čím knižnica zabezpečí správny 
formát a zabezpečenie vstupných dát na strane klienta. Následne po úspešnej validácií 
sú ďalej dáta predávame príslušným metódam modelu a posielané do databázy. 
5.3.3    Generovanie .XLS dokumentov 
Súčasťou hlavných tabuľkových zobrazovacích formulárov je aj možnosť generovať 
.XLS reporty. Tieto súbory získavajú dáta priamo z databázy a poskytujú možnosť 
jednoducho posúvať informácie o sieti vo forme excel tabuliek. 
 Celý tento proces je zabezpečený knižnicou PHPExcel. Jedná sa o opensource 
projekt, ktorý poskytuje nástroje pre prácu s tabuľkovými editormi pre jazyk PHP. 
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Knižnicu PHPExcel sme integrovali do prostredia CodeIgniteru a vytvorili sme triedu 
PHPExcel, ktorej metódy sa využívajú v metódach controllerov, ktoré generujú .XLS 
report z databázy informačného systému. 
5.3.4    Vybrané obrazovky informačného systému 
V tejto kapitole na záver uvediem ako ukážku niektoré obrazovky používateľského 
rozhrania informačného systému s ich stručným popisom. Treba pripomenúť, že dáta 
v systéme sú iba cvičné. 
 
V obrázku vyššie je uvedená úvodná obrazovka s privítaním a krátkym popisom 
systému a otvoreným oknom pre prihlásenie. 
 
 
Obrázok 16 Správa používateľov 
 Obrázok 15 Úvodná obrazovka 
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Na obrázku 16 vidíme formulár pre správu používateľov, pri čom sú nám sprístupnené 
všetky jeho funkcie nakoľko prihlásený používateľ „a“ je administrátor. Dáta v tomto 
hlavnom zobrazovacom formulári môžeme filtrovať podľa názvu stĺpca, vyhľadávať 
podľa konkrétneho reťazca a dole vidíme tlačítko na exportovanie dát do formátu .xls. 
 
 
Obrázok 17 Správa VLAN 
 
Na obrázku vyššie je zobrazený opäť hlavný formulár pre správu VLAN sietí, avšak 
môžeme si všimnúť, že nie je prihlásený žiadny používateľ a teda je nám prístupné len 
prehliadanie záznamov VLAN a generovanie .XLS reportu. 
 
 
Obrázok 18 Správa serverov 
 
Na obrázku 18 je uvedený hlavný formulár správy serverov, ktorý okrem správy 
samotných serverov umožňuje aj kompletnú správu administrátorov. Na nasledujúcej 
strane je uvedený obrázok obrazovky detailového modálového okna, ktoré sa otvorí 
po kliknutí na tlačítko detail. 
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Obrázok 19 Detail serveru 
 
Posledná fotka obrazovky uvedená na obrázku 20, je obrazovka hlavného editačného 
formuláru pre server, z ktorého používateľ môže editovať základné serverové 
špecifikácie, ďalej systémový disk a pridávať a mazať raid zoskupenia dátových 
diskov a samotné dátové disky zaradené do týchto zoskupení. Dôraz sa tu kladie 
hlavne na prehľadnú evidenciu dátumu inštalácie a špecifikácií konkrétnych diskov 
a raid zoskupení. 
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Obrázok 20 Hlavný editačný formulár servera 
 
5.4    Dosiahnuté výsledky 
V tejto kapitole by som rád zhrnul všetky dosiahnuté výsledky, ktoré sa podarilo 
implementovať vzhľadom k návrhu systému. Ako už bolo uvedené v kapitolách dva 
a štyri, ktoré boli venované analýze požiadaviek na informačný systém a návrhu 
informačného systému, hlavným cieľom bolo vytvoriť webovú aplikáciu systému, 
ktorý by bol schopný prehľadne evidovať a spravovať rozličné prvky sieťovej 
infraštruktúry FEKT(konkrétne išlo o WiFi AP, servery, sieťové zástrčky a VLAN).  
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 Môžem konštatovať, že tento hlavný cieľ definovaný v kapitolách o analýze 
požiadaviek na systém a návrhu systému bol dosiahnutý. Podarilo sa implementovať 
všetky procesy súvisiace so spomenutými prvkami sieťovej infraštruktúry, ktoré boli 
navrhnuté v kapitole 4.2. To znamená, že pre každý jeden zo štyroch prvkov boli 
implementované triedy typov model a controller, ako aj šablóny pre používateľské 
rozhranie(view), ktorých prehľadný zoznam nájdeme v kapitole 5.2.  
 Ako bolo spomenuté v kapitole 5, počas vývoja aplikácie som ako server použil 
svoj osobný počítač s nainštalovaným serverom Apache 2.4.9 s podporou PHP verzie 
5.5.12 a databázy typu MySQLi verzie 5.6.17. Zároveň som na svojom počítači 
prevádzal všetky funkčné testy jednotlivých vstupných a zobrazovacích formulárov 
a ich prvkov. Počas testovania sa veľmi dobre osvedčil PHP framework CodeIgniter 
3.0.2, na ktorom je systém postavený, nakoľko framework disponuje takzvaným 
profilerom, ktorý je jednoducho prístupný každej vyvinutej metóde a po zapnutí 
prehľadne zobrazuje všetky procesy, ktoré v aplikácii prebiehajú pri zavolaní 
konkrétnej metódy. Profiler zobrazuje všetky dáta z input triedy frameworku(GET 
a POST data), teda dáta ktoré sa posielajú do a z aplikácie, ďalej využitie pamäte, 
celková doba načítania triedy a jej metódy metódy a SQL dotazy vykonané aplikáciou 
na databázu. Vďaka profileru som vedel efektívne testovať a následne odlaďovať 
jednotlivé formuláre informačného systému a ich prvky, pretože poskytoval detailné 
informácie o procesoch prebiehajúcich v infraštruktúre aplikácie. Na obrázku 21 na 
nasledujúcej strane môžeme vidieť využitie profileru pri odoslaní formuláru pre 
pridanie sieťovej zástrčky, ktorý však neprešiel procesom validácie a teda si môžeme 
všimnúť, že hodnoty poľa _POST sú prázdne. 
 Je potrebné dodať, že pre prípadné zavedenie systému do reálnej prevádzky je 
nutné naplniť číselníky týkajúce sa výrobcov, dodávateľov a lokalít(budovy, 
miestnosti, ústavy). Pre tieto číselníky sú v databáze systému vytvorené nasledovné 
tabuľky: department, location, manufacturer, supplier. Dáta, ktoré sa momentálne 
nachádzajú v databáze systému sú len cvičné testovacie dáta, avšak po naplnení 
číselníkov je systém plne funkčný. 
 Aplikáciu informačného systému pre evidenciu sieťovej infraštruktúry a jeho 
databázu som nahral na doménu: muransky-is.magicadu.sk. Pre prihlásenie do 
systému ako administrátor sú prihlasovacie údaje nasledovné: username: a, 
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password: a. Pre prihlásenie do systému ako editor sú prihlasovacie údaje nasledovné: 
username: e, password: e. 
 
 
Obrázok 21 Príklad použitia profileru 
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6 ZÁVER 
Predložená bakalárska práca sa zaoberala návrhom a implementáciou informačného 
systému pre evidenciu topológie, aktívnych a pasívnych prvkov a pripojených 
zariadení fakultnej siete FEKT. Po analýze požiadaviek na informačný systém bol 
navrhnutý dátový model, teda nakreslený ER diagram a vypracovaný kompletný 
procesný diagram. 
 Pre implementáciu celého systému bol použitý databázový systém MySQLi 
verzie 5.6.17, skriptovací jazyk PHP verzie 5.5.12 a niekoľko frameworkov a knižníc. 
Používateľské rozhranie aplikácie je vybudované za pomoci responzívneho front-end 
frameworku Bootstrap verzie 3.3.6, ktorý zahŕňa HTML, CSS a JavaScript aspekty 
používateľského rozhrania. Generovanie .XLS reportov z databázy je zabezpečené 
open-source knižnicou PHPExcel verzie 1.8.  
 Samotná webová aplikácia informačného systému je postavená na PHP 
frameworku CodeIgniter verzie 3.0.2. Tento framework využíva architektúru MVC, 
čo umožňuje praktickú a prehľadnú separáciu infraštruktúry aplikácie. Taktiež 
obsahuje bohatú škálu knižníc, ktoré riešia typické problémy pri vývoji aplikácie, pri 
čom je možné tieto knižnice jednoducho rozšíriť o vlastné metódy, prípadne 
integrovať do frameworku nové knižnice. Framework tak isto disponuje prehľadnou 
a obsiahlou dokumentáciou a teda, nie je príliš náročné sa s ním zoznámiť. Z týchto 
dôvodov hodnotím CodeIgniter veľmi pozitívne a môžem skonštatovať, že sa použitie 
tohto frameworku pri implementácii osvedčilo v plnom rozsahu. 
 Ako bolo spomenuté v kapitole 5.4 systém splňuje všetky funkcie 
predpokladané v systémovej analýze, teda kompletnú evidenciu a správu WiFi AP, 
serverov, VLAN a sieťových zástrčiek, ako aj správu používateľov systému. Čo sa 
týka správcovského rozhrania systému, systém člení registrovaných používateľov do 
dvoch skupín(Admin a Editor) podľa úrovne oprávnenia manipulácie so systémom.
 Počas celého návrhu systému sa dbalo na jednoduchú rozšíriteľnosť jednak 
aplikácie ako aj dátového modelu do budúcna. Keďže sieť FEKT tvorí pomerne 
komplikovaný systém rozličných prvkov, systém by mohol predpokladať do 
budúcnosti rozšírenie o ďalšie triedy, ktoré by pracovali s novými entitami v dátovom 
modely popisujúcimi ďalšie prvky topológie ako sú rôzne rozbočovače, prepínače 
a podobne. 
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ZOZNAM POUŽITÝCH SKRATIEK 
HTML   HyperText Markup Language 
CSS   Cascading Style Sheets 
PHP   Hypertext Preprocessor 
DFD   Data Flow Diagram 
ERD   Entity Relationships Diagram 
IS   Information System 
SQL   Structured Query Language 
HTTP   HyperText Transfer Protocol 
XSS   Cross-Site scripting 
CSRF   Cross-Site Reference Forgery 
VLAN   Virtual Local Area Network 
WiFi AP  Wireless Access Point 
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PRÍLOHY 
Obsah CD: 
 Text s bakalárskou prácou vo formáte .pdf 
 Adresár SYSTEM obsahujúci aplikáciu informačního systému 
 Adresár SQL obsahujúci sql súbor s navrhnutou databázou 
 
*poznámka: pred použitím aplikácie informačného systému treba zmeniť súbor 
SYSTÉM/application/config/databse.php na konfiguráciu servera. 
