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O uso de drones vem crescendo em diversas finalidades, desde aplicações civis até 
militares. Ao mesmo tempo, a quantidade de dispositivos disponíveis no mercado também 
aumenta a cada dia. É fato que existem diversos benefícios no uso de drones, principalmente 
pelo tamanho reduzido e velocidade de mobilização, tornando possível seu uso em aplicações 
médicas, salva-vidas e serviços de entregas, aproveitando os prós dessa tecnologia. Entretanto, 
as aeronaves não tripuladas também podem ser utilizadas para promover situações prejudiciais 
à sociedade, como entrega de produtos nocivos em presídios e até ataques terroristas.  
O objeto de estudo desse trabalho implica no desenvolvimento de uma plataforma 
(hardware e software) de intervenção de voo em VANTs (veículos aéreos não-tripulados), 
pensando em situações onde seria pertinente restringir o uso dessa tecnologia. Tal técnica é 
chamada spoofing, termo muito conhecido no âmbito de sinais de GPS e comunicações digitais 
e que é aplicada neste trabalho a drones, especialmente os mais comuns no mercado brasileiro. 
O dispositivo desenvolvido se mostrou capaz de tomar o controle de drones guiados por 
radiofrequência através de modulação GFSK multiportadoras, apresentando um desempenho 
cerca de cinco vezes superior ao controle original. Com esse resultado, apresentaremos também 
características gerais da técnica de spoofing em relação a outros métodos que poderiam ser 
utilizados para a mesma finalidade e melhorias para o sistema desenvolvido, que cumpre o 
propósito de tomar o controle das aeronaves no alcance do dispositivo. 
 






Nowadays a rapid growth in drone related utilities, ranging from simple flight to military 
recognition missions, have been noticed. However, some users are taking advantage of this new 
technology to break the law and smuggle items and drugs into prisons: Criminals used Drones 
to smuggle drugs and contraband into prisons. They also may cause accidents in airports and 
other heavy flight traffic zones, so it is clear that it is interesting to take control of drones in 
some specific situations.  
This work intendeds to describe a system (hardware and software) to restrict the flight of 
drones in specific areas. This system uses a technique called spoofing, using a device to emulate 
controllers signal in order to take control of law-breaking drones. 
In addition, this design must follow technical requirements such as power and speed to 
overcome primary controllers signal. Therefore, we have shown that a system composed by a 
Beaglebone Black and a GFSK RF transceiver can be used to take control of radio controlled 
drones by emulating controllers’ signals. The developed system presented interesting features 
and results to control drones in the device’s usage range. 
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1  INTRODUÇÃO 
Neste capítulo apresentaremos os principais aspectos que justificam a dissertação de 
mestrado, baseada em motivações reais, corroborando em resultados experimentais de interesse 
comercial e científico. Apresentaremos também os principais conceitos teóricos básicos 
necessários para o entendimento do trabalho desenvolvido. 
1.1 CONTEXTUALIZAÇÃO 
Atualmente o uso de drones para as mais diversas aplicações vem crescendo de maneira 
significativa. As aeronaves não tripuladas surgiram principalmente para aplicações militares, e 
seu desenvolvimento era restrito e seu uso em baixa escala. Entretanto, no início do século XXI 
surgiram os primeiros drones civis, que podem ser controlados por smartphones ou rádio 
controles, e a quantidade de drones vendidos para aplicações mais diversas vem crescendo 
consideravelmente. Segundo o relatório da Grand View Research estima-se que o mercado de 
drones nos EUA ultrapasse o valor de 1bilhão de dólares em 2022 [1], conforme vemos na 
Figura 1.  
 
Figura 1. Mercado de Drones por Categoria nos EUA em milhões de dólares. Fonte: Grand View Research. 
Commercial Drone Market Analysis by Product and by Application. 2016 [1] 
No Brasil, de acordo com o relatório de 2016 do Ministério da Indústria, Comércio Exterior 




ao ano, e vemos que o número de empresas abertas relacionadas a aplicações de drones cresceu 
significativamente nos últimos anos, conforme Figura 2. 
 
Figura 2. Número de Empresas Abertas relacionadas a VANTs no Brasil. Fonte: Ministério da Industria, 
Comércio, Exterior e Serviços. Estudo Sobre a Industria Brasileira e Europeia de Veículos Aéreos Não 
Tripulados. [2] 
Desta forma, concluímos que tanto no Brasil quanto no exterior os drones vem sendo cada 
vez mais utilizados, para aplicações comerciais que vão desde entretenimento até o 
monitoramento de campos agrícolas, por exemplo. 
Relatos recentes mostram que drones têm se aproximado de grandes eventos com 
aglomeração de pessoas, como em estádios de futebol [3], sendo essa uma determinação 
contrária a regulamentação [4] proposta pela Agência Nacional de Aviação Civil (ANAC), que 
estabelece que drones não podem sobrevoar, sem o consentimento e a anuência das pessoas, a 
menos de 30 metros horizontais. No caso do voo em questão, o objetivo era simplesmente 
filmagem ilegal, que não deixa de ser um crime, porém não traz graves consequências para os 
espectadores da partida.  
Entretanto, as situações de aglomeração de pessoas são perfeitas para um eventual ataque 
coletivo, podendo ser caracterizado inclusive como ataque terrorista, e o drone é um veículo 
praticamente perfeito para tal finalidade: leve, barato e operado a distância. Em tais situações, 
um sistema de intervenção de voo seria essencial para garantir a segurança das pessoas em 
eventos. 
Outro evento potencial alvo onde valem os mesmos argumentos apresentados acima é a 
abertura das Olimpíadas no Rio de Janeiro em 2016, que também foi sobrevoada por drones de 
maneira ilegal [5]. Uma observação interessante é que o comitê organizador da Olimpíada 




foi capaz de conter o drone na abertura. A conclusão importante nesse caso é que já era uma 
preocupação real do comitê olímpico, tanto que estava previsto um sistema de bloqueio no 
evento. Entraremos em mais detalhes na sequência do Capítulo 1, mas o sistema utilizado 
realizava somente o bloqueio do drone, de acordo com o edital público contendo requisitos 
técnicos do sistema desejado pelo comitê. No caso da dissertação de mestrado, mostramos a 
viabilidade e o funcionamento de um sistema que toma o controle da aeronave e realiza a sua 
captura, conceitualmente muito mais complexo comparado ao simples bloqueio da 
comunicação sem fio. 
Existe ainda uma segunda preocupação que vem à tona com a popularização dos drones. 
As aeronaves poderiam realizar a entrega de objetos proibidos para detentos cumprindo pena 
em unidades prisionais. Tais objetos podem variar desde bilhetes até drogas, celulares ou armas, 
que oferecem um risco superior à sociedade. Já existem relatos no exterior de drones sendo 
usados como portadores de mensagens e objetos para o interior de unidades prisionais, no Reino 
Unido [6] e nos Estados Unidos [7], por exemplo.  
No Brasil, a condição não é muito diferente. Em 2014, na cidade de São Paulo, a polícia 
militar apreendeu um drone tentando entregar 18 celulares no interior de um presídio [8]. 
Vemos que tais fatos já estão ocorrendo a mais de 3 anos, e com o passar do tempo o problema 
se intensifica cada vez mais, pois facilmente encontramos casos semelhantes recentes ocorrendo 
em junho de 2017 no Tocantins [9] e em julho de 2017 no Rio Grande do Sul [10]. É um 
problema sério que não pode ser ignorado, respaldando a necessidade de projetos de pesquisa 
semelhantes ao realizado nessa dissertação de mestrado.  
Uma informação relevante sobre o território brasileiro é que a Agência Nacional de 
Telecomunicações (ANATEL) prevê que o uso de bloqueadores de sinais de telecomunicações 
é permitido somente em unidades prisionais, de acordo com a Resolução nº 308, de 11 de 
setembro de 2002 [11]. Nos EUA, por exemplo, os bloqueadores são proibidos em todo o 
território nacional, o que dificulta ainda mais a intervenção de voo de drones. Na seção 1.5, 
discutiremos sobre as técnicas de intervenção em comunicações sem fio e tal assunto será 
abordado em mais detalhes. 
Existem alguns trabalhos em universidades estrangeiras para a restrição de voo de 
dispositivos com rotas pré-programadas guiados via GPS (Global Positioning System), sendo a 
Universidade de Austin (Texas) nos EUA uma das pioneiras nesse quesito [12], [13]. O 
dispositivo desenvolvido na Universidade de Austin realiza um processamento digital nos sinais 
de GPS, reenviando-os de tal maneira que o sistema de controle do drone seja enganado, 




No caso do objeto de pesquisa da dissertação de mestrado, estudamos alguns drones 
controlados por radiofrequência mais comuns no mercado brasileiro, visando desenvolver um 
sistema que não só permita o bloqueio desses drones, mas também possibilite tomar o controle 
das aeronaves, destinando para uma rota segura e permitindo a captura de eventuais objetos 
carregados. Tal projeto se diferencia muito do trabalho realizado na Universidade de Austin, 
pois não lidamos com drones guiados por GPS. Não existem referências na literatura para 
intervenção de voo em drones guiados por radiofrequência, com exceção dos frutos do trabalho 
de pesquisa do grupo da Universidade Estadual de Campinas [14]. 
O projeto foi desenvolvido em uma parceria do Laboratório de Soluções em Eletrônica e 
Rádio Frequência (LSERF) da Faculdade de Engenharia Elétrica e de Computação da 
Universidade Estadual de Campinas e a empresa Neger Tecnologia e Sistemas, caracterizando 
um projeto de inovação tecnológica com amplo campo de aplicação, dadas as questões já 
apresentadas no decorrer da introdução. 
Uma das premissas que foi considerada no desenvolvimento do sistema de intervenção é 
que o dispositivo pode ser utilizado em um ambiente qualquer, sem prejudicar o funcionamento 
das demais redes sem fio (como rede celular ou Wi-Fi), o que seria indesejado em ambientes 
com pessoas usuárias dessas redes. Essa é uma das principais vantagens de um sistema de 
spoofing [14]-[15] em comparação ao jamming [16], que insere um nível de ruído elevado em 
toda a faixa de frequência que o drone utiliza. O resultado do jamming em termos de bloqueio 
é eficiente, porém inutiliza o espectro em toda a faixa, impossibilitando que outros sistemas de 
comunicação permaneçam operantes. Além disso o sistema de spoofing permite tomar o 
controle e capturar o drone desejado, e, consequentemente, os objetos e mensagens 
transportados. Na Seção 1.5 será realizada uma comparação mais detalhada entre jamming e 
spoofing.  
Estudos teóricos foram realizados por outros grupos de pesquisa sobre ataque de jamming 
[16] e segurança de dados em redes de comunicação sem fio estabelecidas e utilizadas por 
drones [17]. Um sistema interferente de acordo com o proposto nessa dissertação de mestrado 
viabiliza o teste e permite obter resultados experimentais baseados em tais estudos, apoiando 
outros projetos de pesquisa da mesma área de atuação, resultando em uma contribuição 
científica significativa para a comunidade. 
Durante o desenvolvimento do projeto mostrou-se necessário identificar drones sendo 
controlados no alcance do sistema. Nessa finalidade, foi possível configurar um sistema de 
rádio como sniffer [18] para as características desejadas, recebendo dados a todo instante e 




Mesmo para as aeronaves mais simples a tecnologia utilizada na comunicação sem fio faz 
uso de diversas portadoras em frequências diferentes, justamente para evitar que sistemas 
interferentes sejam eficazes. O sistema desenvolvido contorna as barreiras técnicas inerentes ao 
projeto e permite tomar o controle de drones guiados por rádio frequência, mesmo na presença 
do controle real, de forma eficiente. Estudos posteriores à dissertação de mestrado estão sendo 
conduzidos pelo grupo de pesquisa da Unicamp para ampliar o conhecimento sobre drones mais 
complexos. 
O presente documento está organizado da seguinte maneira: A continuidade do Capitulo 1 
apresenta alguns conceitos necessários para a o entendimento do trabalho e a metodologia do 
desenvolvimento do projeto, desde sua concepção até o desenvolvimento do sistema de 
spoofing. Em seguida, apresentaremos um estudo detalhado sobre a comunicação sem fio de 
um controle de drone especifico no Capítulo 2. O Capítulo 3 conduz o desenvolvimento de um 
sniffer de radiofrequência capaz de identificar e descobrir os parâmetros de configuração do 
tipo de drone objeto de estudo do trabalho. Na sequência o Capítulo 4 contempla o 
desenvolvimento de sistema de intervenção de voo, que faz uso dos parâmetros obtidos através 
do sniffer para tomar o controle da aeronave, apresentando também os principais resultados do 
trabalho desenvolvido. Finalmente, o Capítulo 0 resume as principais conclusões do trabalho e 






O objetivo principal é assumir o controle de alguns drones comuns no mercado brasileiro, 
que podem ser comprados facilmente por qualquer pessoa, seja a aplicação bem-intencionada 
ou não. Iniciamos o projeto com o estudo dos potenciais modelos e em seguida realizamos 
análises técnicas detalhadas para desenvolver a melhor maneira de tomar o controle dos drones, 
emulando os sinais do controle. Tal técnica é conhecida como spoofing [14]-[15], e o termo já 
é empregado na área de redes de computadores, quando um elemento externo tenta se infiltrar 
na rede copiando as credenciais de um computador já pertencente à estrutura. Logo, propomos 
uma aplicação de spoofing para sinais de radiofrequência, desenvolvendo um dispositivo que 
se passa pelo controle do drone e permita assim, tomar o seu controle de voo. 
O presente trabalho descreve a motivação, desenvolvimento e principais resultados sobre 
a detecção e intervenção de voo em aeronaves não tripuladas guiadas por radiofrequência 
utilizando modulação GFSK (Gaussian Frequency Shift Keying) multicanais. Veremos na 
sequência do Capítulo I que uma quantidade considerável de drones vendidos no mercado 
brasileiro utiliza dessa técnica para se comunicar com o rádio controle.  Na sequência 
apresentaremos os detalhes do desenvolvimento que permitiram que tal técnica seja aplicada, 
ou seja, quais foram as etapas necessárias no desenvolvimento para cumprir o objetivo principal 
do trabalho. 
Tal projeto possibilita o bloqueio e a captura das aeronaves em situações desejadas, como 
por exemplo, unidades prisionais, onde produtos poderiam ser entregues que ameaçam o bem 
comum, ou ainda em potenciais alvos para ataques terroristas, onde há aglomeração de pessoas, 
como eventos em estádios de futebol.  
Finalmente, existem poucos trabalhos de pesquisa referentes ao uso de spoofing em sinais 
de radiofrequência, embora o assunto tenha um grande interesse comercial e científico. É 
natural que com a popularização dos drones e com a expansão de dispositivos de comunicação 
sem fio através dos conceitos de IoT (Internet of Things), a segurança e a robustez dos 
protocolos, modulações e técnicas de comunicação devem ser estudadas e aprimoradas, sendo 








1.3 ANÁLISE DE DRONES DISPONÍVEIS NO MERCADO BRASILEIRO 
Uma das dificuldades iniciais do projeto se encontra na diversidade de drones presentes 
não só no mercado internacional, mas também no mercado brasileiro. Como muitos drones vêm 
sendo usados também em aplicações civis, que vão desde entretenimento até serviços mais 
avançados como filmagem e análise de terrenos agrícolas, a primeira etapa do projeto consistiu 
em resumir quais são os mais comuns e algumas características técnicas que permitam uma 
escolha adequada para o desenvolvimento do sistema de intervenção. 
A partir da pesquisa realizada de diversos modelos de VANTs [19]-[28], apresentamos na 
Tabela 1, um resumo das principais frequências utilizadas e os principais protocolos e 
propriedades da modulação utilizados por esses dispositivos.  
O objetivo é identificar um drone que seja padrão no mercado brasileiro em termos 
tecnológicos e acessível para o mercado consumidor, consistindo em uma potencial escolha 
para ameaças mais comuns. 







Parrot Ar.Drone 2.0 2.4GHz 2.4GHz Wifi 802.11b/g/n 
Parrot Bebop 2.4GHz/5.8GHz 2.4GHz/5.8GHz Wifi 802.11a/b/g/n/ac 
DJI Phantom 2 2.4GHz 2.4GHz GFSK (FHSS) 
DJI Phantom 2 Vision/V+ 5.8GHz 5.8GHz GFSK (FHSS) 
DJI Phantom 3 2.4GHz 2.4GHz GFSK (FHSS) 
DJI Inspire 1 2.4GHz (925MHz*) 5.8GHz GFSK 
Controles Futaba 2.4GHz - GFSK (FHSS) 
Candide H-Drone S9 2.4GHz - GFSK 
Candide Skystorm 2.4GHz - GFSK 
Proto-X Nano 2.4GHz - GFSK 





Existem muitos outros veículos aéreos disponíveis no mercado, mas o objetivo do 
levantamento é traçar um panorama geral sobre as propriedades técnicas da comunicação entre 
os controles e os drones.  
Ao observar a Tabela 1 quanto ao uso de frequências, vemos que todos os modelos operam 
em bandas ISM (Industrial, Scientific and Medical), que são reservadas internacionalmente 
[29], no caso, em 2.4GHz ou 5.8GHz. Como as bandas ISM são destinadas internacionalmente 
para aplicações industriais e científicas, é natural que a grande maioria dos transceptores 
comerciais operem nessas faixas, portanto, os drones apresentarem comunicações nessas faixas 
de frequência é perfeitamente normal e esperado. 
Em resumo, os resultados também mostram que a principal modulação utilizada é o GFSK 
(Gaussian Frequency Shift Keying) [30] na banda ISM de 2.4GHz. O GFSK é um caso especial 
de modulação ortogonal [31] (Cap. 6 pp. 215-229) com sinais formatadores de frequências 
variadas e janelamento gaussiano que apresenta algumas vantagens: facilidade de construção 
do receptor devido a possibilidade de detecção incoerente, por exemplo, por contagem de zeros; 
imunidade a algumas não-linearidades devido a mensagem não estar contida no envelope do 
sinal. Em contrapartida, é uma modulação com baixa eficiência espectral em relação à 
modulação por amplitude de pulsos, sendo esta uma característica geral de modulações 
ortogonais.  
Alguns modelos mais avançados usam o GFSK combinado com uma técnica anti 
interferente de FHSS (Frequency Hopping Spread Spectrum) [31]. Basicamente, a modulação 
utiliza uma banda de sinal superior a mínima necessária para aumentar a imunidade a jamming 
e spoofing. Consequentemente ao FHSS, múltiplos usuários podem utilizar a mesma banda sem 
que interferências, que impossibilitam a comunicação ocorram. Vale ressaltar que o 
espalhamento espectral foi desenvolvido justamente para aumentar a robustez quanto a 
interferências, tomar o controle desse tipo de aeronave apresenta uma dificuldade adicional 
considerável em relação as aeronaves mais simples que utilizam somente GFSK. 
O trabalho apresentado teve o objetivo de mostrar a viabilidade do spoofing de 
radiofrequência atuando nos modelos mais simples que usam somente GFSK. Os dois primeiros 
drones presentes na tabela se comunicam via Wi-Fi, e por isso, estão fora do escopo proposto. 
Em termos de frequência de portadora, o único drone que destoa dos demais é o Phantom 2 
Vision e Vision Plus, que operam na frequência de 5.8GHz. Portanto, concentramos a análise 
nos drones em 2.4GHz com modulação GFSK em múltiplos canais. Na Seção 1.4 realizaremos 





1.4 ANÁLISE PRELIMINAR DA COMUNICAÇÃO GFSK MULTICANAIS 
Com base na pesquisa de mercado dos drones disponíveis para compra no Brasil, 
escolhemos uma aeronave que se comunica em 2.4GHz com modulação GFSK com múltiplos 
canais. Realizamos o desenvolvimento do projeto com o quadricóptero da Figura 3, apresentado 
ao lado do controle sem fio. 
 
Figura 3. Drone GFSK Multicanais Escolhido. Fonte: Fabricante [27] 
A primeira etapa na análise consiste em efetuar diversas combinações de comandos com o 
drone em operação e verificar a ocupação de espectro da comunicação do dispositivo. As 
medidas foram realizadas em uma câmara blindada com um analisador de espectro em modo 
HOLD. O espectro é mostrado na Figura 4 de 2.38 a 2.5 GHz.  
É possível identificar a presença de múltiplas portadoras na comunicação entre o drone e o 
controle, que é mapeada pela alteração do canal no transceptor do controle e do drone. O 
objetivo de usar múltiplas portadoras é aumentar a imunidade quanto a interferências, seja essa 
interferência um ruído branco ou um sinal semelhante ao do drone na mesma faixa. A partir da 
Figura 4 não é possível saber exatamente quais são os canais e não é possível decodificar a 
estrutura de dados digitais que é transmitida para o drone, mas a constatação discutida acima é 
o que permite construir uma metodologia de desenvolvimento do dispositivo que descubra essas 
informações e emule os sinais do controle, realizando a intervenção de voo, que é o objetivo 





Figura 4. Ocupação do Espectro – Drone GKSF multicanais 
Em uma análise a posteriori que será detalhada no Capítulo II, foi possível identificar 6 
portadoras na ocupação de espectro. A principal conclusão é que o drone utiliza múltiplos 
canais redundantes, justamente para aumentar a imunidade a interferências. Vale ressaltar que 
a técnica utilizada não é exatamente a de espalhamento espectral (FHSS), pois não prevê saltos 
em frequência pseudoaleatórios, mas sim saltos diretos. É natural que alguns conceitos de FHSS 
tenham sido empregados pelos desenvolvedores do dispositivo original para compor a 
estratégia de múltiplos canais, como se o GFSK multicanais fosse um primeiro passo para uma 
modulação mais avançada que usa espalhamento espectral. 
Dado um espectro conhecido, conforme apresentado na Figura 4, a próxima questão 
pertinente que será abordada na Seção 1.5 é como bloquear uma comunicação desse tipo, 
apresentando quais são as possíveis técnicas que podem ser empregadas considerando as 
barreiras legais e tecnológicas do problema. 
 

























1.5 TÉCNICAS DE BLOQUEIO DE COMUNICAÇÃO SEM FIO 
Bloquear comunicações sem fio é uma necessidade que surge com o próprio avanço dessas 
comunicações. Na Seção 1.1 já apresentamos as principais motivações que instigam o interesse 
em desenvolver um sistema de bloqueio. Pretendemos detalhar duas técnicas possíveis para 
realizar essa tarefa, conhecidas como jamming e spoofing, sendo estes termos já introduzidos 
anteriormente. 
Qualquer tipo de decodificação de comunicação digital está fortemente relacionado à 
relação sinal-ruído (SNR – Signal-Noise Ratio) no receptor. Praticamente, a SNR define o quão 
intenso é o sinal em relação ao ruído, sempre presente nos dispositivos de telecomunicações. 
Em uma comunicação digital, conforme aumenta a distância entre o transmissor e o receptor, a 
potência do sinal recebida diminui, devido a atenuações do meio de propagação. Portanto, 
supondo o ruído constante, a distância entre o transmissor e o receptor pode aumentar até o 
momento em que a potência do sinal não seja suficiente para estabelecer a comunicação. O 
limiar de funcionamento do sistema é denominado sensibilidade do receptor, que é dada nos 
datasheets em SNR na entrada do dispositivo. De fato, quando a distância aumenta, a potência 
do sinal no receptor reduz e, consequentemente, o valor da SNR também reduz. A comunicação 
é perdida quando a SNR atinge o valor da sensibilidade do receptor, crítico para que o enlace 
de comunicação seja mantido. O Apêndice A apresenta uma discussão mais aprofundada sobre 
probabilidade de erro em comunicações digitais em função da intensidade do sinal e da 
densidade de potência do ruído. 
O jamming (derivação direta do verbo em inglês jam - bloquear) nada mais é do que a 
maneira de bloquear a comunicação sem fio entre o transmissor e receptor através da adição de 
um sinal interferente até o momento em que a sensibilidade do receptor não seja suficiente para 
identificar os sinais, perdendo assim o enlace de comunicação. 
Vemos na Figura 5 um exemplo simulado de jamming que pode ser aplicado ao drone 
utilizado no trabalho. No caso, podemos realizar o bloqueio somente em um canal ou na faixa 







Figura 5. Exemplo de ruído aplicado a um canal 
Realizamos alguns testes em câmara blindada aplicando um sinal de jamming conforme 
mostrado na Figura 5 e uma constatação é que o drone perde a comunicação bloqueando apenas 
um canal, sem a necessidade de bloquear toda a faixa de 2.4 a 2.5GHz. Tecnicamente, jammers 
são dispositivos relativamente simples, não existe um grande desafio tecnológico ao 
desenvolver um dispositivo desse tipo, e existem diversos dispositivos comerciais capazes de 
gerar ruído em uma faixa de frequência. Também é possível encontrar projetos usando 
geradores de sinais triangulares aplicados na entrada de VCOs (Voltage Controlled Oscillators) 
para construir geradores de interferências [32].  
Em termos legais, no Brasil, a Agência Nacional de Telecomunicações (ANATEL) prevê 
que o uso de bloqueadores/jammers de sinais é permitido somente em unidades prisionais, de 
acordo com a Resolução nº 308, de 11 de setembro de 2002 [11]. Nos EUA, os bloqueadores 
são proibidos em todo o território nacional, o que impossibilitaria o uso de sistemas de jamming 
com essa finalidade, exigindo que recorramos a outra técnica de interferência. O motivo da 
proibição do jamming é que tal técnica inutiliza toda a faixa do espectro com a adição do sinal 
interferente, impossibilitando que outros sistemas de comunicação permaneçam operantes na 
região de cobertura. 





























Já a técnica de spoofing é um aprimoramento do que se chama em redes de computadores 
de ataques DoS (Denial of Service) [33], que consiste em sobrecarregar a rede com mensagens 
falsas, mesmo que essas não sejam reconhecidas pelos demais dispositivos da rede. Na prática, 
o DoS resulta na lentidão dos servidores e eventualmente até perda de conexão. 
O spoofing também é um termo que surgiu para redes de computadores, e aprimora a 
técnica de DoS, pois também inunda a comunicação de mensagens falsas, porém as mensagens 
falsas emulam mensagens verdadeiras, de tal forma que os dispositivos da rede identifiquem, 
recebam e decodifiquem as mensagens. O objetivo do trabalho é realizar spoofing na 
comunicação entre o drone e o controle. 
Em termos regulatórios, o spoofing não se enquadra na especificação da Anatel de 
bloqueador, portanto, seria perfeitamente legal utilizar um sistema desse tipo no Brasil e nos 
EUA.  
Entretanto, para realizar o spoofing o dispositivo tem que conhecer, ou encontrar de alguma 
maneira, os detalhes técnicos da comunicação em operação, e, portanto, é caracterizado por um 
desafio tecnológico considerável, que se torna cada vez mais palpável com o surgimento de 
soluções baseadas no conceito de Software Defined Radios (SDR) [34]. 
De acordo com as informações apresentadas no texto acima é possível construir a Tabela 
2, que compara as principais características de jamming e spoofing. 
Tabela 2. Comparação Jamming e Spoofing 
Jamming Spoofing 
Simples Complexo 
Necessita da Faixa de Comunicação 
Necessita de Diversas características 
da comunicação: Canal(is), 
Modulação, Baudrate, protocolo, 
estrutura de dados, etc. 
Efetua somente o bloqueio da 
comunicação 
Permite tomar o controle do alvo 
Inutiliza o espectro em toda a faixa 
coberta pelo jammer 
Não prejudica outros sistemas de 
comunicação operantes 





Pelas vantagens apresentadas no sistema de spoofing e pelo interesse científico e 
tecnológico do projeto, é interessante trabalhar na construção de um sistema de spoofing em 
relação ao jamming. A Seção 1.6 relata a metodologia proposta para atingir tal objetivo, que dá 
origem à continuidade da dissertação de mestrado apresentada. 
1.6 METODOLOGIA 
Dadas as condições sociais e legais apresentadas anteriormente, juntamente com as 
características técnicas referentes aos sistemas de intervenção de voo, a metodologia proposta 
para encontrar uma maneira de desenvolver um sistema de spoofing segue três etapas principais 
e necessárias, onde as próprias etapas que definem a melhor maneira de seguir com o 
desenvolvimento. 
1.6.1 Estudo do funcionamento do controle de radiofrequência 
Vimos um esboço do espectro da comunicação entre o controle e o drone apresentado na 
Figura 4, comprovando que existem vários canais de comunicação sendo usados 
simultaneamente na faixa de 2.4GHz. Entretanto, para desenvolver o sistema de intervenção é 
necessário saber exatamente quais canais são utilizados e como os canais são utilizados, bem 
como o modelo e se possível, a configuração, do transceiver usado na construção do drone e 
do controle.  
A primeira etapa consiste em descobrir os detalhes do funcionamento do controle, ou seja, 
as características básicas da comunicação sem fio usadas no problema, que estão na camada 
física da comunicação. Alguns exemplos de características que correspondem a esse nível de 
proteção são: canais (frequências das portadoras), baudrate e modulação. O Capítulo 2 
apresenta esse estudo detalhado. 
Com essas características é possível configurar um dispositivo como sniffer de 
radiofrequência, que fica buscando sinais que correspondam ao sinal de um drone, podendo 




1.6.2 Sistema de detecção de drones por radiofrequência 
O dispositivo sniffer é o objeto de estudo do Capítulo 3, que corresponde a um transceiver 
com um microcontrolador configurado com os mesmos parâmetros de radiofrequência como 
ouvinte, ou seja, está apto a identificar pacotes de dados vindo de drones. 
A finalidade é identificar drones que estejam se aproximando e obter os parâmetros de 
segurança da camada de protocolo. Basicamente, descobrir como os dados são enviados do 
controle para o drone, quais são os endereços de comunicação e toda a estrutura de dados.  
Por fim, apresentaremos um estudo para tornar o sniffer mais genérico, propondo por 
exemplo, que o dispositivo tente identificar também quais são as portadoras que estão sendo 
transmitidas. Discutiremos as dificuldades e o desafio tecnológico dessa etapa, assim como as 
limitações do sistema desenvolvido. 
1.6.3 Sistema de intervenção de voo 
Finalmente, munido das características da camada física e da camada de protocolo, é 
possível construir o dispositivo de spoofing, capaz de enviar mensagens como se fosse o 
controle do drone, realizando o ataque de mensagens conforme proposto na teoria. O dispositivo 
construído é concorrente com o controle, e claramente, apresenta um processamento de dados 
relativamente complexo e necessita de um transceiver semelhante ao usado no controle do 
drone para que se torne compatível com a comunicação, conforme mostrado na Figura 6. 
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O sistema de spoofing precisa gerar os pacotes semelhantes ao do controle, tendo, portanto, 
um processamento de dados, enviando os pacotes para o transceiver de RF, que finalmente 
envia os sinais concorrentes ao controle. Tais sinais devem fazer com que o drone siga as 
instruções enviadas pelo sistema de spoofing e não pelo controle, sendo esse esquema mostrado 
na Figura 6. Abordaremos os requisitos técnicos necessários para que o sistema opere conforme 
mencionado no decorrer do documento, ressaltando as principais dificuldades e os mecanismos 
de solução dos problemas encontrados. 
O Capítulo 4 detalha o desenvolvimento do sistema de spoofing, bem como as implicações 
de operação concomitante do sistema com o controle original. Como spoofing de RF 
(radiofrequência) é relativamente novo na literatura, criamos métricas para a quantificação do 
desempenho do sistema. 
Realizamos também algumas considerações sobre outros modelos de drones, diferentes do 
objeto de estudo da dissertação de mestrado, propondo técnicas para que o sistema de spoofing 
se torne expansível e genérico para outros modelos. Por fim, também faremos propostas para o 
caso de drones que utilizam espalhamento espectral (FHSS), sendo esse último disposto de uma 





*O código do microcontrolador foi raspado, portanto não sabemos o fabricante e o modelo do dispositivo. 
Entretanto, isso não é um problema para a continuidade do desenvolvimento. 
 
2  FUNCIONAMENTO DETALHADO DO CONTROLE DE 
RADIOFREQUENCIA 
Nesse capítulo analisaremos algumas características iniciais referentes a comunicação sem 
fio entre o controle e o drone, sendo o objetivo principal obter os parâmetros de configuração 
do transceptor relativos à camada física. Alguns exemplos de características que correspondem 
a esse nível de proteção são: canais (frequências das portadoras), baudrate e modulação.  
Para isso, necessitamos descobrir qual transceiver é utilizado e quais dados são enviados 
internamente ao controle do drone. Portanto, este Capítulo é uma análise do funcionamento do 
controle, considerando hardware e firmware. 
2.1 ANÁLISE SPI 
Iniciamos a análise do funcionamento do controle, na tentativa de obter os detalhes da 
comunicação, o que é feito atuando diretamente no controle do drone. O núcleo da placa 
eletrônica dispõe de dois circuitos integrados principais, conforme mostrado na Figura 7, sendo 
os dispositivos: 
➢ Um microcontrolador*: Responsável por criar a estrutura de dados que será enviada 
ao transceiver e configurá-lo para que a comunicação ocorra da maneira desejada 
pelo projetista; 
➢ Um transceiver HS6200 [35] da empresa Hunter Sun: transceptor operando com 
modulação GFSK na banda ISM de 2.4GHz, que vai de acordo ao que foi 
apresentado na Seção 1.3. O microcontrolador configura os registradores do 
HS6200 para estabelecer a comunicação e envia os dados via interface física SPI 
(Serial Peripheral Interface); 
Uma informação relevante obtida através das informações técnicas é que o transceiver 
HS6200 é equivalente e pino a pino compatível com um segundo transceiver GFSK 





Figura 7. Identificação dos componentes no controle 
Com base nas informações, construímos um diagrama de blocos básico do funcionamento 
do controle do drone, apresentado na Figura 8. É possível obter mais detalhes sobre a 













*A instalação do driver do analisador Saleae para o correto funcionamento em Windows é razoavelmente 
trabalhosa, e foi encontrada em [37]. 
 
Utilizando o analisador lógico [37] Saleae, mostrado na Figura 9, é possível verificar os 
sinais que são enviados ao transceiver de RF durante o funcionamento do drone. O analisador 
é conectado a um PC via USB*, onde podemos amostrar janelas de alguns segundos e salvar os 
dados em arquivos no computador. 
 
Figura 9. Analisador Lógico Saleae 
A interface SPI é composta por 4 linhas, além do terra (GND – ground), sendo elas: 
• MOSI: Master Output Slave Input; 
• MISO: Master Input Slave Output; 
• SS: Slave Select; 
• SCLK: Serial Clock; 
Conectando o analisador nos pinos do microcontrolador e do transceptor equivalentes a 
interface SPI, obtidos através do datasheet do HS6200, temos a montagem mostrada na Figura 
10. 
 





A interface do analisador lógico no PC é mostrada na Figura 11, no momento da aquisição 
de sinais entre o microcontrolador e o transceiver.  
 
Figura 11. Comunicação SPI entre Microcontrolador e Transceiver 
É possível amostrar uma janela de vários segundos de sinais recebidos, na forma de valores 
hexadecimais salvos em um documento de texto, configurando registradores e enviando dados 
ao transceiver. Nesse momento, constatamos também que o controle enviava dados a todo o 
momento para o drone, intermitentemente. 
Ao ligar o controle do drone é necessário executar uma sequência de pareamento, descrita 
no manual da aeronave [27]. Tal sequência deve ser realizada com o drone também ligado, e 
serve para sincronizar informações entre o controle e o drone.  
Foram amostradas diversas sequências de funcionamento, que variavam entre: power on 
do controle; sequência de pareamento e operação normal. 
A partir do datasheet do transceiver de RF do controle (HS6200), podemos converter os 
sinais hexadecimais em instruções comandos de leitura e escrita nos registradores do 
dispositivo, com base nas instruções da interface SPI de gravação e leitura. A tabela de 
comandos é apresentada no Apêndice B. Foi desenvolvido um script Matlab dedicado a esse 
propósito, com base na tabela de comandos, e tal script é apresentado no Apêndice C.  
Um exemplo de códigos em hexadecimal decodificados em comandos de escrita e leitura 
em registradores é apresentado na Figura 12. Existem também outros comandos de controle, 





Figura 12. Sinais Programados no Transceiver 
Como exemplo, detalharemos a interpretação da linha 12 da Figura 12, apresentando a 
descrição dos campos na Tabela 3: 
Tabela 3. Interpretação de Comando SPI 
Campo Valor Descrição 
Time (µs) 0.094279 Tempo de recepção da mensagem em µs 
Dt (µs) 03824 Intervalo de tempo entre essa mensagem e a mensagem 
anterior 
N 0062 Número da mensagem. Existem mensagens de vários 
bytes, por exemplo, de gravação de dados em sequência. 
Cada linha da Figura 12 representa um único byte, 
portanto, para saber se a mensagem acabou é necessário 
verificar se o número da mensagem alterou. No caso, a 
linha 12 corresponde a uma mensagem de um único byte, 
pois na linha 11 temos N = 61 e na linha 13 temos N = 63. 
MOSI 0xE1 Mensagem enviada do mestre para o escravo, ou seja, do 
microcontrolador para o transceiver.  
MISO 0x2E Resposta do transceiver 
Description Flush TX Pelo datasheet do HS6200, a mensagem 0xE1 do mestre 
para o escravo é o comando de limpar o buffer de 
transmissão (Flush Tx). A tabela de comandos e de 
registradores do HS6200 é mostrada no Apêndice B 
 
A análise foi repetida para diversos conjuntos de dados, compondo toda a gama de 
possibilidades de sinais de controle: 




• Sequência de configuração de sensibilidade do controle 
• Comando de decolagem (elevação de altura) 
• Comando de aterrisagem (redução de altitude) 
• Comandos para esquerda, direita, frente e trás. 
• Comandos de rotação para esquerda e direita. 
Dessa forma identificamos quais alterações modificam a configuração de dados e de que 
maneira essas modificações ocorrem. Nessa etapa também foi possível verificar algumas das 
informações já apresentadas na Figura 4, como as frequências das múltiplas portadoras e o fato 
do chaveamento entre portadoras ser feito de forma sequencial. 
Na próxima Seção, apresentaremos os resultados obtidos com a análise lógica da 
comunicação SPI entre o transceiver e o microcontrolador. Com os resultados obtidos, é 
possível desenvolver um dispositivo sniffer, responsável pelo mapeamento de drones com a 
mesma característica, que é o objeto de estudo do Capítulo 3. 
 
2.2 INTERPRETAÇAO DOS RESULTADOS 
A interpretação dos resultados da análise logica é dividida em duas partes: 
• O fluxograma da análise da programação do rádio HS6200 antes da sequência de 
pareamento; 
• O fluxograma da análise dos comandos enviados para o rádio HS6200 após a 
sequência de pareamento, ou seja, em operação normal de voo; 
Toda mensagem transmitida pelo rádio possui um endereço especifico (chamado de pipe 
address ou base address). A comunicação entre o par transmissor e receptor só ocorre se ambos 
estiverem configurados com o mesmo endereço de comunicação. Portanto, esse endereço é um 
item adicional necessário para que o drone consiga receber os sinais enviados pelo controle. 
2.2.1 Sequência de Pareamento 
Sobre a sequência de pareamento, foi identificada a configuração do transceiver com um 




não varia de drone para drone e de controle para controle para o mesmo modelo do escolhido. 
Tal procedimento existe para que o controle daquele modelo seja genérico para as aeronaves, 
ou seja, ao ligar o drone, a aeronave entra em estado de escuta até receber dados naquela 
portadora com aquele base address específico. O fluxograma obtido através da análise é 
mostrado na Figura 13, contendo essa configuração inicial descrita. 
Após a configuração inicial do 
transceiver, o controle entra em um 
loop, enviando sempre o futuro base 
address de operação durante o voo e 
quais são os demais 5 canais de 
operação, que somados ao canal de 
configuração 60 compõe os 6 canais 
(Figura 4). Portanto, durante o loop, o 
drone fica recebendo os dados do base 
address e dos canais futuros e entra em 
modo escuta de preparo de voo. 
Nesse loop, o microcontrolador fica no 
aguardo da sequência de pareamento ser 
concluída, que é realizada com um 
movimento cima-baixo no acelerador 
do controle.  
Dependendo do modelo do drone, os 
canais de operação podem ser fixos, e na 
sequência de pareamento o controle 
envia somente o base address futuro. Entretanto, prever que os canais de operação são enviados 
na sequência de pareamento resulta em um problema mais geral a ser resolvido, 
consequentemente, contemplando um maior número de drones contemplados por esse 
fluxograma de operação. 
A técnica de pareamento é usada com o objetivo principal de permitir que dois drones do mesmo 
modelo voem juntos em um mesmo ambiente sem que uma aeronave interfira na comunicação 
da outra. Não é exclusivo de drones esse tipo de técnica, sendo o pareamento conhecido em 
outros tipos de comunicação sem fio, como o bluetooth, por exemplo. 
 









Envia 5 canais de operação
Base Address =






2.2.2 Comandos de Voo 
Uma vez que o pareamento tenha sido realizado, o controle entra no modo de voo, e a 
análise de SPI resulta no fluxograma apresentado na Figura 14, que se inicia configurando o 
base address para o endereço que foi enviado durante o pareamento e posiciona os canais 
sequencialmente entre os possíveis canais de operação do controle (finalmente compondo os 6 
canais da comunicação multiportadora). 
O controle entra em um ciclo de leitura de 
botões, enviando o comando em uma 
portadora e em seguida trocando de portadora. 
Portanto, o controle fica enviando 
sequencialmente a mesma informação em 
todas as portadoras. 
Tal resultado é uma surpresa, pois de 
acordo com as medidas de jamming 
mencionadas na Seção 1.5, o drone perde a 
comunicação com o controle ao inserirmos um 
nível de ruído em um único canal de 
comunicação. A hipótese levantada para 
suportar tal resultado é que pelo fato do 
transceiver do drone se posicionar 
sequencialmente em recepção para cada 
portadora, o nível de ruído elevado em uma 
única faixa de recepção é suficiente para 
saturar o estágio de entrada do transceiver, 
impedindo que ele receba as mensagens ao 
trocar de canal. Uma segunda hipótese é que o algoritmo do drone entra em uma rotina de 
desligamento ao perder os dados em uma única faixa, mas tal hipótese é pouco provável pelo 
fato do drone retomar a comunicação com o controle ao eliminarmos o ruído inserido pelo 
jammer. 
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2.3 CONCLUSÕES PARCIAIS 
Essa Seção tem por objetivo apresentar algumas conclusões pontuais sobre a comunicação 
entre o controle e o drone a partir dos fluxogramas obtidos e apresentados na Figura 13 e na 
Figura 14.  
A partir da sequência de pareamento, o drone envia os sinais em seis canais diferentes, 
sendo eles: 
• Canal 02 – Frequência de portadora de 2.402GHz; 
• Canal 11 – Frequência de portadora de 2.411GHz; 
• Canal 33 – Frequência de portadora de 2.433GHz; 
• Canal 60 – Frequência de portadora de 2.460GHz (que inicialmente era o canal de 
configuração); 
• Canal 65 – Frequência de portadora de 2.465GHz; 
• Canal 66 – Frequência de portadora de 2.466GHz; 
Retomando a análise preliminar da comunicação apresentada na Seção 1.4, 
especificamente a distribuição no espectro de frequências da Figura 4, podemos incluir as 
frequências das portadoras, gerando a  Figura 15, verificando assim que o resultado obtido na 
análise de SPI está coerente com as medidas realizadas anteriormente. 
 
Figura 15. Ocupação do Espectro com Portadoras – Drone GKSF multicanais 


































É importante salientar que sem a análise da comunicação SPI seria imperceptível a 
presença das duas portadoras adjacentes, nos canais 65 (2.465GHz) e 66 (2.466GHz). Outra 
informação relevante é que a informação é enviada nas portadoras de maneira sequencial, ou 
seja, não existe um algoritmo complexo para a troca de portadora. Por fim, temos uma última 
conclusão ainda mais importante: a informação enviada em cada portadora é idêntica.  
A Figura 16 apresenta os dois fluxogramas apresentados anteriormente relacionando a 
dependência entre eles. No caso mais geral, o base address e os canais de operação que serão 
usados pelo controle durante o voo são enviados antes que a sequência de pareamento seja 
realizada. 
 
Figura 16. Dependência dos fluxogramas de Pareamento e de Voo 
Tal dependência gera algumas complicações para o desenvolvimento do sistema de 
spoofing. Nada indica que o sistema de spoofing receba as mensagens enviadas pelo controle 
antes que o pareamento seja realizado, ou seja, esses parâmetros dependentes devem ser obtidos 
com o drone já em voo, o que é um desafio adicional para o sniffer de radiofrequência que é 
apresentado no Capítulo 3, mesmo se tratando de informações que podem ser consideradas de 
camada física.  
Também é objeto de estudo do sniffer de radiofrequência identificar qual é a estrutura de 
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anteriormente, tais características estão além da camada física de proteção da comunicação, e, 






3 DESENVOLVIMENTO DO SNIFFER PARA COMUNICACAO EM 
MODULACAO GFSK MULTICANAIS 
Esse Capítulo tem como finalidade apresentar o desenvolvimento do sniffer de 
radiofrequência, ou seja, um dispositivo capaz de identificar e obter os parâmetros de voo do 
drone, munido das informações obtidas no Capítulo 2. 
Inicialmente, abordaremos os parâmetros de configuração necessários para o dispositivo, 
baseados na escolha do transceiver compatível com o HS6200, de modulação GFSK com canais 
configuráveis. Em seguida, realizaremos a amostragem de pacotes de dados do controle para 
obter o protocolo de transmissão de dados usado pelos drones, com o objetivo final de emulá-
lo no dispositivo de spoofing. 
3.1 PARAMETROS DE CONFIGURAÇÃO  
A etapa inicial para a construção do sniffer é a escolha de um transceiver que opera na 
faixa ISM de 2.4GHz com modulação GFSK e canais configuráveis. Por ser bem conhecido na 
comunidade técnica, optamos pelo uso do Nordic nRF24L01 [36], mostrado na Figura 17, 
embasados também na referência da Hunter Sun [35] afirmando a compatibilidade pino-a-pino 
dos dois transceivers. Tal escolha dificulta o desenvolvimento por motivos que veremos na 
sequência do documento, porém, o HS6200 é vendido somente em grandes lotes, o que 
inviabilizou o uso nesse projeto de pesquisa. 
 
Figura 17. Transceiver nRF24L01 da Nordic Semiconductor 
Existem três conjuntos de informações que devem ser levadas em conta para a configuração 




*Mais informações sobre a estrutura de dados podem ser encontradas nos datasheets dos componentes e no site 
dos fabricantes do nRF24L01 [36] e do HS6200[35]. 
 
1. Características obtidas na análise de SPI apresentada no Capítulo 2: Datarate de 
1Mbps; Canal de escuta utilizado pelo drone, no caso, iniciaremos com o canal 60 (portadora 
em 2.460GHz). 
 
2. Devem ser associadas às necessidades inerentes a um sniffer convencional usado 
em redes cabeadas ou sem fio: 
• Passividade: O sniffer não deve responder automaticamente (acknowledge) nem 
enviar dados na comunicação, evitando ao máximo interferir nas transmissões 
originais do sistema; 
• Recepção Promíscua: O sniffer deve receber o máximo de pacotes de dados 
possível, de preferência todo o fluxo da comunicação. Se necessário, filtros em 
software podem ser implementados para facilitar o entendimento, porém, a 
configuração do hardware deve ser realizada de tal maneira a garantir o máximo de 
promiscuidade possível.   
 
3. Pequenos ajustes devido a escolha de um transceiver diferente. Comparando os 
datasheets do HS6200 e do nRF24L01 é possível verificar que existem pequenas diferenças 
no funcionamento dos dois. A primeira que é relevante para a configuração é a estrutura de 
dados enviada, ou seja, a composição do pacote de informações.  
A estrutura de dados padrão do nRF, chamada de Enhanced Shockburst*, é composta da 
seguinte maneira: 
Tabela 4. Estrutura Enhanced ShockBurst do nRF24L01 
Campo Preâmbulo Base Address Controle Pacote (PCF) Dados CRC 
Tamanho 1 byte 3-5 bytes 9 bits 
0 - 32 
bytes 
1-2 bytes 
        







   6 bits 2 bits 1 bit   
 
Enquanto que a estrutura do HS6200 é ligeiramente diferente*, conforme mostrado na 
Tabela 5. O nRF24L01 não tem 2 bytes de guarda que o HS6200 utiliza antes do PCF (Packet 
Control Field), o que tornaria os chips incompatíveis, ou seja, os sinais enviados por um não 









Guarda Controle Pacote (PCF) Dados CRC 
Ta-
manho 
1 byte 4-5 bytes 2 bytes 9 bits 




         







    6 bits 2 bits 1 bit   
 
Para resolver o problema foi necessário desabilitar o Enhanced ShockBurst do nRF24L01, 
e dessa forma, a nova estrutura de dados corresponde a apresentada na Tabela 6. A diferença é 
que não existe PCF na estrutura, ou seja, mesmo que o controle do drone esteja usando esses 
campos na transmissão, o sniffer deve tratá-los em software após a recepção, pois a 
configuração do transceiver não realiza um reconhecimento, enviando tudo para o 
microcontrolador como se fizesse parte do conjunto de dados. É possível encontrar 
procedimentos semelhantes [38] realizados em outros projetos relacionados a sniffers com o 
nRF24L01. 
Tabela 6. Estrutura de Dados de Compatibilidade do nRF24L01 
Campo Preâmbulo Base Address Dados CRC 
Tamanho 1 byte 3-5 bytes 





Finalmente, dadas as 3 condições de contorno para a configuração apresentada, resumimos 
as características que devem ser programadas no transceiver: 
➢ Datarate de 1Mbps: compatibilidade com a comunicação verificada via análise de 
SPI, 
➢ Desabilitar ACK (Acknowledgment): para garantir a passividade do dispositivo; 
➢ Desabilitar CRC (Cyclic Redundancy Check): necessário para que os pacotes não 
recebam um drop em hardware, visto que as estruturas de dados não são 
perfeitamente idênticas; 
➢ Desabilitar o Enhanced Shockburst: necessário para que o sniffer consiga receber 
os pacotes do HS6200 sem que haja incompatibilidade de estruturas de dados; 
➢ Redução do tamanho do base address: quanto menor o base address maior a 
promiscuidade do dispositivo. Se o base address da comunicação no receptor não 




em hardware, o que impossibilita que o sniffer receba os pacotes. Caso o base 
address da comunicação não seja conhecido é necessário realizar uma varredura 
em software com o objetivo de encontrá-lo.  
Uma segunda varredura que é implementada em software é a de procura de canal, caso esse 
não seja conhecido. Entretanto, varreduras nesse sentido costumam ser lentas, pois dependem 
da configuração do transceiver e são muitos bytes de possibilidade, principalmente quando 
tratamos do base address. 
Dadas as configurações necessárias, podemos prosseguir com o desenvolvimento do 
dispositivo sniffer.   
3.2 DESENVOLVIMENTO DO DISPOSITIVO 
O dispositivo foi desenvolvido usando o nRF24L01 e uma placa de desenvolvimento com 
microcontrolador Atmel ATMEGA328P [39] funcionando a 16 MHz, em uma placa de 
desenvolvimento popularmente conhecida como Arduino [40]. Foram inseridos capacitores de 
desacoplamento na alimentação para garantir o bom funcionamento do transceiver. A placa foi 
concebida usando o software de design de placas de circuito impresso open source chamado 
KiCad [41]. Na Figura 18 vemos o design da placa (à esquerda) e o dispositivo final (à direita) 
após fabricação da placa e de uma caixa impressa usando impressora 3D: 
 
 
Figura 18. Sniffer de Sinais de RF 
O sniffer é somente um estágio intermediário do desenvolvimento do objetivo do trabalho, 




profundo da comunicação entre o drone e o controle, obtendo características imprescindíveis 
que devem ser emuladas no sistema de spoofing.  
Conforme discutido na Seção 3.1, utilizamos um transceiver diferente do HS6200 presente 
no controle do drone, mas compatível em termos de modulação e que permite receber as 
mesmas configurações. Nessa etapa do desenvolvimento encontramos uma certa 
incompatibilidade entre os transceivers que não é descrita em nenhum dos dois datasheets, 
sendo evidenciada na prática. Existe uma codificação do campo dados da estrutura do pacote, 
apresentado na Tabela 5, entre o nRF24L01 e o HS6200, que faz com que os CIs não sejam 
diretamente compatíveis. A codificação se trata de uma operação XOR com uma sequência de 
bytes fixa, tal técnica é popularmente conhecida como scrambling [42]. O procedimento e o 
resultado para a detecção da sequência XOR que cifra os pacotes são descritos no Apêndice D. 
Uma vez resolvido, a operação XOR é carregada por todo o código do sniffer e 
consequentemente do sistema de spoofing que será apresentado no Capítulo 4. 
A gravação no nRF24L01 foi realizada com o auxílio da biblioteca RF24 [43] para 
configuração da SPI do microcontrolador, de acordo com os parâmetros descritos na Seção 3.1, 
colocando o dispositivo em modo escuta. O sniffer permite dessa forma analisar em tempo real 
todos os dados enviados ao drone, o base address do controle em questão, os sinais de controle 
enviados (payload), o código de verificação de erros (CRC). Um exemplo de 4 pacotes 
recebidos pelo dispositivo com o drone em voo (controle enviando mensagens de acordo com 
o fluxograma da Figura 14) é mostrado na Figura 19. O código do dispositivo sniffer é objeto 






Figura 19. Pacotes Recebidos pelo sniffer 
A próxima Seção discute a interpretação dos dados obtidos pelo sniffer e apresenta alguns 
resultados intermediários que são relevantes para o desenvolvimento do sistema de spoofing, 
detalhando a estrutura de dados que o controle envia para o drone, relacionando finalmente 
onde estão presentes os dados de leitura dos botões de aceleração e dos três eixos de rotação da 
aeronave: normal (yaw), lateral (pitch) e longitudinal (roll). 
3.3 RESULTADOS OBTIDOS 
Os principais resultados que são obtidos através do sniffer de RF podem ser agrupados em 
duas categorias: estrutura de dados e parâmetros de comunicação. A estrutura de dados detalha 
como a comunicação drone-controle utiliza as informações da Tabela 5, ou seja, como as 
informações são passadas entre os dispositivos, contemplando o protocolo da comunicação. Os 
parâmetros relativos a camada física da comunicação correspondem aos canais (frequências) e 
o base address, ou seja, são os parâmetros enviados ao drone durante a sequência de 
Channel: 60 
Address: AE A6 60 A8 98   
Guard: AE AE   
PCF - Payload Length: 9 PID: 3 NO_ACK: 1 
Payload: FF 80 40 80 80 40 40 0 C0   
CRC: 1C D1   
  
Channel: 60 
Address: AE A6 60 A8 98   
Guard: AE AE   
PCF - Payload Length: 9 PID: 2 NO_ACK: 1 
Payload: FF 80 40 80 80 40 40 0 C0   




Address: AE A6 60 A8 98   
Guard: AE AE   
PCF - Payload Length: 9 PID: 3 NO_ACK: 1 
Payload: FF 80 40 80 80 40 40 0 C0   




Address: AE A6 60 A8 98   
Guard: AE AE   
PCF - Payload Length: 9 PID: 2 NO_ACK: 1 
Payload: FF 80 40 80 80 40 40 0 C0   




pareamento, conforme apresentado anteriormente na Figura 16, que compara a dependência dos 
dois fluxogramas do controle obtidos através da análise SPI. 
3.3.1 Detalhamento da estrutura de dados 
O objetivo dessa subseção é decodificar a maneira com que o controle faz uso do campo 
dados, conforme estrutura da Tabela 5, ou seja, encontrar o protocolo usado na comunicação 
sem fio. Observando uma mensagem enviada pelo controle, temos a Figura 20: 
O campo de dados (payload) tem sempre 9 bytes de dados conforme indicado no PCF e o 
campo PID (contador identificador de pacotes) é incrementado a cada mensagem. Estamos 
interessados em descobrir exatamente o que significam os 9 bytes do campo de dados, 
sublinhados na Figura 20, relacionando-os com os possíveis eixos de rotação do drone [44], 




Figura 21. Eixos de rotação de uma aeronave. FONTE: [44] 
Channel: 60 
Address: AE A6 60 A8 98   
Guard: AE AE   
PCF - Payload Length: 9 PID: 3 NO_ACK: 1 
Payload: FF 80 40 80 80 40 40 0 C0   
CRC: 1C D1   
 




Realizamos testes em tempo real com o sniffer e o controle do drone ligado, efetuando 
todos os comandos possíveis, encontrando as funções dos 9 bytes desejados, mostradas na 
Tabela 7: 
Tabela 7. Funções dos 9 bytes da estrutura de dados 
Byte Função 
1 Aceleração 
2 Normal (yaw) 
3 Calibragem Normal 
4 Lateral (pitch) 
5 Longitudinal (roll) 
6 Calibragem Lateral 
7 Calibragem Longitudinal 
8 Função Especial (Giro 360°) 
9 Checksum 
 
Com base nessas informações, podemos clonar a mesma estrutura para conseguir assumir 
o controle da aeronave, sabendo exatamente qual byte é responsável por cada eixo de rotação e 
pela aceleração da aeronave. O checksum descrito no byte 9 é a soma de verificação 
convencional, ou seja, somando todos os bytes, inclusive o checksum, obrigatoriamente a conta 
resultante deve ser 0xFF, caso todos os bits tenham sido transmitidos com sucesso. 
Uma informação interessante é que não existe nenhuma criptografia sobre os 9 bytes de 
estrutura de dados, o que aumentaria significativamente a dificuldade da tarefa do sistema de 
spoofing. Seria possível acrescentar um byte de cifra, por exemplo, e usar um algoritmo de 






3.3.2 Inspeção de parâmetros adicionais por varredura 
De acordo com a Figura 19, o sniffer recebe pacotes dado um canal fixo e um base address 
conhecido. Entretanto, tais parâmetros são enviados ao drone somente durante a sequência de 
pareamento. É possível realizar uma procura desses parâmetros usando o dispositivo 
desenvolvido. A partir da análise SPI descrita na Seção 2.1 sabemos que o controle envia 
mensagens a cada 6ms, no máximo (o tempo entre mensagens será abordado com mais detalhes 
no Capítulo 4).  
Portanto, é possível realizar uma varredura alterando bit a bit do canal e esperando alguns 
milissegundos o recebimento de uma mensagem, e caso nenhuma mensagem seja recebida, 
passamos ao canal seguinte. Da mesma forma podemos realizar uma varredura para o base 
address, que por configuração de registradores pode ser reduzido a 3 bytes.  
Dado que o rádio pode ser configurado em 126 canais [36] diferentes e existem 3 bytes 
mínimos que precisam ser encontrados para o base address, temos 126*28*3=2.113.929.216, ou 
seja, mais de 2 bilhões de combinações possíveis para a comunicação do drone, e essa é a 
principal segurança contra um sistema de spoofing. 
No caso do drone escolhido foi possível obter através da análise SPI, entretanto, no caso 
mais geral, seria necessário uma varredura de dias com o sniffer desenvolvido para obter os 
parâmetros não conhecidos em voo. Existem alguns fatores práticos que reduzem essa tarefa, 
por exemplo, o uso do canal de configuração (portadora em 2.460GHz) é comum em grande 
parte dos drones comerciais, portanto, seria uma boa condição inicial para a varredura dos 
parâmetros.  
Não é o escopo desse trabalho desenvolver a solução ótima para o sniffer GFSK 
multicanais, mas mostrar que é possível obter os parâmetros over the air e assumir o controle 
da aeronave em voo, mas esse é um problema levantado que provavelmente será objeto de 
estudo de trabalhos futuros. 
A princípio, uma possibilidade é usar um Software Defined Radio (SDR) para identificar 
os canais e o base address da comunicação [45], e em seguida passar a um sniffer com 
transceiver GFSK para identificar e decodificar o protocolo usado, obtendo a estrutura 




3.4 CONCLUSÕES PARCIAIS 
Com o dispositivo sniffer desenvolvido é possível ressaltar duas informações relevantes 
para o sistema de intervenção de voo: 
• O protocolo usado nos drones comerciais multicanais GFSK é direto e não 
criptografado, o que, em termos computacionais, facilita o desenvolvimento do 
sistema de spoofing. É necessário clonar exatamente a mesma estrutura de dados com 
protocolo para que o drone alvo seja controlado pelo sistema desenvolvido, e pelos 
pacotes de dados obtidos pelo sniffer, isso é uma tarefa factível para o drone escolhido; 
• A obtenção de base address e canal não é tão simples, sendo esses os principais 
parâmetros de segurança da comunicação controle-drone. É possível criar um banco 
de dados de drones conhecidos e realizar varreduras lentas com transceivers GFSK 
com comunicação SPI, ou ainda, associar múltiplos transceivers tentando otimizar a 
varredura. Estudar uma solução ótima de sniffer usando Software Defined Radio (SDR) 
seria um excelente objeto de estudo para trabalhos futuros; 
Munido das informações acima é possível criar um sistema de intervenção de voo capaz 
de tomar o controle de aeronaves não tripuladas guiadas por radiofrequência através de 






4 DESENVOLVIMENTO DO SISTEMA DE INTERVENÇÃO DE VOO 
Nesse capítulo serão abordadas as características referentes ao sistema de intervenção de 
voo usando a técnica de spoofing. Baseado nas informações obtidas através da análise SPI e do 
sniffer GFSK é possível construir um dispositivo que emule os sinais enviados ao drone pelo 
controle, permitindo assim, assumir o controle da aeronave. 
Apresentaremos as principais características do software que entra em execução na 
Beaglebone Black [46], com atenção aos elementos mais críticos para que o sistema tenha um 
bom desempenho. Em seguida apresentaremos o hardware integrado Linux e transceiver com 
suas principais características técnicas. 
Por fim, discutiremos sobre os principais resultados do sistema de spoofing, elaborando 
uma métrica para a eficiência do sistema desenvolvido em relação ao controle, visto que não 
existem propostas para esse tipo de sistema na literatura. Tal figura de mérito serve como 
parâmetro de comparação para desenvolvimentos futuros, servindo como referência para outros 
trabalhos na mesma linha de pesquisa.  
4.1 DIAGRAMA FUNCIONAL 
O objetivo do sistema de intervenção é sobrepor os sinais de controle que chegam no drone, 
permitindo que o dispositivo tome o controle e o guie para o local desejado. O projeto foi 
desenvolvido usando um Linux embarcado conhecido por Beaglebone Black, com as seguintes 
características técnicas: 
• Processador ARM Cortex-A8 de 1GHz (AM335x); 
• 512MB de memória RAM DDR3; 
• 4GB de memória flash on-board (e-MMC de 8 bits); 
• Acelerador NEON de ponto flutuante; 
• Acelerador gráfico; 
• 2 microcontroladores de 32 bits como PRU (Programmable Real-time Unit); 
• Ethernet; 




No caso, o projeto foi desenvolvido no sistema operacional Debian 7.11, na época do início 
do desenvolvimento a última versão estável de S.O. (Sistema Operacional) para a placa. 
Utilizaremos a interface SPI para a comunicação com o transceiver nRF24L01, o mesmo usado 
no sniffer do Capítulo 3. 
No caso mais geral, onde temos dois processos em paralelo na Beaglebone, um atuando 
como sniffer e outro responsável pelo spoofing, o diagrama de operação de tal sistema é 
exemplificado na Figura 22. O processo sniffer é semelhante ao código proposto no Capítulo 3, 
mas portado para a Beaglebone e é responsável por encontrar o base address e os canais de 
operação do drone caso o processo de spoofing não os conheça.  
 
Figura 22. Sistema de Intervenção de Vôo 
O processo de spoofing é composto pelas seguintes etapas: 
• Processamento de dados (processo spoofing), responsável por gerar os pacotes de 
dados similares aos do controle do drone, conforme apresentados no Capítulo 3, 
incrementando o contador de pacotes, realizando o empacotamento dos comandos 
de voo e calculando o CRC de 2 bytes; 
• Processamento de dados (processo sniffer), que recebe pacotes de bytes 
transmitidos em GFSK e identifica estruturas similares a de drones, que são 
possíveis candidatos a alvos do sistema; 
• Configuração do transceiver GFSK nRF24L01 para os mesmos parâmetros de 












• Envio de sinais de spoofing via SPI para o transceiver, que por sua vez envia os 
sinais com o objetivo de atingir o drone. 
A Seção 4.2 detalha o funcionamento do software de spoofing do sistema proposto e a 
comunicação com o usuário contemplando possíveis modos de operação. 
4.2 ESTRUTURA DE FUNCIONAMENTO DO DISPOSITIVO (SOFTWARE) 
O dispositivo desenvolvido dispõe de um conector USB de comunicação com um 
computador para receber os comandos de aceleração e dos eixos do drone a ser controlado, 
entretanto o computador não é necessário para o funcionamento do spoofing, servindo somente 
como interface e não executa nenhum processamento de dados.  Nesse contexto, existem dois 
possíveis modos de operação para o dispositivo: 
• Automático: O dispositivo envia sinais de aterrisagem (aceleração nula) para os 
drones compatíveis no alcance do sistema, funcionando de maneira independente 
da presença de um computador conectado via USB. Quando o dispositivo liga entra 
nesse modo após o boot do sistema;  
• Manual: O drone alvo é controlado via USB através de uma interface gráfica (GUI 
– Graphical User Interface) desenvolvida em Matlab, que envia os comandos de 
voo (aceleração e os 3 eixos de rotação) de forma serial; 
Em um primeiro momento detalharemos a interface de comunicação com o PC descrita 
acima, passando em seguida a estrutura do código do spoofing propriamente dito, que entra em 
execução na Beaglebone Black, e, por último, detalharemos a otimização do custo de 
processamento do cálculo do CRC (Cyclic Redundançy Check), sendo esse o principal fator que 
restringe a velocidade do sistema de spoofing. 
4.2.1 Interface Gráfica Desenvolvida 
No modo manual, desenvolvemos uma interface gráfica para computador em Matlab, para 
Windows apresentada na Figura 23. Tal interface permite enviar todos os possíveis comandos 




alcance para um local desejado, capturando além do drone eventuais cargas que estão sendo 
transportadas. As principais funcionalidades da interface são: 
• Escolha da porta COM (serial) de comunicação com o drone. Um conversor USB 
serial (por exemplo CP2012) é ligado no computador e no sistema de spoofing. Tal 
dispositivo é mapeado no Windows como uma porta COM que deve ser entrada no 
software de controle; 
• Aceleração/Sensibilidade: O parâmetro que indica o quão sensível o drone será aos 
comandos da interface, fazendo com que o drone responda mais rápido aos dados 
inseridos na interface, recebendo um número de 1 a 10; 
• Barra vertical de aceleração (esquerda): envia os comandos de 0x00 a 0xFF 
referente a aceleração do drone; 
• Barra horizontal (esquerda) do eixo normal (yaw); 
• Barra vertical (direita) do eixo lateral (pitch); 
• Barra horizontal (direita) do eixo longitudinal (roll); 
 
 
Figura 23. Interface Gráfica Desenvolvida 
A interface também funciona pressionando os botões do teclado do PC, sendo as setas 
responsáveis pelas barras vertical e horizontal da direita e as teclas (W, A, S e D) responsáveis 




4.2.2 Estrutura do Código do Sistema de Spoofing 
O código do spoofing é escrito em C, e apresenta as seguintes funcionalidades, explicitas 
no fluxograma da Figura 24: 
• Inicialização da interface SPI para configuração do transceiver de RF GFSK 
(nRF24L01); 
• Inicialização da interface UART para comunicação com PC controlador; 
• Criação de ponteiros para uma região de memória compartilhada, onde estão 
escritas as informações sobre os canais e o base address da comunicação. A 
memória compartilhada é a maneira de comunicação com um possível processo 
sniffer responsável por encontrar os parâmetros acima citados. Caso não exista a 
aplicação sniffer, os valores utilizados são os padrões para o drone escolhido e 
apresentado no Capítulo 1, e nessa situação são baseados os principais resultados 
desse trabalho; 
• Configuração dos registradores do transceiver nRF24L01, de maneira semelhante 
ao código do sniffer usando a biblioteca RF24, pois as características da camada 
física da comunicação devem ser idênticas a do controle do drone, conforme já 
apresentado anteriormente; 
• Em seguida o programa passa a um laço infinito com as seguintes etapas para 
construção e envio do pacote de dados nos conformes do HS6200, iniciando no 
primeiro canal dos seis possíveis para envio de mensagens: 
1. Incrementa o contador de pacote do PCF (Packet Control Field), chamado 
PID (Packet IDentifier) de 2 bits; 
2. Se modo MANUAL: Realiza a leitura dos dados de voo: acelerador e 3 
eixos de rotação (caso tenham sido enviados via UART), salvando na 
posição do pacote referente aos devidos campos.  
Se modo AUTOMÁTICO: Carrega os valores referentes a descida rápida 
(aceleração 0x00) e eixos sem rotação nas posições do pacote de dados; 
3. Calcula o CRC para o pacote atual. Sendo essa a etapa mais demorada, 
computacionalmente; 
4. Envia comando para o transceiver via SPI. Essa instrução escreve o pacote 
de dados a ser enviado no buffer da SPI através de comandos da biblioteca 




Apresentaremos resultados sobre a influência do clock da SPI e do clock do 
sistema da Beaglebone na taxa de envio de mensagens do sistema de 
spoofing no decorrer desse Capítulo; 
5. Incrementa um contador, na finalidade de trocar o canal de envio de 
mensagem. Continuando assim a próxima iteração do laço, que deve passar 
pelas seis portadoras diferentes; 
 
 
Figura 24. Fluxograma do Envio de Dados de Spoofing 
O código compõe um pedido de registro de software, portanto, não está presente em sua 
íntegra na dissertação e nos apêndices, entretanto os conceitos importantes para o trabalho 
foram abordados nessa Subseção. 
Como desejamos que um transceiver HS6200 receba o pacote e o interprete, precisamos 
realizar o scrambling de bytes através do XOR, assim como na detecção com o sniffer detalhada 
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Em termos de processamento, o CRC geralmente é calculado em hardware no interior dos 
próprios transceivers dedicados. No caso do sistema de spoofing, como estamos emulando um 
pacote similar ao do controle que não é enviado de forma nativa ao transceiver, precisamos 
calcular os dois bytes de CRC no software da própria Beaglebone. Realizamos estudos para 
otimizar o cálculo do CRC, cuja metodologia e os resultados são apresentados no próximo item. 
4.2.3 Análise De Tempo do Cálculo de CRC 
O CRC (Cyclic Redundancy Check) [47] se baseia em um código de correção de erros 
muito usado em comunicações digitais, sendo um algoritmo mais avançado que o simples 
checksum, permitindo que alguns tipos de erros possam ser corrigidos em casos específicos.  
Existem algumas maneiras de calcular o CRC [48], que vão desde a implementação bit a 
bit do conceito até algoritmos baseados em pipeline [49]. Buscamos uma maneira mais rápida 
para computar o CRC no caso desejado, para pacotes de cerca de 16 bytes. Realizamos um 
trabalho reverso em amostras do drone para descobrir como os dados são usados para o cálculo, 
uma vez que a ordem de entrada dos bytes faz a diferença. 
O polinômio do cálculo do CRC de 16 bits é o padrão do CRC16-CCITT [50] 0x1021, que 
é o valor inicial para o CRC. A ordem dos bytes que compõe os dados alimenta o CRC da 
seguinte maneira: 
1. Os primeiros bytes são os 5 bytes do base address, começando do último até o 
primeiro; 
2. Em seguida faz-se o PCF completo; 
3. Em seguida os bytes de dados, sem scrambling; 
Percebe-se que os bytes de guard não entram para a composição do CRC. 
Os códigos que calculam o CRC para uma sequência de bytes são mostrados no Apêndice 
F. Realizamos a implementação de dois algoritmos diferentes: 
• A implementação direta bit a bit – que geralmente é encontrada nas definições de 
CRC na literatura; 
• A implementação por tabela pré-definida – que visa acelerar o processo de obtenção 





Pela natureza de operação do CRC, a complexidade dos algoritmos tradicionais é linear 
com o conjunto de dados, ou seja, utilizando a notação de ordem de complexidade [51], o 
problema é de ordem O(n). 
Em ambiente Windows, calculamos o tempo necessário para execução dos dois algoritmos 
de CRC para vetores de entrada com tamanhos diferentes, obtendo os tempos de execução para 
ambos os casos, podendo inclusive trabalhar com o tempo médio de cálculo por byte. Os 
resultados são mostrados na Tabela 8, sendo os tempos valores médios para execuções com 
10.000 repetições de cálculos em sequência. 
Tabela 8. Otimização do cálculo do CRC (tempos para 10000 bytes processados) 
 Tempo Total (us) Tempo por byte (us/byte) 










10 0.4 0.1 0.0400 0.0100 
20 0.5 0.2 0.0250 0.0100 
50 1.4 0.5 0.0280 0.0100 
100 4.5 0.9 0.0450 0.0090 
200 11.4 1.9 0.0570 0.0095 
350 20.1 3.4 0.0574 0.0097 
500 30.4 4.9 0.0608 0.0098 
750 45.6 7.3 0.0608 0.0097 
1000 62.1 9.9 0.0621 0.0099 
2000 127.7 19.9 0.0639 0.0100 
5000 319.7 49.5 0.0639 0.0099 
10000 636.8 97.7 0.0637 0.0098 
 
É possível analisar o comportamento do algoritmo através do tempo total de execução em 
função do tamanho do vetor de dados, conforme apresentado na Figura 25. Observamos que o 
tempo cresce de forma linear com o tamanho do pacote, o que evidencia a natureza linear do 
problema, refletido em ambos algoritmos. Tal comportamento comprova a ordem de 
complexidade O(n) para os algoritmos de CRC-8 bits. Entretanto, mesmo ambos tendo a mesma 
ordem, a constante que define o fator de crescimento com o tamanho do vetor é muito inferior 




Ressaltamos que tais resultados foram obtidos com os códigos sendo executados em um 
computador com sistema operacional Windows, e mais importante, com um processador muito 
mais rápido que o core da Beaglebone Black. Portanto, certamente as mesmas contas no Linux 
embarcado são mais lentas. Entretanto, como o foco é em otimizar o algoritmo, os valores 
numéricos de tempo são meramente comparativos, visando obter o melhor algoritmo para o 
caso do CRC-8bits. 
 
 
Figura 25. Comparação: Tempo Total por tamanho do pacote 
Para verificar o quão mais rápido o algoritmo de CRC por tabela é em relação a 
implementação clássica, podemos traçar o gráfico do tempo para o cálculo do CRC em função 
da quantidade de bytes do pacote, obtendo a Figura 25.  
De fato, verificamos que ambos algoritmos são lineares com o crescimento do vetor de 
dados, refletindo em retas no gráfico de tempos por byte. Além disso, o cálculo de CRC por 
tabela é mais de 6 vezes mais rápido que o cálculo convencional, de acordo com os tempos por 
byte calculados na Tabela 8. 
Uma característica importante a ser ressaltada é a ordem O(n) do algoritmo, que garante 
que ao dobrar a velocidade de clock do processamento, o tempo do cálculo é reduzido pela 

























metade, o que não ocorreria no caso de uma ordem de complexidade de O(n2), por exemplo. 
Tal resultado incentiva que caso seja necessário melhorar o tempo de cálculo do CRC, aumentar 
a velocidade de processamento seria uma solução. 
4.3 DESENVOLVIMENTO DO DISPOSITIVO (HARDWARE) 
Tal Seção é responsável por detalhar o hardware desenvolvido e suas características 
relevantes para o projeto, sendo o dispositivo mostrado o sistema de spoofing capaz de executar 
todas as funções descritas durante a dissertação, tomando assim o controle de aeronaves não 
tripuladas guiadas por radiofrequência. 
Usando o software KiCad, foi desenvolvida uma placa de interface capaz de conectar a 
Beaglebone Black no nRF24L01. O CAD da placa é mostrado na Figura 26, sendo uma placa 
de face dupla que foi produzida em uma prototipadora LPKF. 
 
Figura 26. Placa de Interface Desenvolvida 
O sistema de intervenção, mostrado na Figura 27, possui um amplificador de potência 
(front-end de RF) para aumentar o alcance do sinal interferente, cuja potência de saída pode 
chegar a +20dBm. O sistema completo é composto pela Beaglebone Black, rádio nRF24L01 e 
front-end de potência Skyworks RFX2401C [52], para ampliar o alcance do dispositivo de 
intervenção. Ao todo, o sismtea tem um consumo médio de cerca de 3W. Uma característica 
importante é que um sistema de jamming teria um consumo de potência muito superior a 3W 






Figura 27. Sistema de Intervenção de Voo 
 
4.4 RESULTADOS 
A Seção 4.4 apresenta os resultados para o sistema de spoofing desenvolvido, divididos em 
duas análises principais: 
• Realiza a comparação do sistema de spoofing atuando como controle do drone em 
relação ao próprio controle. Nesse caso, dada a escassez de referências na 
comunidade cientifica, foi elaborada uma figura de mérito para a quantificação da 
eficiência do dispositivo; 
• Verifica a influência de dois parâmetros principais de ajuste no desempenho do 
sistema de spoofing: a velocidade do clock da SPI de comunicação com o 




4.4.1 Comparação – Controle x Spoofing 
O desempenho do sistema de intervenção é mensurado em dois quesitos: potência 
transmitida e velocidade de chaveamento. A potência transmitida está diretamente relacionada 
com o alcance do sistema. Caso seja necessário um sistema com alcance superior é suficiente 
adicionar um amplificador de potência adicional. 
Conforme apresentado anteriormente, mesmo os controles mais simples operam em 
diversos canais. No caso dos drones testados, cada controle envia sinais em seis frequências de 
portadora diferentes. O tempo de chaveamento é o tempo entre cada sinal enviado, e está 
relacionado a velocidade de processamento do microcontrolador e a velocidade de comunicação 
entre o microcontrolador e modulo de radiofrequência. É de se esperar que, aumentando a taxa 
de transmissão de sinais de spoofing em relação a taxa de transmissão de sinais do controle, o 
drone receba mais sinais interferentes, e, portanto, apresente uma tendência maior a obedecer 
ao comando forçado pelo operador do dispositivo de intervenção.  
Dessa maneira, propomos a relação de sinais interferentes recebidos, de acordo com (2), 
como a figura de mérito relevante para caracterizar a eficiência do sistema. 
 
SPratio= 
Número de Pacotes de Spoofing Recebidos
Número de Pacotes Originais Recebidos 
    (2) 
 
Usando o analisador logico é possível analisar o perfil do intervalo de tempo entre as 
mensagens enviadas pelo controle original. Tal gráfico é apresentado na Figura 28. O tempo 






Figura 28. Perfil de tempo de chaveamento dos sinais enviados pelo controle 
Da mesma forma, podemos verificar o perfil do intervalo de chaveamento para o sistema 
interferente funcionando na BeagleBone Black, conforme apresentado na Figura 29, que 
apresenta um tempo médio de chaveamento de 0.8024ms, evidentemente, um tempo inferior ao 
tempo de chaveamento do controle. Esse tempo, por sua vez, se relaciona de maneira 
inversamente proporcional ao numerador da equação. 
 
Figura 29. Perfil de tempo de chaveamento dos sinais enviados pelo sistema de spoofing 






































Os resultados estatísticos para o tempo de chaveamento são apresentados na Tabela 9, o 
que indica que o sistema interferente é muito mais rápido e estável (devido ao desvio padrão 
inferior) que o controle. 
Tabela 9. Comparação de Tempos – Sistema de Spoofing 
 Controle Sistema de Intervenção 
Intervalo Maximo (ms) 5.885 0.8220 
Intervalo Minimo (ms) 2.299 0.7980 
Intervalo Médio (ms) 3.857 0.8024 
Desvio Padrão (ms) 0.735 0.0078 
 
Vê-se que o sistema de intervenção é cinco vezes mais rápido que o controle para o envio 
de mensagens consecutivas pelos valores médios de tempo, conforme (3), o que indica que o 
drone receberá cinco vezes mais comandos interferentes em relação aos sinais originais do 




=4.807      (3) 
 
 
Figura 30. Comparação dos tempos médios de envio de mensagens 



























Tal sistema permitiu tomar o controle de drones guiados por radiofrequência de forma 
satisfatória. Mesmo na presença do controle o sistema se mostrou eficiente para sobrepor os 
sinais e guiar o drone para a posição desejada.  
4.4.2 Alteração de Parâmetros: Clock de Sistema e Velocidade da SPI 
A segunda análise pertinente ao desempenho do sistema de spoofing está relacionada aos 
parâmetros que podem ser mudados na configuração do próprio dispositivo: 
• Velocidade da comunicação SPI entre a Beaglebone Black e o transceiver 
nRF24L01; 
• Frequência do clock do sistema da Beaglebone; 
A grandeza de referência é a média de tempo para o envio de uma quantidade fixa de 
mensagens do sistema de spoofing, no caso 10000 mensagens, para que o tempo total de medida 
seja maior e as funções de cálculo dos timers tenham menor influência. A subseção 4.4.1 foi 
realizada para velocidade da SPI máxima (10MHz) e clock do sistema máximo (1000MHz), 
obtendo mensagens a cada 0.8ms. Dessa forma, para 10000 mensagens, esperamos tempos de 
execução da ordem de 8 segundos, aproximadamente. 
A velocidade de 10MHz para a SPI é uma limitação do próprio nRF24L01, sendo essa a 
velocidade máxima indicada no datasheet. Realizamos medidas de tempo para o conjunto de 
valores: 1MHz, 2MHz, 4MHz, 6MHz, 8MHz e 10MHz. 
O clock do sistema é limitado pelo processador da Beaglebone, que por padrão pode operar 
a 300MHz, 600MHz, 800MHz ou 1000MHz.  
A Tabela 10 apresenta os tempos médios por mensagem (em ms) para o conjunto de 
medidas com as variações possíveis dos parâmetros. Os tempos médios foram obtidos 
transmitindo 10000 mensagens e dividindo o tempo total de execução do código por 10000. 
Tabela 10. Tempos médios por mensagem (em ms) com variação de clock do sistema e SPI 
 Clock da SPI (MHz) 
1 2 4 6 8 10 
Clock do 
Sistema 
300MHz 2.2755 2.0986 2.0251 1.9979 1.9833 1.9867 
600MHz 1.4144 1.2384 1.1966 1.1666 1.1633 1.1612 
800MHz 1.2055 1.0914 0.9957 0.9525 0.9485 0.9508 





Realizaremos a primeira análise variando o clock da SPI para o conjunto de valores do 
clock do sistema, obtendo a Figura 31. Vemos que, para velocidades acima de 6MHz, não existe 
uma variação significativa no tempo médio por mensagem, ou seja, a SPI rodando a 10MHz 
não aparenta ser um fator limitante para a velocidade de transmissão de pacotes do sistema de 
spoofing.  
De fato, a SPI é um periférico com hardware dedicado, ou seja, na prática, existe um buffer 
da comunicação e flags que indicam que existem dados a serem transmitidos e se o buffer está 
livre para o uso. Na verdade, o custo computacional do sistema principal para enviar dados pela 
SPI é praticamente nulo, pois basta preencher o buffer e indicar que existem dados a serem 




Figura 31. Tempo médio por pacote transmitido em função da velocidade da SPI para diversos clocks do sistema 
operacional 
Por outro lado, na Figura 32 variamos o clock do sistema para várias velocidades da SPI. 
O gráfico deixa clara a dependência do tempo médio por mensagem, que cai significativamente 
com o aumento do clock do sistema. 






























Figura 32. Tempo médio por pacote transmitido em função do clock do sistema operacional para diversas 
configurações de velocidade da SPI 
É possível verificar que as curvas de 6, 8 e 10MHz de clock da SPI estão praticamente 
sobrepostas, o que vai de encontro as observações referentes a Figura 31. 
Tal resultado é interessante, pois, mesmo sendo 100 vezes mais lenta, a SPI consegue 
transmitir os pacotes para o transceiver antes do sistema operacional conseguir fechar o pacote 
completo, sendo tal fenômeno explicado pelo hardware dedicado para a SPI, que permite que 
dados sejam inseridos no buffer e mensagens sejam enviadas para o transceiver com um custo 
computacional baixo. 
Além disso, as conclusões sobre a dependência dos parâmetros reforçam a necessidade de 
um ótimo algoritmo para o cálculo do CRC, sendo que essa é a parcela do código que exige 
maior esforço computacional, correspondendo ao limitante do envio de mensagens do sistema 
de spoofing. 
  
































O objetivo principal do projeto de assumir o controle de aeronaves não tripuladas guiadas 
por radiofrequência foi atingido. Desenvolvemos um dispositivo capaz de gerar sinais 
interferentes que se sobrepõem aos do controle original e ainda permite controlar um drone em 
uma potencial situação de risco, capturando o alvo. 
Em um primeiro momento, estudamos os drones mais comuns do mercado brasileiro, 
escolhendo um modelo para realizar um estudo de caso dirigido, seguindo as principais 
características de rádio frequência em uso nestes dispositivos. Desenvolvemos um sistema 
capaz de identificar e tomar o controle desse drone, e realizamos uma expansão para que o 
sistema funcione com todas as aeronaves que utilizam um método de comunicação sem fio 
equivalente. 
Outra solução possível seria impedir que as aeronaves entrem em um determinado espaço 
gerando um nível de ruído elevado. Essa solução teria um consumo de potência muito superior 
ao proposto e não permitiria tomar o controle dos drones, somente fazê-los ficar sem controle. 
Além disso, um sistema de bloqueio que gera um ruído muito elevado inutiliza o espectro de 
frequências, o que implica, no caso de 2.4GHz, inutilizar qualquer sinal Wi-Fi e Bluetooth. 
Dessa forma, por questões regulatórias, o jamming não é uma solução aplicável. Como o 
sistema de spoofing atua de forma direta no drone, não causa esse problema e é uma solução 
mais elegante para o caso de dispositivos rádio controlados.  
O sistema proposto é capaz de identificar aeronaves não tripuladas radio controladas, 
obtendo a estrutura de dados da comunicação entre o controle e o drone, podendo assim 
transmitir sinais de intervenção de voo com um desempenho cinco vezes superior ao do controle 
original, permitindo que se guie o drone mesmo na presença do controle.  
O dispositivo consome apenas 3W e tem um tamanho reduzido (90 x 59 x 45mm). Tal 
dispositivo é capaz de enviar mensagens para o drone a cada 0.8ms, aproximadamente. 
Mostramos ainda que o elemento que restringe essa velocidade é o clock do sistema, que opera 
até 1GHz no caso da BeagleBone, e não a velocidade da SPI entre o transceiver e o Linux 
embarcado, que chega apenas a 10MHz pela limitação física do próprio nRF24L01. Dessa 
forma, alterar a placa para uma com maior potência computacional podemos obter um sistema 
de spoofing mais eficiente, ou seja, com uma controlabilidade do drone superior mesmo na 




computacionalmente mais complexo (CRC-8 bits) tem ordem linear, ou seja, ao dobrarmos a 
velocidade de clock do sistema, o tempo de execução do CRC cai pela metade.  
Estabelecemos métricas para quantificar o desempenho de sistemas de spoofing, visto que 
pouco se encontra na literatura sobre esse tipo de sistema, o que é importante para trabalhos 
futuros que surgirão a partir do sistema de intervenção desenvolvido nesse projeto.  
Portanto, o objetivo central do projeto de efetivamente tomar o controle de drones rádio 
controlados foi cumprido. Tal medida é desejável em situações especificas, podendo, por 
exemplo, evitar ações terroristas, caracterizando a importância do trabalho desenvolvido, que 
deu origem a uma patente sobre técnicas de intervenção de voo em aeronaves não tripuladas. 
5.1 TRABALHOS FUTUROS 
Como sugestões para trabalhos futuros, têm-se: 
1. Estudar uma maior variedade de drones que se comunicam por múltiplos canais 
utilizando modulação GFSK, verificando o funcionamento do dispositivo proposto 
nesses casos e realizando eventuais melhorias. 
2. Realizar o processamento de dados em processadores de maior desempenho, 
aumentando a métrica proposta (spoofing ratio), verificando como se comporta a 
operação concomitante do controle com o sistema transmitindo mensagens de 
maneira mais rápida.  
3. Implantar as mesmas técnicas de detecção e atuação do sistema de spoofing proposto 
com transceivers dedicados nesse trabalho para dispositivos com SDRs, que 
permitiriam uma flexibilidade maior na programação das varreduras para contemplar 
diversos modelos e outros tipos de drones. 
4. Estudar o problema de detecção e atuação em drones que utilizam modulações mais 
avançadas, normalmente baseadas em espalhamento espectral. A partir do trabalho 
desenvolvido, acreditamos que a melhor saída nesse caso seja partir para uma solução 
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APÊNDICE A DISCUSSÃO SOBRE PROBABILIDADE DE ERRO DE BIT 
Esse apêndice detalha a teoria de sinais de comunicação digital imersos em ambientes 
ruidosos, considerando ruído branco gaussiano aditivo a uma comunicação digital de dois 
níveis. O objetivo é analisar a maneira com que o ruído interfere na comunicação digital, 
apresentando resultados de simulações que descrevem o comportamento do sistema, baseado 
em [31]. 
  
Ruído Branco Gaussiano  
 
Em um primeiro momento é necessário caracterizar o problema com a maior exatidão 
possível. Qualquer perturbação no sinal é conhecida como ruído, presente em qualquer sistema 
e causado por inúmeros dispositivos internos e externos ao sistema, mesmo resistores são fonte 
de ruído térmico. Uma boa hipótese que é feita para análise dos sistemas é supor o ruído como 
gaussiano branco, que na verdade é uma boa aproximação do mundo real, cuja distribuição 
probabilística tem uma forma analítica relativamente simples. 
 
As principais características do ruído branco gaussiano são: 
 
▪ O ruído tem caráter probabilístico de distribuição gaussiana com média nula e 
variância σ2 (1); 
 
▪ A densidade espectral do ruído no domínio continuo é plana, ou seja, a transfor-
mada de Fourier de um ruído branco tem valor absoluto constante e proporcional 
ao desvio padrão do ruído (2). 
 
Popularmente, as funções de geração de números aleatórios de computadores e 
microcontroladores geram números que atendem as características (1) e (2). A única variável 
que define o ruído branco é o desvio padrão σ (ou a variância σ2), que define a densidade 
espectral de potência do ruído, ou o espalhamento do histograma dos valores gerados. 
Foram realizadas simulações em Matlab para ilustrar o comportamento do ruído. 
Inicialmente para variância mais baixa, de 0.01, geramos uma amostra de 10000, obtendo a 





Figura 33. Ruído de 10000 amostras gerado no Matlab com Variância de 0.01 
Visualmente, é possível verificar que o sinal oscila em torno de 0 (na verdade apresenta 
um valor de 0.0015) e a variância calculada a partir da amostra é 0.0102. Esses valores tendem 
a 0 e 0.01 respectivamente conforme a amostra aumenta de tamanho. A Figura 34 mostra o 
histograma das amostras geradas: 
 
 
Figura 34. Histograma de 10000 amostras gerado no Matlab com Variância de 0.01 
 
Reconhecemos o perfil gaussiano do histograma, que tende a função densidade de 
probabilidade conhecida de uma distribuição gaussiana com média (µ) nula e desvio padrão σ: 
 

















































A Figura 33 e a Figura 34 evidenciam as características descritas em (1).  
 
Sequência de Bits 
 
A comunicação entre transmissor e receptor se dá por envio de bits (níveis de tensão) no 
tempo. O objetivo de todo sistema de comunicação é conseguir transmitir a informação com 
sucesso, ou seja, recuperar no receptor exatamente os bits que foram enviados pelo transmissor. 
A Figura 35 mostra uma sequência de 100 bits gerados no transmissor, que podem ter 
amplitude de 0 ou 1V. Os bits foram gerados a partir de um script equiprovável, ou seja, a 
probabilidade de gerar um 0 é idêntica à de gerar um 1. 
 
 
Figura 35. Sequência de 100 bits gerados de forma aleatória 
 
Supondo que o receptor amostre no instante perfeito (no meio do período da onda quadrada 
transmitida, por exemplo), ele verifica se o valor amostrado é 1V ou 0V, obtendo assim qual 
foi o valor enviado pelo transmissor. 
 















Intuitivamente, por se tratarem de níveis discretos, o histograma desse sinal apresenta duas 
barras, uma no valor 0 e uma no valor 1, ambas tendem ao mesmo valor pelos bits serem 
equiprováveis, conforme visto na Figura 36. 
 
Figura 36. Histograma de 100 bits gerados com valores 0 ou 1 
 
A próxima etapa consiste em analisar o que ocorre ao submeter uma comunicação desse 
tipo a um ruído do tipo branco gaussiano, inserido de forma aditiva ao sinal. 
 
Ruído AWGN (Additive White Gaussian Noise) 
 
Ao adicionar um ruído branco gaussiano do tipo visto no item 4.1.1 a uma sequência de 
bits, conforme visto na seção 4.1.2, temos um sinal composto, conforme mostrado na Figura 
37. 
 

























Figura 37. Sinal de 50 bits com adição de ruído com variância de 0.01 
Portanto, mesmo considerando sincronismo perfeito, quando o receptor amostrar o sinal 
ele não terá exatamente os valores 0V ou 1V, mas outro nível de tensão que é o resultado 
instantâneo do valor do bit combinado com o ruído probabilístico. No caso, a escolha mais 
simples para o receptor é optar por nível 1V para sinais com intensidade superior a 0.5V e 
decidir por 0 caso contrário.  Tal sinal apresenta comportamento estatístico que compõe o 
histograma da Figura 38, bem como o limiar de decisão para definir se o valor corresponde a 
nível 0 ou 1. 
 
 
Figura 38. Histograma de 10000 bits gerados com ruído AWGN de variância 0.01 
 





















































Vemos no histograma duas gaussianas, uma centrada em 0 e outra centrada em 1. Ou seja, 
adicionar o ruído a sequência de bits desloca a média da distribuição probabilística gaussiana 
do ruído, que originalmente possuía média nula. Conforme a intensidade do ruído aumenta, o 
histograma da esquerda espalha de tal forma que ao invadir a região definida a partir da barra 
de limiar em vermelho, implicaria na detecção por nível 1 no receptor, e, portanto, um erro na 
detecção.  
A Figura 39 mostra o sinal e o histograma para uma variância superior, de 0.1, ou seja, um 
ruído de maior densidade espectral de potência. 
 
 
Figura 39. Sinal de 50 bits com ruído e variância de 0.1 e Histograma de 10000 bits 
Nesse caso os histogramas se sobrepõe, e existiriam erros na detecção simples, que seria 
verificar o nível de tensão no sincronismo perfeito entre transmissor e receptor.  
 
Bit Error Rate (BER – Taxa de Erro de Bit) 
 
A taxa de erro de bit (BER) é uma das medidas de integridade de sinal que pode ser 
realizada a nível digital. O procedimento consiste em enviar uma sequência de bits através de 
uma comunicação conhecida no transmissor e no receptor, seja essa sequência aleatória ou não. 
O receptor decodifica os sinais recebidos e compara com os sinais originais, verificando quantos 
bits foram modificados. 
 
𝐵𝑖𝑡 𝐸𝑟𝑟𝑜𝑟 𝑅𝑎𝑡𝑒 (𝐵𝐸𝑅) =
𝑁ú𝑚𝑒𝑟𝑜 𝑡𝑜𝑡𝑎𝑙 𝑑𝑒 𝑏𝑖𝑡𝑠 𝑟𝑒𝑐𝑒𝑏𝑖𝑑𝑜𝑠 𝑒𝑟𝑟ô𝑛𝑒𝑎𝑚𝑒𝑛𝑡𝑒






Realizando o procedimento continuamente, é possível medir o BER de uma comunicação 
digital. Para relacionar o valor teórico esperado de BER com o nível de ruído injetado, voltemos 
ao gráfico mostrado na Figura 38. A probabilidade de erro de bit é a probabilidade de um bit 
originalmente da Gaussiana da esquerda cair na região da gaussiana da direita, ou seja, 
matematicamente: 
 
𝑃𝑒𝑟𝑟𝑜 =  𝑃 (𝑍 >
𝑑
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Realizando a substituição z/σ = u, temos: 
 

















Onde d é a distância entre os bits (como raiz quadrada da energia do sinal), σ é o desvio 
padrão do ruído e Q é a função probabilidade de cauda de exponencial. Tal relação pode ser 
expressa em termos da intensidade do sinal e da densidade espectral de potência do ruído [31], 
conforme apresentado no corpo da dissertação, resultando em: 







Vale ressaltar que essa é a probabilidade de erro de bit se amostrarmos o sinal em ruído 
branco sem nenhum tipo de filtragem, então é um valor teórico de referência. Considerando que 
os bits são equiprováveis e a probabilidade de erro de cada bit é igual, podemos afirmar que a 
probabilidade calculada na expressão acima é a própria taxa de erro de bit BER do sistema. 
Traçando o gráfico da expressão obtida acima em escala logarítmica no eixo horizontal 






Figura 40. BER por potência espectral do ruído 
 
Para ruídos baixos vemos que a taxa de erro é 0 e cresce conforme o ruído aumenta, 
tendendo ao valor 0.5, ou seja, no pior dos casos, a taxa de erro por bit é de 50%, o que seria 
uma detecção totalmente aleatória pelo nível de ruído elevado. Sistemas complexos de 
comunicação sem fio utilizam filtros e técnicas de detecção para melhorar a taxa de erro de bit 






APÊNDICE B COMANDOS E REGISTRADORES DO HS6200 
As informações que compõe o Apêndice B foram encontradas no datasheet do dispositivo 
HS6200, obtido através do contato com o fabricante Hunter Sun. As informações essenciais 
para compreender o funcionamento do sistema de spoofing desenvolvido estão presentes nesse 
apêndice. 
 
Tabela de Comandos SPI 
 
Comando Palavra (binário) 
Número de bytes 
na sequência 
Operação 










R_RX_PAYLOAD 01100001 1 a 32 
Leitura da 
estrutura de 
dados no buffer 
de Rx 
W_TX_PAYLOAD 10100000 1 a 32 
Escreve 
estrutura de 
dados no buffer 
de Tx 



















buffer do Rx 
W_ACK_PAYLOAD 10101PPP 1 a 32 







W_TX_PAYLOAD_NO_ACK 10110000 1 a 32 
Usado no modo 
Tx. Desabilita 
o ACK 
NOP 11111111 0 Sem operação 
 
Tabela de Registradores do HS6200 
 
Registrador Endereço Permissão 
CONFIG 00H R/W 
EN_AA 01H R/W 
EN_RXADDR 02H R/W 
SETUP_AW 03H R/W 
SETUP_RETR 04H R/W 
RF_CH 05H R/W 
RF_SETUP 06H R/W 




OBSERVE_TX 08H R 
RPD 09H R 
RX_ADDR_P0 0AH R/W 
RX_ADDR_P1 0BH R/W 
RX_ADDR_P2 0CH R/W 
RX_ADDR_P3 0DH R/W 
RX_ADDR_P4 0EH R/W 
RX_ADDR_P5 0FH R/W 
TX_ADDR 10H R/W 
RX_PW_P0 11H R/W 
RX_PW_P1 12H R/W 
RX_PW_P2 13H R/W 
RX_PW_P3 14H R/W 
RX_PW_P4 15H R/W 
RX_PW_P5 16H R/W 
FIFO_STATUS 17H R/W 
DYNPD 1CH R/W 
FEATURE 1DH R/W 
SETUP_VALUE 1EH R/W 
PRE_GURD 1FH R/W 
 
Os registradores de 18h até 1Bh são reservados pelo fabricante para modalidades de teste e não 
estão descritos no datasheet. 
Como o HS6200 é um circuito integrado equivalente ao Nrf24L01, a configuração dos 
registradores é equivalente. Para maiores detalhes sobre o funcionamento, é recomendada a 










APÊNDICE C SCRIPT MATLAB PARA ANÁLISE LÓGICA 
 
f = fopen('medida4.txt'); 
fgetl(f); 
M = fscanf(f,'%f,%f,%x,%x',[4 inf])'; 
 
f_out = fopen('medida4_RESULTADO.txt','w'); 
f_out2 = fopen('medida4_HOPPING.txt','w'); 





last = -1; 
t0=M(1,1); 
t = 0; 
cf = 0; 
t_channel = []; 
for i=200:size(M,1) 
    fprintf(f_out,'%.6f\t%05d\t%04d\t0x%02X\t0x%02X\t',M(i,1)-
t0,t,M(i,2),M(i,3),M(i,4)); 
    if i<size(M,1) 
        t = round((M(i+1,1)-M(i,1))*1e6); 
    end 
    if M(i,2)==last 
       fprintf(f_out,'Data: 0b%08s 
(0x%02s)\n',dec2bin(M(i,3)),dec2hex(M(i,3))); 
       if cf == 1 
          fprintf(f_out2,'%.6f\t%05d\t%04d\t0x%02X\t0x%02X\t',M(i,1)-
t0,t,M(i,2),M(i,3),M(i,4)); 
          fprintf(f_out2,'Frequency: %d\n',M(i,3)); 
          cf = 0; 
       end 
       fprintf(f_code,',0x%02s',dec2hex(M(i,3))); 
    else 
        fprintf(f_code,'};\nbyte D%d[] = {0x%02s',M(i,2),dec2hex(M(i,3))); 
        %Identificacao da instrucao 
        inst = M(i,3); 
        switch inst 
            case bin2dec('01100001') 
                fprintf(f_out,'Read Rx Payload: 1 - 32 bytes\n'); 
            case bin2dec('10100000') 
                fprintf(f_out,'Write Tx Payload: 1 - 32 bytes\n'); 
            case bin2dec('11100001') 
                fprintf(f_out,'Flush Tx\n'); 
            case bin2dec('11100010') 
                fprintf(f_out,'Flush Rx\n'); 
            case bin2dec('11100011') 
                fprintf(f_out,'Reuse Tx Payload\n'); 
            case bin2dec('01100000') 
                fprintf(f_out,'Read Rx Payload Width\n'); 
            case bin2dec('10110000') 
                fprintf(f_out,'Disable autoack on this specific packet\n'); 
            case bin2dec('11111111') 
                fprintf(f_out,'No operation. Read status Register\n'); 




                tmp = bitshift(inst,-5); 
                switch tmp 
                    case bin2dec('000') 
                        fprintf(f_out,'Read Register address 
0x%02s\n',dec2hex(bitand(inst,bin2dec('11111'))));                     
                    case bin2dec('001') 
                        fprintf(f_out,'Write Register address 
0x%02s\n',dec2hex(bitand(inst,bin2dec('11111')))); 
                        if bitand(inst,bin2dec('11111')) == 5 
                           
fprintf(f_out2,'%.6f\t%05d\t%04d\t0x%02X\t0x%02X\t',M(i,1)-
t0,t,M(i,2),M(i,3),M(i,4)); 
                           fprintf(f_out2,'Write Register address 0x%02s - 
Changing Frequency\n',dec2hex(bitand(inst,bin2dec('11111')))); 
                           t_channel = [t_channel;M(i,1)-t0]; 
                           cf = 1; 
                        end 
                    otherwise 
                        tmp = bitshift(inst,-3); 
                        switch tmp 
                            case bin2dec('10101') 
                                fprintf(f_out,'Write payload to be trans-
mitted together on pipe 0b%03s\n',dec2bin(bitand(inst,bin2dec('111')))); 
                            otherwise 
                                fprintf(f_out,'Not implemented yet\n');                             
                        end     
                end  
        end         
    end 
    last = M(i,2); 





% last = -1; 
% for i = 1:size(M,1) 
%     if M(i,2)~=last 
%         if last ~= -1 
%             a = round((M(i,1)-M(i-1,1))*1e6)-55; 
%             if a > 0 
%                 fprintf(f_code,'delayMicroseconds(%d);\n',a); 
%             end 
%         end 
%         fprintf(f_code,'sendSPI(D%d,sizeof(D%d));\n',M(i,2),M(i,2)); 
%     end 
%     last = M(i,2); 











APÊNDICE D OBTENÇÃO DOS BYTES DE SCRAMBLING 
OBS: Mesmo o Apêndice D tendo sido citado no início do Capítulo 3, é recomendada a 
leitura do Capítulo em sua íntegra antes de passar ao Apêndice D. Isso se deve ao fato do 
método de obtenção fazer uso da descrição do conteúdo dos pacotes de dados, que é detalhado 
somente no final do Capítulo 3.  
 
A finalidade do Apêndice D é descrever o método de obtenção dos bytes de scrambling, 
ou seja, uma sequência de bytes que internamente aos transceivers tornam as transmissões 
incompatíveis. Esse efeito ocorreu pelo uso do nRF24L01 para transmitir pacotes para o 
HS6200, que na proposta do fabricante, é compatível com o nRF24L01. De fato, em termos de 
assembly de pacote, de características de RF (frequência, canais, modulação) e de 
posicionamento dos pinos os transceivers são idênticos. Entretanto, algum deles, ou ambos, 
(não sendo possível identificar qual) realiza uma operação XOR do campo dados (payload) 
com uma sequência fixa de bytes. Tal fenômeno foi descoberto ao tentar usar o sniffer a primeira 
vez para obter os pacotes, recebendo dados incoerentes com os obtidos pela análise SPI. Sendo 
assim, esse apêndice é complementar as informações descritas no Capítulo 3. 
Descrevemos o método realizado a partir da análise SPI de um pacote, no caso, comando 
descida sem rotação, posicionando o controle da forma: 
➢ Aceleração = 0x00;  
➢ Todos os eixos de rotação na posição intermediária = 0x80; 
➢ Calibragens neutras = 0x40; 
➢ Função GIRO 360° desativada = 0x00; 
➢ Checksum sendo a soma de verificação a ser calculado a partir dos dados acima. O 
valor do checksum é tal que somado a todos os bytes anteriores resulta em 0xFF. 
É convencional utilizar o checksum em comunicações digitais (cabeadas ou não 
cabeadas) para verificar se o pacote de dados foi transmitido com êxito, ou seja, 
sem nenhum bit invertido, o que alteraria o valor do checksum, fazendo com que o 
receptor despreze o pacote; 
Nesses Casos, o pacote esperado, conforme Tabela 11, é composto por 9 bytes, sendo o 
checksum:  





Tabela 11. Pacote de dados do comando de descida 
Byte Significado Valor 
 
1 Aceleração 0x00 
 







4 Lateral (pitch) 0x80 
 
5 Longitudinal (roll) 0x80 
 
















Realizando a análise SPI do pacote, conforme procedimento descrito no Capítulo 2, 
estando o controle na posição descrita, temos o pacote enviado do microcontrolador para o 
transceiver apresentado na Figura 41: 
 
2.00518150 5715 0x27 0x2E Write Register address 0x07 
2.00522700 5715 0x7F 0x2E Data: 0b01111111 
2.00530100 5716 0xB0 0x0E Disable autoack on this specific packet 
2.00535300 5716 0x00 0xAE Data: 0b00000000 = 0x00 
2.00540250 5716 0x80 0xA6 Data: 0b10000000 = 0x80 
2.00547000 5716 0x40 0x60 Data: 0b01000000 = 0x40 
2.00552000 5716 0x80 0xA8 Data: 0b10000000 = 0x80 
2.00558700 5716 0x80 0x98 Data: 0b10000000 = 0x80 
2.00563700 5716 0x40 0x98 Data: 0b01000000 = 0x40 
2.00570450 5716 0x40 0x98 Data: 0b01000000 = 0x40 
2.00575400 5716 0x00 0x98 Data: 0b00000000 = 0x00 
2.00582150 5716 0xBF 0x98 Data: 0b10111111 = 0xBF 
2.00621050 5717 0xE1 0x2E Flush Tx 
2.00625850 5718 0x27 0x2E Write Register address 0x07 




Os 9 bytes de dados estão marcados em vermelho, e vemos que eles são equivalentes ao 
pacote esperado da Tabela 11. Entretanto, ao utilizar o sniffer com o nRF24L01 para obter o 
mesmo pacote over the air, temos a Figura 42, onde vemos uma diferença nos bytes recebidos 
em relação ao pacote de dados esperado conforme Tabela 11 e Figura 41. 
Dado seu grande uso em comunicações digitais, é uma boa hipótese que existe uma 
sequência de bytes fixa que incompatibiliza os transceivers através de uma operação XOR (ou 
exclusivo). O uso do XOR é comum nesses casos por ser uma operação reversível de maneira 
direta, ou seja, ao realizarmos uma operação XOR sobre um byte, se realizamos novamente a 
mesma operação, voltamos ao byte original: 
 
𝑆𝑒 𝐴 ⊕  𝐵 = 𝐶 𝑒𝑛𝑡ã𝑜 𝐶 ⊕  𝐵 = 𝐴 
 
A partir dos conjuntos de 9 bytes da Figura 41 e da Figura 42, foram calculados os 9 bytes 
de operações XOR que tornam as estruturas de dados equivalentes, apresentados na Tabela 12. 
Aplicando a sequência de bytes do XOR no código do microcontrolador do sniffer, obtemos a 
sequência de bytes correta, conforme Figura 43. 
Por fim, repetimos a análise SPI em conjunto com a análise do sniffer de RF para validar 
que se trata realmente de uma operação XOR, e tal fato é evidenciado na prática, justificando o 




Tabela 12. Bytes XOR de scrambling 
Channel: 60 
Address: AE A6 60 A8 98 
Guard: AE AE 
PCF - Payload Length: 9 PID: 1 NO_ACK: 1 
Payload: 80 75 7B 8D ED 6A B9 BC EE 
CRC: B2 A1 
Figura 42. Comando de descida obtido através do 
sniffer 
Channel: 60  
Address: AE A6 60 A8 98   
Guard: AE AE   
PCF - Payload Length: 9 PID: 3 NO_ACK: 1  
Payload: 0 80 40 80 80 40 40 0 BF   
CRC: 1F 94 
Figura 43. Comando de descida com operação XOR 










1 Aceleração 0x00 0x80 0x80 




0x40 0x7B 0x3B 
4 Lateral (pitch) 0x80 0x8D 0x0D 
5 Longitudinal (roll) 0x80 0xED 0x6D 








0x00 0xBC 0xBC 
9 Checksum 0xBF 0xEE 0x51 
 
 
Seria possível descobrir exatamente qual dos transceivers realiza o scrambling dos bytes 
usando um SDR, com um procedimento semelhante ao descrito no final do Capítulo 3, 
construindo um sniffer capaz de obter bit a bit [45] sem as limitações de uso de um transceiver 







APÊNDICE E INTERFACE GRÁFICA (GUI) DESENVOLVIDA EM 
MATLAB 
Abaixo, código da versão resumida (somente text editor .m do Matlab), para verificação e 
avaliação do princípio de funcionamento do GUI: 
 
function varargout = drone_hacking(varargin) 
% DRONE_HACKING MATLAB code for drone_hacking.fig 
%      DRONE_HACKING, by itself, creates a new DRONE_HACKING or raises the 
existing 
%      singleton*. 
% 
%      H = DRONE_HACKING returns the handle to a new DRONE_HACKING or the 
handle to 
%      the existing singleton*. 
% 
%      DRONE_HACKING('CALLBACK',hObject,eventData,handles,...) calls the 
local 
%      function named CALLBACK in DRONE_HACKING.M with the given input ar-
guments. 
% 
%      DRONE_HACKING('Property','Value',...) creates a new DRONE_HACKING or 
raises the 
%      existing singleton*.  Starting from the left, property value pairs 
are 
%      applied to the GUI before drone_hacking_OpeningFcn gets called.  An 
%      unrecognized property name or invalid value makes property applica-
tion 
%      stop.  All inputs are passed to drone_hacking_OpeningFcn via 
varargin. 
% 
%      *See GUI Options on GUIDE's Tools menu.  Choose "GUI allows only one 
%      instance to run (singleton)". 
% 
% See also: GUIDE, GUIDATA, GUIHANDLES 
  
% Edit the above text to modify the response to help drone_hacking 
  
% Last Modified by GUIDE v2.5 23-Feb-2017 14:55:14 
  
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @drone_hacking_OpeningFcn, ... 
                   'gui_OutputFcn',  @drone_hacking_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin && ischar(varargin{1}) 









    gui_mainfcn(gui_State, varargin{:}); 
end 
% End initialization code - DO NOT EDIT 
  
  
% --- Executes just before drone_hacking is made visible. 
function drone_hacking_OpeningFcn(hObject, eventdata, handles, varargin) 
% This function has no output args, see OutputFcn. 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
% varargin   command line arguments to drone_hacking (see VARARGIN) 
  
% Choose default command line output for drone_hacking 
handles.output = hObject; 
  
  
[unicamp,m1] = imread('logounicamp.jpg','jpg'); 
[neger,m2] = imread('neger.png','png'); 

















handles.increment = 5; 
  
global payload flag tmr starter; 
  
starter = 0; 








% Update handles structure 
guidata(hObject, handles); 
  








global flag newdata payload scom; 
  
if (flag == 1) && (newdata == 1) 
    t = get(handles.throttle,'value'); 
    y = get(handles.yaw,'value'); 
    p = get(handles.pitch,'value'); 
    r = get(handles.roll,'value'); 
    payload(3) = char(t); 
    payload(4) = char(y); 
    payload(6) = char(p); 
    payload(7) = char(r); 
     
    aux = 0; 
    payload(2)= 'C'; 
    for i=1:8 
        aux = aux + payload(i+2); 
    end 
    aux = bitand(aux,255); 
    payload(11) = (255-aux); 
    fwrite(scom,payload); 
     
    newdata = 0; 
    fprintf('\nSent Payload: '); 
  
    fprintf('%X ',payload); 
    
        
end 
   
  
  
% --- Outputs from this function are returned to the command line. 
function varargout = drone_hacking_OutputFcn(hObject, eventdata, handles)  
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Get default command line output from handles structure 
varargout{1} = handles.output; 
  
  
% --- Executes on slider movement. 
function throttle_Callback(hObject, eventdata, handles) 
% hObject    handle to throttle (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'Value') returns position of slider 




% --- Executes during object creation, after setting all properties. 
function throttle_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to throttle (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





% Hint: slider controls usually have a light gray background. 
if isequal(get(hObject,'BackgroundColor'), get(0,'defaultUicontrolBack-
groundColor')) 




% --- Executes on slider movement. 
function yaw_Callback(hObject, eventdata, handles) 
% hObject    handle to yaw (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'Value') returns position of slider 




% --- Executes during object creation, after setting all properties. 
function yaw_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to yaw (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
  
% Hint: slider controls usually have a light gray background. 
if isequal(get(hObject,'BackgroundColor'), get(0,'defaultUicontrolBack-
groundColor')) 




% --- Executes on slider movement. 
function pitch_Callback(hObject, eventdata, handles) 
% hObject    handle to pitch (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'Value') returns position of slider 




% --- Executes during object creation, after setting all properties. 
function pitch_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to pitch (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
  
% Hint: slider controls usually have a light gray background. 
if isequal(get(hObject,'BackgroundColor'), get(0,'defaultUicontrolBack-
groundColor')) 




% --- Executes on slider movement. 




% hObject    handle to roll (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'Value') returns position of slider 




% --- Executes during object creation, after setting all properties. 
function roll_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to roll (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
  
% Hint: slider controls usually have a light gray background. 
if isequal(get(hObject,'BackgroundColor'), get(0,'defaultUicontrolBack-
groundColor')) 




% --- Executes on button press in close. 
function close_Callback(hObject, eventdata, handles) 
% hObject    handle to close (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
global flag scom; 
  
if flag == 1 





% --- Executes when user attempts to close figure1. 
function figure1_CloseRequestFcn(hObject, eventdata, handles) 
% hObject    handle to figure1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
global flag scom tmr; 
  
if flag == 1 









% --- Executes on key press with focus on figure1 and none of its controls. 
function figure1_KeyPressFcn(hObject, eventdata, handles) 
% hObject    handle to figure1 (see GCBO) 
% eventdata  structure with the following fields (see FIGURE) 
%   Key: name of the key that was pressed, in lower case 
%   Character: character interpretation of the key(s) that was pressed 








    case 'z' 
        %disp('throttle +'); 
        newdata = 1; 
        v = get(handles.throttle,'value'); 
        set(handles.throttle,'value',min(v+handles.increment,255)); 
    case 's' 
        %disp('throttle -'); 
        newdata = 1; 
        v = get(handles.throttle,'value'); 
        set(handles.throttle,'value',max(v-handles.increment,0)); 
    case 'q' 
        %disp('yaw left'); 
        newdata = 1; 
        v = get(handles.yaw,'value'); 
        set(handles.yaw,'value',max(v-handles.increment,0)); 
    case 'd' 
        %disp('yaw right'); 
        newdata = 1; 
        v = get(handles.yaw,'value'); 
        set(handles.yaw,'value',min(v+handles.increment,255)); 
    case 30 
        newdata = 1; 
        v = get(handles.pitch,'value'); 
        set(handles.pitch,'value',min(v+handles.increment,255)); 
    case 31 
        newdata = 1; 
        v = get(handles.pitch,'value'); 
        set(handles.pitch,'value',max(v-handles.increment,0)); 
    case 28 
        %disp('roll left'); 
        newdata = 1; 
        v = get(handles.roll,'value'); 
        set(handles.roll,'value',max(v-handles.increment,0)); 
    case 29 
        %disp('roll right'); 
        newdata = 1; 
        v = get(handles.roll,'value'); 
        set(handles.roll,'value',min(v+handles.increment,255)); 
         
end 
  
function COM_Callback(hObject, eventdata, handles) 
% hObject    handle to COM (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of COM as text 




% --- Executes during object creation, after setting all properties. 
function COM_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to COM (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 





% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), get(0,'defaultUicon-
trolBackgroundColor')) 




% --- Executes on button press in connect. 
function connect_Callback(hObject, eventdata, handles) 
% hObject    handle to connect (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
global scom flag; 
  
if flag == 0 
    port = get(handles.COM,'String'); 
    scom = serial(port,'BaudRate',115200); 
    if scom.Status == 'closed' 
        fopen(scom); 
    end 
    flag = 1; 
    set(handles.connect,'String','Disconnect','ForegroundColor',[1 0 0]); 
else 
   if scom.Status == 'open' 
        fclose(scom); 
   end 
   flag = 0; 
   set(handles.connect,'String','Connect','ForegroundColor',[0 0.5 0]); 
end 
  




function inc_Callback(hObject, eventdata, handles) 
% hObject    handle to inc (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of inc as text 




% --- Executes during object creation, after setting all properties. 
function inc_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to inc (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), get(0,'defaultUicon-
trolBackgroundColor')) 







% --- Executes on button press in ok. 
function ok_Callback(hObject, eventdata, handles) 
% hObject    handle to ok (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
handles.increment = str2double(get(handles.inc,'String')); 
  




% --- Executes on button press in start. 
function start_Callback(hObject, eventdata, handles) 
% hObject    handle to start (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
global payload starter flag scom newdata tmr; 
  
if starter == 0 
        
    starter = 1; 
    start(tmr); 
    set(handles.start,'String','Stop','ForegroundColor',[1 0 0]); 
     
    t = get(handles.throttle,'value'); 
    y = get(handles.yaw,'value'); 
    p = get(handles.pitch,'value'); 
    r = get(handles.roll,'value'); 
    payload(3) = char(t); 
    payload(4) = char(y); 
    payload(6) = char(p); 
    payload(7) = char(r); 
     
    aux = 0; 
    payload(2)= 'C'; 
    for i=1:8 
        aux = aux + payload(i+2); 
    end 
    aux = bitand(aux,255); 
    payload(11) = (255-aux); 
    fwrite(scom,payload); 
     
    newdata = 0; 
    fprintf('\nSent Payload: '); 
  
    fprintf('%X ',payload); 
else 
    starter = 0; 
    set(handles.start,'String','Start','ForegroundColor',[0 0.5 0]); 
    stop(tmr); 
    if flag == 1 
        stop_msg = 
['[';'S';char(0);char(0);char(0);char(0);char(0);char(0);char(0);char(0);ch
ar(0);']']; 
        fwrite(scom,stop_msg); 







% --- Executes on button press in pushbutton7. 
function pushbutton7_Callback(hObject, eventdata, handles) 
% hObject    handle to pushbutton7 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
global starter flag scom tmr; 
  
starter = 0; 
set(handles.start,'String','Start','ForegroundColor',[0 0.5 0]); 
stop(tmr); 
if flag == 1 
    auto_msg = 
['[';'A';char(0);char(0);char(0);char(0);char(0);char(0);char(0);char(0);ch
ar(0);']']; 












APÊNDICE F COMPARAÇÃO ALGORITMOS DE CRC 







#define BUF_LEN 12 
 
uint16_t crc_poly = 0x1021; 
uint16_t crc_init = 0xffff; 
 
uint16_t buf_len[BUF_LEN] = 
{10,20,50,100,200,350,500,750,1000,2000,5000,10000}; 
 
uint16_t CRCTable[] = { 
        0x0000, 0x1021, 0x2042, 0x3063, 0x4084, 0x50A5, 0x60C6, 0x70E7, 
        0x8108, 0x9129, 0xA14A, 0xB16B, 0xC18C, 0xD1AD, 0xE1CE, 0xF1EF, 
        0x1231, 0x0210, 0x3273, 0x2252, 0x52B5, 0x4294, 0x72F7, 0x62D6, 
        0x9339, 0x8318, 0xB37B, 0xA35A, 0xD3BD, 0xC39C, 0xF3FF, 0xE3DE, 
        0x2462, 0x3443, 0x0420, 0x1401, 0x64E6, 0x74C7, 0x44A4, 0x5485, 
        0xA56A, 0xB54B, 0x8528, 0x9509, 0xE5EE, 0xF5CF, 0xC5AC, 0xD58D, 
        0x3653, 0x2672, 0x1611, 0x0630, 0x76D7, 0x66F6, 0x5695, 0x46B4, 
        0xB75B, 0xA77A, 0x9719, 0x8738, 0xF7DF, 0xE7FE, 0xD79D, 0xC7BC, 
        0x48C4, 0x58E5, 0x6886, 0x78A7, 0x0840, 0x1861, 0x2802, 0x3823, 
        0xC9CC, 0xD9ED, 0xE98E, 0xF9AF, 0x8948, 0x9969, 0xA90A, 0xB92B, 
        0x5AF5, 0x4AD4, 0x7AB7, 0x6A96, 0x1A71, 0x0A50, 0x3A33, 0x2A12, 
        0xDBFD, 0xCBDC, 0xFBBF, 0xEB9E, 0x9B79, 0x8B58, 0xBB3B, 0xAB1A, 
        0x6CA6, 0x7C87, 0x4CE4, 0x5CC5, 0x2C22, 0x3C03, 0x0C60, 0x1C41, 
        0xEDAE, 0xFD8F, 0xCDEC, 0xDDCD, 0xAD2A, 0xBD0B, 0x8D68, 0x9D49, 
        0x7E97, 0x6EB6, 0x5ED5, 0x4EF4, 0x3E13, 0x2E32, 0x1E51, 0x0E70, 
        0xFF9F, 0xEFBE, 0xDFDD, 0xCFFC, 0xBF1B, 0xAF3A, 0x9F59, 0x8F78, 
        0x9188, 0x81A9, 0xB1CA, 0xA1EB, 0xD10C, 0xC12D, 0xF14E, 0xE16F, 
        0x1080, 0x00A1, 0x30C2, 0x20E3, 0x5004, 0x4025, 0x7046, 0x6067, 
        0x83B9, 0x9398, 0xA3FB, 0xB3DA, 0xC33D, 0xD31C, 0xE37F, 0xF35E, 
        0x02B1, 0x1290, 0x22F3, 0x32D2, 0x4235, 0x5214, 0x6277, 0x7256, 
        0xB5EA, 0xA5CB, 0x95A8, 0x8589, 0xF56E, 0xE54F, 0xD52C, 0xC50D, 
        0x34E2, 0x24C3, 0x14A0, 0x0481, 0x7466, 0x6447, 0x5424, 0x4405, 
        0xA7DB, 0xB7FA, 0x8799, 0x97B8, 0xE75F, 0xF77E, 0xC71D, 0xD73C, 
        0x26D3, 0x36F2, 0x0691, 0x16B0, 0x6657, 0x7676, 0x4615, 0x5634, 
        0xD94C, 0xC96D, 0xF90E, 0xE92F, 0x99C8, 0x89E9, 0xB98A, 0xA9AB, 
        0x5844, 0x4865, 0x7806, 0x6827, 0x18C0, 0x08E1, 0x3882, 0x28A3, 
        0xCB7D, 0xDB5C, 0xEB3F, 0xFB1E, 0x8BF9, 0x9BD8, 0xABBB, 0xBB9A, 
        0x4A75, 0x5A54, 0x6A37, 0x7A16, 0x0AF1, 0x1AD0, 0x2AB3, 0x3A92, 
        0xFD2E, 0xED0F, 0xDD6C, 0xCD4D, 0xBDAA, 0xAD8B, 0x9DE8, 0x8DC9, 
        0x7C26, 0x6C07, 0x5C64, 0x4C45, 0x3CA2, 0x2C83, 0x1CE0, 0x0CC1, 
        0xEF1F, 0xFF3E, 0xCF5D, 0xDF7C, 0xAF9B, 0xBFBA, 0x8FD9, 0x9FF8, 
        0x6E17, 0x7E36, 0x4E55, 0x5E74, 0x2E93, 0x3EB2, 0x0ED1, 0x1EF0, 
}; 
 
uint16_t crc_update(uint16_t crc, uint8_t byte, uint8_t bits) 
{ 
  //int k=0; 
  crc = crc ^ (byte << 8); 




  { 
    //k++; 
    if((crc & 0x8000) == 0x8000) crc = (crc << 1) ^ crc_poly; 
    else crc = crc << 1; 
  } 
  crc = crc & 0xFFFF; 
  //printf("\nCounter= %d",k); 
  return crc; 
} 
 
// adds a message byte to the current CRC-7 to get a the new CRC-7 
uint16_t crc_update_table(uint16_t CRC,uint8_t byte) 
{ 
    return CRC = (CRC<<8) ^ CRCTable[(CRC>>8)^(byte)]; 
     
} 
 
uint16_t calc_crc(uint8_t *data, int data_len) 
{ 
    int pos; 
    uint16_t crc = crc_init; 
     
    // pcf + payload 
    for(pos=0; pos < data_len; pos++) { // skip 2 byte guard and treat last 
byte separately 
        crc = crc_update(crc, data[pos], 8); 
 
    } 
 
    return crc; 
} 
 
uint16_t calc_crc_table(uint8_t *data, int data_len) 
{ 
    int pos; 
    uint16_t crc = crc_init; 
     
    // pcf + payload 
    for(pos=0; pos < data_len; pos++) { // skip 2 byte guard and treat last 
byte separately 
        crc = crc_update_table(crc, data[pos]); 
 
    } 
 





    int i,j; 
    uint16_t crc; 
    clock_t t0,tf; 
    uint8_t buffer[10000]; 
     
    for(i=0;i<10000;i++) 
        buffer[i] = rand(); 
     
    printf("CRC Calculado de forma direta!\n\n"); 
     
    for(i=0;i<BUF_LEN;i++) 




        t0 = clock(); 
        for(j=0;j<10000;j++) 
            crc = calc_crc(buffer, buf_len[i]); 
        tf = clock(); 
        printf("Tempo para %d bytes: %f us\n",buf_len[i],(1.0*(tf - 
t0)/CLOCKS_PER_SEC )*100); 
    } 
     
    printf("\n\nCRC Calculado por tabela!\n\n"); 
     
    for(i=0;i<BUF_LEN;i++) 
    { 
        t0 = clock(); 
        for(j=0;j<10000;j++) 
            crc = calc_crc_table(buffer, buf_len[i]); 
        tf = clock(); 
        printf("Tempo para %d bytes: %f us\n",buf_len[i],(1.0*(tf - 
t0)/CLOCKS_PER_SEC )*100); 
    } 
     
    //getchar(); 













uint32_t crc_poly = 0x11021; 
 
 
int main(void) { 
    uint16_t i; 
    int j; 
    uint16_t result; 
 
 
    printf("#include <stdint.h>\n\n"); 
    printf("uint32_t crc16_ccitt_table[] = {\n\t"); 
    for (i = 0; i < 256; i++) { 
        result = ((0xFF&i) << 8); 
        for (j = 0; j < 8; j++) 
            if((result & 0x8000) == 0x8000) result = (result << 1) ^ 
crc_poly; 
            else result = result << 1; 
        //result = result & 0xFFFF; 
         
        printf("0x%04hX,", result); 
        //printf("0x%X,", result); 
        /* Pretty formatting */ 
        if ((i + 1) % 8) 
            printf(" "); 
        else if (i != 255) 
            printf("\n\t"); 
    } 
    printf("\n};\n"); 
} 
 
