As the number and variety of smart devices increase, users may use myriad devices in their daily lives and the online activities become highly fragmented. Building an accurate user identity becomes a difficult and important problem for advertising companies. The task for the CIKM Cup 2016 Track 1 was to find the same user cross multiple devices. This paper discusses our solution to the challenge. It is mainly comprised of three parts: comprehensive feature engineering, negative sampling, and model selection. For each part we describe our special steps and demonstrate how the performance is boosted. We took the second prize of the competition with an F1-score of 0.41669.
INTRODUCTION
With the rapid development of smart devices, users now have myriad choices to connect to the Internet for daily activities. A user may do shopping with his/her smart phone, primary work on a laptop, and watch movies on a tablet. Unless a service supports persistent user identities (e.g. Facebook Login), the same user on different devices is viewed independently. It results in companies having to deal with weak user identities at device level. To perform sophisticated user profiling especially for online advertising, it is important to link the same users across multiple devices and integrate his/her digital traces together.
At the Conference on Information and Knowledge Management (CIKM) 2016, the Data-Centric Alliance (DCA) provided a dataset for cross-device entity linking challenge 1 . The dataset contained an anonymized browse log for a set of userIDs representing the same user across multiple devices. For each browse log, DCA provided the obfuscated site URL and HTML title. Some of the linked users were released as the training set. The participants need to identify the remaining matching user across multiple devices. Submissions were evaluated using F1 measure (a harmonic mean of precision and recall).
In this paper, we describe our solution which placed 2nd at the competition. We formulated the task as a binary classification problem. Generally, it is simple, intuitive, and extremely effective. The three most essential parts are the feature engineering, negative sampling, and model selection. The framework is shown in Figure 1 . Feature engineering is usually the most important factor for a data mining model. To achieve a satisfying score, we have designed comprehensive features from different levels. For the majority of data mining competitions, gradient boosted machine is the best single model and the ensemble of various models can further improve performance. We also consider this tip but conduct ensemble in a different way: we use the gradient boosted decision tree as the core classification model and use the logistic regression model to filter candidates. Since the complete candidate set is N × N which is too large in space, we have to do negative sampling. We find that the choice of negative instances significantly influences the performance of the model.
The remainder of this paper is organized as follows. In Section 2 we briefly review the data set. Then we describe our feature engineering approach in Section 3. In Section 4 and 5 we discuss our negative sampling algorithm and model selection, respectively. The online judging is presented in Section 6, followed by the conclusion in Section 7.
DATASET OVERVIEW
There are four data files in total provided for the competi- tion. The first one is facts.json which contains users' browsing logs. Each browsing log contains a list of events for a specific user, including fid(which can be regarded as an event ID), timestamp, and user id. All the IDs are anonymized. Another two files contains the mapping from an fid to the URL and HTML title, respectively. The last file offers a set of matching user IDs for training. The basic statistics of the dataset are showns in Table 1 . We denote URL level as the length of the path, e.g., "bing.com" is level-1, "bing.com/images" is level-2.
FEATURE ENGINEERING
We formulated the user-matching task as a binary classification problem. Since feature engineering is usually the most important part for data mining projects, we designed comprehensive features based on the browsing logs. Each instance is a pair of users with label 1 if the user pair is a match and label 0 if not. The feature set can be divided into three pillars as follows:
General Similarity
We assume that if two activity traces on two devices belong to the same user, then the traces will share some common websites or be similar in content. Thus, we design general similarity metrics from the perspective of words, events, URLs, and time: DocSim: For each user we collect a bag of words from the title of HTML the user has visited. Based on this bag of words we calculate the words' weight in terms of TF-IDF and regard it as the user's document profile. For two users, their document similarity (DocSim) is measured as the cosine similarity between the document profiles:
FidSim: Similar to DocSim, however here we regard each event ID as a word and calculate the similarity based on the event document profiles. URLSim: Similar to DocSim, however here we regard each URL as a word and calculate the similarity based on the URL document profiles. Since we consider 4 kinds of URL levels as shown in Table 1 , we get 4 values from URLSim. FidComCnt,URLComCnt: We count the number of common fid and URLs between the two users. HourCor: We assume that users may have some temporal patterns in their online behaviors. For example, some users are active at midnight, while some users get up early in the morning. Thus we calculate the Pearson correlation coefficient based on the time distribution of two users:
HourCE: Consider the same concern with HourCor, but here we use cross entropy as the metrics:
DayCor: Similar to HourCor, but here we calculate the Pearson correlation coefficient based on day distribution (from Monday to Sunday). DayCE: Similar to HourCE, but here we calculate the cross entropy based on day distribution (from Monday to Sunday). MonthCor,MonthCE: Similar to HourCor and HourCE but from the point of month. FirstDateGap,LastDateGap: The interval between the first/last dates of the two users, respectively. OverlapDay: We count the number of dates both the two users are active.
Skewness:
The ratio of shorter lifespan to longer lifespan: 
Key URLs
The above feature pillar is called General Similarity because they are coarse-grained. For example, we calculate the number of mutual URLs between user u and user v, but we don't know which particular URLs they are. Visiting bing.com is commonly happening among different users, while a common visit to a personal homepage strongly indicates a user matching. To this end, we plan to design more fine-grained features in this pillar which can describe what kind of URLs the two users share. We find that there are some URLs that appear more often in positive pairs than negative pairs. We assume that those URLs are key URLs that can differentiate matching users from dis-matching users. In order to find out those URLs, for each URL h we calculate the ratio of the probabilities that it appears simultaneously in a matching user pair to that in a random user pair:
RatioLif t(h) = |{#matching pairs containing h}| |{#matching pairs}| |{#random pairs containing h}| |{#random pairs}| 
Footprints
We plan to design further fine-grained features in this pillar. We want to include the detailed activities of the users and meanwhile avoid overfitting. KeyURLDist: We sort the key URLs by their lift ratio and divide the top 4000 key URLs into 40 buckets, with each bucket containing 100 URLs. For each user-user pair, we count the number of their common URLs in each bucket respectively. TopURLHit: Since the top URLs shows an extremely high probability of matching users, in this feature, we use a 500-dimension indicator vector to record whether the top 500 key URLs exist in the common space of the two users. TemporalDist: In the General Similarity pillar, we calculate the Pearson correlation similarity and cross entropy between two users' temporal (hour/day/month) distributions. Here we use the original temporal distributions as features. For example, for features in hour granularity, we use a 24-dimension vector to record the hourly activity amount. We reserve 1000 users from the training file as our local validation set 2 . There are 3076 matching pairs in the local validation set. Table 3 shows how the performance is improved when we add more fine-grained features. Adding footprints features significantly improves all the evaluation metrics, which demonstrate that fine-grained features play an essential role in user profiling. Table 4 lists the top 10 most important features according to the build-in feature evaluation functionality of gradient boosting machine [4] . It further demonstrates that the footprint features carry the most discriminative information.
Feature Evaluation

NEGATIVE SAMPLING
There are a total of 339,405 unique users in the browse log, where the number of users in the training set is 240,732. As described in the last section, for each instance (user-user pair), we extract 621 features. We randomly output 10,000 instances and found that the file size is about 17.74MB. In this way, enumerating the whole user-user pairs will result in 57,951,895,824 instances in the training file, which requires about 100TB in space. Thus we have to do negative instances sampling. We denote U as the user set, M as the matching pairs, S to be the sampled training instances. We propose an iterative negative sampling algorithm which is shown in Algorithm 1. We use logistic regression as the kernel model for instances selection due to its computational efficiency. In Algorithm 1, n is usually small, in our case we set n = 10. There are some tricks to selecting top n 2 users for each specific user u. We don't need to go through all the 240,732 users. E.g., we can randomly pick up 1000 users and select the top n 2 users for u. Then we iterate for 10 times. During the competition we put enough patient to compute all the 240,732 users for each user u. We run the program in parallel on 9 machines and one iteration costs about 20 hours. In this condition, one iteration is enough to achieve good performance. We compare the performance of randomly sampling and our proposed negative sampling algorithm, the results are shown in Table 5 .
MODEL SELECTION
We compare the performance of several models, including Gradient Boosted Decision Tree (GBDT) [4] , Logistic Regression (LR), Shallow Neural Network (SNN), and SVM (with linear kernel). Figure 2 showns the results, from which we can observe that GBDT significantly outperforms the other three models. It is in accordance with expectation because gradient boosting machine is the state-of-the-art classification model as reported from most of data mining . A golden rule for achieving the top rank in data mining competitions is that we need to train various models and make ensembles [9, 7] . However, it is usually time consuming to find an optimal way to ensemble. We didn't join the competition until the last week of the end of the competition. So we propose a simple but turns out to be efficient way to ensemble: from the training data we train two model, LR and GBDT. We use the LR model to select 100 candidates for each user in the test set. After this we can get a smaller test set. Then we use the GBDT model to make predictions on the smaller test set. Table 6 shows that this simple approach greatly improves the accuracy of the prediction. One possible explanation is that there are many negative instances which non-linear (tree) model such as GBDT could not differentiate from positive instances. However, linear models like logistic regression happens to work well on this part. Being aware of this, the results shown in Figure 2 are unfair to LR because for the test set we already apply LR to select top 100 candidates in order to reduce the test space. Due to time limits we did not spend more effort on the model ensemble. However, the aforementioned result implies that there are still opportunities to make improvements.
ONLINE EVALUATION
Every time we make improvements to local evaluations, the corresponding online F1-score also improves. It indicates that our framework does not cause overfitting and the local test set is extracted appropriately. There are a total of 215,307 true pairs in the test set. One small trick is that
