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Povzetek
Diplomska naloga v prvem delu opisuje projekt OpenWSN in protokolne sklade,
ki jih implementira. Podrobno je opisan standard IEEE 802.15.4e, ki denira
na£in delovanja TSCH, na katerem temelji protokolni sklad OpenWSN. Vozli²£a
omreºja TSCH sledijo vnaprej dolo£enem komunikacijskem urniku, kar jim omo-
go£a vklop radia le v trenutku komunikacije, s £imer zmanj²ajo porabo energije.
Poleg manj²e porabe energije sledenje urniku dopu²£a vi²jo podatkovno prepu-
stnost mreºe, saj ne prihaja do trkov pri oddajanju paketov. Vozli²£a omreºja
TSCH oddajajo zaporedne pakete na razli£nih frekvencah, £emur re£emo preska-
kovanje kanalov. To omogo£a bolj²o odpornost komunikacije na slabljenje signala
zaradi raz²irjanja po ve£ poteh in zunanje motnje. Opisani so tudi ostali proto-
koli sklada OpenWSN, kot so 6TiSCH, ki je odgovoren za konguracijo omreºja
v na£inu TSCH in izgradnjo komunikacijskega urnika ter protokoli vi²jih plasti
kot so 6LoWPAN, RPL in CoAP. V drugem delu je opisana platforma VESNA
in programske funkcije niºje-nivojskih gonilnikov, ki smo jih morali razviti za
uspe²no implementacijo protokolnega sklada OpenWSN na platformi VESNA. V
zadnjem delu sta opisana integracija brezºi£nega omreºja v internet s pomo£jo
aplikacije OpenVisualizer in preizkus s katerim potrdimo, da smo uspe²no vzpo-
stavili brezºi£no senzorsko omreºje in lahko komuniciramo z vozli²£i omreºja.




First part of thesis describes OpenWSN project and protocol stack it implements.
IEEE 802.15.4e standard and TSCH mode of operation it denes is described in
detail. Nodes in TSCH mode follow communication schedule, which enables them
to save energy by turning their radios on only, when they have communication
scheduled. This also allows higher data throughput since it reduces chances for
packet collision. Channel hopping means successive packets are transmitted on
dierent frequencies, which makes communication more robust because it reduces
the eects of multi-path fading and external interference. Other protocols of pro-
tocol stack are also described such as 6TiSCH, which congures MAC in TSCH
mode and establishes communication schedule and protocols of higher layers such
as RPL, 6LoWPAN and CoAP. Second part focuses on VESNA hardware plat-
form and program functions of low-level drivers we had to provide to implement
protocol stack on VESNA platform. Last part describes how to integrate wireless
network into internet using OpenVisualizer application and test with which we
conrm successful formation of network and communication with nodes of the
network.




Napredek na podro£ju senzorskih tehnologij, procesorskih zmogljivostih in komu-
nikacijskih naprav je v zadnjih letih omogo£il hiter razvoj podro£ja brezºi£nih
senzorskih omreºij (angl. Wireless sensor networks; WSN), v nadaljevanju BSO.
Tehnologija BSO se uporablja v mnogih aplikacijah.
• V medicini se BSO uporabljajo za opazovanje in spremljanje vitalnih znakov
pacientov ali za oddaljen nadzor starej²ih in kroni£no bolnimih oseb.
• V okoljskih aplikacijah se BSO uporabljajo za spremljanje in opazovanje
parametrov, kot je onesnaºenost zraka v mestih, hitro zaznavanje gozdnih
poºarov, zaznavanje plazov, merjenje ravni vodostaja, merjenje kakovosti
vode . . .
• V pametnih hi²ah se BSO uporabljajo za upravljanje centralnega ogrevanja,
²kropilnikov in osvetlitve ter za zaznavanje odprtosti oken, vrat . . .
• V elektrodistribucijskih omreºjih se uporabljajo za spremljanje stanja
omreºja in zgodnje odkrivanje napak v njem.
Brezºi£na senzorska omreºja sestavlja mnoºica prostorsko porazdeljenih voz-
li²£, ki medsebojno brezºi£no komunicirajo [1]. Vozli²£a kot osnovni gradniki
brezºi£nih senzorskih omreºij so elektronske naprave, sestavljene iz senzor-
skega/aktuatorskega dela, mikrokrmilnika, radijskega vmesnika in energijskega
vira. Vozli²£a preko senzorjev zajemajo podatke o okolju in jih posredujejo upo-
rabniku. Medsebojno se povezujejo v omreºja razli£nih topologij. Lahko se po-
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vezujejo v preproste topologije tipa zvezda (angl. star) ali pa v bolj kompleksne
topologije, npr. drevo (angl. tree) ali mreºa (angl. mesh).
1.1 Namen dela
Namen tega diplomskega dela je implementacija protokolnega sklada OpenWSN
na modularni senzorski platformi VESNA, ki je bila razvita na Institut "Joºef Ste-
fan"in predstavlja osnovni gradnik pri izgradnji brezºi£nih senzordkih omreºij. S
podporo £im ²ir²emu naboru odprtokodnih operacijskih sistemov in komunika-
cijskih protokolov s podro£ja interneta stvari (angl. Internet of Things) namreº
platforma postaja zanimiva za ve£je ²tevilo raziskovalcev sistemov, ki temeljijo
na brezºi£nih senzorskih omreºjih.
1.2 Projekt OpenWSN
Projekt OpenWSN je bil ustanovljen na Univerzi Kalifornije Berkeley. Namen
projekta je ponuditi odprtokodno implementacijo celotnega internetnega proto-
kolnega sklada, temelje£ega na standardih s podro£ja interneta stvari, da bi lahko
preizkusili uporabnost omenjenih standardov in protokolov v svojih aplikacijah
[2]. Celotna programska koda projekta je dostopna na Githubu in je razpr²ena
v ve£ odlagali²£ih (angl. repository), od katerih so najpomembnej²a openwsn-
fw, openwsn-sw in coap [3]. Odlagali²£e openwsn-fw vsebuje programsko kodo v
jeziku C, ki te£e na senzorskih vozli²£ih. Odlagali²£e openwsn-sw vsebuje pro-
gramsko kodo aplikacije OpenVisualizer, napisano v programskem jeziku Python,
namenjeno integraciji brezºi£nega omreºja z internetom. Odlagali²£e coap vsebuje
python knjiºnice , ki implementirajo aplikacijski protokol CoAP in uporabniku
omogo£ajo, da lahko preizkusi svoje aplikacije temelje£e na protokolu CoAP.
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1.3 Zgradba dela
V drugem poglavju je opisan protokolni sklad OpenWSN in protokoli, ki jih im-
plementira. Opisan je standard IEEE 802.15.4 ter na£in delovanja TSCH, sloj
6TiSCH, usmerjevalni protokol RPL ter protokol 6LoWPAN, ki opravlja kom-
presijo IPv6 paketov. Na kratko je predstavljen tudi protokol CoAP. V tretjem
poglavju je opisana senzorska platforma VESNA, blokovna zgradba program-
ske opreme OpenWSN ter nabor programskih funkcij, ki smo jih morali razviti
za uspe²no implementacijo protokolnega sklada na senzorski platformi VESNA.
etrto poglavje opisuje aplikacijo OpenVisualizer, ki integrira lokalno brezºi£no
omreºje z internetom, ter preizkuse, ki smo jih izvedli, da smo ugotovili ali je bila
implementacija protokolnega sklada na platformi VESNA uspe²na. Sledi zaklju-
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nosnimi hitrostmi (angl. low rate personal area networks), v nadaljevanju LR-
WPAN . Standard IEEE 802.15.4e je dodatek k standardu 802.15.4, ki na novo
opredeljuje podsloj MAC, pri £emer ostaja zi£ni sloj nespremenjen. Standard
IEEE 802.15.4e med drugim dolo£a na£in delovanja, imenovan £asovno sinhro-
nizirano preskakovanje kanalov (angl. time synchronized channel hopping), v
nadaljevanju TSCH, ki omogo£a nizko porabo energije ter je primeren za indu-
strijske aplikacije, saj omogo£a bolj²o odpornost naprav na radijske motnje in s
tem ve£jo zanesljivost pri prenosu podatkov [5]. Protokol 6TiSCH je naslednja
vi²ja plast podsloja MAC, ki omogo£a konguracijo slednjega v na£inu TSCH ter
dolo£a mehanizme, preko katerih si sosednja vozli²£a rezervirajo £asovne rezine
za medsebojno komunikacijo.
Omreºni sloj protokolnega sklada OpenWSN implementira protokole IPv6, 6Lo-
WPAN, RPL in ICMPv6. Protokol IPv6 se uporablja za naslavljanje naprav
v omreºju. Protokol 6LoWPAN je prilagoditveni protokol, ki omogo£a prenos
paketov IPv6 preko omreºja, ki je zasnovano na IEEE 802.15.4. Kot usmerje-
valni protokol za omreºja tipa LLN, ki podpira ve£kratne skoke (angl. multi-
hop), sklad OpenWSN implementira RPL (angl. Routing over lowpower lossy
networks). Protokol ICMPv6 pa je namenjen diagnostiki omreºja.
Protokol transportnega sloja, ki je implementiran v OpenWSN, je UDP. Kot
protokol aplikacijskega sloja pa OpenWSN implementira protokol CoAP (angl.
Constrained Application Protcol). CoAP je aplikacijski protokol, primeren za
naprave, ki imajo omejeno zmogljivost procesiranja in pomnjenja.
2.1 Standard IEEE 802.15.4
Standard IEEE 802.15.4 dolo£a zi£ni sloj in MAC podsloj za omreºja LR-WPAN
[6]. Standard je namenjen izgradnji poceni brezºi£nih omreºij s poudarkom na
nizki porabi energije in zanesljivemu prenosu manj²ih koli£in podatkov. Standard
dolo£a ve£ zi£nih plasti v razli£nih frekven£nih obmo£jih, ki so bolj natan£no
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opisane v podpoglavju 2.1.1. Glavne lastnosti standarda so:
• delovanje v omreºnih topologijah zvezda, enak z enakim (angl. peer to
peer), drevo (angl. cluster tree)
• potrjevanje prene²enih paketov s potrditvenimi okviji (angl. acknowledge
transmission),
• nizka poraba energije,
• zaznavanje jakosti signala (angl. ED; Energy detection),
• indikacija kakovosti povezave (angl. LQI; link quality inidication),
Standard denira dva tipa naprav: naprava polne funkcionalnosti (angl. full
function device), v nadaljevanju FFD, ter naprava zmanj²ane funkcionalnosti
(angl. reduced function device), v nadaljevanju RFD. Naprava FFD lahko pre-
vzame vlogo PAN (angl. Personal area network) koordinatorja ali koordinatorja
omreºja, medtem ko naprava RFD te vloge ne more opravljati. Vsako PAN
omreºje potrebuje za vzpostavitev vsaj eno napravo tipa FFD, ki prevzame vlogo
PAN koordinatorja. Vsako PAN omreºje po standardu IEEE 802.15.4 ima na-
tanko enega PAN koordinatorja, ki je glavni upravljalnik omreºja ter ponavadi
prevzame tudi vlogo omreºnega prehoda (angl. network gateway).
Dodatek IEEE 802.15.4e na novo dolo£a MAC podsloj standarda IEEE 802.15.4.
Novost v standardu IEEE 802.15.4e je dolo£itev razli£nih na£inov MAC delo-
vanja (angl. MAC behaviour), od katerih je v tem delu opisan na£in £asovno
sinhroniziranega preskakovanja kanalov TSCH. Preskakovanje kanalov omogo£a
napravam v omreºju bolj²o odpornost na zunanje motnje in slabljenje signala pri
raz²irjanju po ve£ poteh (angl. multipath fading). V na£inu TSCH imajo na-
prave dostop do kanala po metodi TDMA (angl. time division multiple access),
kar omogo£a manj²e in bolj deterministi£ne zakasnitve pri prenosu podatkovnih
paketov, saj ne prihaja do trkov paketov. Vozli²£a TSCH omreºja sledijo vnaprej
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dolo£enemu komunikacijskemu urniku, kar jim omogo£a, da radio vklju£ijo le za
£as komunikacije, s £imer prihranijo pri porabi energije.
2.1.1 Fizi£ni sloj
Fizi£ni sloj, kot ga denira standard IEEE 802.15.4, opravlja naslednje naloge:
• Aktivacija in deaktivacija radijskega sprejemno-oddajnega modula,
• zaznavanje jakosti signala znotraj izbranega kanala,
• indikacija kvalitete povezave za sprejete podatkovne okvirje,
• ocena zasedenosti kanala (angl. clear channel assesment), v nadaljevanju
CCA,
• izbira frekven£nega kanala,
• sprejem in oddaja podatkovnih okvirjev.
Standard IEEE 802.15.4 dolo£a ve£ razli£nih zi£nih plasti, ki so v razli£nih
frekven£nih obmo£jih, imajo razli£ne hitrosti prenosa podatkov in uporabljajo
razli£no moduliran signal. V projektu OpenWSN se uporablja zi£na plast 2450
DSSS (angl. direct-sequence spread spectrum) z modulacijo O-QPSK (angl. Oset













2450 DSSS 2400 -
2483.5
16 O-QPSK 250 62.5
Tabela 2.1: Lastnosti zi£ne plasti
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2.1.2 MAC sloj
MAC sloj, kot ga denira standad IEEE 802.15.4e, dolo£a ve£ na£inov MAC
obna²anja, od katerih je v tem delu podrobno opisan na£in TSCH, ki ga imple-
mentira protokolni sklad OpenWSN. MAC podsloj ureja tudi dostop do radijskih
kanalov zi£ne plasti in je odgovoren za izvedbo nasledjih nalog [7]:
• generianje EB okvirov (angl. Enhanced beacon),
• £asovna sinhronizacija vozli²£,
• izvajanje mehanizmov za dostop do kanalov,
• zagotavljanje varnosti,
• zagotavjanje zanesljive povezave med dvema enakovrednima MAC entite-
tama.
2.1.2.1 MAC v na£inu TSCH
asovno sinhronizirano preskakovanje kanalov je na£in MAC delovanja, ki s pre-
skakovanjem kanalov zagotavlja robustno komunikacijo (odpravlja u£inke slablje-
nja signala zaradi raz²irjanja po ve£ poteh in zunanje interference), £asovna sin-
hronizacija pa omogo£a vi²je prenose podatkov (zmanj²uje moºnost trkov) in
manj²o porabo energije (vozli²£a vklopijo radio le v trenutku, ko imajo na urniku
komunikacijo). asovno sinhronizirano preskakovanje kanalov temelji na tem, da
je £as razdeljen na diskretne £asovne rezine, znotraj katerih vozli²£a komunicira-
njo. Komunikacija na sosednjih £asovnih rezinah poteka na razli£nih frekvencah.
Vozli²£a sledijo komunikacijskem urniku, ki jim vnaprej dolo£a na katerih £asov-
nih rezinah in na kak²ni frekvence bodo komunicirala. Velik pomen v na£inu
delovanja TSCH ima £asovna sinhronizacija vozli²£. Vozli²£a se morajo strinjati
o tem kdaj se za£ne in kon£a £asovna rezina, £e ºelimo da bo komunikacija med
njimi uspe²na.
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2.1.2.4 Povezave
Slika 2.3 prikazuje medsebojno komunikacijo vozli²£ na primeru okvira TSCH s
tremi £asovnimi rezinami. Vozli²£i A in B medsebojno komunicirata znotraj prve
£asovne rezine (TS0), medtem ko vozli²£i B in C v ta namen uporabita drugo
£asovno rezino (TS1), tretja £asovna rezina pa se ne uporablja za komunikacijo.
Po preteku treh £asovnih rezin se okvir TSCH ponovi. Na sliki 2.3 vidimo, da
se ASN pove£uje neprekinjeno in je odvisen samo od ²tevila prete£enih £asovnih
rezin. Usmerjeno komunikacijo med dvema vozli²£ema znotraj dolo£ene £asovne
rezine na dolo£enem kanalnem odmiku (angl. channel oset) imenujemo povezava
(angl. link). Frekven£ni kanal CH, ki ga vozli²£i uporabljata za medsebojno
komunikacijo znotraj £asovne rezine se izra£una po ena£bi 2.2
CH = macHoppingSequenceList [(ASN + CH off )%macHoppingSequenceLength](2.2)
kjer jemacHoppingSequenceList polje dolºinemacHoppingSequenceLength, ki vse-
buje naklju£no razporejene ²tevilke frekven£nih kanalov za uporabljeno zi£no
plast, kot so denirani v podpoglavju 2.1.1.1. ASN je absolutno ²tevilo rezine
za katero se ra£una frekven£ni kanal. Uporaba kanalnega odmika CHo omogo£a
uporabo razli£nih frekven£nih kanalov pri istem ASN inmacHoppingSequenceList.
2.1.2.5 Vzpostavitev TSCH PAN omreºja
Vzpostavitev TSCH PAN omreºja sproºi PAN koordinator s tem, ko za£ne odda-
jati okvire EB (angl. Enhanced beacon). Okviri EB omogo£ajo ostalim vozli²£em
sinhronizacijo z omreºjem. Okviri EB vsebujejo informacijo o ²tevilu ASN ter
komunikacijski urnik, ki ju vozli²£a potrebujejo za uspe²no komunikacijo znotraj
TSCH omreºja.
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negativna (NACK). ACK pomeni, da je naprava uspe²no prejela paket in ga
predala naslednji vi²ji plasti, NACK pa pomeni, da je naprava sicer prejela paket
brez napak vendar ga trenutno ne more sprejeti.
Naprava, ki ºeli oddati paket, po£aka TsCCAOset µs ter nato izvede CCA v pri-
meru, da je le-ta aktiviran (implementacija znotraj OpenWSN projekta ne izvaja
CCA). Ob £asu TsTxOset µs naprava za£ne z oddajanjem paketa, nato po£aka
TsRxAckDelay µs preden gre v na£in sprejemanja. V na£inu sprejemanja po£aka
AWT µs in £e v tem £asu ne prejme potrditvenega paketa izklopi sprejemnik ter
privzame, da je bila komunikacija neuspe²na.
Naprava, ki ºeli prejeti paket, po£aka TsRxOset µs preden gre v na£in spreje-
manja. V tem na£inu po£aka PWT µs in £e v tem £asu ne za£ne prejemati paketa
izklopi sprejemnik. V primeru da naprava prejme paket po£aka TsTxAckDelay
µs in nato odda potrditveni okvir s £imer potrdi uspe²en prejem paketa.
Kot je razvidno s slike 2.5, bo komunikacija med vozli²£ema omreºja uspe²na le,
£e bo vozli²£e imelo vklopljen sprejemnik takrat, ko bo drugo vozli²£e oddajalo.
V ta namen morata biti vozli²£i £asovno sinhronizirani. asovna sinhronizacija v
omreºjih TSCH poteka s komunikacijo med vozli²£i. Lo£imo dva na£ina sinhro-
nizacije; sinhronizacija s potrditvenimi okvirji ter sinhronizacija z okvirji.
Sinhronizacija s potrditvenimi okvirji (angl. acknowledgement based synchroni-
zation) poteka na naslednji na£in.
1. Oddajno vozli²£e odda za£etni simbol paketa ob trenutku TsTxOset µs
2. Sprejemno vozli²£e prejme paket in zabeleºi £as TsRxActual ob katerem je
prejelo prvi simbol
3. Sprejemno vozli²£e izra£una prilagoditveni £as po ena£bi 2.3
TAdj = TsTxOffset− TsRxActual (2.3)
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vljanja in ali je okvir varnostno za²£iten. Naslovna polja vsebujejo naslov vira, de-
stinacije, PAN ID vira ter PAN ID destinacije. Naslovi so lahko 16bitni, 64bitni
ali pa jih MAC okvir ne vsebuje, odvisno od vrednosti polja FCF. Informacijski
elementi (anglinformation elements;IE) so novost standarda IEEE 802.15.4e in v
primeru omreºij TSCH vsebujejo informacije, ki jih vozli²£a potrebujejo za sin-
hronizacijo z omreºjem. Obstajata dva tipa informacijskih elementov, vsebinski
IE (angl. payload IEs) in IE glave (angl. header IE). IE glave so del glave okvira
MAC vsebinski IE pa spadajo v koristno vsebino. Polje koristna vsebina po-
leg informacijskih elementov vsebuje podatke, ki jih ºelimo prenesti naslovnemu
vozli²£u.
Polje FCS je namenjeno odkrivanju napak pri prenosu podatkov med dvema
napravama. Za odkrivanje napak se uporablja 16bitni mehanizem ITU-CRC
(angl. cyclic redundancy check). Vrednost FCS se izra£una nad polji MHR in
koristna vsebina pri £emer se uporabi standardni polinom ²estnajste stopnje, ki
ga opisuje ena£ba 2.5:
G16(x) = x
16 + x12 + x5 + 1 (2.5)
2.1.2.9 Vsebina okvira EB
PAN koordinator za£ne proces vzpostavitve TSCH omreºja z oddajanjem okvi-
rov EB. Okvir EB omogo£a ostalim vozli²£em omreºja £asovno sinhronizacijo z
omreºjem. Naslov vira je enak 64bitnem naslovu koordinatorja, naslov destina-
cije pa je enak 0xFFFF, kar pomeni, da je okvir namenjen vsem vozli²£em, ki ga
prejmejo. Okvir EB vsebuje informacijske elemente slotFrameLinkIE, Channel-
HoppingIE, TSCHTimeSlotIE ter syncIE. Informacijski element syncIE vsebuje
²tevilo ASN. Informacijski element slotFrameLinkIE vsebuje komunikacijski ur-
nik. Informacijski element ChannelHoppingIE vsebuje macHoppingSequenceList,
ki ga vozli²£e potrebuje za izra£un frekvence po ena£bi 2.2. Informacijski ele-
ment TSCHTimeSlotIE pa vsebuje £asovne konstante, ki dolo£ajo komunikacijo
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znotraj £asovne rezine, kot so TsCCAOset, TsTxOset, TsRxAckDelay ipd.
2.2 Podsloj 6TiSCH
Standard IEEE 802.15.4e dolo£a, kako vozli²£a komunicirajo znotraj posamezne
celice urnika, ne dolo£a pa mehanizma za njegovo izgradnjo ne mehanizma, kako
se sosednji vozli²£i dogovorita o komunikaciji znotraj posamezne celice. Ta naloga
pripada naslednjemu vi²jemu sloju, ki se imenuje 6TiSCH.
Za razvoj podsloja 6TiSCH je odgovorna delovna skupina IPv6 over the TSCH
mode of IEEE 802.15.4e, ki pripada telesu IETF (angl. Internet Engineering Task
Force). 6TiSCH se v £asu pisanja tega diplomskega dela ²e razvija in se lahko
spremeni. Podsloj dolo£a nabor ukazov, ki so upravljalski vmesnik in preko ka-
terih lahko nasednja vi²ja plast upravlja z s TSCH na£inom delovanja. Ukazi
omogo£ajo nasednji vi²ji plasti nastavljanje dolºine okvira TSCH ter dodajanje,
odstranjevanje in realokacijo celic znotraj okvira TSCH [8]. 6TiSCH dolo£a me-
hanizme in format sporo£il, ki omogo£ajo sosednjima vozli²£ema, da si rezervirata
celico znotraj okvira TSCH, na kateri bosta komunicirala [9]. Prav tako dolo£a
minimalno konguracijo, imenovano Minimal 6TiSCH Conguration, ki je po-
trebna za vzpostavitev omreºja TSCH in povezljivost vozli²£ znotraj njega [10].
V prihodnosti naj bi delovna skupina opredelila standardne funkcije za izgra-
dnjo urnikov (angl. scheduling functions), ki bi vozli²£em omogo£ale samodejno
konguracijo urnikov glede na potrebe komunikacije.
Implementacija podsloja 6TiSCH znotraj projekta OpenWSN ni popolna in je
²e v fazi razvoja. OpenWSN implementira minimalno konguracijo 6TiSCH ter
ukaze za dodanjanje in odstranjevanje celic urnika TSCH. Prav tako implementira
mehanizem, preko katerega si sosednji vozli²£i rezervirata celico v urniku TSCH,
na kateri bosta komunicirala. Sloj 6TiSCH skrbi tudi za izvajanje mehanizma
keep-alive ter po²iljanje ogla²evalskih okvirov.
Slika 2.9 prikazuje preprost primer urnika komunikacije znotraj omreºja TSCH
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komuniciralo,
• odmik £asovne rezine (angl. slotoset) pove, na kateri £asovni rezini znotraj
okvirja TSCH je celica,
• tip celice (angl. cell type), ki je lahko oddajna, sprejemna, od-
dajno/sprejemna ali neaktivna.
Oddajni tip celice pomeni, da bo vozli²£e na tej celici oddajalo pakete. Spre-
jemni tip celice pomeni, da bo vozli²£e na tej celici sprejemalo pakete. Od-
dajno/sprejemni tip pomeni, da vozli²£e na tej celici odda paket, £e ga ima na
voljo, druga£e pa sprejema pakete. Neaktivna celica pomeni, da na njej vozli²£e
ne oddaja niti ne sprejema paketov.
2.2.1 Mehanizem rezervacije celic med dvema sosednjima vozli²£ema
Slika 2.10 prikazuje mehanizem za rezervacijo celice med dvema vozli²£ema v dveh
korakih [9]. Vozli²£e B po²lje paket z zahtevo za rezervacijo povezave vozli²£u
A. Paket vsebuje informacijo o ²tevilu celic, ki jih vozli²£e B ºeli rezervirati,
seznam potencialnih celic okvira TSCH, na katerih je mogo£a komunikacija, in
komandno kodo z zahtevo za rezervacijo celice. Kot potencialne celice vozli²£e
izbere tiste £asovne rezine, na katerih ne poteka komunikacija z ostalimi vozli²£i.
Po prejetju paketa z zahtevo za rezervacijo celice vozli²£e A preveri, ali seznam, ki
ga je prejelo, vsebuje ustrezno celico, na kateri je mogo£a komunikacija, ter nato
odgovori vozli²£u B z odgovorom na zahtevo za rezervacijo povezave. Odgovor
vsebuje nov urnik, ki sta mu dodani celica, na kateri bosta vozli²£i komunicirali,
in koda o uspe²nosti rezervacije celice.
Informacije, ki jih vozli²£i potrebujeta pri pogajanju za rezervacijo celic, so vse-
bovani v informacijskih elementih koristne vsebine MAC okvirja. Njihov format
in pomen je natan£neje dolo£en v [8].
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2.3.1 Usmerjevalni protokol RPL
Nalogi omreºne plasti sta prenos in usmerjanje paketov znotraj omreºja, po mo-
ºnosti preko ve£ vmesnih vozli²£, do ciljnega vozli²£a. Vmesna vozli²£a na preno-
sni poti posredujejo pakete na podlagi usmerjevalne tabele (angl. routing table).
Izgradnja in zapolnitev usmerjevalne tabele sta nalogi usmerjevalnega protokola.
RPL je usmerjevalni protokol, ki deluje nad slojem IEEE 802.15.4e in je na£rtovan
za omreºja LLN. Optimiziran je za zbiralna omreºja (angl. collection networks),
kot so npr. BSO, pri katerih vozli²£a periodi£no posredujejo rezultate meritev
centralni zbirni to£ki, imenovani LBR (angl. Lossy Network Border Router), ter
le ob£asno komunikacijo LBR s posameznimi vozli²£i omreºja. Protokol RPL
podpira na£in komunikacije to£kave£ to£k (angl. PointToMultiPoint; P2MP)
in ve£ to£k-to£ka (angl. MultiPointToPoint; MP2P) [13].
RPL protokol deluje tako, da zgradi graf DODAG (angl. Destination Oriented
Direct Acyclic Graph), to je usmerjeni acikli£ni graf, ki se zaklju£uje v vozli²£u
imenovanem DAGRoot. Vozli²£e DAGRoot je povezano z LBRjem, ki predsta-
vlja prehod med lokalnim brezºi£nim omreºjem in internetom. Vsakemu vozli²£u
v grafu DODAG je dodeljeno ²tevilo, imenovano rang, na tak na£in, da imajo
vozli²£a, ki so bolj oddaljena od DAGRoota vi²ji rang, vozli²£a, ki so bliºje DA-
GRootu pa niºjega. Proces izgradnje DODAG-a prikazuje slika 2.12.
Vozli²£e DAGRoot odda paket, imenovan DIO (angl. DAG Information Object),
ki je tip ICMPv6 sporo£ila, in vsebuje rang vozli²£a, ki ga je oddalo [14]. Vozli²£e,
ki prejme paket DIO, najprej izra£una svoj rang, na podlagi ranga prejetega v
DIO, nato pa tudi samo odda paket DIO. Tako se DIO sporo£ila raz²irjajo od
DAGRoota navzdol po omreºju, vozli²£a pa si dolo£ijo svoj rang znotraj grafa
DODAG.
Rang vozli²£a se izra£una po ena£bi 2.6 [10],
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2.4 Protokoli vi²jih slojev
Kot protokol transportnega sloja protokolni sklad implementira UDP, ki je po-
drobneje opisan v [17]. Protokol CoAP (angl. Constrained Application Protocol)
pa je implementiran kot protokol aplikacijskega sloja. CoAP je protokol za sple-
tne prenose (angl. web transfer protocol), ki je specializiran za uporabo z vozli²£i,
ki imajo omejeno zmogljivost procesiranja in pomnenja, ter omreºji nizkih pre-
nosnih hitrosti in visokih izgub paketov (angl. high packet error rate). Protokol
je namenjen za aplikacije tipa strojstroj (angl. machinetomachine; M2M), kot
je hi²na avtomatizacija.
Protokol CoAP dolo£a model interakcije zahteva/odziv (angl. request/response)
med kon£nimi to£kami aplikacije (angl. application end points) in implementira
odkrivanje storitev in virov (angl. discovery of services and resources). Prav tako
vklj£uje glavne koncepte spleta, kot so URIs (angl. Unique Resource Identiers)
in medijski tipi (angl. media types). CoAP sporo£ila imajo kratko glavo, s £imer
se zmanj²aja potrebo po fragmentaciji sporo£il. CoAP je na£rtovan za preprosto
interakcijo s HTTPjem, zaradi £esar ga je preprosto integrirati v splet [18].
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3 Implementacija OpenWSN na platformi
VESNA
Cilj diplomske naloge je bil implementacija protokolnega sklada OpenWSN na
senzorski platformi VESNA. V ta namen smo morali razviti gonilnike, ki omogo-
£ajo upravljanje naprav senzorske platforme VESNA preko programskih funkcij
sklada OpenWSN.
3.1 Senzorska platforma VESNA
Senzorska platforma VESNA (angl. VErsatile platform for Sensor Network Appli-
cations) je zasnovana kot osnovni gradnik BSO. Odlikujejo jo majhna poraba
mo£i, visoka procesna zmogljivost in zdruºljivost z razli£nimi vrstami komuni-
kacijskih tehnologij. Ima modularno zasnovo, ki sestoji iz treh tipov modulov.
Jedrni modul (angl. Sensor Node Core; SNC) temelji na zmogljivem mikrok-
milniku ter omogo£a kombinacijo razli£nih napajalnih virov in priklop periferije
preko razli£nih vmesnikov. Radijski moduli (angl. Sensor Node Radio; SNR)
omogo£ajo izvedbo brezºi£ne povezljivost preko razli£nih komunikacijskih tehno-
logij in frekven£nih obmo£ij. Raz²iritveni moduli (angl. Sensor Node Expansion;
SNE) pa omogo£ajo realizacijo razli£nih aplikacijsko odvisnih funkcionalnosti [19].
Konguracija senzorske platforme VESNA, uporabljena pri implementaciji proto-
kolnega sklada OpenWSN, sestoji iz modulov SNC, SNR-TRx in SNE-PROTO.
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Slika 3.1: Modularna senzorska platforma VESNA
3.1.1 Jedrni modul SNC
Jedrni modul SNC je opremljen z mikrokontrolerjem druºine STM32F103xx pro-
izvajalca ST Microelectronics. Ta mikrokontroler vsebuje 32-bitno jedro ARM
Cortex M3, 512 kB ash pomnilnika (angl. ash memory) in 64 kB stati£nega
pomnilnika RAM (angl. Static RAM; SRAM) ter podpira komunikacijo preko
vodil SPI, I2C, USART, SDIO in I2S [20]. Modul SNC je opremljen s petimi
konektorji, ki omogo£ajo priklop raz²iritvenih in radijskih modulov.Modul SNC
lahko napajamo preko mini USB konektorja, konektorja DC z napetostjo med 5
in 24 V, baterijsko ali preko son£nih celic. Modul SNC je opremljen ²e s reºo za
kartico SD ter 128 kB obstojnega pomnilnika NVRAM [21].
3.1.2 Radijski modul SNR-TRx
Radijski modul SNR-TRx omogo£a izvedbo brezºi£ne povezljivost platforme VE-
SNA v razli£nih frekven£nih obmo£jih glede na konguracijo. Opremimo ga lahko
z radijskima sprejemnikoma CC1101 ali CC2500 proizvajalca Texas Instruments,
ki zagotavljata povezljivost v frekven£nih pasovih 433 MHz, 868 MHz in 2.4 GHz,
ali pa z radijskima moduloma AT86RF212 in AT86RF231 proizvajalca Atmel, ki
omogo£ata komunikacijo v frekven£nih obmo£jih 868 MHz in 2.4 GHz ter sta skla-
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dna s standardom IEEE 802.15.4 [22]. SNR se povezuje z modulom SNC preko
radijskega konektorja. Radijski konektor omogo£a komunikacijo med mikrokon-
trolerjem in radijskim modulom preko vodila SPI, napajanje modula, prekinitve
(angl. interrupt), kontrolo modula preko ve£namenskega pina SLP_TR in rese-
tiranje modula preko /RST.
V projektu OpenWSN uporabljamo konguracijo SNR z modulom AT86RF231,
ki omogo£a komunikacijo v frekven£nem pasu 2.4 GHz in je skladen s standardom
IEEE 802.15.4, saj omogo£a izra£un FCS, oceno zasedenosti kanala CCA ter
meritve RSSI (angl. received signal strength indicator) in LQI [23].
3.1.3 Raz²iritveni modul SNE-PROTO
Raz²iritveni modul SNE-PROTO je namenjen razvoju in testiranju vezij. SNE-
PROTO priklopimo na modul SNC preko raz²iritvenega konektorja. Modul je
opremljen s testno plo²£o (angl. protoboard). V projektu OpenWSN ga upora-
bljamo za razhro²£evanje (angl. debugging) delovanja programske opreme (angl.
rmware). Na njem imamo tri svetilne diode, ki zasvetijo ob dolo£enih sta-
njih programa. Zelena dioda zasveti, ko se vozli²£e sinhronizira z omreºjem,
rde£a dioda v primeru napake, oranºna dioda pa, ko je radio v na£inu odda-
janja/sprejemanja. Poleg diod nam modul omogo£a spremljanja stanja ²estih
razhro²£evalnih pinov:
• pina FRAME, ki spremeni stanje vsaki£, ko se za£ne nov TSCH okvir,
• pina SLOT, ki spremeni stanje ob za£etku vsake £asovne rezine,
• pina FSM, ki se postavi na logi£no vrednost 1 ob za£etku £asovne rezine, na
kateri vozli²£e sprejema, in logi£no vrednost 0 ob za£etku £asovne rezine, na
kateri vozli²£e oddaja, nato pa spremeni logi£no vrednost vsaki£, ko kon£ni
avtomat stanj (angl. nit state machine), ki poganja komunikacijo znotraj
£asovne rezine, spremeni stanje,
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• pina TASK, ki se postavi vsaki£, ko je procesor v opravilnem na£inu (angl.
task mode),
• pina ISR, ki se postavi vsaki£, ko je procesor v prekinitvenem na£inu (angl.
interrupt mode),
• pina RADIO, ki se postavi vsaki£, ko se vklju£i radio.
3.2 Programska oprema projekta OpenWSN
Izvorna koda (angl. source code) programske opreme projekta OpenWSN je prosto
dostopna na Github-u in se nahaja v odlagali²£u openwsn-fw. Slika 3.2 prikazuje
blokovno shemo programske opreme projekta OpenWSN, ki je zasnovana tako,
da je ve£ji del programske opreme (bloki protokolni sklad, vi²je-nivojski gonilniki,
uporabni²ke CoAP aplikacije in £asovni razporejevalnik OpenOS ), neodvisen od
uporabljene strojne platforme. Na²a naloga je bila razviti niºje-nivojske gonilnike,
ki omogo£ajo ostalim komponentam upravljanje z napravami senzorske platforme
VESNA.
3.2.1 Protokolni sklad
Slika 3.3 prikazuje izvorne datoteke (angl. source les), ki implementirajo pro-
gramske funkcije protokolnega sklada. S slike se vidi, kateremu sloju protokol-




• komunikacijo senzorske platforme VESNA z aplikacijo OpenVisualizer,
• £asovnik za razvr²£anje opravil.
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3.3 Niºje-nivojski gonilniki
Niºje-nivojski gonilniki so vmesnik med programsko opremo OpenWSN in plat-
formo VESNA, kar je razvidno s slike 3.3. Gonilniki omogo£ajo programskim
funkcijam programske opreme interakcijo in krmiljenje naprav platforme VESNA.
Niºje nivojski gonilniki implementirajo programske funkcije za:
• upravljanje radia AT86RF231,
• komunikacijo prek vodila USART,
• komunikacijo prek vodila SPI,
• krmiljenje svetilnih diod,
• krmiljenje razhro²£evalnih pinov,
• nastavljanje in uporabo radijskega £asovnika (angl. radio timer),
• nastavljanje in uporabo platformnega £asovnika (angl. board timer),
• inicializacijo in ponastavitev platforme.
3.3.1 Programske funkcije za upravljanje radia AT86RF231
Programske funkcije za upravljanje z Atmelovim radiem AT86RF231 se nahajajo
v izvorni datoteki radio.c in jih kli£e programski modul, ki implementira MAC
sloj protokolnega sklada. Programske funkcije, ki smo jih implementirali, so:
• Funkcija radio_init() inicializira radio, omogo£i prekinitve (angl. interrupt)
za£etka in konca okvira, izra£un FCS-ja nad okvirem ter postavi radio v
stanje mirovanja.
• Funkcija radio_setOverowCb(cb) nastavi kazalec (angl. pointer) na funk-
cijo povratnega klica (angl. callback function), ki se kli£e ob za£etku £asovne
rezine.
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• Funkcija radio_setCompareCb(cb) nastavi kazalec na funkcijo povratnega
klica, ki se kli£e ob menjavi stanja kon£nega avtomata stanj odgovornega
za poganjanje komunikacije znotraj £asovne rezine.
• Funkcija radio_setStartFrameCb(cb) nastavi kazalec na funkcijo povratnega
klica, ki se kli£e, ko radio prejme prvi bajt podatkovnega okvira.
• Funkcija radio_endFrameCb(cb) nastavi kazalec na funkcijo povratnega
klica, ki se kli£e, ko radio prejme zadnji bajt podatkovnega okvira.
• Funkcija radio_reset() ponastavi radio.
• Funkcija radio_startTimer(period), nastavi periodo £asovnika na vrednost
parametra period ter zaºene radijski £asovnik.
• Funkcija radio_setTimerPeriod(period) nastavi periodo radijskega £asov-
nika na vrednost parametra period.
• Funkcija radio_setFrequency(frequency) nastavi frekven£ni kanal, na kate-
rem bo radio oddajal pakete na vrednost parametra frequency.
• Funkcija radio_rfO() postavi radio v stanje mirovanja.
• Funkcija radio_loadPacket(*packet,length) naloºi v FIFO (angl. rst in rst
out) pomnilnik radia paket dolºine vrednosti parametra length, ki ga ºelimo
oddati. Parameter packet je kazalec na naslov v pomnilniku, kjer je shranjen
paket.
• Funkcija radio_txEnable() postavi radio v stanje PLL-ON.
• Funkcija radio_txNow() sproºi oddajo paketa, ki je naloºen v FIFO po-
mnilniku radia.
• Funkcija radio_rxEnable() postavi radio v stanje sprejemanja.
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• Funkcija radio_getReceivedFrame(*pBufRead,*pLenRead,maxBufLen,*pRssi,*pLqi,*pCrc)
naloºi prejeti paket v pomnilnik mikrokrmilnika na katerega kaºe parameter
pBuRead. Dolºino prejetega paketa naloºi v spremenljivko, na katero kaºe
parameter pLenRead. Funkcija vrne tudi RSSI in LQI prejetega paketa ter
CRC, ki jih shrani v spremenljivke, na katere kaºejo parametri pRssi, pLqi
in pCrc.
• Funkcija radio_isr() se kli£e ko radio sproºi prekinitev. Radio proºi pre-
kinitev ko prejme prvi bajt oziroma zadnji bajt paketa. Glede na vrsto
prekinitve se znotraj prekinitvene rutine kli£e ustrezna funkcija povratnega
klica.
3.3.2 Programske funkcije vodila USART
Programske funkcije za komunikacijo prek USARTa se nahajajo v izvorni da-
toteki uart.c. Platforma VESNA komunicira z aplikacijo OpenVisualizer preko
vodila RS232, ki je povezan na USART1 mikrokontrolerja STM23F103Rx. Vi²je-
nivojski gonilniki, ki implementirajo komunikacijo preko HDLC okvirov, v ta
namen kli£ejo programske funkcije, ki jih implementira gonilnik USART. Komu-
nikacija preko USART-a deluje v prekinitvenem na£inu. Programske funkcije, ki
smo jih implementirali, so opisane v spodnjih alinejah.
• Funkcija uart_init() inicializira vodilo USART, nastavi pine, ki jih upo-
rablja vodilo UART, vklju£i periferno uro, po£isti globalne spremenljivke
modula, nastavi hitrost prenosa, dolºino besede, ²tevilo kon£nih bitov, pa-
riteto ter na£in kontrole prenosa.
• Funkcija uart_setCallbacks(txCb,rxCb) nastavi kazalce na funkcije povra-
tnega klica, ki jih funkcija prejme kot parameter. Funkcije povratnega klica
se kli£ejo ob prekinitvah, ki jih proºi vodilo USART.
• Funkcija uart_enableInterrupts()/uart_disableInterrupts() vklju£i/izklju£i
prekinitve.
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• Funkcija uart_clearTxInterrupts()/uart_clearRxInterrupts() po£isti zasta-
vico (angl. ag) Tx/Rx, ki sproºi prekinitev.
• Funkcija uart_writeByte(byteToWrite) po²lje preko vodila USART podatek
byteToWrite.
• Funkcija uart_readByte() vrne bajt, ki je bil prejet preko vodila USART.
• Funkciji uart_tx_isr()/uart_rx_isr() se kli£eta ob prekinitvi. Prva v pri-
meru, ko je podatek poslan preko vodila USART, druga pa v primeru, ko
se nahaja nov podatek v podatkovnem pomnilniku vodila USART.
3.3.3 Programske funkcije vodila SPI
Programske funkcije za komunikacijo preko vodila SPI se nahajajo v izvorni
datoteki spi.c. Mikrokrmilnik STM23F103Rx komunicira z atmelovim radiem
AT86RF231 preko vodila SPI. Programske funkcije, ki jih implementira goninik,
so:
• Funkcija spi_init() inicializira vodilo SPI za komunikacijo z radijem. Na-
stavi pine vodila SPI, vklopi periferne ure, nastavi hitrost ure, polariteto
ure, na£in delovanja vodila SPI, na£in vzor£enja...
• Funkcija spi_txrx(*bufTx,lenBufTx,*bufRx,maxLenBufRx,isFirst,isLast)
omogo£a prenos/branje podatkov preko vodila SPI. Parameter *bufTx je
kazalec na polje, kjer so shranjeni podatki za oddajo. Parameter lenBufTx
pove koliko bajtov ºelimo prenesti preko vodila. Parameter *bufRx je
kazalec na polje, kamor shranimo prejete podatke. Parameter isFirst
funkciji pove, da gre za prvi prene²eni bajt, parameter isLast pa funkciji
pove, da gre za zadnji prene²eni bajt.
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3.3.4 Programske funkcije za krmiljenje svetilnih diod
Raz²iritveni modul SNE-PROTO platforme VESNA je opremljen s tremi sve-
tilnimi diodami, ki uporabniku signalizirajo, £e je vozli²£e sinhronizirano, radio
vklju£en in ali je pri²lo do napake. Programske funkcije za krmiljenje svetilnih
diod so implementirane v izvorni datoteki leds.c in so povzete v spodnjih alinejah:
• Funkcija leds_init() nastavi pine GPIO (angl. General Purpose Input Ou-
tput), ki se uporabljajo za krmiljenje svetilnih diod kot izhod.
• Funkcija led_error_on() priºge diodo, ki signalizira napako.
• Funkcija led_error_o() ugasne diodo, ki signalizira napako.
• Funkcija led_error_toggle() spremeni stanje diode, ki signalizira napako.
• Funkcija led_error_isOn() vrne stanje diode, ki signalizira napako in sicer
1 v primeru, £e je priºgana in 0 v primeru, £e je ugasnjena.
Enak nabor funkcij (priºgi, ugasni, spremeni stanje in preberi stanje) je imple-
mentiran ²e za ostali dve diodi led_synch_* in led_radio_*.
3.3.5 Programske funkcije za krmiljenje razhro²£evalnih pinov
Poleg svetilnih diod raz²iritveni modul omogo£a spremljanje stanja ²estih raz-
hro²£evalnih pinov, ki so podrobneje opisani v podpoglavju 3.1.3. Programske
funkcije za krmiljenje posameznih pinov so implementirane v izvorni datoteki
debugpins.c in so opisane v spodnjih alinejah.
• Funkcija debugpins_init() nastavi pine, ki se uporabljajo za razhro²£evanje
kot izhod.
• Funkcija debugpins_frame_toggle() spremeni stanje pina FRAME.
• Funkcija debugpins_frame_clear() postavi pin v stanje logi£na ni£.
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• Funkcija debugpins_frame_set() postavi pin v stanje logi£ne ena.
Enake fukcije (postavi, po£isti, spremeni stanje) so implementirane ²e za ostale
razhro²£evalne pine, torej SLOT (_slot_), FSM (_fsm_), TASK (_task_), ISR
(_isr_), in RADIO (_radio_).
3.3.6 Programske funkcije radijskega £asovnika
Radijski £asovnik je eden izmed najpomembnej²ih elementov programske opreme,
saj poganja kon£ni avtomat stanj, ki izvaja komunikacijo znotraj £asovne rezine.
Avtomat stanj je prikazan na sliki 3.4.
Slika 3.4: Kronogram avtomata stanj
Radijski £asovnik implementiramo z uporabo RTC (angl. Real Time Clock)
²tevca. tevec RTC nastavimo tako, da nam na nastavljeno £asovno periodo
proºi prekinitev, ki preko prekinitvene rutine poganja avtomat stanj in tako iz-
vaja komunikacijo v na£inu TSCH. Kot vir RTC ure nastavimo zunanji nizko
hitrostni kristalni oscilator LSE (angl. Low Speed External; LSE) s frekvenco 32
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kHz, ki se nahaja na platformi VESNA. Programske funkcije so implementirane
v izvorni datoteki radiotimer.c in so povzete v spodnjih alinejah.
• Funkcija radiotimer_init() ponastavi globalne spremenljivke programskega
modula na ni£.
• Funkcija radiotimer_setOverowCb()cb nastavi kazalec na funkcijo povra-
tnega klica na vrednost parametra cb. Ta funkcija se izvede ob prekinitvi,
ki jo proºi ²tevec RTC.
• Funkcija radiotimer_setCompareCb(cb) nastavi kazalce na funkcije povra-
tnega klica na vrednost parametra cb. Ta funkcija se izvede ob prekinitvi,
ki jo proºi ²tevec RTC.
• Funkcija radiotimer_start(period) nastavi LSE kot vir RTC ure, nastavi
vrednost RTC ²tevca na ni£, vklju£i RTC alarm, nastavi prioriteto preki-
nitve, periodo alarma na vrednost parametra period in vrednost globalne
spremenljivke overowOrCompare na overow ter vrednost globalne spre-
menljivke currentSlotPeriod na period.
• Funkcija radiotimer_getValue() vrne vrednost RTC ²tevca.
• Funkcija radiotimer_setPeriod(period) nastavi periodo alarma na vrednost
parametra period.
• Funkcija radiotimer_getPeriod() vrne nastavljeno periodo alarma.
• Funkcija radiotimer_schedule(oset) nastavi novo periodo alarma in vre-
dnost globalne spremenljivke overowOrCompare nastavi na compare.
• Funkcija radiotimer_cancel(), nastavi alarm na vrednost globalne spre-
menljivke currentSlotPeriod in vrednost globalne spremenljivke overowOr-
Compare na overow
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• Funkcija radiotimer_isr() se kli£e ob prekinitvi, ki jo proºi RTC alarm. V
primeru, da je vrednosti spremenljivke overowOrCompare enaka overow,
se nastavi vrednost RTC ²tevca na ni£ ter kli£e funkcija povratnega klica, ki
smo jo predhodno nastavili s klicem funkcije radiotimer_setOverowCb()cb,
v primeru da je vrednosti spremenljivke overowOrCompare enaka compare
pa se kli£e funkcija povratnega klica ko smo jo predhodno nastavili z radi-
otimer_setCompareCb(cb).
3.3.7 Programske funkcije platformnega £asovnika
Programske funkcije platformnega £asovnika so implementirane v izvorni dato-
teki bsp_timer.c. Vi²je-nivojski gonilniki implementirajo £asovnik z uporabo
programskih funkcij platformnega £asovnika. Platformskega £asovnik izvedemo
s £asovnikom splo²nega namena (angl. general purpose timer), ki je del mikro-
kontrolerja STM32F103Rx. asovnik nastavimo v na£in ²tetja navzgor (angl.
counter mode up) s frekvenco 32 kHz in vklju£imo prekinitev, ki se proºi, ko
²tevec £asovnika doseºe vrednost shranjeno v primerjalnem (angl. compare) regi-
stru. Programske funkcije, ki nam omogo£ajo nastavljanje in uporabo £asovnika
so opisane v spodnjih alinejah.
• Funkcija bsp_timer_init() nastavi osnovne parametre £asovnika kot je fre-
kvenca in na£in ²tetja ter nastavi funkcionalnost proºenja prekinitve, ko
£asovnik doseºe vrednost primerjalnega registra.
• Funkcija bsp_timer_setCallback(cb) nastavi kazalec na funkcijo povratnega
klica, ki se kli£e ob prekinitvi,prioriteto prekinitve ter vklju£i prekinitev.
• Funkcija bsp_timer_reset() ponastavi vrednost ²tevca in primerjalnega re-
gistra na ni£ ter po£isti zastavice, ki ozna£ujejo da je pri²lo do prekinitve.
• Funkcija bsp_timer_scheduleIn(delayTicks) nastavi £as po preteku kate-
rega se proºi prekinitev.
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• Funkcija bsp_timer_cancel_schedule() izklju£i prekinitve in po£isti primer-
jalni register.
• Funkcija bsp_timer_get_currentValue() vrne trenutno vrednost ²tevca.
• Funkcija bsp_timer_isr() se izvede ob prekinitvi in kli£e predhodno nasta-
vljeno funkcijo povratnega klica.
3.3.8 Programske funkcije za inicializacijo in ponastavitev platforme
Programske funkcije za inicializacijo in ponastavitev platforme so implementirane
v izvorni datoteki board.c. Funkcija board_init() nastavi uro procesorja, vektor-
sko prekinitveno tabelo, razhro²£evalne pine, pine za krmiljenje svetilnih diod,
inicializira radio, vodilo SPI, vodilo USART, radijski £asovnik in platformski £a-
sovnik. Funkcija board_reset() izvede programsko ponastavitev platforme.
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4 Integracija platforme VESNA z
internetom
Platformo VESNA poveºemo preko vodila RS232 z osebnim ra£unalnikom, na ka-
terem te£e aplikacija OpenVisualizer. Aplikacija OpenVisualizer prevzame vlogo
LBRja omreºja, s £imer poveºe brezºi£no omreºje z internetom. Aplikacija opra-
vlja 6LoWPAN kompresijo IPv6 paketov, ki jih posreduje v lokalno omreºje, ter
dekompresijo 6LoWPAN paketov, ki jih prejme iz lokalnega omreºja in posre-
duje naprej v splet. Aplikacija OpenVisualizer usmerja pakete znotraj lokalnega
omreºja s pomo£jo usmerjevalne tabele, ki si jo zgradi preko prejetih DAO spo-
ro£il. Poleg tega prikazuje notranja stanja vozli²£, ki so nanjo povezana, kot so
tabela sosednjih vozli²£, urnik TSCH, paketi v vrsti, ki £akajo na prenos, spo-
ro£ila napak, ki jih generirajo vozli²£a med obratovanjem ipd.. Za vzpostavitev
brezºi£nega omreºja moramo eno vozli²£e nastaviti kot DAGRoot. To vozli²£e
nato prevzame vlogo PAN koordinatorja omreºja in s po²iljanjem okvirjev EB
omogo£i sinhronizacijo ostalih vozli²£ v omreºje. Vse prejete pakete, ki vsebujejo
glavo IPv6, posreduje aplikaciji OpenVisualizer v nadaljno obdelavo.
4.1 Serijska komunikacija med platformo VESNA in apli-
kacijo OpenVisualizer
Platforma VESNA komunicira z aplikacijo OpenVisulizer preko okvirov HDLC.
Komunikacija med platformo VESNA in aplikacijo OpenVisualizer poteka v obe
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smeri. Paketi, ki jih aplikaciji OpenVisualizer po²ilja VESNA, se delijo na:
• podatkovne pakete, ki se za£nejo z glavo 6LoWPAN in vsebujejo podatke
senzorjev ali sporo£ila ICMPv6,
• statusne pakete, ki vsebujejo informacije o notranjih stanjih vozli²£ (tabela
sosednjih vozli²£, urnik . . . ),
• informacijske pakete, ki vsebuje podatke o dogodku informativne narave,
• pakete napake, ki sporo£ajo aplikaciji, da je med obratovanjem pri²lo do
napake,
• paket zahteve za sprejem podatkov aplikaciji sporo£a, da ja platforma pri-
pravljena sprejemati podatke od aplikacije.
Paketi, ki jih platformi VESNA po²ilja aplikacija OpenVisualizer, pa so:
• Ukaz SET_DAGROOT, ki vozli²£e nastavi kot DAGRoot,
• podatkovni paket, ki ga vozli²£e DAGRoot posreduje naprej v lokalno
omreºje,
• paket TRIGGER_SERIAL_ECHO, ki sproºi odmev in je namenjen testi-
ranju komunikacije med platformo VESNA in aplikacijo OpenVisualizer.
4.2 Arhitektura aplikacije OpenVisualizer
Aplikacija OpenVisualizer je napisana v programskem jeziku Python, poenosta-
vljeno arhitekturo aplikacije prikazuje slika 4.1.
Blok OpenTUN ustvari lokalni IPv6 TUN vmesnik, preko katerega komunicira z
aplikacijo, ki se nahaja na istem ra£unalniku. OpenTUN posreduje pakete IPv6,
ki jih generira aplikacija, bloku LBR.
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4.3 Uporabni²ki vmesnik aplikacije OpenVisualizer
Aplikacija OpenVisualizer implementira tri vrste uporabni²kih vmesnikov, ko-
mandnega, gra£nega in spletnega. Pri na²em delu z aplikacijo OpenVisualizer
smo uporabljali spletni vmesnik, do katerega dostopamo preko brskalnika chrome,
£e v polje url vpi²emo http://127.0.0.1:8080/. Spletni vmesnik prikazuje slika 4.2.
Slika 4.2: Spletni vmesnik aplikacije OpenVisualizer
Spletni vmesnik omogo£a nastavitev vozli²£a, ki je povezano preko serijskega vo-
dila na osebni ra£unalnik kot DAGRoot, preko gumba Toggle DAGRoot. Zavihek
Neighbors nam prikaºe tabelo sosednjih vozli²£, ki nam za vsako sosednjo vozli²£e
pove kak²en je njegov MAC naslov, rang, RSSI zadnjega prejetega paketa, ²te-
vilo prejetih paketov, ²tevilo oddanih paketov in drugo. Zavihek Schedule nam
prikaºe komunikacijski urnik, kateremu sledi vozli²£e povezano z aplikacijo Open-
Visualizer, ter vrsto paketov, ki £akajo na oddajo. Zavihek Network pa nam
prikaºe omreºne parametre povezanega vozli²£a kot so ASN, PAN ID, rang ipd.
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tabeli sosednjih vozli²£ prikazati MAC naslova platform, ki sta se vklju£ili v
omreºje, kar prikazuje slika 4.5
Slika 4.5: Tabela sosednjih vozli²£
4.5.1 Preizkus povezljivosti z ukazom ping
Aplikacija command prompt preko ukaza ping omogo£a preverjanje dosegljivo-
sti vozli²£ brezºi£nega omreºja. Ukaz ping po²lje sporo£ilo echo request, ki je
tip ICMPv6 sporo£ila, na vozli²£e, katerega ip naslov navedemo kot parame-
ter ukaza ping. Ko vozli²£e prejme tak tip sporo£ila, nanj odgovori. Slika
4.6 prikazuje rezultat ping ukaza, ki ga po²ljemo na vozli²£e z naslovom IPv6
bbbb::07ca:37e6:727a:b56e. Kot vidimo, vozli²£e uspe²no odgovori na vse ²tiri
prejete pakete pri £emer povpre£ni £as od trenutka, ko smo oddali paket pa do
trenutka, ko smo prejeli odgovor, zna²a 558 ms.
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Slika 4.6: Rezultat po²iljanja ukaza ping
4.5.2 Preizkus povezljivosti s po²iljanjem CoAP zahtev preko inter-
netnega brskalnika Firefox
Vti£nik Copper v brskalniku Firefox omogo£a po²iljanje CoAP zahtev, na vozli²£a
brezºi£nega omreºja. Strojno-programska oprema projekta OpenWSN implemen-
tira ve£ uporabni²kih aplikacij, ki se odzivajo na CoAP zahteve. Aplikacija cwell-
known vrne seznam CoAP virov, ki jih gosti vozli²£e. Aplikacija cleds omogo£a
preko CoAP ukazov krmiljenje zeleno svetilne diode ter branje njenega stanja.
Aplikacija cinfo vrne informacije o vozli²£u kot so verzija protokolnega sklada,
ime platforme, tip radia ter tip mikrokrmilnika. Vmesnik vti£nika Copper prika-
zuje slika 4.7.
V polje URL, na sliki 4.7 ozna£en z rde£o, vpi²emo coap://[ip-naslov]:5863, kjer
namesto ip-nasov vpi²emo IPv6 naslov vozli²£a, kateremu ºelimo poslati CoAP
zahtevo. Klik na gumb Discover, ki se nahaja v orodni vrstici, po²lje na vozli²£e
zahtevo GET z imenom vira wellknown na katero vozli²£e odgovori s seznamom
CoAP virov, ki jih gosti. V na²em primeru so to wellknown, 6t, i, l in rt, ki
so prikazani v polju na levi strani zaslona. Zahteva GET za vir i nam vrne
informacije o vozli²£u, ki se izpi²ejo v glavnem polju. S slike 4.7 vidimo, da
vozli²£e vrne OpenWSN 1.9.0 za verzijo sklada, VESNA-SNC-STM32 za ime
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Slika 4.7: Vmesnik vti£nika Copper
platforme, STM32F103 za tip mikrokrmilnika ter AT86RF231 za tip radia, kar
pomeni da je bila komunikacija uspe²na.
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5 Zaklju£ek
V diplomskem delu smo podrobno predstavili projekt OpenWSN, ki ponuja odpr-
tokodno implementacijo celotnega protokolnega sklada primernega za aplikacije
s podro£ja BSO in interneta stvari. Protokolni sklad temelji na standardu IEEE
802.15.4e, ki dolo£a delovanje vozli²£ v na£inu TSCH. V tem na£inu vozli²£a sle-
dijo komunikacijskemu urniku, ki jim vnaprej dolo£a kdaj lahko komunicirajo z
ostalimi vozli²£i omreºja. To pomeni, da imajo lahko radio ve£ino £asa ugasnjen,
s £imer mo£no zmanj²ajo porabo energije. Poleg manj²e porabe energije na-
£in delovanja TSCH izbolj²a odpornost komunikacije na pojave, kot sta zunanja
interferenca in slabljenje signala pri raz²irjanju po ve£ poteh, kar doseºe s preska-
kovanjem kanalov. Projekt OpenWSN med drugim implementira tudi protokole
6LoWPAN, RPL in CoAP, ki skupaj s protokolom IEEE 802.15.4e tvorijo prto-
kolni sklad, ki omogo£a izvedbo zanesljivih omreºij stvari in njihovo integracijo
v svetovni splet.
Cilj diplomske naloge je bil implementacija in testiranje protokolnega sklada Ope-
nWSN na platformi VESNA. V ta namen smo morali razviti programske funkcije
v jeziku C, ki programski opremi omogo£ajo upravljanje s platformo VESNA.
Uspe²nost implementacije protokolnega sklada smo preizkusili z izgradnjo pre-
prostega brezºi£nega omreºja in testiranjem povezljivosti vozli²£ v njem. Zgradili
smo omreºje sestavljeno iz treh platform VESNA, od katerih smo eno povezali
preko serijskega vodila RS232 z osebnim ra£unalnikom, na katerem je tekla apli-
kacija OpenVisualizer. Povezljivost vozli²£ omreºja smo preizkusili z ukazom
ping, na katerega so vsa vozli²£a omreºja odgovorila. Implementacijo protokol-
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nega sklada smo nato preizkusili ²e s po²iljanjem CoAP ukazov na vozli²£a, preko
vti£nika za brskalnik Mozilla Firefox Copper. Preko CoAP ukazov smo krmilili
stanja svetilnih diod ter pridobili meta podatke z vozli²£ omreºja, s £imer smo
dokazali, da smo uspe²no implementirali protokolni sklad OpenWSN.
Namen diplomskega dela je bil zagotoviti osnovno implementacijo protokolnega
sklada OpenWSN, ki bo sluºila nadaljnim raziskavam omreºij TSCH ter razvoju
algoritmov za izgradnjo komunikacijskih urnikov. Trenutna implementacija pro-
tokolnega sklada ima nekaj pomankljivosti med katerimi sta najpomembnej²i dve;
ne omogo£a enkripcije podatkov ter ne implementira algoritmov za izgradno ko-
munikacijskih urnikov.
Omreºja TSCH imajo vrsto prednosti, saj omogo£ajo nizko porabo energije, ve-
liko prepustnost ter zanesljivost komunikacije. Slabost omreºij TSCH pa je, da
so protokoli za konguracijo MACa in izgradnjo komunikacijskih urnikov (6Ti-
SCH), ki teoreti£no omogo£ajo veliko prepustnost omreºja, ²e v fazi razvoja.
Implementacija protokola OpenWSN na platformi VESNA je izhodi²£e za razvoj
protokolov izgradnje komunikacijskih urnikov, ki bodo omreºja TSCH naredili
zanimiva za komercialno uporabo.
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