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PROLOGO
PROLOGO.
La instrumentación de un programa interactivo puede ser dividida en dos 
componentes básicas: la funcionalidad y la interfase con el usuario. La funcionalidad 
define qué es lo que el programa puede hacer, y la interfase define cómo los usuarios 
le dicen al programa qué es lo que debe hacer y cómo el programa le dice a los 
usuarios qué es lo que hizo.
Esta separación es deseable porque facilita la construcción de buenas interfases y su 
modificabilidad. Además es factible porque, por ejemplo, la porción de un programa 
que calcula un valor no tiene por qué estar relacionada con cómo el valor es mostrado 
al usuario o cómo el usuario pide que ese valor sea calculado.
Una User Interface Management System (UIMS) es una herramienta que permite 
construir y administrar interfases con el usuario, en forma independiente de la 
funcionalidad de la aplicación.
Este trabajo tiene como objetivo la creación de una UIMS que otorgue la mayor 
separación posible entre las dos com ponentes de un programa nombradas 
previamente, de modo de facilitar la construcción de interfases con el usuario y dividir 
las tareas de diseño de una aplicación entre un programador de la funcionalidad y un 
programador de la interfase con el usuario.
La primera parte contiene una introducción general al mundo de las User Interface 
Management System y una profundización de los conceptos incluidos en éste 
prólogo.
La segunda parte presenta un estudio de dos de los casos estudiados sobre el tema: 
uno de ellos realizado por Pedro Szekely [1] y el otro referido al modelo de interfases 
de Smalltalk-V.
Finalmente se presenta un nuevo modelo de UIMS, con sus aspectos conceptuales 
y de implementación, incluyendo un manual para el programador de interfases con 
el usuario.
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CAPITULO 1: INTRODUCCION
1 INTRO DUCCIO N.
La creación de buenas interfases con el usuario (UI) es una tarea muy difícil. No 
hay guias o técnicas que garanticen que el software sea fácil de usar y en general 
las interfases provistas son poco “amigables“ para los usuarios. Por lo tanto, 
las interfases frecuentemente tienen que ser prototipadas y repetidamente 
modificadas, adaptándolas a distintos tipos de usuarios, formatos de salida,etc. 
Además, la UI de una aplicación consume en general una gran parte del código totaL 
Hay estudios que indican esta porción comprende aproximadamente entre el 30% 
y el 90% del código. Desafortunadamente se puede dar el caso de que las 
interfases sean muy simples para un usuario final pero, al mismo tiempo, sean 
muy difíciles de construir para el diseñador de la UL Por lo tanto, sería muy 
interesante desarrollar herramientas que ayuden al diseño e implementación de UL 
Afortunadamente las interfases proveen una gran oportunidad para reusar código, 
ya que aunque diferentes programas realicen distintas tareas, sus interfases pueden 
ser muy similares. Las técnicas convencionales de implementeción de interfases 
no permiten un grado de reusabilidad importante. Esto es un motivo más para 
el desarrollo de las herramientas mencionadas. El uso de estas herramientas resulta 
en mejores interfases porque:
• Los diseños pueden ser rápidamente prototipados e implementados, 
posiblemente antes que el código de la aplicación sea escrito.
• Es más fácil incorporar cambios luego de que el usuario testee la interfase porque 
la interfase es fácilmente modificable.
• Una aplicación puede tener muchas interfases alternativas.
- Si bien es costoso el desarrollo de estas herramientas, una vez creadas, no se 
requerirá mucho esfuerzo para la creación de las UL
■ El código de la interfase estará mejor estructurado, más modular, porque ha 
sido separado de la aplicación. Esto permite al diseñador modificar la interfase sin 
afectar a la aplicación y modificar la aplicación sin modificar la interfase.
- Las dependencias de los dispositivos están aisladas en estas herramientas, por lo 
cual una aplicación es fácilmente portable a distintos ambientes. Estas herramientas
User Inferface Management System Fagina /
CAPITULO 1: INTRODUCCION
para diseño de interfases se agrupan en dos grandes formas: User Interface Tool 
Kits y User Interface Management Systems (UIMS).
Una User Interface Tool Kit es una biblioteca de técnicas de interacción, donde 
una técnica de interacción es una forma de uso de un dispositivo fisico de entrada 
(mouse, teclado, etc) para ingresar un determinado tipo de valor (comandos, 
números, etc). Ejemplos de estas técnicas son menúes, scroll bars, on screen 
"ligth-buttons”. Usando una User Interface Tool Kit el programador es 
responsable de invocar y organizar las técnicas de interacción. Por otro lado, una 
UIMS es una herramienta que ayuda al programador a crear y manejar muchos 
aspectos de la interfase. Además de las características de las tool kits, las UIMS 
generalmente contienen una componente de control de diálogo, que manipula la 
secuencia de eventos y las técnicas de interacción y pueden tener también una 
componente de análisis, que ayuda al estudio y evaluación de la interfase una vez 
que ha sido creada.
1.1 Qué es una UIMS?
Hay varias definiciones de una UIMS en términos de sus capacidades como 
herramienta.
• Es una herramienta usada por el Administrador de Interfases con el Usuario para 
construir interfases con el usuario, de la misma forma que un Administrador de 
Bases de Datos usa el DBMS para administrar los datos almacenados.
• Una UIMS contiene herramientas y técnicas especiales para construir y 
administrar interfases con el usuario.
• Una UIMS proporciona al diseñador una manera de especificar la interfase en un 
lenguaje de alto nivel La UIMS traslada esta especificación dentro de la interfase, 
administrando los detalles de la pantalla, sus entradas y salidas asociadas y también 
la interacción con el resto del programa.
Una UIMS es usada en el diseño de la interfase con el usuario y en la administración 
de la interacción con el usuario en el dominio de la aplicación. Esto significa que 
hay dos categorías de personas que usan la UIMS: los diseñadores de software y 
los usuarios finales. Por lo tanto, las mMS*s pueden ser descriptas desde dos puntos 
de vista diferentes. Un diseñador de software ve a la UIMS como una herramienta
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que provee soporte para la definición del diálogo usuario-aplicación, impone un 
control extemo sobre la aplicación, provee soporte para la presentación de salidas 
de la aplicación e incluye una componente interactiva ayudando a la interacción 
entre la aplicación y el usuario final. Desde el punto de vista del diseñador, una 
UIMS debería proveer una interfase con el usuario con las siguientes características:
* Consistencia.
■ Capacidad de aceptar todo tipo de usuarios (desde principiantes a expertos).
- Capacidad para el manejo de errores y su recuperación.
Cuando los diseñadores de software usan la UIMS, los resultados son mejores 
debido a que:
* Hay mayor consistencia entre la interfase y la aplicación relacionada.
* Se facilitan los cambios en la interfase diseñada cuando es necesario.
- Se posibilita el desarrollo y uso de componentes de software reusable.
- Se aislan las aplicaciones de las complejidades del ambiente.
* Se facilita el aprendizaje y el uso de la aplicación.
Para el usuario final, la primera meta de una UIMS es apoyar el uso fácil y efectivo 
de la aplicación. Aunque los usuarios finales no necesitan estar enterados de la 
existencia de la UIMS entre ellos y la aplicación, estas son algunas ventajas que les 
da la UIMS:
- Interfases similares en las distintas aplicaciones.
- Múltiples niveles de ayuda.
- Apoyo para el aprendizaje sobre la aplicación.
En particular, una UIMS deberá:
* Manejar el mouse y otros dispositivos de entrada.
■ Validar entradas del usuario.
- Manejar errores del usuario.
* Procesar cortes de operaciones por parte del usuario.
- Proveer un feedback apropiado para mostrar que las entradas fueron recibidas.
* Proveer helps y prompts.
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■ Permitir que el usuario se habitúe a la interfase.
- Modificar la pantalla cuando se cambian los datos de la aplicación.
• Notificar a la aplicación cuando el usuario modifica los datos.
■ Aislar la aplicación de la ventana o funciones de manejo de pantalla.
- Automáticamente evaluar mejoras a la interfase o por lo menos proveer 
información para permitir al diseñador evaluar la interfase.
1.2 Primera aproximación a la estructura de una 
UIMS.
Es una gran ventaja separar la interfase con el usuario y su administración, de 
la aplicación. Las razones son muchas, incluyendo mantenibiüdad, facilidad de 
diseño, reusabilidad, etc. El modelo Seeheim muestra las componentes que "deben 
aparecer en una UIMS". La componente de presentación es responsable de la 
presentación externa de la interfase con el usuario. La componente de control 
de diálogo define la estructura del diálogo entre el usuario y la aplicación, y la 
interfase con la aplicación es la representación de la aplicación desde el punto de
-igura 1. El modelo Seeheim.
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vista de la interfase con el usuario.
Este modelo parece ser un bosquejo perfecto de una UIMS. Los principales 
problemas del modelo Seeheim, el cual fue dirigido a separar todos los aspectos 
de la interfase con el usuario de la aplicación, son el feedback semántico y 
la performance. Por ejemplo, cuando un usuario selecciona una acción que provoca 
un cambio en alguna componente de la aplicación y ese cambio tiene que ser 
comunicado al usuario por medio de la interfase, se produce un feedback semántico. 
El problema es que este tipo de feedback tiene que ser virtualmente inmediato, 
lo cual es probablemente imposible si hay que pasar tokens a través de los tres 
niveles de abstracción. Debido al énfasis en la separación entre la interfase y la 
aplicación, la comunicación entre ellas puede resultar lenta.
Hasta ahora hemos hablado de UIMS’s soportando el estilo conversacional, 
pero la idea que está creciendo rápidamente es el estilo de "manipulación directa". 
En manipulación directa, el usuario se comunica con objetos individuales de 
interés más que con el sistema como un todo, no existiendo la idea de secuencialidad 
típica de un modelo de diálogo. Esto implica para las UIMS’s que la sintaxis deberá 
estar en términos de objetos individuales. Una acción sobre objetos en el dominio 
de la aplicación casi siempre tiene sus consecuencias. Permitiendo la
representación en pantalla de esos objetos, en gran parte se agrega la ilusión de 
que la representación del objeto es el objeto mismo. Se pueden hacer las siguientes 
observaciones acerca de UIMS’s que soportan manipulación directa:
• La sintaxis deberá estar expresada en términos de objetos individuales. Deberá 
también ser minimizada, usando acciones físicas tales como indicaciones y arrastres 
sobre la pantalla, dando así preferencia a efectos mas intuitivos por sobre 
formalizaciones que obliguen a usar un nuevo lenguaje.
- El feedback, especialmente el semántico, es sumamente importante y 
necesita ser especialmente considerado.
• Es importante la flexibilidad en la componente de presentación,
particularmente la aptitud para diseñar técnicas específicas de interacción y 
combinar esas técnicas dentro de dispositivos abstractos.
El tema de sintaxis basadas en objetos individuales tiene una fuerte relación con 
la programación orientada a objetos. Muchas UIMS’s han sido recientemente
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implementadas usando técnicas orientadas a objetos. Hay también muchos 
sistemas que usan técnicas orientadas a objetos para manipulación directa que 
pueden ser vistos como tool kits gráficos más que como verdaderas UIMS’s.
1.3 Aspectos de Desarrollo.
En muchas UIMS’s el diseñador especifica la interfase usando un lenguaje de 
propósito especial. Este lenguaje puede tomar muchas formas, incluyendo árboles 
de menúes, context-free grammars, State transition networks, lenguajes 
declarativos, lenguajes de eventos, lenguajes orientados a objetos, etc. Con muchos 
de estos sistemas el lenguaje es usado para especificar la sintaxis de la interfase, por 
ejemplo las secuencias legales de acciones de entrada y salida. Otras UIMS’s 
permiten definir interfases colocando objetos sobre la pantalla y usando un mouse. 
Esto se debe a la observación de que la presentación visual es muy importante 
en interfases gráficas, y una herramienta gráfica parece ser la forma mas 
apropiada de especificar su apariencia. Otra ventaja de esta técnica es que 
usualmente es mucho mas fácil de usar por el diseñador y hasta por no 
programadores. Una nueva clase de UIMS’s intenta crear la interfase directamente 
desde una especificación de los procedimientos semánticos de la aplicación, y luego 
permite al diseñador modificar la interfase para mejorarla.
Hay varias áreas dentro del dominio de las UIMS’s que merecen nuestra atención. 
Dos de ellas son: "técnicas de especificación de diálogo" y "relación entre la UIMS 
y la aplicación".
Una de las mayores ventajas de usar una UIMS es la facilidad de diseño, 
mantenimiento y cambios en la interfase durante su desarrollo. La separación 
entre la interfase y la aplicación implica la necesidad de métodos para especificar 
varios aspectos de la interfase en una forma declarativa y de alto nivel. Dos 
métodos de especificación para el aspecto sintáctico de la interfase son 
"transition networks" y "grammars".
Transition networks es la notación para especificación de diálogo mas antigua. Cada 
nodo en la red corresponde a un cierto estado del diálogo, y los arcos entre los 
nodos definen interacciones, que pueden ser de entradas del usuario o de salidas por 
parte del sistema. Algunos arcos pueden ser no-terminales, lo cual significa
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que tienen asociadas redes que son invocadas si el arco es alcanzado. Las transition 
network tienen un serio problema: muchas interfases tienen un gran número de 
estados, lo cual implica una red muy grande. Para solucionar este problema pueden 
usarse subnetworks, (como por ejemplo los arcos no-terminales).
La especificación grammar es equivalente en poder expresivo a las transition network, 
pero suelen ser más difíciles de leer y entender.
Una técnica de especificación nueva es el "modelo de eventos", que se puede 
describir de la siguiente manera:
El modelo de eventos ve a la interfase como una colección de eventos y 
manejadores de eventos. Un evento es generado en cada momento que el usuario 
interactúa con un dispositivo de entrada. Estos eventos son procesados por el 
manipulador de eventos asociado con la entrada envuelta en la interacción. La 
colección de eventos procesados por el manipulador de eventos puede ser vista como 
un estado. El conjunto de manipuladores de eventos activos (apto para recibir 
eventos) en un determinado momento define las acciones legales del usuario en 
ese punto del diálogo. Una diferencia importante con los métodos anteriores es que 
ellos incorporan un ordenamiento explícito de eventos de I/O, lo cual significa que 
la especificación expresa explícitamente qué secuencia de eventos de I/O constituye 
un diálogo válido entre el usuario y la aplicación. El modelo de eventos, en cambio, 
resalta un ordenamiento implícito, donde la especificación define el conjunto de 
eventos de I/O, sin mencionar un ordenamiento específico. Las restricciones de 
ordenamiento están implícitas en la UIMS, que interpreta la especificación.
1.4 Algunos problemas de las UlMS's.
Las UlMS’s han ganado aceptación en el mundo de la investigación y los negocios. 
Pero a pesar de las ventajas que indudablemente ofrecen, hay algunos hechos 
que hacen que las UlMS’s no sean muy usadas. Vamos a describirlos brevemente: 
Facilidad de uso.
Uno de los puntos que determinan cuán fáciles de usar son las UlMS’s para el 
diseñador de la interfase, es la habilidad para programar que ellas requieren. Una 
UIMS que necesita programación es probablemente mas difícil de usar que una que 
no la necesita. Otra posición diferente en este punto es que la meta no debería ser
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eliminar la programación, sino proveer al diseñador de la interfase, quien no 
necesariamente debe ser el diseñador de la aplicación, un conjunto apropiado 
de herramientas. Estas herramientas pueden llegar a requerir alguna habilidad 
para programar. Hay UIMS’s donde las construcciones de programación necesarias 
son simples operadores aritméticos, saltos condicionales y llamadas a funciones, 
de tal modo que aun los no programadores puedan aprender a usar este tipo de 
UIMS’s.
P o rta b ilidad.
Muchas de las UIMS’s que existen actualmente están hechas para un sistema 
operativo, computadora o sistema gráfico particular. Esto se debe a que no hay 
interfases de alto nivel apropiadas que puedan resguardar a la UIMS de tener que 
manipular directamente varios dispositivos de entrada como mouse y teclado y 
crear directamente figuras sobre la pantalla. Para hacer a las UIMS’s más portables 
se deben crear modelos abstractos tanto para entradas como para salidas [6]. 
Mantenibilidad.
Cuando un programa grande es construido con una UIMS, muchas de las 
estructuras de control del programa son puestas dentro de la UIMS, la cual, para 
el programador de la aplicación, es una caja negra. Esto hace del mantenimiento del 
sistema un gran problema. Con el desarrollo de las UIMS’s fueron creadas nuevas 
formas de expresión de programas, por lo tanto, los problemas de manejo de 
software deben ser redireccionados dentro del contexto de las UIMS’s.
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2.CASOS ESTUDIADOS.
2.1 - Pedro Szekely: Separación entre la interfase 
con el usuario y la funcionalidad de la aplicación
Los artículos leídos coinciden en recomendar la separación entre la interfase con el 
usuario y la funcionalidad de la aplicación, de modo que se favorezca la 
reusabilidad y se produzcan interfases de alta calidad.
El diseñador de la UIMS debe crear una separación entre la aplicación y la 
interfase para que su desarrollo sea independiente.
La primera aproximación a esta separación fue mantener una división estricta 
de responsabilidades entre la UI y la aplicación: la aplicación hacia el trabajo 
especifico y la interfase se comunicaba con el usuario. Sin embargo, la interfase 
generalmente asume alguna responsabilidad sobre las funciones de la aplicación. 
Por ejemplo, una buena interfase no debería permitirle al usuario que invoque una 
operación que no puede ser ejecutada con éxito. Al mismo tiempo, si la interfase 
tiene demasiado conocimiento sobre la aplicación, la separación entre estas dos 
componentes no es clara. Por esto, las preguntas que se tratan de responder son tales 
como dónde y de qué manera dibujar la linea separatoria entre ambas componentes 
y cómo comunicarlas, o qué tipo de control se necesita para coordinar la ejecución 
y la comunicación.
P. Szekely [1] propone la posibilidad de particionar la implementación de un 
programa interactivo en dos componentes: funcionalidad e interfase con el usuario. 
La funcionalidad define qué puede hacer el programa y la UI define cómo el usuario 
le dice al programa qué hacer y cómo el programa le dice al usuario lo que hizo. 
La comunicación entre el usuario y el programa requiere que los participantes 
compartan un entendimiento de cómo el mundo trabaja y un lenguaje en el cual 
codificar la información que se desea comunicar. Compartir un entendimiento del 
mundo no significa que el usuario y el programa tengan idénticos modelos del 
mundo. El modelo del mundo del programa (modelo del diseñador) es definido por 
el diseñador del programa. El usuario adquiere su modelo (modelo del usuario)
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interactuando con el programa, leyendo acerca de él, hablando con otros usuarios, 
etc.
Los dos modelos no necesitan ser idénticos y normalmente no lo son, pero la 
existencia de incompatibilidades entre el modelo del diseñador y del usuario provocan 
problemas en la comunicación. Cuando el programa es pensado como entidades 
capaces de comunicarse, el programa está compuesto de dos componentes: 
conceptual y de comunicación.
La componente conceptual se refiere al aspecto del mundo que el programa 
entiende. Es usualmente descripta en términos de objetos y operaciones provistas 
por el programa. Los objetos corresponden a entidades del mundo real y 
las operaciones corresponden a acciones que pueden ser realizadas sobre los 
objetos para transformarlos o combinarlos con otros objetos.
La componente de comunicación se refiere al lenguaje usado para comunicar los 
conceptos definidos en el modelo conceptual.
Es importante distinguir entre la semántica y la sintaxis del lenguaje de 
comunicación.
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La semántica del lenguaje de comunicación no debería confundirse con la 
componente conceptual del programa. La semántica no está definida por los objetos 
y operaciones provistas por el programa. Los objetos y operaciones definen el modelo 
del mundo acerca del cual el usuario y el programa se comunican, mientras que 
la semántica define la información acerca de objetos y operaciones que el usuario 
y el programa pueden comunicar. Estas piezas de información son llamados 
conceptos de comunicación.
La sintaxis define cómo codificar los conceptos de comunicación para la transmisión 
entre el usuario y el programa.
La componente conceptual del programa consiste en la definición de objetos y 
operaciones. La componente de comunicación consiste de tres partes. El "decoder" 
mapea entradas de los dispositivos en conceptos de comunicación de entradas. El 
"interpreter” responde a los conceptos de comunicación de entrada usando el 
conocimiento acerca del programa contenido en la componente conceptual y 
produce conceptos de comunicación de salida. El “encoder" mapea conceptos de 
comunicación de salida en imágenes y sonido.
El limite entre la com ponente conceptual y de comunicación depende del 
conocimiento acerca de los objetos y operaciones que el interpreter necesita para 
interpretar los conceptos de comu nicación. Separar la interfase de la funcionalidad 
del programa es dificultoso porque distintos lenguajes de comunicación 
soportan distintos conjuntos de conceptos de comunicación y su interpretación 
requiere distintos conocimientos acerca de los objetos y operaciones definidas en 
la componente conceptual. En consecuencia, es imposible determinar el 
conocimiento acerca de objetos y operaciones que deberá ser definido en la 
componente conceptual, antes que la semántica del lenguaje de comunicación haya 
sido definida. De todos modos, la sintaxis del lenguaje de comunicación no afecta 
los limites entre las componentes conceptual y de comunicación.
A partir de estos conceptos P. Szekely avanza en el diseño de una UIMS con una 
buena separación entre funcionalidad e interfase con el usuario.
Conceptos de Comunicación de Salida.
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rigura 2.1. Modelo del presentador
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La presentación de un concepto es una codificación de información referida al 
concepto en términos de imágenes y sonidos. Nuestro intéres está centrado 
fundamentalmente en las imágenes.
Las presentaciones codifican información en atributos de forma, tamaño, posición, 
orientación y color de sus imágenes constituyentes. Esta información no es 
más que un conjunto de conceptos de comunicación comunicados por el programa. 
Los conceptos de comunicación de salida podrían ser divididos en:
• Conceptos de comunicación de contenidos: comunican información sobre los 
contenidos de objetos y los atributos de objetos y operaciones.
• Conceptos de comunicación de cambios: comunican información sobre los 
cambios producidos por la ejecución de operaciones.
La explicación de los conceptos anteriores estará hecha en términos de 
presentadores, que son una abstracción del cuerpo de software que produce una 
presentación.
ftesentacfomr
Una presentación de un concepto de un programa, sea éste un objeto o una 
operación, es una representación de sí mismo que puede ser emitida sobre un 
dispositivo de salida. Estas representaciones son construidas por entidades 
denominadas presentadores.
Como se ve en la figura 21 un presentador está co nectado a un concepto, 
denom inado '‘m odelo del presentador". El presentador usa conceptos de 
comunicación sobre el modelo para producir una representación de él, 
denominada imagen.
El comportamiento de un presentador se define por un conjunto de reglas que 
especifican la imagen asociada con el modelo del presentador. Estas reglas deben 
hacer ciertas suposiciones sobre las propiedades del modelo, y en consecuencia el 
presentador no puede ser usado por conceptos que no satisfacen estas 
suposiciones. Los conceptos que pueden usar el presentador, es decir, el conjunto 
de conceptos que pueden ser modelo para el presentador, se denomina "dominio 
del presentador".
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Los conceptos de comunicación de cambios informan al usuario sobre los 
cambios producidos por la ejecución de operaciones. Hay dos formas en las que la 
noción de un cambio puede incorporarse dentro del modelo de comunicación usado 
en esta tesis:
- Modelo de renovación continua:: el presentador asociado a un concepto actúa 
como si estuviese continuamente consultando el estado de los conceptos que 
definen la presentación y regenerando la imagen que los codifica. Este modelo es 
una abstracción del método usado por muchos dispositivos de display para modificar 
la pantalla consultando repetidamente una representación de la pantalla 
almacenada en memoria.
- Modelo de mensq/es: se usan otros conceptos de comunicación para comunicar 
cambios de interés al usuario. El presentador espera que su modelo le informe 
sobre cambios que se produzcan en el para poder comunicarlos al usuario.
Conceptos de com unicación de entrada.
La comunicación de usuarios a programas se centra alrededor de la invocación a 
operaciones. Los usuarios deben comunicar muchos conceptos de comunicación 
para invocar una operación, y estos conceptos de comunicación son codificados en 
las manipulaciones de los dispositivos de entrada. Podriamos clasificar los conceptos 
de comunicación de entradas y el conocimiento sobre los programas necesarios 
para interpretar estos conceptos, en términos de propiedades de “comandos” 
y "reconocedores", que son una abstracción del cuerpo de software que interpreta 
entradas. La figura 22 muestra el rol de los comandos y reconocedores en el control 
del flujo de información de usuarios a programas. La información entra al 
programa en forma de eventos, que son producidos cuando un usuario manipula 
dispositivos de entrada. Se asume que los cambios en estos dispositivos se 
codifican como entidades denominadas eventos, y que los eventos se ubican sobre 
una cola de la que los reconocedores pueden tomarlos.
Los reconocedores son la parte del programa que acepta eventos e identifica en ellos 
los conceptos de comunicación provistos por el usuario. Cuando un reconocedor 
identifica un concepto de comunicación lo envía a un comando para que sea 
interpretado. Por lo tanto, los comandos son la porción del programa que interpreta
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conceptos de comunicación.
Un comando interpreta los conceptos de comunicación relevantes a la invocación 
de una operación. Como cada comando puede ser diseñado para interpretar 
conceptos de comunicación en una forma particular, la definición de una nueva forma 
para interactuar con una operación obliga a la definición de un nuevo comando. 
Es decir, más de un comando puede estar asociado con una operación, proveyendo 
más de una forma de invocar a la operación en el mismo programa.
La dependencia entre un comando y una operación esta dada por el conocimiento 
que el primero debe tener acerca del otro para realizar la interpretación. 
Supongamos que un comando recibe un concepto de comunicación que contiene 
el valor de una entrada. Para hacer la interpretación, el comando necesita saber si 
el valor de entrada es correcto. El conocimiento de si un valor de entrada es correcto 
es un ejemplo del conocimiento acerca de la operación necesario para interpretar 
conceptos de comunicación. Diferentes comandos pueden interpretar el mismo 
concepto de comunicación a su manera. Por ejemplo, un comando podría validar 
las entrada tan pronto como ellas fueran dadas, y otro comando podría validarlas 
a partir de un pedido del usuario. Un comando podría automáticamente ofrecer 
valores alternativos en caso de error, y otro podría producir que la computadora 
haga sonar una alarma. No importa cómo el comando interprete un concepto de 
comunicación, todos necesitan cierto conocimiento acerca de la operación. Este es 
el conocimiento que define las dependencias entre la funcionalidad y la porción de 
entrada de la interfase.
2.2 - Modelo de Interfase de Smalltalk.
El modelo de interfase con el usuario de Smalltalk-V está basado en el paradigma 
MPD (Model-Pane-Dispatcher), similar al MVC (Model-View-Controller) de 
Smalltalk-80. Smalltalk provee interfases gráficas interactivas a través de ventanas. 
En una ventana intervienen tres componentes;
- Modetvs el objeto que se va a mostrar y/o modificar.
• leaner es el objeto que determina cómo el modelo va a ser mostrado.
- Dispatcher: es el objeto que maneja las interacciones del teclado y mouse.
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De esa forma se deduce que son posibles muchas visiones de un mismo objeto, 
es decir, puede haber múltiples ventanas para el mismo modeL El procesamiento 
podríamos pensarlo dividido en dos actividades:
■ Procesamiento de entrada, que es responsabilidad del dispatcher.
■ Procesamiento de salida, que es responsabilidad del pane.
En el modelo MPD cada pane conoce explícitamente quién es su modelo y quién 
es su dispatcher. Cada dispatcher conoce explicitamente cuál es su pane. Pero 
no hay conexión explícita del modelo hacia sus panes y dispatcher. Esto permite 
aislar la funcionalidad de una ventana de los aspectos del modelo que ella muestra. 
Cuando algún aspecto del modelo cambia, éste informa a los panes interesados en 
ese aspecto que ha cambiado, y esos panes reaccionan pidiéndole al modelo la 
información necesaria para volver a mostrarla. La clase Pane tiene dos subclases: 
TopPane, que coordina a todos los subpanes de la ventana, y SubPane. La clase 
SubPane tiene tres subclases: GraphPane, ListPane, que muestra una lista de strings 
y permite seleccionar un item, y TextPane, que permite editar el texto que contiene. 
Cada pane tiene un único dispatcher asociado. El tipo de pane determina el tipo 
de dispatcher asociado. Una instancia de un dispatcher actúa como un mensajero 
que recolecta las entradas desde el teclado y mouse, enviando mensajes a su pane 
para tomar las acciones acordes con los eventos de entrada. Smalltalk permite la 
creación de interfases con el usuario con estas herramientas, pero también permite 
ampliar las herramientas que provee definiendo nuevos tipos de panes y nuevos 
tipos de dispatchers. Para estudiar el modelo MPD, hemos desarrollado una pequeña 
aplicación y luego una interfase para ella. En el diseño hemos observado que 
Smalltalk provee código reusable para construir interfases y una aceptable 
separación entre la funcionalidad de la aplicación y la interfase con el usuario. Hemos 
podido desarrollar una aplicación especificando la interfase en un alto nivel, sin 
desarrollar nuevas componentes de software para interfases.
Sin embargo, la separación de responsabilidades entre la interfase con el usuario y la 
aplicación no es del todo clara. Si a partir de la aplicación desarrollada quisiéramos 
modificar aspectos de cómo se muestran los objetos, podríamos encontrarnos 
con el problema de que el cambio en la interfase con el usuario involucraría modificar 
algún aspecto de la funcionalidad de la aplicación. Por lo tanto, queda resaltada la
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idea original de proveer una herramienta que otorgue mayores facilidades sobre este 
punto.
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3. Un nuevo modelo de UIMS : Genius.
El modelo de UIMS que aquí se presenta, toma como base conceptual fundamental 
para su implementación el trabajo de PJSzekely, visto en el capítulo anterior. Esta 
no es una elección antojadiza. Se debe a que consideramos que aquél provee un 
buen nivel de separaciún entre una aplicación y su interfase.
Brevemente, haremos una nueva referencia a estos conceptos básicos para 
poder utilizarlos como punto de partida para la especificación de esta nueva 
herramienta creada.
Un reconocedor es un objeto de la interfase capaz de recibir y procesar eventos 
exteriores provenientes del teclado o del mouse. Su función consiste meramente en 
recibir el evento y traducirlo en un concepto de comunicación de entrada.
El concepto de comunicación de entrada producido por el reconocedor es 
recibido por un comando asociado, que interpreta el significado de ese concepto 
y lleva a cabo sus tareas de recolección de datos y validación para comunicarse 
con una operación de la aplicación.
Finalmente, el tercer elemento básico de la UIMS propuesta por Szekely es el 
presentador, que se encarga de informar al usuario de los cambios producidos en 
el mundo de los objetos de la aplicación.
Una diferencia importante y que se puede considerar como básica entre el modelo 
deP . Szekely y el modelo que propone Genius es que en el primero el diseño de 
una nueva interfase para una aplicación implica la definición y codificación de 
nuevas clases de objetos, como subclases de las clases predefinidas provistas por 
el modelo, de acuerdo a las necesidades de la interfase que se está generando. Esto 
trae aparejado que la generación de una interfase requiere, generalmente, la 
producción de mucho código adicional Por su parte el modelo de Genius propone 
la generación de una interfase con el usuario a partir de la creación de instancias 
de objetos de las clases ya provistas por la UIMS, sin necesidad de crear otras 
distintas, y por lo tanto facilitando notablemente el trabajo del programador 
de la interfase.
Otra diferencia conceptual con respecto al modelo de P. Szekely es la inclusión
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de un nuevo objeto, el "scheduler", que actuará como gerenciador de la interfase, 
el cual será descripto más adelante.
3.1 - El modelo.
La figura 3.1 muestra el esquema de la estructura básica de Genius y las 
dependencias entre los cuatro elementos fundamentales que lo componen: 
reconocedor, presentador, comando y scheduler.
3.1.1 - Reconocedores.
Como ya se expresó en varias oportunidades, los reconocedores están capacitados 
para recibir eventos desde el teclado o mouse. Durante la ejecución de una aplicación, 
la pantalla del usuario está cubierta por la presencia de reconocedores de objetos 
accesibles, de modo tal que cualquier evento extemo será recibido de la forma 
apropiada por alguno de ellos. Obviamente, sólo uno de los reconocedores del 
conjunto es el que recibe la señal, aquel que corrientemente está vinculado a la 
posición física de la pantalla apuntada por el cursor del mouse.
Esto nos lleva a la idea de que hay sólo un reconocedor activo en cada momento y 
que la activación o desactivación de cada uno de ellos está determinada por los 
cambios en la posición del cursor.
Un reconocedor es la llave para la invocación a una operación de la aplicación 
accesible por el usuario (y que por lo tanto está presente de alguna manera en la 
interfase). El usuario manifiesta su intención de invocar a una operación 
moviendo el cursor a través de los distintos objetos disponibles por su presencia en 
la pantalla y provoca, en forma absolutamente transparente para él, la activación 
y desactivación de los reconocedores.
3.1.2 - Comandos.
La asociación entre un reconocedor y una operación no es directa. Existe un 
elemento, el comando, que se interpone entre ambos y cuyo papel es fundamental 
en la UIMS Genius.
Todo reconocedor tiene asociado un comando y todo comando tiene asociada una
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Figura 3.1. El modelo de Genius
Figura 3.2 Ventana de Genius.
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operación de la aplicación. Cuando el usuario invoca a una operación a través de 
un evento sobre un reconocedor presente en la pantalla, internamente es 
activado el comando correspondiente.
El papel de un comando consiste en recolectar y validar los datos necesarios para 
que la operación invocada se ejecute con normalidad, liberando a ésta de 
estas engorrosas tareas y proveyendo una buena separación entre 
funcionalidad de la aplicación y la recolección de entradas. Esto permite la 
modificación de, por ejemplo, el rango de datos válidos para una operación o la 
forma en que se pedirán las entradas sin necesidad de realizar cambios en la operación 
misma. Es decir, se pueden m odificar fácilmente aspectos del diálogo 
usuario-aplicación, sin afectar la funcionalidad de la aplicación.
Adicionalmente, la UIMS da la posibilidad de habilitar o inhabilitar un 
comando, como se verá más adelante. Esta última situación consiste en inhibir la 
invocación de una operación. Las herramientas que utiliza Genius para realizar la 
recolección de datos de entrada serán descriptas posteriormente.
3.1.3 - Presentadores.
Una vez que el comando ha completado su tarea, la operación invocada se lleva 
a cabo, y puede producir cambios sobre aspectos de los objetos que están siendo 
mostrados sobre la pantalla. Cuando esto ocurre la operación informa al comando 
asociado "algo ha cambiado en algún objeto de la aplicación". Cada comando 
contiene una lista de presentadores, objetos que muestran al usuario visiones de 
elementos de la aplicación. Cuando el comando recibe el mensaje desde la operación, 
envia a cada uno de sus presentadores la orden "muestre el cambio producido 
en la aplicación".
3.1.4 - Scheduler.
Como se ha expresado anteriormente, el Scheduler actúa como gerenciador de 
la interfase, dando el control a uno u otro reconocedor existente sobre la pantalla (a 
aquél que contiene el cursor). Cuando el cursor deja un reconocedor, éste se desactiva 
y el scheduler decide cuál será activado en ese momento. Como vemos, la tarea
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del scheduler es muy simple, pero de fundamental importancia en la UIMS 
Genius, basada en la manipulación directa de objetos sobre la pantalla.
3.2 - Ventanas.
Las ventanas son las componentes fundamentales de la interacción entre el usuario 
y la aplicación. Ellas son capaces de mostrar los resultados de las operaciones 
invocadas asi como de recibir las especificaciones de entradas necesarias para su 
ejecución.
La figura 3 ^  muestra una ventana de Genius. La parte central, el “área de trabajo“, 
es la zona sobre la que se realiza la presentación de objetos. Una ventana está 
formada por un número de páginas determinado por el programador de la interfase, 
las cuales se muestran sobre el área de trabajo. El resto de las zonas accesibles 
otorgan a la ventana capacidades funcionales inherentes a su manejo, sin relación 
alguna con la aplicación. Asi se tiene:
- Una zona superior que contiene el label de la ventana y el número de página que 
está siendo visualizada.
- Dos zonas para realizar scroll horizontal y vertical sobre la página visible.
■ Una zona que permite mover la ventana dentro de la pantalla.
* Una zona que permite modificar el tamaño de la ventana.
* Dos zonas que permiten modificar el número de página visible.
* Una zona que permite reinicializar el estado del scroll
■ Una zona que permite cambiar aspectos de visualización dentro de la ventana, tales 
como tipo y tamaño de las letras y tipo y grosor de las lineas utilizadas para mostrar 
gráficos.
Una característica importante de Genius es que posibilita crear interfases con el 
usuario con múltiples ventanas, las cuales pueden mostrar objetos diferentes pero 
de acuerdo a la configuración dada a cada una de ellas. Por ejemplo, dadas dos 
ventanas se podría graficar una misma figura geométrica con lineas gruesas y 
continuas sobre una y con lineas finas y punteadas sobre la otra, como de observa 
en la figura 33.
Independientemente del número de ventanas existentes, sólo una se encuentra activa
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Figura 3.3. Configuración de Ventanas.
Figura 3.4. Menú.
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por vez y será aquella que contenga el cursor. Obviamente, Genius permite al 
usuario de la aplicación modificar la ventana activa simplemente moviéndose a aquella 
sobre la que desea trabajar.
Las ventanas del modelo Genius permiten al usuario la escritura de texto sobre sus 
áreas de trabajo. Al tener la capacidad de configurar el tipo y tamaño de letras a 
utilizar, y además hacerlo cada una en forma independiente, podemos concluir que 
se provee de numerosas formas de diseño de texto. Sin embargo, conviene tener 
en claro que Genius no proporciona un editor de texto tal como los comúnmente 
conocidos. Sólo presenta una serie de herramientas básicas que podrían 
transformarse, en un paso posterior de programación, en un editor completo. Por el 
momento, en consecuencia, sólo debemos conformarnos con la capacidad de 
escritura, pero con la seguridad de que es posible el desarrollo del editor sin grandes 
esfuerzos adicionales. En el capítulo siguiente se hace referencia a la forma en que 
se ha instrumentado esta funcionalidad, para que sirva como referencia piara la tarea 
posterior.
3.3 - Menúes.
Genius otorga al programador de la interfase la posibilidad de crear menúes. Cada 
uno de ellos puede tener asociado un submenú desde el cual es posible invocar 
a una operación definida previamente. Los menúes aparecerán en la pantalla 
ocupando la franja superior horizontal, con los ítems conformantes desplegados 
de izquierda a derecha.
Los submenúes se despliegan en forma vertical partiendo desde el ítem de menú 
que los aglutina. Sería redundante aclarar que la invocación de una operación 
desde un submenú se realiza presionando el botón del mouse cuando el cursor 
se encuentra sobre la opción deseada. Si una operación ha sido inhabilitada, es decir, 
no puede invocarse, el menú no responderá a una intención de invocarla que 
demuestre el usuario.
La figura 3.4 muestra un menú sobre la pantalla y el submenú correspondiente a 
uno de sus ítems.
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3.4 - Iconos.
Un icono es un signo gráfico representativo de una operación disponible para el 
usuario de la aplicación. No es más que una nueva forma de invocación provista 
por Genius.
Los iconos pueden existir en cantidades ilimitadas y pueden también aparecer 
en cualquier sector de la pantalla. Inclusive se permite asociar más de un icono a 
la misma operación. Las acciones que se desprenden de una invocación a una 
operación desde un icono son idénticas a las que se producen al invocarla desde un 
menú o una ventana.
La figura 3J5 muestra la presencia de iconos sobre la pantalla.
3.5 - Recolección de entradas.
Genius provee dos herramientas fundamentales para la recolección de entradas 
requeridas por una operación :
a) a través de cajas de diálogo
b) a través del ingreso de puntos sobre una ventana.
a) Cajas de diálogo.
Una caja de diálogo es una ventana abierta sobre la pantalla con la única finalidad 
de recibir las entradas requeridas por el comando asociado a una operación. Una 
vez que cumplió su tarea, la caja de diálogo desaparece. Desde el momento en 
que cada comando (o cada operación) requiere entradas distintas, es posible 
concluir que cada uno de ellos esta ligado a una caja de diálogo distinta. La figura
3.6 muestra una caja de diálogo típica de Genius.
Como se observa en la figura, hay dos formas de especificar valores de entrada. 
La primera, a través de la selección de una opción en un conjunto, en donde es 
posible también definir valores a tomar por default. La segunda, a través del tipeado 
del valor de entrada deseado, sobre una linea de edición de texto.
En ningún momento será posible no especificar las entradas, ni ingresar valores de 
un tipo incompatible con el esperado.
Una vez que se han especificado todos los valores pedidos, el usuario deberá
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confirmar o rechazar la invocación a la operación a través de las opciones *OK’ y 
’Cancel’, que aparecerán en todas las cajas de diálogo que se creen. Si los datos 
ingresados no son correctos, o el comando que los recibe ha realizado una 
validación con resultados negativos, aparecerá un mensaje de error que debe ser 
definido por el programador.
b) Entrada de puntos sobre la pantalla.
Hay operaciones que requieren para su ejecución el ingreso de coordenadas de 
algún punto de la pantalla. Como clásico ejemplo de este esquema, podríamos 
nombrar la coordenada superior izquierda y la inferior derecha necesarias para el 
dibujo de un rectángulo. La invocación a una operación de este tipo produce un 
pedido de entradas de esta forma y una validación semejante a la que se hace desde 
una caja de diálogo.
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4. MANUAL DEL PROGRAMADOR DE LA 
INTERFASE.
El presente capítulo está destinado al programador de la interfase, que es el 
usuario final de la UIMS Genius. En él se brinda un completo manual de 
programación de interfases utilizando esta herramienta. La tarea del programador 
de una interfase consiste en la creación de instancias de algunas de las clases 
provistas por la UIMS. Estas clases son: fíecog/uzer, Gommami Ibesenter, 
Wmdow, Menu, Icón, Itia/og Boxy otras que juegan el rol de accesorios para las 
anteriores.
4.1 - Creación de reconocedores.
La forma general de crear un reconocedor es la siguiente:
iR ic iK i i z i i ^ lV c v C R ic ic i i z i r P t i . I i i t t iP iu i i . iC ia a u d ) )  ,
donde:
afíecqgnizer es la nueva instancia creada y debe ser declarada del tipo 
RecognizerPtr.
aftamees una instancia de la clase Rectangle que indica la zona de la pantalla asodada 
a aRecognizer.
aCommancf es una instanda de la clase Command y es el comando asodado a 
aRecognizer.
4.2 - Creación de Comandos.
La forma general de crear un comando es la siguiente :
aCam m am d:»N ew (CaaaiaBdPtr.Ia!t(am A sseciatai)) .
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donde:
aCbfnmandvz la nueva instancia creada y debe ser declarada del tipo 
CommandPtr.
anAssodatorzs un procedimiento creado por el programador y que será descripto 
más adelante.
Ya hemos dicho que los comandos se encargan de requerir las entradas para 
una operación. Las entradas en la UIMS son instancias de una clase especial 
denominada Jhput Por lo tanto, para asociar una entrada a un comando es necesaria 
la generación de objetos de esta última clase. La forma general para la creación de 
una entrada es la siguiente:
aB lB pat:-N ev (l> P * tP tr.Iiit(aD efaH ltValue. «Type.«Predícate. «CkaiceSet. alAsgErrar)).
donde:
anlhpiJtzs la nueva instancia creada y debe ser declarada del tipo InputPtr. 
aDefaii/tVaA/evs, una instancia de la clase Valué que indica el valor que por defecto 
tomará la entrada.
indica el tipo de valor que tomará la entrada y es del tipo InputType, que se 
describirá más adelante.
affedfcatess una función que recibe como parámetro una instancia de la clase Valué, 
y devuelve un valor booleano que indica si esa instancia representa un valor de 
entrada correcto para la operacióruSi el programador no desea realizar este 
tipo de validación el valor de aPredicate deberá ser ”NÍlPredicate*\ 
aCho/oeSefes una lista de valores posibles que puede tomar la entrada, en la que 
cada valor es una instancia de la clase Valué. Si el programador no desea 
especificar un conjunto restringido de valores posibles para la entrada, el valor 
de aChoiceSet deberá ser ”NiT.
aMsgErmr^  un String que contiene el mensaje de error a mostrar en caso de que 
el usuario especifique un valor incorrecto para la entrada.
Los parámetros anteriores utilizan instancias de la clase Valué, que representan un 
valor. La forma general de crear un valor para una entrada es la siguiente :
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a V a li i :* N c v (V a li iP ti .S e tT tl» (  V il ; a S i» ) )  .
donde:
aVa/uezs la nueva instancia creada y debe ser declarada del tipo ValuePtr.
Va/ es una variable que contiene un valor y que debe ser declarada del tipo 
del valor que contiene.
aSZzezs el tamaño en bytes de la variable Val.
El siguiente ejemplo ilustra la creación completa de una entrada para un comando:
V u
H sc E iia i : S tria c ;
V1.V2 .V3 : U t i l » ;
V alaa l.V alaa2 .V alae3 .D afaaltV alaal : ValaaPtv; 
a a la p a t l  : Ia p a tP tr ; 
aCkaicaSat : V alaaL istP tr;
F aac tlaa  aP iedlcate(aV alae : V alaeP ti) : Baaleaa; 
Vax 1 : Ia tacar;
Bacía
aValaa~.GatValaa(I); 
aP iad lca te :-(I« -3) A ad  (I» -l);
E ad;
aC aaiaiaad:=N ew (C aaiH aadPti,lB Ít(aaA ssaciatai));
V l : - 1:
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Vafee l:=New(VafeeP«r,Set Vafee(V l.S izeO f(V  I ) ) *
V2:=2;
Valae2:=Nev(VafeePtr.SetVafee(V2.SizeO f(V2)));
V3:-3;
Valae3:=New(YafeePtr,SetVafee(V3,SizeOf(V3)));
DefaaltVafee:=Nev(VafeePtr.SetVafee(V2.SizeOf(V2)));
aCkeiceSet:=N0w (V afeeL istP ti,fe it);
aCkaiceSet~. AddLast(Vafee 1);
aCkeiceSet~.AddLast(Vafee2);
aCkeiceSet~.AddLast(Valae3);
MsgErrer:=’E l valer fegresade es lác e m ete ”;
aalapat :« N e v  (Ia p a tP tr .Ia it (D efaalt Vafee,IategerTfpe.aPredicate.aCkeiceSet.lIsgEi
ror));
aCeaiBiaad'.AddlapatCaalapat);
anlhputss una entrada para el comando aCbmmantíLa asociación entre anlnput 
y aCommand se hace a través del método ”addlnput”.
Previamente se crearon las instancias de Valué que representan los posibles valores 
que puede tomar la entrada anlnput,en este caso los enteros 1,2  y 3. Asi, fue 
generado el ChoiceSet "aChoiceSet” asignándole dichos valores a través del 
método "addLast".
El valor default de anlnput será 2.
La función <&9ra£rari?validará que el valor de anlnput esté entre 1 y 3.
Las formas de ingresar los valores para una entrada son las siguientes:
a) Cajas de diálogo.
b) Puntos sobre el área de trabajo de una ventana.
La forma general para la creación de una caja de diálogo es la siguiente:
aDialeg«eBea:=Nev(D ialeg«eBexPti,feit(aTitle.aFraBe))
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donde:
aDtalogueBav es la nueva instancia creada y debe ser declarada del tipo 
DialogueBoxPtr.
a77¿fces el titulo asignado a la caja de diálogo.
aF/amees. una instancia de la clase Rectangle que indica la zona de la pantalla asociada 
a la caja de diálogo.
El siguiente ejemplo ilustra la creación completa de una caja de diálogo utilizada por 
el comando ”aCommand” para obtener el valor de la entrada anlnput
Vu
u I i p i t C M B u d  : Ia p i t C t B i iu d P l i ;  
aPalat l.aPaiat2  : PaiatPtr;
«Fiama : R « d u | l iP t r ;  
a D la l i fB i i  : D ialagBaiPtr;
aPaiat l:=-N ew (PalatP tr.Ia it(G etlIaaX  div 2-200.GetMaxY div 2-100)); 
aPaÍB t2:=N av(PaialPti.la it(G atM a>X dfa 2+200,GetMaaT div 2+100)); 
aFiaae:-New (ReclaBglePtr.Ia it(aPalB tl,aPaÍB t2)); 
DB:=Naw(DialagaeBaaPti,lB Ít(’E jea^ la ',aF raaa )); 
aalapatCaaiBiaad:=Naw(lBP*tCaiBaaBdPti,lB Ít(aBlapBt));
aFiaaie:°N ev(R ectaagleP tr.Ia it(N ew (PaialP ti.Ia it(180.100)),N ew (PalatP tr.lB Ít(220.120)))X '
aD ialagBaa'.AddOptiaBCaalapatCaaaaad.aFiaaie.’UN O ’.V a la a l);
aFiaae:3=N ev(R ectaag leP ti.Ia it(N ew (P aiatP ti.Ia it(lS 0.140)),N ew (P alB tP ti.Ia it(220 .160))));
aDialagBaK".AddOptiaa(aalapatCaaiBiaBd,aFiaae/DOS>,Yalaa2);
aFraaie:=N ew (R ectaagleP ti.Ia it(N ev(PaiatPtr.Ia it(180.1S0)),N ew (PaiatP tr.Ia it(220.200))));
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a D la lig B n ‘ .A d d O p tia i (M lip i tC iB B iid . iF iu iB , ,TRES’>V ilie 3 ):
aC iM B aid~ .S itB ax(aD ialacB n);
anlhputCommandzs una instancia de la clase InputCommand y debe ser declarada 
del tipo InputCommandPtr.
aD&fogBoxzs una caja de diálogo asignada al comando "aCommand" a través del 
método SetBox.
El método AddCption asigna a "aDialogBox" un posible valor de la entrada con 
una presentación asociada a él.
Dentro de la caja de diálogo "aDialogBox” podríamos permitir el ingreso de un 
valor de entrada por edición de texto.El siguiente ejemplo muestra la especificación 
de una entrada de este tipo:
aF iaB e:BN0w(R.ectaaKlePtr.Iait(Nev(P0flm«Ptr.Imit(2SO„22O)),New(PBiatPtr.Iait(3SO„23O)))
);
aD ia lacB aa~ .A d d Iap a tT aa t(aa Iap a t,aF iaa» .’Valai da B atuda: ”);
La asociación entre una entrada por texto y una caja de diálogo se realiza a través 
del método ”AddlnputText".
La forma de especificar entradas a partir de puntos sobre el área de trabajo de una 
ventana es la siguiente:
casar.A ddPaixtupat, donde Commes un comando.
Es posible que un programador desee habilitar o inhabilitar la invocación a una 
operación en forma dinámica. Por ejemplo:
aCaaiBiamdA.DisableCaaiBiaad
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inhabilita la invocación de la operación asociada a "aCommand". En forma análoga,
a C a B B u d '.E ia b l iC M B u d
habilita la invocación de la operación asociada a "aCommand".
La asociación de un presentador a un comando se realiza a través del método 
"AddPresenter".Por ejemplo:
a C a B B u d '.A d d P ia sa ita iC a V iid a v '.G e tP r tsa B ta i)
asocia a "aCommand” el presentador correspondiente al área de trabajo de 
aWinchw. Así, si la operación asociada a "aCommand" produce algún cambio que 
se debe comunicar al usuario de la interfase, deberá enviar el mensaje:
a C iB B iid ^ .C k u c id
con el fin de que "aCommand" ordene a los presentadores asociados que 
remuestren su contenido. En el ejemplo anterior,el envío de tal mensaje provocará 
que sea remostrada el área de trabajo de aWindow.
4.3 - Creación de Menúes.
La forma general de crear un menú es la siguiente :
aM eia:=N ew (M eaiP«r,I> it) ,
donde:
aMenuzs la nueva instancia creada y debe ser declarada del tipo MenuPtr. 
El siguiente ejemplo muestra la creación de un menú:
Vai
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1H 111 : MaaaPtr;
a lf ia i:= lV iw (lIe a iP ti.I iit);  
aMeaa~. A ddSablfleaafW  iada v s a); 
aM«aa".AddSabM«aa(”D ia v ”); 
alieaa".A ddSablflaaa(”Edit*); 
aM aaa*.AddSabM saa(aDisk*);
aMeaa~. A dd ltem f VftadavsV O pea Wiadaw r.aC eauaaadl); 
aMeBB~.AddIteM(aW iadevsV O pea Wiadaw 2a.aCaBMaad2); 
aM eaa".Addltcai(*Viadaws VClase Wiadaw l*.aCaaiBaad3): 
aM aBa'.A ddlteBfW  iadaws VClase V ia d a v  2a,aCaaiaiaad4);
El método "AddSubmeniT agrega un ítem al menú "aMenu”. El método "Addltem" 
agrega una opción a un Item de "aMenú" con un comando asociado a ser 
invocado cuando la opción sea seleccionada. En el ejemplo, <24^37//tendrá cuatro 
ítems;
Windows; Lfcaw, EcfítyZXsk.
El ítem “Windows” tendrá cuatro opciones:
CpenWmdowl* con aCbmmandlcomo su comando asociado,
Cpen Windows con aCommand2como su comando asociado,
GoseWindofvl, con aCbmmandJzomo su comando asociado, y 
GfaseWindowZ con aCbmma/7d4como su comando asociado.
4.4 - Creación de Ventanas.
La forma general de crear una ventana es la siguiente :
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a V i i d iv : s N ew (V  ftmdawPtr.Imit(aTftla.aFiam».aCamMamd.aPages)) ,
donde:
alVindofves la nueva instancia creada y debe ser declarada del tipo W indowPtr. 
aTJtfees el label de la ventana, del tipo String.
afíname es una instancia de la clase Rectangle que indica la zona de la pantalla que 
ocupará la ventana.
aCbmmand es una instancia de la clase Command que indica el comando 
asociado al área de trabajo de la ventana "aWindow". 
afligeres el número máximo de páginas que tendrá la ventana.
Como ejemplo, podemos crear la siguiente ventana:
V u  i V i a d i v  : W im davPtr;
aFiam e:-Nev(Rectam glePtv.Im it(Nev(Palm «Ptr.Im it(50 .30 )).New(PaÍBtPti.Imlt(GatlflamX-50 .G
etMaxY-30))));
aWimdaw:=New(W imda v P tr.Im itfW  INDO W TITLE*,aFraBa,aCaaiBiamd.2));
Para que una ventana aparezca sobre la pantalla, deberá recibir el siguiente mensaje:
aV  imdaw~.OpemW imda v
Análogamente, para cerrar una ventana se deberá enviar el siguiente mensaje:
aWindow ’'.CAntelVindow.
Para escribir un carácter sobre una ventana, simplemente se le deberá enviar el
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mensaje:
«v iadsw~.w litaCkai(aCkv),donde aCJjar^ s del tipo Char.
Para escribir una linea sobre una ventana, simplemente se le deberá enviar el 
mensaje:
aV iadaw~.W ritaLiaa(aLiaa) ,donde aUfie^S del tipo String.
Finalmente, el método "SetChangedArea" informa a la UIMS la porción del área 
de trabajo que debe ser remostrada al ser enviado el mensaje "Changed" al comando 
asociado.Por ejemplo:
Giapk.RectaacliPt l.Y 1.X2.Y2);
Active V lada w ^ .SetCkaaced Aiea(X 1, Y1 ,X2. Y2); 
aC«aaiud~.Ckaag«d;
dibujará un rectángulo en la ventana activa.
4.5 - Creación de Iconos.
La forma general de crear un icono es la siguiente :
aaIcn:=llew(IceaPti.Iait(aRecma,aCeMmaad)) ,
donde:
an/oanes la nueva instancia creada y debe ser declarada del tipo IconPtr. 
aReenoss el número de registro dentro del archivo "Iconos.Dat" que contiene la 
figura del icono.
aCómmand es una instancia de la clase Command que contiene el comando 
asociado al icono.
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Para crear un nuevo registro en el archivo antes nombrado, se debe crear la 
imagen e incorporarla al archivo usando las rutinas del Turbo Pascal Database 
ToolBox.El registro es de la forma:
Ic a iR ic i id ^ & ta i id  
S ta tes  : L eag la t;
X : la tag ar;
T rlateger;
By tas : A r ra f f i . .  1306] af Bytes;
donde A'e Pindican las coordenadas de la pantalla donde debe aparecer el icono, 
y ^f/tírcontiene la imagen previamente creada y tomada con la operación Getlmage.
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5. IMPLEMENTACION.
En este capitulo, serán desarrollados los aspectos más importantes de la 
implementación del modelo de Genius, la cual fue llevada a cabo en el paradigma 
de programación orientada a objetos. Se describirá entonces la jerarquía de 
clases que componen la implementación y cuáles son los métodos 
correspondientes a cada una de ellas.
5.1 - Las Clases de Genius
Primero vamos a enum erar la jerarquía de las clases fundamentales en la 
implementación de Genius, las cuales se corresponden con los cuatro componentes 
básicos descriptos en el capítulo anterior, que son:
Además de estas clases, Genius posee otras que le permiten llevar a cabo tareas 
adicionales, tal como:
En la siguiente sección se hará una descripción más detallada de cada una de estas 
clases.
5.2 Enciclopedia de Clases
Recognizer
Como se ha expresado en varias oportunidades a lo largo de este texto, los 
reconocedores tienen como función principal capturar eventos provenientes del 
teclado o del mouse y transmitirlos hacia los comandos. Por lo tanto esa es la 
función implementada en la clase Recognizer y en cada una de sus subclases, 
variando solamente entre ellas el tipo de objetos dentro de la UIMS con los 
cuales están relacionados. Vamos a encontrar los reconocedores propiamente 
dichos, los cuales se comunican directamente con comandos de la UIMS, y 
otros reconocedores que se comunican, no con comandos, sino con otros objetos 
encargados de realizar tareas especiales dentro de la UIMS, tal como 
administraciones dentro de las ventanas y de los menúes.
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Variables de instancia:
Active: Contiene true cuando el reconocedor está activo. En caso contrario contiene 
false. Frame: Contiene el rectángulo de la pantalla dentro del cual el reconocedor 
procesa eventos de entrada. aCommand: Contiene la instancia de la clase Command 
a la cual el reconocedor comunica los eventos de entrada significativos.
Métodos de instancia:
Iilt(iÍ8C tu|lc,iC aB B ud)
Inicializa una nueva instancia de esta clase con aRectangle como zona de 
reconocimiento y aCommand como comando asociado.
D » e
Libera la memoria asociada al receptor cuando este es destruido.
SetActflve
Setea la variable de instancia Active del receptor en true.
C kaaceF iam e(N ew F iaae)
Cambia la variable de instancia frame del receptor a NewFrame.
A c tiv iR ic
Retoma true si el receptor es el reconocedor activo. En caso contrario retoma 
false.
ClBBUd
Retoma la variable de instancia aCommand del objeto receptor.
A ctívate
Pone como activo al receptor y realiza todo el procesamiento de eventos de entrada 
mientras este reconocedor tenga el cursor dentro de su frame. Este es el loop 
principal de procesamiento de eventos de entrada para un reconocedor.
D eactivate
Pone en false la variable de instancia Active del objeto receptor y por lo tanto lo 
desactiva.
P iac ess lap a t
Procesa los eventos de entrada mientras el receptor se encuentra activo.
P iacessL astlapa t(aC kaiac ta r)
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Procesa el útimo evento de entrada antes que el receptor sea desactivado.
PrecessF ■ ic tiiiK e y (a C k ii ic tM )
Procesa un evento de entrada cuando éste se trata de una selección o de la 
presión de botón del mouse.
P recessIapatK ef (aC kaiacte i)
Procesa un evento de entrada cuando éste se trata de una entrada del caracteres 
desde teclado.
kasC arsei
Retoma true si el receptor tiene el cursor dentro de su frame. En caso contrario 
retoma false.
is V  lad e  vR eceg  í iz e r
Retoma true si el objeto receptor es una instancia de la clase WindowRecognizer. 
En caso contrario retoma false.
isM eaaRecagaftzer
Retoma true si el objeto receptor es una instancia de la clase MenuRecognizeer. 
En caso contrario retoma false.
G etFvaae
Retoma la variable de instancia Frame del receptor.
IconRecognlzer:
La función de esta clase es reconocer eventos cuando el cursor del mouse se 
encuentra dentro de alguno de los iconos que pueden estar dispersos en la pantalla. 
Un objeto de esta clase, como los de cualquier reconocedor, es capaz de 
administrar los movimientos del cursor dentro de su zona de influencia y además 
de aceptar la invocación a la operación que está representada por la figura del icono. 
Varialt/ér de instancia:
Active: (de la clase Recognizer)
F in a : (de la clase Recognizer)
Métodos: de instancia:
A ctívate:
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Activa al receptor y procesa eventos de entrada mientras el cursor de mouse se 
encuentra dentro de su frame.
P i ic e t s F u d i i iK c y :
Procesa un evento de entrada cuando este se trata de una selección o de la 
presión de un botón del mouse,
W indowRecognizer:
Este tipo de reconocedor tiene un comportamiento muy simple ya que su única 
función es, cuando es activado, invocar al objeto encargado de gerenciar el 
procesam iento dentro de una ventana, es decir, una instancia de la clase 
W indowCommand.
Variables de instancia:
A ctive: (de la clase Recognizer)
Píame: (de la clase Recognizer)
viadevCemmaad: Contiene una instancia de la clase WindowCommand, encargada 
de gerenciar la actividad dentro de una ventana.
Métodos de instancia:
Ia it(aF iam e,aV  iade v C e a a u d )
Inicializa una nueva instancia de esta clase con aFrame como frame y 
aW indowCommand como el objeto al cual el reconocedor comunica los eventos 
de entrada significativos.
Deae
Libera la memoria asignada a una instancia de esta clase cuando es liberada.
A ctívate
Pone como activo al reconocedor receptor e inmediatemente invoca a la instancia 
de la clase W indowCommand que tiene asociada.
Get V  i id a v C a n a a id
Retoma la instancia de la clase W indowCommand asociada al receptor. 
SubW indo w Recognizer:
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Bajo este tipo de reconocedor se agrupan los distintos reconocedores 
correspondientes a las distintas partes de la ventana descriptas previamente. 
Estos reconocedores tienen la particularidad de que no comunican los eventos que 
reciben a los comandos, sino que lo hacen al objeto encargado de administrar el 
control de la ventana (una instancia de la clase WindowCommand), para que se 
realice la acción seleccionada. Estas acciones pueden ser mover una ventana, 
redimensionarla, realizar scrolls en distintas direcciones y otras ya mencionadas 
con anterioridad.
Varíahfcs de ¿nstanda:
Active: (de la clase Recognizer)
Fíame: (de la clase Recognizer)
Métodos' de instancia:
Iait(aF iam e)
Inicializa una nueva instancia de sta clase con aFrame como frame.
D oie
Libera la memoria asociada a una instancia de esta clase cuando esta es liberada.
PiecessFaactieaK ey(aC fcaiactei)
Procesa un evento de entrada cuando éste se trata de una selección o de la 
presión de un botón del mouse.
SetFiam e(aFiam e)
Setea el frame del receptor con aFrame.
W orkAreaRecognizen
Estos reconocedores corresponden a la zona de trabajo dentro de una ventana. Su 
función es administrar el movimiento del cursor dentro de esta área de trabajo y 
aceptar el tipeo de caracteres por parte del usuario. Cabe mencionar que la 
especificación de entradas que se puede realizar dentro de esta área es función de 
los objetos de la clase PointlnputRecognizer, que será descripta luego.
Variables de Instancia:
A ctive: (de la clase Recognizer)
Fíame: (de la clase Recognizer)
Oser interface Management System Pogñja $9
CAPITULO 5: IMPLEMENTACION
Métodos de instancia:
I i ! t ( iF » B f ,a C iB B u d )
Inicializa una nueva instancia de esta clase con aFrame como frame y aCommand 
como comando.
P iic cssF m ic tiiiK cy
Procesa un evento cuando éste se trata de una selección o de la presión de un botón 
del mouse.
P ia c c ss Iip itK e y
Procesa un evento de entrada cuando éste se trata de un carácter tipeado por el 
usuario, el en caso de ingreso de texto.
PointRecognizer:
Un objeto de esta clase se encarga de reconocer eventos de movimiento de 
cursor y presión de botones del mouse cuando se esta realizando un movimiento 
o un redimensionamiento de una ventana.
Va/iabies de instancia:
A c t iv e :  (de la clase Recognizer)
Fieme: (de la clase Recognizer)
Métodos de instancia:
A ctívate
Procesa un movimiento del cursor cuando se está realizando una operación de 
movimiento o redimensionamiento de una ventana.
P recessF aactieaK ej(aC haiac ter)
Procesa una selección o la presión de un botón del mouse cuando se está 
realizando una operación de movimiento o redimensionamiento de una 
ventana.
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ScreenRecognizen
Un objeto de esta clase reconoce los movimientos del cursor sobre el fondo de la 
pantalla. Este tipo de reconocedor es el que, por defecto, toma el control cuando 
ningún otro objeto dentro de la pantalla puede ser activado. Obviamente las únicas 
acciones que pueden ser realizadas en esta zona, y por lo tanto las únicas que 
este reconocedor permite realizar, son movientos del cursor del mouse.
Variares efe instance:
A c t iv e :  (de la clase Recognizer) 
f iu k  (de la clase Recognizer)
Métodos1 de instando
A ctivate
Procesa un movimiento del cursor del mouse y devuelve el control al scheduler. 
MenuRecognizer:
El accionar de estos reconocedores es muy simple ya que un objeto de esta 
clase, al ingresar el cursor dentro de su zona de influencia y por ende al activarse, 
inmediatemente comunica este evento al objeto encargado de administrar el control 
dentro del menú, es decir una instancia de la clase MenuCommand.
Variat&s de Instancia:
A c t iv e :  (de la clase Recognizer)
Frute: (de la clase Recognizer)
aMeuCemmaad: Contiene la instancia de la clase MenuCommand asociada con 
el receptor.
Método? de in&anáa:
Ie it(aM eeaC e ieu )
Incializa al receptor y le asigna aMenuComm como la instancia de la clase 
MenuCommand asociada.
Deee
Libera la memoria asociada al receptor cuando éste es destruido.
A ctivate
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Pone como activo al receptor e inmediatemente invoca a la instancia de la clase 
MenuCommand asociada»
G e tH e n C iB B u d
Retoma la instancia de la clase MenuCommand asociada con el receptor. 
SubM enuRecognizer:
Estos reconocedores tienen un funcionamineto similar a los anteriores pero a 
nivel de submenúes, activando al objeto administrador de los submenúés, una 
instancia de la clase SubMenuCommand, cada vez que él es activado.
Variah/es de instancia:
A ctive: (de la clase Recognizer)
Fume: (de la clase Recognizer)
iSabHeiiCammiid: Contiene una instancia de la claseSubMenuCommand asociada 
con el receptor.
Método? de instancia:
li it(a F iim e .iS ib M eB iC em m )
Inicializa al receptor y le asigna aFrame como frame y aSubMenuComm 
como la instancia de la clase SubMenuCommand asociada.
D i n
Libera la memoria asociada al receptor cuando éste es liberado.
A ctívate
Pone como activo al receptor e inmediatemente invoca a la instancia de la clase 
SubMenuCommand asociada.
S ib M e iiC e m m u d
Retoma la instancia de la clase SubMenuCommand asociada con el receptor. 
DefaultSubM enuRecognizer:
La tarea de estos reconocdores es muy simple, ya que sólo permiten realizar 
movimientos del cursor dentro de la zona del menú que no tiene submenúes 
asociada.
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Varíabfes de instancia:
A c tiv e :  (de la clase Recognizer)
Fiaae: (de la clase Recognizer)
Métodos de instancia:
Ie it
Inicializa al receptor cuando éste es creado.
A ctivate
Procesa un evento de entrada e inmediatemente retoma el control a la instancia de 
la clase MenuCommand que lo invocó.
InputRecognizer:
Varia ties de instancia:
A ctive: (de la clase Recognizer)
F ia a e : (de la clase Recognizer)
aiapatcemaiaad:Contiene la instancia de la clase InputCommand asociada con este 
reconocedor
vaiae:Contiene el corriente valor correspondiente a la entrada asociada con este 
reconocedor.
Métodos de instancia:
I i i t ( a F r iH e ,a I ip i tC e a a a id ,a Y a l ie )
Inicializa al receptor y le asigna aFrame como frame, alnputCommand como 
la instancia de la clase InputCommand asociada y a Value como el valor de la entrada 
correspondiente al receptor.
Daae
Libera la memoria asociada al receptor cuando éste es destruido.
Get V alle
Retoma el contenido de la variable de instancia Value del receptor.
P ie c e s sF u c tie iK e j(a C h a ia c te i)
Procesa un evento de entrada cuando éste se trata de la presión de un botón del 
mouse.
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DefaultlnputRecognizer:
Variahks de instancia:
Active: (de la clase Recognizer)
Fieme: (de la clase Recognizer)
eD efavitiepatC em m eed: C o n tien e  la in stan c ia  de la clase
DefaultlnputCommand asociada con este reconocedor.
Métodos de instancia:
Ieit(aF iam e,aD efaaltIepatC em m aad,aV alue)
Inicializa al receptor con aFram e com o su fram e, 
aD efaultlnputCom m and com o la instancia de la clase 
DefaultlnputCommand asodada y a Valué como el valor asodado a este 
reconocedor.
Deee
Libera la memoria asignada al receptor cuando éste es destruido.
G atD afaaltCam m M d
Retoma la instancia de la clase DefaultlnputCommand asociada con el receptor.
P racacsF u c tiav lC ej
Procesa un evento de entrada cuando éste se trata de la presión de un botón del 
mouse.
InputTextRecognizer:
Estos reconocedores tiene una sobrecarga de tareas con respecto a los ya 
descriptos, ya que además de las cuestiones reladonadas con movimientos del 
cursor deben reconocer eventos desde el teclado, tal como el tipeo de 
caracteres correspondiente a la espedficación de entradas en forma de texto. 
Van&ófes de instancia:
A ctiva: (de la clase Recognizer)
Fíame: (de la clase Recognizer)
iiipitcam m ud: Contiene la instancia de la clase InputCommand asociada con los 
objetos de esta clase.
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Métodos de instancia:
I i i t ( iF iu iK .a l i p i tC iB B u d )
Inicializa al receptor asignándole aFrame como su frame y alnputCommand 
como la instancia de la clase InputCommand asociada.
Dame
Libera la memoria asignada al receptor, cuando éste es liberado.
G e tC iB B u d
Retoma la instancia de la clase InputCommand asociada con el receptor.
P r« c e s s F n c tli iE c y (a C h a itc te i)
Procesa un evento de entrada cuando éste se trata de la presión de un botón del 
mouse.
P iacessIap a tK ef(aC k aiac te i)
Procesa un evento de entrada cuando éste se trata de un carácter ingresado por el 
usuario en una entrada de texto.
ErrorRecognlzer:
Variab/es de instancia:
Activa: (de la clase Recognizer)
Fíame: (de la clase Recognizer)
EnaiCammaad: Contiene la instancia de la clase ErrorCommand asociada con este 
reconocedor.
Métodos de instancia:
Iait(aF ram e.aE iraiC am m aad)
Inicializa al receptor y le asigna aFrame como su frame y aErrorCommand 
como la instancia de la clase ErrorCommand asociada.
Dame
Libera la memoria asignada al receptor, cuando éste es liberado.
GetEiraiCammamd
Retoma la instancia de la clase ErrorCommand asociada al receptor.
PiacessFaacftftaaKey(aCkaiacter)
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Procesa un evento de entrada cuando éste se trata de la presión de un botón del 
mouse.
DefaultDialogBoxRecognizer:
La terea de estos reconocedores es muy simple, ya que sólo se encargan de 
reconocer eventos de movimientos del cursor cuando éste se encuentra sobre el 
fondo de una Dialog Box o fuera de ella.
Variable? de instancia:
Active: (de la clase Recognizer)
Frame. (de la clase Recognizer)
Métodos de instancia:
Ia it
Inicializa al receptor cuando éste es creado.
A ctívete
Procesa un evento de movimiento del cursor cuando éste se encuentra en el 
fondo de una dialog box
P iacessF aactiaaK ey(aC kaiacte i)
Procesa un evento de entrada cuando éste se trata de la presión de un boton del 
mouse.
HelpRecognizer:
Variafife? de ínstanáa:
A ctive: (de la clase Recognizer)
Fíame: (de la clase Recognizer)
vaiae: Contiene el valor del item del help correspondiente a este reconocedor. 
Métodos de instancia:
Iait(aF iam a,aV alaa)
Inicializa al receptor y le asigna aFrame como su frame y aValue como el valor 
correspondiente al ítem del help asociado.
Daae
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Libera la memoria asignada al receptor, cuando éste el destruido.
G etV ilic
Retoma el valor de la variable de instancia Value del receptor.
P iic e s s F i id iM E e y ( tC k i i ic !H )
Procesa un evento de entrada cuando éste se trata de la presión de un botón del 
mouse.
DefaultHelpRecognlzer:
Tal como en los objetos de la clase DefaultDialogBoxRecognizer, estos objetos 
reconocen eventos de movimientos del cursor del mouse cuando éste se encuentra 
sobre el fondo de una ventana de Help o fuera de ella.
Variables de instancia:
Active: (de la clase Recognizer)
F in e : (de la clase Recognizer)
Métodos de instancia:
iBfit
Inicializa al receptor cuando éste es creado.
A ctivate
Procesa un evento de movimiento del cursor cuando éste se encuentra en el 
fondo de una ventana de help.
P iecessF aactieaK ey(aC haiacter)
Procesa un evento de entrada cuando éste se trata de la presión de un botón del 
mouse.
Presenter
Ya se ha mencionado anteriormente que la función de los presentadores es 
mostrar en la pantalla visiones de objetos de la aplicación. Debido a que esas visiones 
dependen del tipo de objeto que se desee presentar, la clase Presenter es una clase 
abstracta pero que provee soporte para todas sus subclases.
Variah/es de instancia:
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Fiama: Contiene la zona rectangular de la pantalla en la cual el presentador mostrará 
su imagen asociada.
Métodos de instancia:
Iait(aF iam e)
Inicializa al objeto receptor asignando aFrame como el frame correspondiente.
Deae
Libera la memoria asignada al receptor, cuando éste es destruido.
C k u | i F i u i i ( N i v F i u i i )
Cambia el frame del receptor por el nuevo frame NewFrame.
Display
Muestra la imagen asociada al receptor. Este es el método principal de un 
objeto de la clase Presenter y de todas sus subclases.
G itP iu i
Retoma el frame correspondiente al receptor.
SetPiame(X 1,Y 1,X2 ,Y2 )
Cambia las coordenadas del frame del receptor por las nuevas X1,Y1,X2 e Y2.
H i|kL i|kV
Hace titilar la imagen presentada en pantalla por el recptor.
b l c u P i e s e i t e i
Retoma true si el receptor es una instancia de la clase IconPresenter. En caso 
contrario retoma false.
IconPresenter
Los objetos de esta clase tienen como función presentar la figura de los iconos 
existentes en la pantalla.
Variables de instancia:
Fíame: (de la clase Presenter)
Recae*. Contiene el número del registro donde se encuentra la imagen asociada al 
presentador dentro del archivo ICONOS.DAT.
Métodos de instancia:
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iBÍt(aPiam e.aR ecaa)
Inicializa al receptor asignándole aFrame como su frame y aRecno como el número 
del registro donde se encuentra la imagen dentro del archivo ICONOS.DAT 
Display Mustra en la pantalla la imagen correspondiente al receptor.
W ork AreaPresenter
Esta clase es quizás una de los presentadores más importantes de Genius, ya que 
se encarga de presentar los objetos existentes en el área de trabajo de la ventana. 
Hay una interacción constante entre este presentador y los objetos de la aplicación 
que se desean mostrar o remostrar, ya que el W orkAreaPresenter consulta con a 
modelo para conocer cuáles porciones del área de trabajo tienen que presentarse 
nuevamente y cuáles no.
Variables de Instancia:
Fíame: (de la clase Presenter)
visaaiFraae: Contiene el frame que indica la porción de la página que está siendo 
visualizada.
ckamgedAiea: Contiene el frame que indica la zona de la página que fue
recientemente modificada.
CmneatPace: Contiene el número de página que está siendo visualizada.
Pagas: Contiene el total de páginas que tiene la ventana.
Liaestjie: Contiene el estilo de líneas corriente, 
withstyie: Contiene el estilo de grosor de líneas corriente.
/íMíSTfafe'Contiene el estilo de letras corriente.
F a a ts f lz e : Contiene el tamaño de letras corriente.
Métodos de instancia:
Iait(aFram e.aPages)
Inicializa al receptor asignándole aFrame como su frame y aPages como el total de 
páginas de la ventana.
D tsp la j
Muestra la porción del área que tiene que ser remostrada, por orden del comando
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correspondiente.
S c tC h u |e d A ie i ( iF iu i« )
Setea el valor de la zona cambiada del área de trabajo con aFrame.
SetVftsamlFrame(aFvaMe)
Setea el valor de la zona visible del área de trabajo con aFrame.
G etV is ia lF iaae
Retoma el frame correspondiente a la zona visible del área de trabajo.
S etC an eB tP a |e (aP ag e)
Setea el valor de la página corriente con aPage.
G e tC in e itP a g e
Retoma la página del receptor que está siendo visualizada.
GetPages
Retoma el número de paginas asignado al receptor en su creación.
S etL iaeS tf le(S ty le)
Setea el estilo de líneas de la ventana con Style.
G etLiaeStyle
Retoma el corriente estilo de líneas de la ventana.
Sat V idtfcSt jls (S ty le )
Setea el estilo de ancho de líneas de la ventana con Style.
G etW idtkStyle
Retoma el corriente estilo de ancho de lineas de la ventana.
S a tF a a tS tf la (S tf le )
Setea el estilo de letras de la ventana con Style.
G atP aatS tf ls
Retoma el corriente estilo de letras de la ventana.
S v tF n tS iz « (S tf li)
Setea el valor correspondiente al tamaño de las letras de la ventana.
GBtFsatSizs
Retoma el corriente tamaño de letras de la ventana.
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LabelPresenter voaionaia
Este presentador muestra en la pantalla la zona de label de una ventana, la cuál 
contiene el nombre de la misma y el número de la página que está siendo visualizada. 
Variahks d e instancia:
Fíame: (de la clase Presenter) 
t ita ie : Contiene el label de la ventana.
M étodos d e m standa:
Iait(aT  ite le ,«F iem a)
Inicializa al receptor asignándole aTitulo como su label y aFrame como su frame.
Display
Muestra la zona de label de la ventana asi como el número de página corriente.
D isplay PaceN am bei
Muestra la zona del label correspondiente al número de página corriente.
Hide
Realiza un ocultamiento de la zona de label de la ventana cuando la ventana se 
desactiva.
UpArrow Presenter
Este presentador muestra la zona de la ventana que permite moverse hacia las 
páginas superiores dentro de una ventana.
Variables d e m standa:
Fíame: (de la clase Presenter).
M étodos d e m standa:
Ieift(eFieme)
Inicializa al receptor asignándole aFrame como su frame.
Dtsptay
Muestra la imagen correspondiente a la zona de "página hacia arriba" de la 
ventana.
DownArrowPresenter
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Este presentador muestra la zona de la ventana que permite moverse hacia las 
páginas inferiores dentro de una ventana*
Variables de Instancia:
F i u « :  (de la clase Presenter).
Método? de instancia: 
iB Ít(aP lM S)
Inicializa al receptor asignándole aFrame como su frame.
D ispU f
Muestra la imagen correspondiente a la zona de "página hacia abajo” de la 
ventana.
ConfigPresenter
Este presentador muestra la aona de la ventana que permite abrir una "dialog box" 
para configurar los aspectos de presentación de una ventana.
Vanabks de Instancia:
Fiaa«: (de la clase Presenter).
Métodos de Instancia:
I i i t ( a F im i )
Inicializa al receptor asignándole aFrame como su frame.
D isplay
Muestra la imagen correspondiente a la zona de configuración de los aspectos de 
visualización de la ventana.
ResetScrollPresenter
Este presentador muestra la zona de la ventana que permite reinicializar el estado 
del scrolL
Variables de I/istanda:
Fimaie: (de la clase Presenter).
Métodos de Instancia:
U it(a F ia a e )
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Inicíaliza al receptor asignándole aFrame como su frame.
Display
Muestra la imagen correspondiente a la zona de reinidalizadón del estado del 
scroll de la ventana.
BarPresenter
Este presentador muestra las zonas de la ventana que indican las pordones del área 
de trabajo que no están siendo visualizadas.
Variabies de instancia:
Fíame: (de la clase Presenter).
Métodos dé instancia:
Iait(aF iam e)
Inicializa al receptor asignándole aFrame como su frame.
Display
Muestra la imagen correspondiente a las zonas del área de trabajo no visibles dentro 
de la ventana.
ScroUDefaultPresenter
Este presentador muestra las zonas de la ventana que indican la pordón del área 
de trabajo que se está visualizando.
Variables de instancia:
Fíame: (de la clase Presenter).
Métodos de instancia:
la ll(aF iam e)
Inidaliza al receptor asignándole aFrame como su frame.
Display
Muestra la imagen correspondiente a la zona visible del area de trabajo dentro de 
la ventana
M ovePresenter
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Este presentador muestra la zona de la ventana que permite realizar 
movimientos de la ventana dentro de la pantalla.
Variables de instancia:
Fiama: (de la clase Presenter).
Métodos de instancia:
Iait(aP iam e)
Inicializa al receptor asignándole aFrame como su frame.
Display
Muestra la imagen correspondiente a la zona de movimiento de la ventana. 
ReframePresenter
Este presentador muestra la zona de la ventana que permite redimensionar la 
misma.
Variabtes de instancia:
Fíame: (de la clase Presenter).
Métodos de instancia:
Iait(aF iam e)
Inicializa al receptor asignándole aFrame como su frame.
Display
Muestra la imagen correspondiente a la zona de redimensionamiento de la ventana. 
ItemPresenter
Los objetos de esta clase tienen la función de mostrar en video inverso o en video 
normal los ítems pertenecientes a un submenú, de acuerdo a si el cursor del mouse 
está o no apuntándolos.
VariabJes de Instancia:
Fíame: (de la clase Presenter). 
t ita ia : Contiene el item que se debe presentar.
Métodos de instancia* 
la it(aS tiiac .aF iam a)
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Inicializa al receptor asignándole aFrame como su frame y aString como el título 
correspondiente al ítem.
Display
Remuestra el ítem receptor cuando es apuntado por el cursor del mouse. 
DefaultltemPresenter
Los objetos de esta clase muestran la porción de los menúes que no tienen ítems 
asociados.
Variables de instancia:
F in e : (de la clase Presenter)
Métodos de instada:
Ia it
Incializa al receptor cuando éste es creado
Display
Muestra la porción de los menúes que no tienen ítems asociados.
InputPresenter
Estos reconocedores procesan eventos de entrada cuando el cursor del mouse se 
encuentra dentro de un ítem que indica uno de los posibles valores de una entrada 
en una dialog box.
Variables de instancia:
Fiama: (de la clase Presenter)
T itaia: Contiene el titulo correspondiente a la entrada asociada con el presentador. 
Métodos de instada:
Ia lt(aS triag .aF ram e)
Inicializa al receptor asignándole aFrame como su frame y aString como el titulo 
correspondiente a la entrada asociada.
Display
Muestra en video inverso el ítem correspondiente a un posible valor que puede 
tomar una entrada, cuando éste es selccionado. Si el receptor está seleccionado realiza
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la operación inversa.
Sfciw
Muestra el item correspondiente a un posible valor que puede tomar una entrada 
dentro de una dialog box.
InputT extPresenter
Estos presentadores muestran el texto que está siendo tipeado por el usuario cada 
vez que está relizando una entrada de texto.
Varíabfes de instancia:
Fraaie: (de la clase Presenter)
T itile : Contiene el titulo correspondiente a la entrada asociada con el presentador. 
D e v i:  Contiene la zona de la pantalla por debajo del texto que está siendo
ingresado.
Método? de instada:
Iiftt(aS triic .aF iam e)
Inicializa al receptor asignándole aFrame como su frame y aString como el titulo 
correspondiente a la entrada asociada.
D isp la jT  e it(a T  c i t )
Remuestra el texto que está siendo ingresado por el usuario.
Sfcav
Muestra el titulo correspondiente a la entrada relacionada con el receptor. 
ShowTextCursor Muestra el cursor de texto en el lugar correspondiente.
ScreenPresenter
Los objetos de esta clase realizan la presentación del fondo de la pantalla. Variables 
de instancia:
Fiama: (de la clase Presenter)
Métodos de instada:
Displap
Muestra todo el fondo de la pantalla.
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DefaultPresenter
Los objetos de esta dase tiene la fundón de presentar en la pantalla los fondos 
de las dialog boxes y de las ventanas de help.
Variables' de instanda:
F m e: (de la clase Presenter)
Métodos de instada:
I i i t
Inicializa al receptor cuando éste es creado.
D isp la j
Muestra los fondos de las ventanas de help y de las dialog boxes con el color 
correspondiente.
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Command
La dase Command implementa fielmente el concepto de comando explicado en 
las secdones anteriores. Por lo tanto una instanda de esta clase, luego de ser 
activada por un reconocedor, se encarga de realizar dertas tareas antes de 
invocar a la operadón correspondiente. Tales tareas son recolectar las entradas 
necesarias para la operadón, validar las entradas ingresadas y además informar 
al usuario los posibles errores cometidos durante el ingreso de los datos. Por otro 
lado, cuando el comando es informado de algún cambio en la aplicación, avisa a los 
presentadores correspondientes que deben realizar alguna presentación. Para 
realizar la tarea de recolección de entradas, el comando cuenta con dos listas de 
entradas que deberá espedficar el usuario. Una de ellas contiene las entradas que 
serán ingresadas por medio de dialog boxes, y la otra las entradas que 
representarán puntos dentro del área de trabajo. Una vez que las entradas fueron 
especificadas el comando debe validarlas. La UIMS Genius provee al programador 
de la interfase dos formas de realizar la validación de los datos ingresados. Una de 
ellas es especificado el conjunto de valores válidos para una entrada determinada, 
que puede encontrarse en la implementación de Genius como "Choice Set". La 
otra de ellas es especificando una función encargada de realizar la validación, 
que será encontrada en la implementación como "Predícate". Si el comando 
encuentra que los valores ingresados para las entradas no son correctos, puede 
presenatar el mensaje de error correspondiente a la entrada incorecta. Esto será 
explicado con mas detalle en la sección correspondiente a "Error Box". Una vez 
que todas las entradas fueron correctamente especificadas, el comando 
invoca a la operación. Obviamente, la ejecución de ésta puede provocar cambios 
sóbrelos objetos que están siendo presentados, caso en el cual la aplicación debe 
informar al comando del cambio producido. El comando no sabe "que" ha 
cambiado, pero si conoce, a través del mensaje antes mencionado, que "algo" ha 
cambiado. Por lo tanto el comando recorre la lista de presentadores que posee y 
los hace presentar en la pantalla los aspectos del modelo que han cambiado, con lo 
cual finaliza la tarea del comando.
Variab/e? de instancia:
Eiabie: Contiene True si el comando esta disponible o habilitado para ser invocado.
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En caso contrario contiene False.
Piesaaters: Contiene la lista de presentadores asociados con el comando. Si el
comando no tiene presentadores, contiene Nil.
Asssciatsr: Contiene el nombre del procedimiento asociador escrito por el
programador y que asocia un comando con una operación de la aplicación, 
iapits : Contiene la lista de entradas requeridas por el comando cuando es invocado. 
Si el comando no tiene entradas contiene NiL
PaiHti»p«ts: Contiene la lista de las entradas requeridas por el comando cuando es 
invocado, en la que cada entrada es un punto de la pantalla que será ingresado desde 
una ventana. Si el comando no requiere entradas del tipo Punto, contiene Nil.
Bax: Contiene una instancia de la clase Dialogue-Box, que es utilizada por el 
comando para que el usuario ingrese los valores de las entradas a una operación. 
eiibiBm  : Contiene una instancia de la clase Error-Box, que es utilizada por el 
comando para informar al usuario que los valores de las entradas ingresadas no han 
sido correctos.
iipatiteratai : Es un iterador utilizado por el comando para recorrer la lista de 
entradas (Inputs). Si no hay entradas, contiene Nil.
p«iBtUpatiteiat»i: Es un iterador utilizado por el comando para recorrer la lista de 
entradas de punto (Pointlnputs). Si no existen tales entradas, contiene NiL 
Métodos de instancia:
iBÍt(uAssactatai)
Inicializa el receptor asignando anAssociator a la variable de instancia Associator.
D i n
Libera la memora asignada al receptor cuando éste es destruido.
Abla
Retorna True si el comando esta habilitado y False en caso contrario.
E i i b l c C i u n d
Habilita al comando para que pueda ser invocado.
D iu b l iC iB B u d
Inhabilita al comando para que no pueda ser invocado.
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G«tIip«(Valie(vu Valar)
Retorna en Valor el valor de una entrada especifica del comando.
GatPaiatlapatValaa(Var X,Y)
Retoma en X e Y las coordenadas de una entrada del tipo punto especifica.
SatPaiatlapat(X.Y)
Asigna a X e Y los valores de las coordenadas correspondientes de una entrada del 
tipo punto ingresada por el usuario
G itB n
Retoma el dialogue-box del comando receptor.
G itE m iB ii
Retoma el dialogue-box del comando receptor.
S itE iiiiB ii(a E iiiiB « i)
Asigna aErrorBox a la variable de instancia ErrorBox del comando receptor.
R » i T i E n t iB a i
Libera el ErrorBox del comando receptor, asignándole Nil.
Si IB i i ( i B i i )
Asigna aBox a la variable de instancia Box del comando receptor.
R em iveB ai
Libera el Box del comando receptor, asignándole Nil.
A ddP iasaitai(aP iaieB tai)
Agrega aPresenter a la lista de presenters del comando receptor.
E aBBTePreseitei(aPiasaitai)
Remueve aPresenter de la lista de presenters del comando receptor.
Addlaput(amlapiit)
Agrega anlnput a la lista de inputs del comando receptor.
AddPaimtlapat
Agrega una entrada del tipo punto en la lista Pointlnputs del comando receptor.
R n
Inicializa las listas de entradas a la operación. Invoca al método Run del 
Dialogue-Box que posee el receptor y, si los valores de entrada ingresados son
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válidos, invoca al asociador apuntado por Associator para ejecutar la operación 
de la aplicación.
Valídate
Retoma True si todas las inputs del comando receptor contienen valores válidos 
para la operación. En caso contrario al método que muestra el mensaje de error 
asociado, retom ado False.
Rea V ith(aChaiactei)
Asigna aCharacter como valor de una entrada del comando receptoras 
utilizado para las entradas de caracteres desde el teclado.
Ckaaged
Envía a todos los presentadores de la lista de presentadores, excepto a los 
presentadores de iconos, la orden de mostrarse.
Dftsplaylcaas
Envía la orden de mostrarse a todos los presentadores de iconos de la lista de 
presentadores.
Icaalateisectiaa(aFiaMe)
Retoma True si la intersección entre aFrame y el frame de algún presentador de 
iconos de la lista de presentadores no es nula. Retoma False en caso contrario.
HlgkLIcktlcaas
Envía la orden de resaltado a los presentadores de iconos de su lista de 
presentadores.
W indo w Command
Esta clase se encarga de gerenciarel procesamiento cuando el cursor se encuentra 
dentro de la ventana. Actúa como administradora de la activación y de 
desactivación de los reconocedores existente dentro de la ventana y ordena 
la p resen taciones correspondien tes a los scrolls, m ovim ientos y 
redimensionamientos de la ventana, etc.
Variables de Instancia:
Textcmsai: Contiene una instancia de la clase TextCursor. Es el cursor de texto de 
la ventana asociada.
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V iikA iviR iciii izer: Contiene una instancia de la clase WorkAreaRecognizer, 
utilizada por la ventana asociada.
LabeiRecagftizen Contiene una instancia de la clase SubWindowRecognizer, 
y es el reconocedor de la zona del label de la ventana asociada. 
iflmiuc«EBizii: C o n tien e  una in stan c ia  de la C lase
SubW indowRecognizer, y es el reconocedor de la zona de Move de la ventana 
asociada.
RefiameRecacmizer: C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de Reframe de la ventana 
asociada.
PagaiipRacagBizei! C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de PageUp de la ventana 
asociada.
PaceDiwBRecagBizei: C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de PageDown de la ventana 
asociada.
ScrBiiupBaiRBcaEBizei: C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de Scroll hacia arriba de 
la ventana asociada.
scisiiDBfaaitVBiticaiRecBEBizBr: C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona del Scroll vertical que 
muestra el area de la página visible de la ventana asociada. 
sciBiiDawBBmrRecBgBfizei: C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de Scroll hacia abajo de 
la ventana asociada.
PbCbDbvbRccbeb ízbi: C on tiene una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de cambio de página hacia 
abajo de la ventana asociada.
SdBiiLettBaiRecagBizer: C on tiene una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de Scroll hacia la izquierda 
de la ventana asociada.
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scraUDafaaitHsrúsBtaiRacagBizai: C on tiene una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona del Scroll horizontal que 
muestra el area de la página visible de la ventana asociada. 
sciaiiRigktBaiRecagaizer: C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de Scroll hacia la derecha 
de la ventana asociada.
c»ficRtc»Baizar: C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de configuración de 
la ventana asociada.
ResetscraiiRecagaizer: C o n tien e  una in stan c ia  de la C lase
SubWindowRecognizer, y es el reconocedor de la zona de reseteo del scroll de la 
ventana asociada.
vaikAiaaPieseater: Contiene una instancia de la clase W orkAreaPresenter,
utilizada por la ventana asociada.
LabeiPrsssBttr ¡Contiene una instancia de la clase LabelPresenter, y es el 
presentador de la zona del label de la ventana asociada.
MmPiBsaatsi: Contiene una instancia de la Qase MovePresenter, y es el presentador 
de la zona de Move de la ventana asociada.
RefraaBPTBSBBtBn Contiene una instancia de la Qase ReframePresenter, y 
es el presentador de la zona de Reframe de la ventana asociada.
PaceUpPiBSBBtBi: Contiene una instancia de la Clase UpArrowPresenter,
y es el presentador de la zona de PageUp de la ventana asociada. 
PagBDawBPiBsfiBtBi: C ontiene una instancia de la C lase
DownArrowPresenter, y es el presentador de la zona de PageDown de la ventana 
asociada.
ScisiiupBarPiasBBtsr: Contiene una instancia de la Qase BarPresenter, y es el 
presentador de la zona de Scroll hacia arriba de la ventana asociada. 
sciBiiDafBaitVBiticaiPiBSfiBftBi: C o n tien e  una in stan c ia  de la C lase
ScrollDefaultPresenter, y es el presentador de la zona del Scroll vertical que muestra 
el area de la página visible de la ventana asociada.
scraiiDBWBBarPrBSBBtBi: Contiene una instancia de la Q ase BarPresenter, y es
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el presentador de la zona de Scroll hada abajo de la ventana asociada. 
ScraiiLeftBaiPiesutei: Contiene una instancia de la Q ase BarPresenter, y es el 
presentador de la zona de Scroll hada la izquierda de la ventana asociada. 
sciiüD«fa«itHirizMtaiPr8SMt8i: C o n tien e  una in stan cia  de la C lase
ScrollDefaultPresenter, y es el presentador de la zona del Scroll horizontal que 
muestra el area de la página visible de la ventana asodada. 
sciaiiRfchtBaiPreseatei: Contiene una instancia de la Clase BarPresenter, y es el 
presentador de la zona de Scroll hada la derecha de la ventana asociada. 
c»figPisseB«ei: Contiene una instancia de la Gase ConfigPresenter, y es
el presentador de la zona de configuradón de la ventana asodada. 
ResetsciaiiPieseater: Contiene una instancia de la Clase ResetScrollPresenter,
y es el presentador de la zona de reseteo del scroll de la ventana asociada. 
Método? de Instancia:
I i l t(a L a b tl ,iF ia B e >iC iB B iB d ,a P a |M )
Inicializa el comando de la ventana(instancia de W indowCommand) receptora, 
tomando aLabel como el nombre de la ventana, aFrame como el frame de la 
ventana, aCommand como el comando asodado al WorkAreaRecognizer, y aPages 
como la cantidad máxima de paginas que tendrá la ventana. Crea también las 
instancias de clases asociadas a sus variables de instancia.
Done
Libera la memoria asignada al receptor cuando éste es destruido.
Get W i i k A i e i P i e s » ! «
Retoma el W orkAreaPresenter del receptor.
Get V  erk A ieaR ecegaizer
Retoma el WorkAreaRecognizer del receptor.
R ea
Activa la ventana receptora. Actúa como gerenciador de todos los reconocedores 
existentes en ella. Es el loop prindpal de procesamiento de eventos cuando el 
cursor se encuentra dentro de la ventana. Display Muestra la ventana completa.
Hide
Oculta la ventana receptora.
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S ii ic k A c ( lv iR a c « |a i i« r
Retoma el reconocedor activo de todos los que componen la ventana.
P e ifa iB A c tia a
Ordena la ejecución de la acción asociada al reconocedor activo de la ventana.
D a N s tk n g
No realiza ninguna acción.
H i t c
Mueve la ventana hacia otro lugar de la pantalla.
R efiam e
Mueve la ventana receptora hacia otro lugar de la pantalla cambiando su tamaño 
y el de todas sus componentes.
S c i t l lD s v i
Realiza el scroll hacia abajo de la ventana receptora.
S cia llU p
Realiza el scroll hacia arriba de la ventana receptora.
S c ia llL aft
Realiza el Scroll hacia la izquierda de la ventana receptora.
S c ia llR ig k t
Realiza el scroll haci la derecha de la ventana receptora.
R asa tS cra ll
Reinicializa los scroll de la ventana receptora.
R e s e tF r» e s (X  I.Y  1.X2.Y2)
Cambia los frames de la ventana receptora según los nuevos límites de la 
ventana, dados por las coordenadas pasadas como parámetros.
S k iw B ti ( D a v iB a i ,X  1, Y 1.X2.Y2)
Muestra un rectángulo con linea punteada, cuando el usuario está cambiando la 
ubicación de una ventana.
H ideB ax(D aw aB ai.X  l.Y  1.X2.Y2)
Oculta el rectángulo punteado generado por el método Show Box.
P aC 'U p
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Produce la visualización de la página siguiente a la corriente.
P a g e D iv i
Produce la visualización de la página anterior a la corriente.
V  ilteChai(aCfcar)
Imprime un carácter sobre el área de trabajo de la ventana.
V  riteLiae(aLiae)
Imprime una linea sobre el área de trabajo de la ventana.
S etC ka i|ed A iaa(X  1 .Y  1 ,X 2. Y 2)
Setea un nuevo rectángulo como la changed área del presentador del área de trabajo 
de la ventana receptora.
GatTaatCMisar
Retoma el cursor de texto correspondiente a la ventana receptora.
U tv c T e itC i is n
Mueve el cursor de texto a la posición indicada por el cursor.
Caafig
Permite el seteo de tipo y tamaño de letra, tipo y grosor de linea, por parte del 
usuario, para la ventana receptora.
MenuCommand
Esta clase se encarga de gerenciarel procesamiento cuando el cursor se encuentra 
dentro de un menú, administrando la activación y desactivación de los 
reconocedores y ordenando las presentaciones de los ítems correspondientes. 
Variables de ínstanos:
itaas : Contiene la lista de los ítems de menú del receptor.
ActiveSaba»« : Contiene una referencia al submenú del receptor que está activo 
corrientemente.
D « f a u i t i t a a  : C ontiene una instancia de la clase
DefaultSubmenuRecognizer, un reconocedor para la zona del menú que no tiene 
ítems asignados.
DefavitPreseatei : Contiene una instancia de la clase DefaultltemPresenter,
C/sei Inter face Marntgemejif System foigina óó
CAPITULO 5: IMPLEMENTACION
un preentador para la zona del menú que no tiene ítems asignados.
Métodos de instancia:
Ia it
Inicializa el objeto receptor.
D i n
Libera la memoria asignada al receptor cuando éste es destruido.
Fram0O f(aS tiiac )
Retoma el frame del ítem del menú receptor que tiene label aString.
D isp la j
Muestra sobre la pantalla el menú completo.
R i i
Activa el menú receptor. Actúa como gerenciador de todos los ítems existentes 
en él. Es el loop principal de procesamiento de eventos cuando el cursor se encuentra 
dentro del menú.
Add(aJLec.aPies)
Agrega un ítem de menú al menú receptor.
S«uckActÍT0lt0Bi(aRBC,aPT0s)
Retoma en aRec y aPres el reconocedor y el presentador del ítem de menú 
corrientemente activo 
+
SubMenuCommand
Esta clase se encarga de gerenciarel procesamiento cuando el cursor se encuentra 
dentro de un submenú, administrando la activación y desactivación de los 
reconocedores y ordenando las presentaciones de los ítems correspondientes. 
Va/iabies de instancia:
ítems: Contiene la lista de los ítems del submenú receptor.
D»vi: Contiene un puntero a una zona de memoria en la que se guarda la imagen 
de la pantalla que se encuentra por debajo del submenu receptor. Es de uso interno 
de la UIMS.
Métodos de instancia:
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iBÍt
Inicializa el submenu receptor.
D » e
Libera la memoria asignada al receptor cuando éste es destruido.
Display
Muestra sobre la pantalla el submenú completo.
Hids
Oculta el submenu receptor.
R u
Activa el submenu receptor. Actúa como gerenciador de todos los ítems existentes 
en éL Es el loop principal de procesamiento de eventos cuando el cursor se encuentra 
dentro del submenú.
A dd(aR 0c,aP ras)
Agrega un ítem de submenú al submenú receptor.
S«aichA ctiv0ltBm(aIt.0c ,aP i0s)
Retoma en aRec y aPres el reconocedor y el presentador del ítem de submenu 
corrientemente activo.
InputCommand
Esta clase realiza el gerenciamiento de los posibles ítems que puede seleccionar el 
usuario para setear un valor para una entrada determinada.
Vaiiaties de instancia:
iteat: Contiene una instancia de la clase InputCommandList, una lista de
presentadores y valores posibles asociados a una Input
iipwt: Contiene una instancia de la clase Input, a la que está asociada la
inputCommand, para poder darle el valor de la entrada elegido por el usuario. 
Activ0Pi0S0Bt0r: Contiene una referencia al presentador de la lista apuntada por ítems 
que está corrientemente activo.
Métodos de instancia:
I ilt(a lip M t)
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Inicializa el receptor, asignando alnput a la variable de instancia Input
Dome
L ibera la m em oria asignada al re ce p to r cuando  éste  es d es tru id o .
D is p la y D ifa i l t( a T il i i)
Ordena al presentador de a Valué que se muestre en video inverso, a Valué es el valor 
default de la input asociada.
G i l l i p i t
Retoma la Input del receptor.
C l i u A c t iT iP i i s a i t»
Pone en Nil el ActivePresenter. Run(aValué) Hace un display del presentador activo 
y setea el valor de la Input asociada con a Valué.
S e u c k P ic ie i t f l i ( i n V i l ie )
Retoma el presentador del valor auxValué.
AddProsemtor(oPiosemtei,aYalm0)
Agrega una ocurrencia a la lista de Ítems, con un presentador aPresenter y un 
valor a Valué.
DefaultlnputCommand
Variables de Instancia:
OK?resea ton Contiene una instancia de InputPresenter, un presentador para el 
OK de un dialogue-Box.
CanceiPresenter: Contiene una instancia de InputPresenter, un presentador pera el 
CANCEL de un Dialogue Box. 
iteas: ( de la clase InputCommand). 
iapat: ( de la clase InputCommand).
A c tm P re se a te r : (de la clase InputCommand).
Métodos de instancia:
Im it(oO K Pros,aC ucelP i0s)
Inicializa el receptor,asignando aOKPres a la variable de instancia OKPresenter 
y aCancelPres a CanceiPresenter.
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Dase
Libera la zona de memoria asignada al receptor,cuando éste es destruido.
R n ( a T i l i> )
Si a Valué es *OK* setea la instancia de OK del D.Box del comando activo. En caso 
contrario setea el CANCEL del mismo objeto.
G itO K P ia s iitn
Retoma el OKPresenter del receptor.
G atC M celP iasH te i
Retoma el CancelPresenter del receptor.
InputTextCommand
Esta clase administra la entrada de texto por piarte del usuario cuando se está 
especificando una entrada de este tipo, y ademas setea el valor correspondiente. 
Varialifes de Instanos:
T «*t: Contiene el valor de la entrada por texto para el comando asociado.
Upat: Contiene una referencia a la Input cuyo valor el objeto receptor obtendrá 
del usuario.
P rtsu tsr: Contiene el presentador de la entrada que se desea obtener.
Métodos de úistanda:
Ia it(a lapat.aP iesB ate i)
Inicializa el objeto receptor, asignando alnput a Input y aPresenter al Presenter.
D m
Libera la zona de memoria del receptor, cuando éste es destruido.
DisplapDefaalt
Muestar el valor default dado para la Input que desea obtener el receptor.
R v i(aC ka iac tc i)
Procesa el carácter recibido por el receptor,y en caso de ser correcto, cambia el 
valor de la input asociada poniendo como nuevo valor el nuevo contenido de text.
GetPieseatei
Retoma el presentador del objeto receptor.
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C le a iT e x t
Pone el valor default de la entrada en text.
ErrorCommand
Realiza la administración del procesamiento cuando se encuentra abierta una 
ventana de error.
Variatús de instando
o k p iis c iim : Contiene un presentador para el O K dela caja que muestra el mensaje
de error de un comando.
ítems: ( de la clase InputCommand).
impmt. ( de la clase InputCommand).
ActivePreseatei: (de la clase InputCommand).
Método? de instancia:
Iiit(aO K P res )
Inicializa el objeto receptor, asignando aOKPres a la variable de instancia 
OKPresenter.
Dame
Libera la zona de memoria del receptor cuando éste es destruido.
Ras
Setea el OK del error box activo.
GetOEPreseatei
Retoma el OKPresenter del objeto reeptor.
Help
Realiza la administración del procesamiento cuando se encuentra abierta una 
ventana de help.
Fan&Ms de instancia:
Fiama : Contiene el frame sobre el que se van a mostrar los textos del help. 
D iva : Contiene un puntero a una zona de memoria en la que se guarda la imagen 
de la pantalla que esta por debajo del frame del help. Es de uso intemo de la UIMS
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DefaaitRec : Contiene un reconocedor para la pantalla del help.
DefavitPrts: Contiene un presentador para la pantalla del help.
T itila : Contiene el título del mensaje de help corriente.
tbmi : Contiene un arreglo de diez líneas con el texto del help corriente.
Heipitens : Contiene una lista de los ítems del help que son accesibles desde el 
ítem corriente.
ActmHaip : contiene un número entero que referencia a un ítem del help, que es 
el que está corrientemente activo.
Método? de Pístenos:
Iait
Inicializa el objeo receptor.
Daae
Libera la zona de memoria asignada al receptor cuando es destruido.
Raa(HelplVambei)
Invoca al método que muestra el ítem del help referenciado por el número 
HelpNumber.
OpeaBai
Abre la pantalla para mostrar los mensajes de help.
Display
Muestra el mensaje de help corrientemente activo.
AddHelp(X l.Y l.HalpNambei.Title)
Agrega un mensaje de help , asociándole el número HelpNumber y el titulo title.
Hide
Oculta el mensaje de help corrientemente activo.
RaaHelp
Activa la pantalla de help. Actúa como gerenciador de todos los reconocedores 
existentes en él. Es el loop principal de procesamiento de eventos cuando el 
cursor se encuentra dentro de la pantalla de help.
SevcbActiveHelp(aRec)
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Retoma el help asociado al reconocedor aRec.
SetActW aHalp(aValae)
Setea como help activo al asociado con el número a Value.
ScreeaHelp
Activa el help del screen.
HeaaHelp
Activa el help del menu.
LabelHelp
Activa el help del label de una ventana.
DialegaeBexHelp
Activa el help del dialogueBox.
W eikA ieaHelp
Activa el help del area de trabajo de una ventana.
MaveHelp
Activa el help del move de una ventana.
R afraa iH a lp
Activa el help del reframe de una ventana.
SciallHalp
Activa el help del scroll de una ventana.
PafsHelp
Activa el help del paginado de una ventana.
CaafigHalp
Activa el help de la configuración de una ventana.
IcaaHalp
Activa el help de los iconos.
RasatScrillHalp
Activa el help del reseteo de los scroll de una ventana.
DialogueBox
Esta clase proporciona uno de los principales medios de ingreso de datos en la
l/se i Interface Management System Fagina 73
CAPITULO 5: IMPLEMENTACION
UIMS Genius. Estas entradas pueden ser especificadas por medio de selección 
de posibles valores o por medio de ingreso de datos por teclado.
Va/iahfes de Instancia:
Tít«ia: Contiene un string con el titulo de la caja de diálogo.
iupatiteais: Contiene una lista de inputRecognizers, cada uno de ellos asociado con
una de las posibles selecciones que se pueden hacer en una caja de diálogo.
lupatTextitaais: Contiene una lista de inputTextRecognizers, cada uno de ellos
asociado con una de las entradas por texto que se pueden hacer en una caja d
diálogo.
Davi: Contiene un puntero a una zona de memoria en la que se guarda la imagen 
de la parte de la pantalla ubicada por debajo del dialogueBox. Es de uso interno de 
la UIMS.
o k : Contiene True si se dio el OK en la caja de diálogo para que se invoque a una 
operacion.Es False en caso contrario.
Caucel: Contiene True si se eligió cancelar la invocación a una operación por la que 
se estaban ingresando datos de entrada. Es False en caso contrario.
DefauitRec: Contiene un reconocedor para el fondo de la caja de diálogo. 
DefauitPres: Contiene un presentador para el fondo de la caja de diáilogo. 
okRec: Contiene una instancia de DefaultlnputRecognizer, un reconocedor para 
la opción de OK.
CuucuiRecContiene una instancia de DefaultlnputRecognizer, un reconocedor para 
la opción de Cancel 
Métodos: de Instancia:
In it(aTitula.aFram e)
Inicializa el objeto receptor, asignando aTitulo al Titulo y aFrame al Frame.
Dana
Libera la zona de memoria asignada al receptor cuando éste es destruido.
AddOptian(aCamuiamd.aFiaae.aPreseatatiau.aValue)
Agrega un nuevo posible valor de entrada para las Input de la caja de diálogo en 
la lista Inputltems.
A ddluputT eHt(aluput.aFrame.aValue)
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Agrega una nueva InputText en la lista InputTextltems, para que el usuario ingrese 
un valor de entrada por texto.
Display
Muestra la caja de diálogo.
Hide
Oculta la caja de diálogo.
R n
Activa la caja de diálogo. Actúa como gerenciador de todos los reconocedores 
existentes en él. Es el loop principal de procesamiento de eventos cuando el 
cursor se encuentra dentro de la caja de diálogo.
GetOK
Retoma un valor booleano con el valor de la variable de instancia OK.
G ctC u ce l
Retoma un valor booleano con el valor de la variable de instancia Cancel.
SetOK
Pone en True el valor de OK.
S etC u cs l
Pone en True el valor de Cancel.
G itO E R ic ic i iz i i
Retoma el valor de OKRec.
GetCaacelRecagaizei
Retoma el valor de CancelRec.
SetOK Iap*t(aR ec)
Asigna aRec a OKRec.
SetCaacclIapat(aRec)
Asigna aRec a CancelRec.
SeaickActlvelapat(aRec)
Retorna en aRec el reconocedor activo de toda la lista de Inputltems, 
incluyendo el OKRec y el CancelRec.
Seaick A ctive lap atT  eat(aRec)
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Retoma en aRec el reconocedor activo de toda la lista de inputTextltems.
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Error Box
Esta clase tiene la fundón de informar al usuario los errores cometidos durante el 
ingreso de datos.
Varíabies de instada:
Msg: Contiene el mensaje a mostrar.
Dowb: Contiene un puntero a la posición de memoria en donde se encuentra la 
parte de la pantalla que está por debajo de la ventana de error. 
ok: Contiene true si el usuario selecdonó OK. En caso contrario contiene false. 
Fiaac: Contiene el frame correspondiente a la ventana en donde se mostrará el 
mensaje de error.
DefaaitRec: Contiene el reconocedor que administrará los movimientos del
cursor sobre el fondo de la ventana de error.
DefaaitPies: Contiene el presentador del fondo de la ventana de error.
okrcc: Contiene el reconocedor correspondiente al ítem de OK dentro de la
ventana de error.
Métodos de instanda:
la it(a lis g )
Inicializa al receptor con aMsg como mensaje de error.
D u e
Libera la memoria asignada al receptor cuando éste es liberado.
Dlsplay
Muestra al receptor sobre la pantalla.
Hide
Oculta al receptor.
R n
Administra los movimientos del cursor y selecciones mientras se encuentra activa 
la ventana de error.
G itO K
Retoma el valor de la variable se instancia OK del receptor.
SbIOK
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Pone en true el valor de la variable de instancia OK del receptor.
GetOKJLecagaizer
Retoma el reconocedor del ítem de OK del receptor.
S e u c k A c tlv c R e c i( iiz e i( iR e c i|i iz M )
Retoma el reconocedor activo dentro de la ventana de error.
Input
La clase Input es de fundamental importancia en la tarea de ingreso de datos 
por parte del usuario. Toda entrada que debe ser especificada por el usuario tiene 
asociada una instancia de la clase Input Dentro de esta clase se realiza la tarea 
de validación de las entradas y de información de los posibles errores al usuario. 
Variab/es de instancia:
vaiwe : Contiene el valor correspondiente de la entrada.
Defuitvaiae: Contiene el valor que tomará por defecto la entrada cuando sea 
inicializada.
UsgEirai: Contiene el mensaje que se mostrará al usuario cuando éste ingrese un 
valor no permitido.
upvtTyps: Contiene el tipo predefinido al cual pertenecen los valores
correspondiente a la entrada. Genius permite pasar como parámetro las siguientes 
constantes: IntegerType, LonglntType, RealType, StringType y CharType. 
Predícate: Contiene la función especificada por el programador de la interfase 
utilizada para validar los datos ingresados por el usuario. 
cheíceSet: Contiene el conjunto de valores válidos para la entrada.
Métodos de instancia:
Iait(aDefaalt¥alae,aTppe,aPredicate,aCkeiceSet,aM sgErrei)
Inicializa al receptor asignando en sus variables de instancia los valores 
correspondientes a los parámetros.
D a n
Libera la memoria asignada al receptor cuando este es destruido.
I i i t V i l i e
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Reinicializa el valor de la entrada con el valor default.
GetValae
Retoma el valor corriente del receptor.
S e tV a lie ( iV a lie )
Setea el valor del receptor con a Valué.
P atVaU e(aTezt)
Setea el valor de la entrada ingresado en forma de string.
GetStiValae
Retoma el valor de la entrada en forma de string.
GetDefaaltValae
Retoma el valor default del receptor.
GetType
Retoma el tipo de los datos correspondientes al receptor.
Valídate
Realiza la validación del dato asignado al receptor. Retoma true si la validación resulta 
correcta o false en caso contrario.
Waiaimg
Crea una instancia de la clase ErrorBox y ordena su presentación, con el objeto de 
informar al usuario el ingreso de un dato inválido.
Valué
Esta clase es usada junto con la clase Input, y tiene como función contener 
valores posibles que puede tomar una entrada.
VaristLes de Lístenos:
B«ffar: contiene los bytes correspondientes al valor almacenado, 
size: contiene la cantidad de bytes que contiene Buffer.
Métodos de Listonas:
S e tV tlie (tV a lie .a S lze )
Inicializa al receptor con los bytes correspondientes a a Valué y Size correspondiente 
a aSize.
¿/ser t/íferface Msitdgemenf System Fcígwj 79
CAPITULO 5: IMPLEMENTACION
Done Libera la memoria asignada al receptor cuando éste es creado.
Eqaal(aValae)
Retoma True si el receptor es igual a aValue. En caso contrario retom a false.
C h u K c V ilie (iV a lie ,a S lz e )
Cambia el contenido del receptor por los nuevos valores recibidos.
Ge t Valué
Retoma el valor almacenado por el receptor 
Menú
Esta clase provee una forma simple de crear menúes para la interfase y de 
agregarle ítems y submenúes.
Variafrfes de instancia:
aU eiiC eaaaid: Contiene una instancia de la clase MenuCommand.
Métodos de instancia:
Iait
Inicializa el objeto receptor.
Done
Libera la zona de memoria asignada al receptor cuando éste es destruido.
S c k i d i l i H m
Abre el menú receptor y lo agrega en el Scheduler.
A d d It iB (a S t i i i |  l ,a S t i i i2 ,a C iB B u d )
Agrega el ítem aString2 al Submenu cuyo ítem de menú es aStringl.
A d d S ib m iB Í(a S tr iic )
Agrega el ítem de menú aString al menú receptor.
S ib H m O f f ( iS t i i i | )
Retoma el submenú correspondiente al ítem de menú aString.
Icón
Esta clase provee una forma simple de incorporar iconos a la interfase. 
Varíaties de instancia:
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No posee.
Métodos: de instancia:
I i i t ( R t c n . a C » a u d )
Inicializa el icono receptor, leyendo del archivo correspondiente la figura del icono 
con número de registro Recno y asociándole el comando aCommand.
W indow
Esta clase provee una forma simple de abrir ventanas, comunicarse con ellas durante 
su utilización y cerrarlas cuando se considere necesario.
Vadatiks de mstanda:
viidavR ac Posee una instancia de la clase WindowRecognizer.
Método? de instancia:
I i i t ( iL a b e l , iF ia a i liC a B B H d ,iP ic is )
Inicializa la ventana receptora, que tendrá como label aLabel, como frame aFrame, 
como comando aCommand y como máximo de páginas a usar aPages.
O peaV iadaw
Abre la ventana receptora y la agrega en el Scheduler.
C l is e V I id iv
Cierra la ventana receptora.
Dase
Libera la zona de memoria asignada al receptor cuando éste es destruido.
GetPisssaftei
Retoma el presentador de la ventana receptora.
Scheduler
Esta clase implementa en concepto de scheduler explicado en secciones 
anteriores, cuya función fundamental es gerenciar la activación y desactivación de 
todos los reconocedores existentes en la pantalla.
Variab/es de instancia:
Recagaizers: Contiene una lista de todos los reconocedores de la interfase, entre los
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que realiza su tarea de scheduling.
DsfaaitRecsgaizar: Contiene un reconocedor del fondo de la pantalla, aquél que 
se activa si no existe otro reconocedor sobre la zona de la pantalla apuntada por el 
cursor.
R*Hiag: Contiene True mientras el Scheduler esté activo, es decir, mientras la 
UIMS esté trabajando. Cuando se poone en Falseja UIMS se desactiva. 
Métodos de üistanda:
Ia it
Inicializa el scheduler receptor.
D m
Libera la zona de memoria asignada al receptor cuando éste es destruido.
Q ait
Pone Running en False.
lB itD «fa« lt(aS c ia»R »c)
Inicializa el reconocedor del fondo de la pantalla.
Rm
Activa el Scheduler. Es el loop principal de la UIMS.
Add(aRecagaizai)
Agrega un recognizer a la lista Recognizers.
ScarchActiaeRacagaizei
Retoma el recognizer activo de la lista Recognizers.
R ea«vc(aR eci|B l2e i)
Remueve un reconocedor de la lista Recognizers.
R ed iaw S cre»
Redibuja la pantalla cuando se cierra o se mueve una ventana.
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