Pagamentos em dispositivos Android com NFC by Fernando Manuel Pires Mateus das Graças
FACULDADE DE ENGENHARIA DA UNIVERSIDADE DO PORTO
Pagamentos em dispositivos Android
com NFC
Fernando Manuel Pires Mateus das Graças
Mestrado Integrado em Engenharia Informática e Computação
Orientador: António Miguel Pontes Pimenta Monteiro
18 de Fevereiro de 2012

Pagamentos em dispositivos Android com NFC
Fernando Manuel Pires Mateus das Graças
Mestrado Integrado em Engenharia Informática e Computação
Aprovado em provas públicas pelo Júri:
Presidente: Ricardo Santos Morla
Arguente: Pedro Manuel Henriques da Cunha Abreu
Vogal: António Miguel Pontes Pimenta Monteiro
18 de Fevereiro de 2012

Resumo
A visão dos pagamentos utilizando dispositivos móveis existe há vários anos, no entanto as
tecnologias usadas aliadas à reduzida quota de mercado dos smartphones com tecnologia de ponta,
têm atrasado várias iniciativas tentando inovar nesta área.
Com a massificação dos smartphones com a tecnologia Near Field Communication (NFC),
esta área tem tido recentemente um novo foco. Esta tecnologia veio resolver as falhas de usabili-
dade e segurança que as tecnologias como o Bluetooth, Infravermelhos e SMS, quando aplicadas
a este tipo de serviços tinham. O NFC, com a sua usabilidade e segurança, e a mais valia da
usabilidade obtida pelos smartphones, que é um ecrã com tamanho considerável, são uma com-
binação ideal para retomar a visão inicial. Aproveitando a atualidade do tema dos pagamentos
por NFC, o objetivo desta dissertação é o estudo e desenvolvimento de uma arquitetura que en-
volva pagamentos, em dispositivos Android utilizando a tecnologia NFC e outras que lhe estão
associadas.
A realização desta arquitetura envolveria a criação de um serviço em Android, e o desenvol-
vimento de uma applet em JavaCard a correr num elemento seguro do dispositivo, onde estaria
toda a informação sensível do utilizador. Um dos pontos inovadores desta arquitetura passaria pela
possibilidade de vários fornecedores de serviços poderem elaborar uma aplicação sua e integrá-la
com o serviço existente, associando ao pagamento em si possíveis outras atividades de fidelização
e aquisição de valores eletrónicos, a serem redimidos posteriormente.
O desenvolvimento da arquitetura foi realizado em iterações o que permitiu validar mais ra-
pidamente cada componente, e foi adotada uma metodologia Test-Driven Development durante o
desenvolvimento da applet, por este ser um elemento crucial e que requer mais atenção, devido ao
seu papel na arquitetura.
Conseguiu-se elaborar e implementar a arquitetura pretendida, satisfazendo os objetivos pro-
tostos para esta dissertação.
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Abstract
The sight of payments with mobile devices has existed for several years, however the technolo-
gies used, together with the small market share of smartphones with edge technology, discouraged
any initiative that tried to innovate in this area.
With the popularization of smartphones with Near Field Communication (NFC), this area has
had a new focus. This technology has solved the usability and security flaws that technologies
like Bluetooth, Infrared and SMS had, when applied to this type of services. The NFC with its
usability and security, with added value of smartphones, which have a considerable screen size,
are an ideal combination to regain the initial vision. Leveraging the recent renewed interest for
NFC payments, the goal of this dissertation is the study and development of an architecture that
involves payments on Android devices using the NFC technology.
The realization of this architecture would involve the creation of an Android service, and the
development of a JavaCard applet to run on a device’s secure element, where all the sensitive
information of the user would reside. One of the innovations of this architecture would be the
possibility of multiple service providers develop an application which integrates with the exis-
ting Android service and can have new functionalities like fidelization and electronic valuables
purchase activities.
The architecture development was carried out in iterations that allowed to faster validate each
component, and was adopter the Test-Driven Development methodology during development of
the applet, because this is a crucial component that required more attention due to its role in the
architecture.
An architecture was drawn and its implementation carried out and tested, satisfying the pro-
posed goals of this dissertation.
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Capítulo 1
Introdução
A massificação de dispositivos móveis cada vez mais rápidos e com mais tecnologias, tem
vindo a influenciar a forma como se podem usar para facilitar o dia a dia. Um destes exemplos
é a utilização do telemóvel para substituir a carteira que diariamente todos nós transportamos. A
utilização do telemóvel neste cenário, deveria, por exemplo possibilitar a realização de pagamen-
tos, servir de passe do autocarro ou metro, conter cupões de desconto para remissão nas lojas,
entre outras funcionalidades. Com a introdução da tecnologia Near Field Communication (NFC)
nos telemóveis, as funcionalidades acima descritas passaram a ser uma realidade alcançável. Com
esta visão, surgiram diversas iniciativas mundialmente, como as soluções da Google e Microsoft,
fazendo com que este tema seja bastante recorrente neste momento.
1.1 Contexto/Enquadramento
A dissertação contempla a área da computação móvel, e insere-se no âmbito do projeto nacio-
nal MobiPag, que visa a implementação em Portugal de pagamentos com NFC. Este projeto conta
com a participação de vários parceiros, desde entidades bancárias, prestadores de serviços, e em-
presas tecnológicas, todos eles com bastante conhecimento da matéria, o que aumenta a confiança
num projeto ambicioso como este.
O projeto, para além de contemplar os pagamentos em si, engloba também alguns dos casos
referidos anteriormente, como sejam, a validação de bilhetes de metro/autocarro e a aquisição
e remissão de cupões em lojas e bilheteiras. Para possibilitar a implementação deste sistema
nos dispositivos móveis, surgiu a necessidade de estudar o funcionamento da tecnologia NFC
e de todas as tecnologias associadas ao seu funcionamento para obter a finalidade pretendida.
Esta tecnologia, com o seu curto alcance, aliada a um elemento seguro ligado ao seu hardware,
tem um bom potencial de segurança, ideal para o sistema a especificar e implementar. Como
o sistema operativo Android é atualmente o sistema operativo móvel contendo uma Application
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Programming Interface (API) de acesso do NFC madura e também dada a sua massificação, este
será o sistema base para o estudo da tecnologia NFC e a sua aplicação em pagamentos.
1.2 Projeto
O projeto MobiPag surgiu como uma iniciativa para estudar e implementar em Portugal um
sistema de pagamentos utilizando dispositivos móveis, engobando também a gestão de elementos
de fidelização como o casos dos cupões de desconto, e ainda a bilhética. O objetivo da iniciativa
consiste em englobar o máximo de casos de uso possível com a finalidade de conseguir substituir
uma carteira.
Esta iniciativa conta com parceiros como as instituições bancárias e as operadoras móveis.
Estas parcerias permitem abranger um maior número de utilizadores, dadas as vantagens inerentes
a quando da sua abertura ao público, permitindo não excluir utilizadores de certas redes móveis e
abranger o maior número de clientes das instituições bancárias.
1.3 Motivação e Objetivos
Pretende-se nesta dissertação, estudar a arquitetura NFC em dispositivos Android e a associa-
ção a um tipo de elemento seguro. Estes elementos podem ser disponibilizados de várias formas,
sendo as mais comuns um circuito embebido no próprio dispositivo, um elemento amovível na
forma de cartão uSD (micro SD), ou o próprio SIM usado pelos operadores de telecomunicações
móveis. Estes elementos seguros constituem por si só um sistema de computação completo com
acesso controlado, executando um pequeno sistema operativo, sendo atualmente o mais comum o
JavaCard. A arquitetura de software a especificar e a concretizar como prova de conceito, impli-
cará o desenvolvimento de uma Applet em Javacard para o elemento seguro, um serviço Android
que comunicará com o elemento seguro e disponibilizará uma API de alto nível a ser utilizada por
aplicações para o utilizador que utilizem esta plataforma de pagamentos.
A atualidade das tecnologias a abordar, aliadas ao seu momentum, e ao tipo de projeto a que
se destinam, fazem com que o seu estudo seja bastante interessante e motivador. Com este es-
tudo, desenvolvem-se e aprofundam-se conhecimentos nas comunicações e computação móvel,
que provam ser valiosos nos dias correntes devido á sua popularidade e procura.
1.4 Estrutura da Dissertação
Neste contexto, surgiu a dissertação “Pagamentos em Android com NFC”, e com o presente
documento, pretende-se dar a conhecer o estado da arte a nível da tecnologia NFC e todos os
seus componentes associados, bem como os trabalhos relacionados com pagamentos móveis com
NFC (Android e outros sistemas operativos móveis) e explorar uma possível hipótese de solução
a aplicar numa iniciativa nacional. Este documento para além da introdução, terá mais quatro
capítulos. No capítulo 2, é descrito o estado da arte e são apresentados trabalhos relacionados. No
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capítulo 3 descreve-se o problema e requisitos associados. No capítulo 4, é proposta uma possível
solução a aplicar e a sua implementação. No capítulo 5 tiram-se algumas conclusões sobre o
trabalho até agora realizado e é perspetivado o trabalho futuro.
3
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Capítulo 2
Revisão Bibliográfica
Neste capítulo será exposto o estado da arte, a fim de mostrar o que existe a nível de outros
trabalhos realizados no domínio e será feita uma revisão das tecnologias a usar.
2.1 Trabalhos relacionados
Existem inúmeras iniciativas de pagamentos com dispositivos móveis, no entanto apenas serão
abordadas as que realizam qualquer tipo de pagamentos ou serviços com NFC.
Das várias iniciativas com implementação de sistemas de pagamentos com NFC, serão apre-
sentados os dois mais pertinentes, destacando as suas falhas e vantagens. Será ainda feito um
sumário com as características de outras iniciativas menos relevantes.
2.1.1 Google Wallet
A Google Wallet é uma solução apresentada pela Google, que visa efetuar pagamentos em
Android via NFC. Esta solução é um sistema de carteira que pode ter vários cartões bancários,
em que cada utilizador configura no sistema do Google Wallet os cartões de débito/crédito que
pretende associar, passando assim a poder usar a aplicação disponibilizada pela Google no seu
dispositivo Android, para realização de pagamentos por NFC.[Goo13e, Goo13d]
Um utilizador que tenha aderido a este sistema, só poderá efetuar pagamentos com o seu
telemóvel, em lojas que disponham de um terminal instalado pela Google. Os comerciantes que
pretendam facilitar ao seus clientes este serviço, terão de se candidatar a este sistema na página
disponibilizada pela Google para o efeito.[Goo13e]
Até ao momento esta solução só está disponível nos Estados Unidos, e restrita a poucos tele-
móveis. Para além dos escassos dispositivos, a arquitetura da implementação é também bastante
restritiva, devido à escolha do tipo de elemento seguro, que é embutido no próprio NFC. Isto
acarreta inconvenientes, porque nem todos os telemóveis que dispõem de NFC tem esse elemento
seguro embutido, deixando assim potenciais consumidores de fora.[Goo13e]
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2.1.2 Microsoft Wallet
A Microsoft anunciou a sua solução de pagamentos geral (pagamentos, bilheteiras e cupões)
por NFC, na conferência realizada aquando da apresentação do Windows Phone 8, no pretérito
mês de Junho de 2012, adiantando apenas alguns detalhes da sua implementação. Durante essa
conferência foi anunciado que a operadora móvel francesa Orange, seria a primeira a distribuir
dipositivos com este sistema de pagamentos. A nova versão do sistema operativo móvel só foi
disponibilizada no final do ano 2012, à data da escrita desta dissertação, não permitindo obter
informações detalhadas. Assim, o conteúdo explicitado nesta subsecção foi obtido na referida
apresentação de Junho.[BMG12]
Dos detalhes adiantados, são de salientar algumas semelhanças com o sistema anterior, já que
este visa também ter apenas uma única aplicação para pagamentos a diversos fornecedores de
serviços, mas com duas diferenças.
A primeira é a integração da solução de pagamentos que cada fornecedor de serviços (bancos,
bilheteiras, entre outros) fornece, através de uma API definida, com a aplicação de pagamentos
da Microsoft, oferecendo ao utilizador uma experiência consistente e simples, dado que apenas
existiria uma aplicação principal, sendo os pagamentos efetuados de uma maneira transparente.
Com esta arquitetura qualquer banco, cinema, loja, poderia ter o seu sistema de pagamentos e
disponibilizar no Windows Phone 8 uma forma de interagir com os seus sistemas.
A outra diferença relativamente à solução da Google consiste na escolha do tipo de elemento
seguro, que será o SIM do telemóvel, alargando assim o número de telemóveis com Windows
Phone 8 que poderia usufruir deste sistema, dado que a percentagem de telemóveis sem SIM não
é significativa.[BMG12]
Este sistema, pelos detalhes fornecidos na sua apresentação, contrasta bastante com o sistema
utilizado da Google, quer na sua implementação quer no modo a operar. No entanto por mais
vantajoso que este sistema seja, o número de utilizadores de Windows Phone é consideravelmente
baixa, e para além disso, qualquer utilizador de Windows Phone 7.5 não poderá usufruir deste
sistema, sem que para o efeito tenha de comprar outro dispositivo com a nova versão do sistema
operativo, o que poderá comprometer inicialmente o sucesso deste serviço.[BMG12]
2.1.3 Outras iniciativas
E existem outras iniciativas de pagamentos com NFC apresentadas um pouco por todo o
mundo. Algumas menos conhecidas que as anteriores, que implementaram este tipo de serviço,
não fornecem muitas informações específicas sobre a sua implementação. As únicas informações
recolhidas foram o tipo de serviços que estas implementações oferecem.
A tabela 2.1 está organizada de acordo com os vários tipos de pagamentos:
• Micro Pagamento: pagamento de valor até 2 euros.
• Macro Pagamento: pagamentos com valor superior a 25 euros.
• Pré Pagamento
6
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• Pós Pagamento
Tabela 2.1: Tabela de iniciativas de pagamentos com NFC
Micro Pagamento Macro Pagamento Pré Pagamento Pós Pagamento
Cityzi Sim
SITGES Sim Sim
FH/Austria Sim
PayPass/PayWave Sim
2.2 Tecnologias
O consórcio MobiPag definiu no início da execução do projeto quais as tecnologias a explo-
rar para uma primeira realização do sistema de pagamentos. Estas consistem na utilização de
telemóveis dotados de NFC executando o sistema operativo móvel Android, utilizando o SIM do
telemóvel como elemento seguro, que por sua vez contém o sistema operativo JavaCard. Estas
tecnologias tem notórias vantagens em relação às restantes, como será justificado.
2.2.1 Near Field Comunication
Near Field Communication ou NFC, é uma tecnologia de comunicação sem fios de alta frequên-
cia com baixo alcance, que permite trocar informação entre dispositivos com a distância máxima
teórica de 10 centímetros, embora na realidade uma distância bastante mais curta seja necessá-
ria. É uma extensão à tecnologia de identificação de radiofrequências (RFID), que implementa as
normas de cartões de proximidade ISO/IEC 144431 e FeliCa2, combinando também a possibili-
dade de ser um leitor dos mesmos, num único dispositivo. Esta tecnologia foi criada em conjunto
pela Nokia, Philips e Sony, que em 2004 fundaram uma associação sem fins lucrativos chamada
NFC Forum3. O NFC Forum promove a implementação e normalização do NFC para garantir
interoperabilidade entre dispositivos.[PT, Pro11]
Esta tecnologia apresenta as seguintes vantagens:[PT, Pro12]
• Tem muito pouco alcance, tornando-a difícil de intercetar.
• É percetível para o utilizador porque este sabe exatamente com qual dispositivo se está a
efetuar a comunicação.
• É omnidirecional, por isso o utilizador só precisa de aproximar o seu dispositivo do dispo-
sitivo alvo.
• As suas implementações podem conter um elemento seguro embutido.
1Página do standard ISO/IEC 14443: http://wg8.de/sd1.html#14443
2Página do standard FeliCa: http://www.sony.net/Products/felica/about/index.html
3Página do NFC Forum: http://www.nfc-forum.org/home/
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• Consome muito pouca energia e permite o funcionamento em dispositivos sem bateria, ob-
tendo a energia do campo de radiofrequências do outro dispositivo.
• É interoperável, o NFC funciona com as tecnologias dos cartões de proximidade atuais.
Para melhor entender o funcionamento do NFC convém ter em mente a sua arquitetura de alto
nível, que se apresenta no diagrama seguinte (figura 2.1):
Dispositivo Móvel
Sistema Operativo
Controlador NFC Elemento SeguroDispositivo NFC, Tag, SmartCard SWP, I2C
HCI
Antena
API do
 SO
Figura 2.1: Arquitetura de alto nível de um dispositivo com NFC
Neste diagrama podem observar-se as ligações de comunicação existentes entre sistema ope-
rativo, elemento seguro e controlador NFC. Nem todas estas ligações são usadas ao mesmo tempo,
e dependem do modo de uso que o controlador NFC está indicado a utilizar. A troca de modos é
feita pelo sistema operativo, através da interface de comunicação HCI (Host Controller Interface),
com o controlador NFC.
O NFC tem especificados, até ao momento, três modos de funcionamento, cada um oferecendo
funcionalidades diferentes e vantagens associadas, sendo estes modos: emulação de cartão4; lei-
tura/escrita5 e Peer-to-Peer ou P2P.[Pro11]
Algumas das características e funcionalidades dos elementos seguros dependem do modo de
funcionamento do controlador NFC, como se descreve a seguir. Porém uma análise mais profunda
do elemento seguro será efetuada na próxima secção 2.2.2.
4Do inglês: card emulation
5Do inglês:reader/writer
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Dispositivo Móvel
Controlador NFC Elemento SeguroDispositivo NFC, Leitor Externo SWP, I2C
HCI
Antena
Sistema Operativo
Figura 2.2: Arquitetura de alto nível de um dispositivo com NFC no modo de uso emulação de
cartão
No modo de funcionamento emulação de cartão, o dispositivo pode funcionar como um cartão
de proximidade (ISO 14443) e neste caso, o leitor externo não consegue distinguir entre o cartão
de proximidade e o dispositivo com NFC. Neste modo o NFC pode operar sem bateria, obtendo
energia do leitor externo.[Pro11] Quando o SO ativa o modo emulação de cartão através da inter-
face HCI, deixa de ter controlo sobre a informação a circular, passando a lógica para o elemento
seguro.
Como atrás se refere, existem várias hipóteses para elemento seguro, como por exemplo, o
elemento seguro embutido no próprio NFC, o SIM do telemóvel e um micro-SD especial. Embora
estes elementos seguros ofereçam funcionalidades semelhantes, é importante diferenciar, devido
às conexões requeridas por estes formatos. Um elemento seguro embutido comunica com o con-
trolador NFC através de uma ligação I2C (Inter-integrated Circuit), e os restantes comunicam
através de uma ligação SWP (Single Wire Protocol).[Pro11]
Neste modo o dispositivo deverá transmitir no mínimo um identificador guardado no seu ele-
mento seguro, para garantir o propósito deste modo, que é emular um cartão de proximidade. É
particularmente útil para aplicações em pagamentos por cartões de proximidade e bilheteiras, já
que um dispositivo NFC consegue armazenar vários cartões para diferentes aplicações. A principal
desvantagem associada a este modo, é a insegurança que pode surgir no utilizador, devido à falta
de controlo que pode sentir, por não poder visualizar através de uma interface no seu dispositivo,
o que está a acontecer.[Pro12]
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Dispositivo Móvel
Controlador NFCTag, SmartCard
HCI
Antena
Sistema Operativo
Figura 2.3: Arquitetura de alto nível de um dispositivo com NFC no modo de uso leitura/escrita
No modo de uso leitura/escrita, o dispositivo consegue ler e alterar informação armazenada
em tags passivas (tags sem bateria), que contenham informação de acordo com as normas especi-
ficadas pelo NFC Forum. [For06]
Uma aplicação deste modo pode ser encontrada em posters que tenham uma tag embutida,
que ao aproximar o dispositivo NFC destas tags, este lê a sua informação, apresentando-a ao
utilizador. Pode ainda desencadear ações sem intervenção do utilizador, como por exemplo abrir
uma aplicação ou abrir o browser num determinado endereço URL.
Um caso de uso implementado pela Google e Microsoft para este modo, é o lançamento da sua
loja de aplicações do telemóvel, para o utilizador poder comprar a aplicação mostrada no cartaz,
caso este não a tenha.[Pro11]
Este modo é usado simplesmente para as funcionalidades acima indicadas e algumas mais.
Note-se porém, que neste modo o elemento seguro não é usado e como tal não oferece qualquer
vantagem numa aplicação em pagamentos, já que qualquer informação guardada no sistema ope-
rativo consegue ser acedida mais facilmente, do que se estivesse num elemento seguro.[Pro11]
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Dispositivo Móvel
Sistema Operativo
Controlador NFC Elemento SeguroDispositivo NFC
HCI
Antena
API do 
SO
Figura 2.4: Arquitetura de alto nível de um dispositivo com NFC no modo de uso P2P
O modo de funcionamento Peer-to-Peer (P2P), norma ISO 180926, permite que dois dispo-
sitivos com NFC estabeleçam uma conexão bidirecional para trocarem informação. Saliente-se
que este modo veio resolver problemas que tecnologias como o Bluetooth tinham, uma vez que
requeriam emparelhamento por parte do utilizador, bastando com esta tecnologia aproximar os
dispositivos para que o emparelhamento seja automaticamente realizado.[Pro11] As grandes van-
tagens deste modo de funcionamento são permitir ao sistema operativo a gestão da “lógica de
negócio”, a possibilidade de transferência de qualquer tipo de informação e ainda a possibilidade
de acesso ao elemento seguro.
O controlo por parte do SO vem colmatar a falha de usabilidade apresentada no modo emu-
lação de cartão, já que facilmente o utilizador pode ser informado do que está a decorrer. No
entanto, este modo tal como o modo leitura/escrita, necessitam de energia própria, o que só é
conseguido num dispositivo com bateria e ligado, requisito que no modo card emulation não era
necessário.[Pro12]
As vantagens deste modo tornam-no ideal para implementar um sistema de pagamentos, uma
vez que permite ao utilizador ser informado do que está a acontecer, aumentando a confiança na
sua utilização, permitindo o acesso e armazenamento de dados sensíveis no elemento seguro. O
armazenamento de dados sensíveis no elemento seguro, é preferível ao armazenamento por parte
do SO, já que o tipo de armazenamento disponível por um dispositivo móvel, não tem o mesmo
nível de segurança, quer a nível de sofware, quer a nível do próprio [PT]. O acesso ao elemento
seguro é realizado através de uma API que o sistema operativo terá de disponibilizar. Este foi o
modo adotado pela Google na sua solução de pagamentos Google Wallet.
2.2.1.1 Comunicação entre dois dispositivos com NFC
Dois dispositivos comunicam com um tipo de dados definido pelo NFC Forum, designado
NDEF (NFC Data Exchange Format), que pode ser usado para transportar diversos tipos de da-
6Página do standard ISO 18092: http://www.iso.org/iso/catalogue_detail.htm?csnumber=38578
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dos, como imagens, URLs, texto, entre outros. O NDEF é uma mensagem em formato binário,
que suporta o transporte de informação (cargas), definida pelas aplicações. Uma mensagem NDEF
contém um ou mais registos, transportando cargas de tipo arbitrário (definido pelas aplicações),
cada uma com tamanho máximo de 232 octetos. Podem ser usados vários registos numa só mensa-
gem, para poder suportar transferências de maior volume. Cada registo NDEF tem três “parâme-
tros” para caracterizar a sua carga, o identificador, o tamanho da carga utilizado naquele registo e
o tipo daquela carga (se é a mensagem inicial ou final, entre outros parâmetros). Pode observar-se
o esquema de uma mensagem NDEF na figura 2.5.[For06]
Mensagem NDEF
Registo 1
Cabeçalho Carga
Identificador Tamanho Tipo
Registo 2 Registo 3
Figura 2.5: Estrutura de uma mensagem NDEF
O protocolo de comunicação distingue entre dispositivo iniciador e dispositivo alvo. Qualquer
dispositivo NFC pode ser iniciador ou alvo, dependendo de quem envia a primeira mensagem e
inicia assim a comunicação. O protocolo distingue ainda entre dois modos de operação: ativo
e passivo, suportando todos os dispositivos estes dois modos. No modo ativo, os dois dispo-
sitivos têm de estar a gerar cada um o seu próprio campo de radiofrequências para transportar
a informação. No modo passivo apenas um dos dispositivos tem de estar a gerar o campo de
radiofrequências, enquanto que o outro dispositivo envia a informação através de uma técnica
chamada de load modulation. O modo passivo é usado no modo emulação de cartão e no modo
leitura/escrita.[PT, For06, Pro11]
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2.2.2 Elemento Seguro
Tal como foi referido anteriormente, um elemento seguro está disponível em vários formatos,
sendo um deles o SIM. Como este está presente em todos os telemóveis no mercado Português,
foi este o formato escolhido. O SIM é um UICC (Universal Integrated Circuit Card também
habitualmente designado por smartcard), sendo um sistema de computação completo que contém
RAM, um espaço de armazenamento permanente (EEPROM) e que executa um sistema operativo
com uma tecnologia associada.[ORA11]
Existem algumas tecnologias para operar em UICCs como o JavaCard, o MULTOS (Multi-
application Operating System), CAMILLE, Smart Card for Windows. Destas tecnologias, o Java-
Card, é consideravelmente a tecnologia mais usada neste momento, sendo esta a principal razão da
escolha. A versão do JavaCard usada para estudo e desenvolvimento, foi a versão 3 edição clás-
sica7, não só por ser a que vem com os SIMs para estudo, mas também porque esta versão é a mais
indicada para SIMs com aplicações para NFC, e para armazenamento de quantidades de infor-
mação bastante mais elevadas do que muitos dos SIMs atualmente em circulação. Foi concebida
a pensar nas várias aplicações que os SIMs atuais podem proporcionar ao utilizador, fornecendo
mais opções a nível de protocolos de segurança, possibilidades de uso de uma mais ampla memó-
ria EEPROM (Electrically-Erasable Programmable Read-Only Memory), normalmente designada
como memória não volátil, e ainda suporte para ligações SWP, caso se queira comunicar com o
NFC diretamente no modo emulação de cartão.[ORA11]
Um UICC que use a tecnologia JavaCard (que é um subconjunto bastante restrito do JavaSE),
executa o ambiente JavaCard Runtime Environment (JCRE) em cima do sistema operativo. Os
programas executados em JavaCard chamam-se applets e são executados pelo JCRE. A arquite-
tura de um UICC contendo JavaCard, pode ser observada na figura 2.6:
7Do inglês: Classic Edition
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Applet Applet Applet
UICC
Sistema Operativo do UICC
(Card OS)
Máquina virtual do JavaCard
(JavaCard Virtual Machine)
Framework JavaCard e APIs
(JavaCard Framework and APIs)
Extensões do fabricante 
e/ou específicas da 
Indústria
(Vendor and/or Industry 
Specific Extensions)
JavaCard Runtim
e Environm
ent
Figura 2.6: Arquitetura de um UICC contendo JavaCard 8
O JavaCard Runtime Environment executa num sistema operativo, sendo o mais comum deles
o Java Card OpenPlatform (JCOP) muitas vezes designado simplesmente por JavaCard. O JCRE
é constituído pela máquina virtual do JavaCard (JCVM) que disponibiliza uma framework com
uma API a fim de permitir a execução de applets. Um fabricante de smartcards pode disponibilizar
mais funcionalidades do que as inerentes ao JavaCard, recorrendo para esse efeito a normas já
existentes na indústria.[ORA11]
Esta tecnologia embora disponha de um ambiente com recursos muito limitados, tem um grau
de segurança bastante mais elevado que a máquina virtual do Java. Esta segurança deve-se à
combinação do software com o hardware.[ORA11]
8Imagem baseada nos esquemas da página oficial da Oracle sobre o JavaCard: http://www.oracle.com/
technetwork/java/javacard/javacard1-139251.html
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Começando pelo hardware, os smartcards mais atuais já fornecem segurança contra análise
de consumos, que era um dos principais ataques “físicos”. Este tipo de ataque consistia na aná-
lise de consumos de energia enquanto se injetava informação no smartcard, sendo que um maior
consumo e duração de processamento, indiciava que a applet estava a aceitar a informação e a
processar os seus dados. Outro tipo de ataque era a utilzação de raio-x para analisar a memória
do smartcard, a fim de obter o seu conteúdo, problemas estes que entretanto foram resolvidos.
Agora os smartcards tem proteções contra raio-x, consumos constantes independentemente da in-
formação a processar e ainda o mesmo tempo de espera entre ramos de condições alternativas. A
informação é ainda protegida em memória, utilizando algoritmos de encriptação.[ORA11]
Passando agora ao software, o JCRE tem uma firewall a correr em tempo real, que garante
proteção contra os erros mais frequentes, que são os do programador, bem como os da arquitetura
da applet que possam permitir acessos indevidos á informação por esta guardada. Uma applet que
tenha código incorreto e que consiga ser carregada para o smartcard, terá o seu funcionamento
condicionado porque não conseguirá executar o código incorreto. O JavaCard oferece ainda a
possibilidade de uma applet ter um código de acesso (PIN), para aumentar a sua segurança, po-
dendo especificar o seu comportamento em caso de falha. Por exemplo, o comportamento que a
applet terá após n tentativas de acesso falhadas.[ORA11]
Outra característica das operações realizadas em JCRE é a sua persistência, a não ser que
explicitamente se indique o contrário. Qualquer operação efetuada nos dados é logo guardada
permanentemente para assegurar a sua integridade e atomicidade. O JavaCard suporta ainda tran-
sações9, para o caso de se querer agrupar um conjunto de operações e assim garantir que caso
ocorra algum erro, estas são anuladas, e é reposto o seu estado antes da transação. Esta persistên-
cia de dados ocorre ainda mesmo que se retire a energia ao cartão. No caso de estar a decorrer
uma transação esta é anulada, sendo repostos os dados existentes de ter começado.[ORA11]
Opcionalmente cada fabricante de smartcards pode ainda acrescentar ou personalizar certos
aspectos do JCRE para deste modo ir de encontro às necessiades de cada cliente. Estas persona-
lizações ou acrescentos não podem fugir das normas especificadas pelas autoridades na matéria
(GSMA, GlobalPlatform, ETSI, entre outras), por forma a garantir a interoperabilidade. Uma des-
tas personalizações é o uso de domínios de segurança10, que são “partições” geridas pelo JCRE em
que applets em domínios diferentes nunca conseguem aceder umas às outras. Isto é uma medida
de segurança dado que permite, por exemplo à operadora móvel ter as suas applets num domínio
próprio e não se preocupar que applets alheias tentem aceder à informação das suas. Outra van-
tagem dos domínios seguros é o fabricante poder especificar quais as permissões que uma applet
dentro de um certo domínio tem, cabendo ao fabricante defini-las. Um fabricante pode definir
os domínios que entender, porém um domínio terá de existir sempre, que é o do emissor11. Um
smartcard que disponha desta funcionalidade obriga a indicar em que domínio a applet estará,
antes desta ser carregada para o cartão e instalada.[Glo11]
9Do inglês: transactions
10Do Inglês: Security Domains
11Do inglês: issuer
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Domínio seguro
emissor (Issuer )
Domínio seguro
banca
Domínio seguro
operadora
Figura 2.7: Exemplo de domínios seguros de um smartcard
Normalmente um smartcard requer códigos de acesso complicados para a instalação e desins-
talação de applets assim como para a realização de funções administrativas relativas ao cartão. No
entanto a comunicação com as applets tem poucas restrições, sendo que o único elemento que se
pode usar para restringir acessos, cabe ao programador definir, que é o recurso a PINs. Mas o
uso de PINs programados na applet não restringe acessos já que esta tem de receber os pedidos
para verificar os PINs. É precisamente nesta comunicação livre com as applets, que o fabricante
pode mais uma vez acrescentar valor ao seu produto, recorrendo para isso a listas de acesso ba-
seadas no standard criptográfico PKCS#15. Quando aplicada esta norma, conseguem-se limitar
os acessos a cada applet, indicando para cada uma, qual ou quais aplicações conseguem aceder,
impedindo assim que aplicações não permitidas, consigam comunicar qualquer informação. O
standard criptográfico PKCS#15 será abordado na secção de 2.4, onde serão tratados mais temas
sobre esta área. À semelhança dos domínios seguros, é preciso configurar esta funcionalidade
antes de carregar a applet para o cartão.[Glo12]
A comunicação com uma applet é feita em duas fases. Na primeira é selecionada a applet
com a qual se quer comunicar, sendo para isso necessário conhecer o seu AID (Applet IDentifier),
que é o seu identificador e é especificado pelo programador. Depois de selecionada a applet esta
está pronta a receber pedidos, até outra applet ser selecionada. A comunicação em JavaCard é
feita com mensagens APDU (Application Protocol Data Unit), que tem formato binário e uma
certa estrutura. Uma applet recebe um APDU, processa a informação relativa a esse APDU e
responde com outro APDU. Isto aplica-se a toda a comunicação que se faça com um smartcard em
JavaCard, mesmo na instalação, desinstalação, seleção de applets e outros comandos possíveis.
Um APDU tem diversos parâmetros que têm de ser preenchidos para poderem ser processados.
Existem APDUS que têm uma sequência especial, e que estão reservados para a realização de
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tarefas como as indicadas anteriormente. Porém estes APDUS especiais não serão abordados por
serem muitos, e cada um ter o seu significado.[ORA11, Glo11]
Na figura 2.8 é apresentado o diagrama com os parâmetros de um APDU de entrada, enquanto
que na figura 2.9 se apresenta um de saída.
APDU entrada
CLA INS P1 P2 LELC Carga
Figura 2.8: Parâmetros de um APDU recebido por uma applet em JavaCard
Cada um destes parâmetros significa o seguinte:[ORA11]
• CLA: byte que indica a classe do APDU a enviar à applet. Pode ser definido pelo progra-
mador mas normalmente toma o valor 0x80.
• INS: byte que indica a ação (função) que se pretende que a applet execute.
• P1 e P2: cada um com um byte, podem servir como parâmetros adicionais para uma função.
Quando combinados formam um short ou servem como contadores.
• LC e Carga: LC corresponde ao comprimento da informação que vem a seguir na carga, e
esta é um conjunto de bytes que contém os dados de entrada para a função processar. Caso
a função não espere nenhuma informação de entrada, LC toma o valor 0 (0x00) e não pode
existir carga. O máximo valor que LC pode tomar é 255, que é o máximo que um byte sem
sinal pode representar. A carga está por isso limitada a 255 bytes de comprimento.
• LE: byte que indica o tamanho da carga que se espera no APDU de resposta. Caso não se
espere nenhun dado de resposta (a função pretendida não retornar nada), este byte toma o
valor de 0x00. Se à partida não se souber o número de bytes esperados, a convenção indica
que este byte tome o valor de 0x7F. Tal como LC, pode tomar os valores entre 0 a 255.
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APDU saída
LE SW1 SW2Carga
Figura 2.9: Parâmetros de um APDU enviado por uma applet em JavaCard
Para resposta, a applet envia um APDU cujo LE indica o tamanho exato da informação que
transporta, seguida da carga, e à semelhanca de LC, só pode transportar 255 bytes de informação.
São ainda adicionados os dois últimos parâmetros SW1 e SW2, que são obrigatórios, pois são os
indicadores de erro ou sucesso. Estes dois parâmetros formam um código que ao ser interpretado,
indicam que tipo de erro ocorreu. Uma applet que execute com sucesso a ação pedida pelo APDU
recebido, envia o código por defeito 0x9000 (SW1: 0x90, SW2: 0x00), mas para a eventualidade
de ocorrer algum erro, existem já diversos erros definidos no JavaCard, podendo-se definir ainda
mais, para facilitar a identificação do erro.[ORA11]
Como exemplo do funcionamento dos APDUs, considere-se uma applet que implemente a
função de uma carteira, com saldo e as funções para manipular o saldo. Considere-se ainda que
o saldo está armazenado num short, com valor atual de 150 euros, e a função para o consultar é
caracterizada pelo byte 0xB1. Para efetuar esta operação, considerando-se que a applet já estava
selecionada, enviar-se-ia o seguinte APDU: CLA: 0x80 INS: 0xB1 P1:0x00 P2:0x00 Lc:0x00 Le:
0x02. Neste APDU especificou-se a classe (0x80), a função para obter o saldo (0xB1), não se
passaram parâmetros em P1, P2 e Lc, e espera-se receber dois bytes (um short). Para resposta,
assumindo que não houve nenhum erro interno, o APDU enviado pela applet seria o seguinte: Le:
0x02 0x00 0x96 SW1: 0x90 SW2:0x00. Como esperado recebe-se o parâmetro Le, que contém
como primeiro byte, o número de bytes que se seguem, neste caso dois, e de seguida está o saldo
de 150 (0x0096). O APDU contém ainda o código de sucesso 0x9000 (SW1: 0x90 SW2: 0x00).
Existe ainda outro tipo de APDU, chamado APDU alargado12, que tem estrutura semelhante
à apresentada anteriormente, mas que em vez de levar 255 bytes de carga, pode levar 32767 bytes,
sendo que para o efeito são necessários mais bytes em LC e em LE para poder acomodar esse
valor. Como tal, LC e LE passam de um byte para até três bytes, mantendo-se o resto da estrutura
igual a um APDU normal. O suporte para APDU alargado, é opcional cabendo a cada fabricante
implementá-lo nos smartcards que produz.[ORA11] Um APDU que se transmita a uma applet
é armazenado na RAM quer integralmente ou por partes. Para poder suportar APDUs alargados
12Do inglês: extended APDU
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o fabricante terá de obrigatoriamente aumentar a RAM do smartcard, relativamente a um que
não suporte. A RAM de um smartcard para além de servir para armazenar o conteúdo do APDU,
permite que as applets possam alocar algum do seu espaço para as funções que pretendam realizar,
sem ter de recorrer à memória não volátil, cujo acesso é muitíssimo mais lento. Um smartcard que
suporte APDUs alargados, pode não ter 32KB de RAM (tamanho integral deste tipo de APDU),
podendo ter por exemplo ter 8KB, cabendo ao fabricante implementar o mecanismo de suporte.
Antes da applet começar o seu ciclo de vida, tem de ser carregada para o cartão, e para a
realização desta tarefa recorre-se a sofware especial, como por exemplo o SIMAlliance Loader,
disponibilizado pela SIMAlliance, apto para carregar applets para cartões dos diversos fabricantes.
Existem vários campos no SIMAlliance Loader que são obrigatórios para carregar a applet para o
smartcard, como o seu AID e outros que opcionalmente se podem preencher para tirar partido de
algumas funcionalidades que o fabricante possa disponibilizar, como o uso de domínios seguros
e o uso de PKCS#15. Um Loader tem de estabelecer um canal seguro com o JCRE para carregar
uma applet. Esse canal estabelece a autenticidade da aplicação que faz a transmissão do código
da applet atravs´ do conhecimento de uma ou mais chaves inseridas pelo fabricante no smartcard.
Além da autenticação é possível também encriptar as comunicações de carregamento.[Glo11]
Figura 2.10: Exemplo da estrutura de uma applet em JavaCard contendo os seus métodos obriga-
tórios
Uma applet para funcionar corretamente tem de implementar certos métodos (ver figura 2.10),
sendo estes, o construtor, o install, o process e opcionalmente os métodos select, deselect e unins-
tall. Quando uma applet é carregada para o cartão é executado o método install que realiza as
operações que o programador definiu, como a alocação de recursos para a applet, sendo que se
devem reservar logo todos os recursos que a applet precisará contemplando o seu tamanho má-
ximo. No final da instalação, é associado o AID com a instância da applet acabada de criar e
assim começa a sua vida útil. Concretamente a vida de uma applet começa quando esta é instalada
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e é associado o seu AID e termina quando é chamado o método uninstall ou a vida do smartcard
acaba.[ORA11]
Durante a vida da applet, esta nem sempre está seleciona (ou ativa), e para a respetiva ativação
é necessário’ selecioná-la, recorrendo a um APDU que executa o método select. Neste APDU
especial é indicando o AID da applet, que quando aceite pelo JCRE, aciona o método select, que
se pode personalizar para executar alguma ação específica. Após a seleção, a applet está pronta
a processar APDUs utilizando o método process. Este método é um ramo de condições alternati-
vas (swich), em que a escolha é baseada no parâmetro INS do APDU. Depois do processamento
do APDU recebido, é envidado um APDU de resposta com a informação pretendida e os pa-
râmetros SW1 e SW2. Uma applet é desseleccionada quando outra pretende ficar activa, e tal
como acontece no método select, pode-se personalizar a sua desselecção, programando o método
deselect.[ORA11]
Por defeito, uma applet só tem acesso aos seus métodos e recursos, não conseguindo aceder
aos métodos ou recursos públicos de outas applets. Existe uma maneira de uma applet conseguir
partilhar recursos ou funcionalidades, através da disponibilização de métodos “especiais” a outras
applets. Esta partilha é realizada utilizando interfaces pré-definidas, que em JavaCard se chamam
de “Objetos com Interface Partilhada”13. Uma applet que queira partilhar os seus recursos, define
e implementa uma interface com as funções a disponibilizar às outras applets, podendo apenas
transferir os tipos primitivos short e byte e reutilizando o APDU para transferir um conjunto de
bytes. Uma applet que partilhe recursos é normalmente designada por applet servidor e as que
pretendem aceder aos métodos da applet servidor são denominadas applets cliente. Uma applet
servidor pode ser ao mesmo tempo uma applet cliente, desde que pretenda aceder a uma interface
de outra applet.[ORA11]
Uma applet servidor para além de ter de implementar as interfaces que definiu, tem ainda de
implementar o método “public Shareable getShareableInterfaceObject(AID , byte )”, para que as
applets cliente consigam obter uma referência para as interfaces com os métodos. Este método
recebe o AID do cliente e um byte, servindo o AID do cliente para poder restringir acessos, e o
byte para selecionar a qual das interfaces da applet servidor quer aceder.[ORA11]
13Do Inglês: Shareable Interface Objects
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Figura 2.11: Exemplo da estrutura de uma applet cliente e de uma applet servidor 14
Uma applet cliente para aceder à interface da applet servidor tem de chamar o método “JCSys-
tem.getAppletshareableInterfaceObject(AID, byte)”, indicando o AID da applet servidor, e que in-
terface pretende obter recorrendo ao byte do método. Como se pode observar, o AID que o cliente
envia não é o mesmo AID que a applet servidor recebe, na medida em que este pedido é efetuado
ao JCRE em vez de diretamente à applet servidor. O JCRE ao receber o pedido, redireciona-o para
a applet servidor, mas altera o AID para o do cliente, para assim a applet servidor poder verificar a
sua origem. Isto é uma medida de segurança garantindo que outra applet não faz uma personifica-
ção de AIDs. A utilização de interfaces partilhadas não se aplica em caso das applets estarem em
domínios seguros diferentes, já que nesta situação as applets estão completamente isoladas umas
das outras.[ORA11]
Applet
Cliente
Applet
ClienteJCRE
Firewall
JCSystem.getAppletShareableInterfaceObject(AIDservidor, byte) getAppletShareableInterfaceObject(AIDcliente, byte)
Inferface ou nullInferface ou null
1 2
4 3
Figura 2.12: Mecanismo de obtenção de uma interface partilhada 15
Uma applet é um programa de tamanho e funcionalidades reduzidas, dadas as limitações de
um UICC, no entanto com uma elevada segurança.
14Imagem em ponto grande no Anexo A figura A.1
15Imagem em ponto grande no Anexo A figura A.2
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2.2.3 Sistema operativo móvel
Dos diversos sistemas operativos móveis existentes no mercado, três têm clara notoriedade: o
iOS da Apple, o Windows Phone da Microsoft e o Android da Google. Estes têm vindo a ganhar
quota de mercado, devido ao rápido declínio dos sistemas operativos como o Symbian da Nokia e
o BlackBerry OS da Research In Motion (RIM).
Destes, o Android, é nesta altura o sistema operativo para smartphones que maior quota de
mercado tem. Apresenta claras vantagens de competitividade, devido à sua presença em todas
as gamas de preços de dispositivos, encontrando-se facilmente, telemóveis com Android desde
muito baixo custo, fazendo com que este prolifere, em contraste com os outros dois, que estão
direcionados para dispositivos com preços consideravelmente mais elevados. A nível tecnológico,
o Android está na vanguarda devido ao suporte de tecnologias que os restantes até ao momento
ainda não têm, ou para as quais têm suporte mínimo, como é o caso do NFC.
Para além das vantagens referidas, o Android apresenta características que os outros dois não
possuem, mas o que o distingue claramente dos outros, é o facto do seu sistema operativo suportar
multitarefas16 verdadeiras.
Os outros dois sistemas operativos apresentam soluções de multitarefa, mas estas consistem
principalmente, em manter em memória a aplicação que tenha sido aberta, não permitindo o pro-
cessamento a correr em segundo plano17, como é o caso do iOS. O Windows Phone 7.5 já permite
a execução de tarefas em segundo plano, fazendo a distinção de dois cenários: tarefas periódicas
e tarefas intensivas. As periódicas, permitem o processamento de tarefas que não necessitem de
muitos recursos, porque apenas podem decorrer durante alguns segundos e em intervalos de 30
minutos. As intensivas, requerem certos parâmetros para poderem ser executadas, como estado da
bateria, atividade do processador e conetividade, fazendo com que este tipo de tarefas praticamente
não ocorram no uso comum do dispositivo.
O mecanismo multitarefas do Android é realizado utilizando serviços que correm em segundo
plano e executam as ações pretendidas. Estes serviços podem estar a ser executados desde que o
dispositivo é iniciado, ou então, após uma aplicação iniciar um serviço. Num dispositivo podem
estar a correr vários serviços com prioridades diferentes, cabendo ao SO geri-los segundo a sua
prioridade. Um serviço pode estar associado a uma aplicação, comunicando directamente com ela,
mas também pode haver serviços que comunicam com várias aplicações. Esta possibilidade é uma
mais valia para certas arquiteturas e é um ponto diferenciador relativamente aos outros sistemas
operativos móveis.
As razões da escolha do sistema operativo móvel Android para o estudo, radicam na sua po-
pularidade, competitividade e por ser ainda o que melhor suporta NFC, aliada à possibilidade de
multitarefa.
16Do ingês: multitasking
17Do inglês: background
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2.2.3.1 Android
O Android é um sistema operativo para dispositivos móveis, desenvolvido pela Google, e usa
a linguagem Java.
Uma aplicação em Android é constituída por uma ou várias atividades que podem ter ser-
viços associados. Uma atividade é uma classe que estende Activity e que normalmente tem
associada uma interface gráfica desenvolvida em XML. Definem-se em ficheiros XML todos os
componentes da interface, e na atividade registam-se e programam-se as ações que se pretendem
controlar.[Goo13c]
Um serviço pode estar associado a uma aplicação, servindo como um serviço local, em que a
aplicação manda executar certas ações em segundo plano, para depois receber o resultado. Outra
hipótese que existe para um serviço é este ser “global”, ou seja qualquer aplicação, a executar
noutro processo, pode comunicar com este serviço, e neste caso tem de haver uma interface pré-
definida para as aplicações saberem o que o serviço pode executar. Estas interfaces chamam-se
AIDLs (Android Interface Definition Language) e especificam as funções que um serviço executa
e que parâmetros estas levam, podendo ser trocados objetos e tipos primitivos, entre processos
(cliente e serviço).[Goo13f, Goo13a]
Considerando o caso de um serviço a correr separadamente de uma aplicação, este definiria
uma interface e implementaria os métodos que pretenderia disponibilizar. A implementação das
funções definidas no AIDL pelo serviço, é feita por meio de stubs, que são classes que implemen-
tam esses métodos, ficando o serviço com uma referência a esse stub. A aplicação para conseguir
aceder aos métodos do serviço, tem de ter uma cópia desta interface, que após a sua ligação ao
serviço, poderia começar a usar. Para haver troca de objetos através da interface, estes tem de
estender a classe “Parcelable”, que especifica uma serialização que o Android usa nesta comuni-
cação entre processos, preenchendo os dois métodos exigidos (um para serialização e outro para a
operação contrária) e ainda criando um AIDL especial com o nome da classe a indicar que aquele
objeto é “Parcelable”. Para evitar ter classes duplicadas e facilitar a manutenção do código, é
preferível criar uma biblioteca comum com as interfaces definidas, objetos a trocar e respetivos
AIDLs (ver figura 2.13).[Goo13a]
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Figura 2.13: Biblioteca comum partilhada entre serviço e aplicação
Outra funcionalidade do Android e dos principais sistemas operativos móveis, é a possibilidade
de uma aplicação ou serviço, poder guardar dados persistentemente, utilizando bases de dados. O
sistema de base de dados que o Android utiliza é o SQLite, que por defeito só permite ter bases de
dados simples sem relações, mas podendo suportar bases de dados relacionais completas, sendo
para isso necessário forçar a existência de uma relação com chaves estrangeiras. Uma base de
dados SQLite permite ainda transações18 e gatilhos19, entre outras funções.[Con13]
2.3 Intercomunicação das tecnologias
2.3.1 NFC e Android
O Android a partir da versão 2.3.6 (GingerBread) já tem suporte, embora bastante rudimentar,
para uso do NFC em aplicações e serviços, sendo que a implementação na sua grande totalidade
só foi concluída na versão 4.0 (Ice Cream Sandwish). Contudo no Android não há possibilidade
de usar os três modos de uso do NFC, tendo apenas disponíveis os modos P2P e leitura/escrita. O
suporte para emulação de cartão está implementado mas não está ativo, requerendo alterações ao
SO para se poder usar.[Pro12]
Como os modos possíveis para uma implementação em pagamentos, são os modos emulação
de cartão e P2P, só será utilizado o modo P2P, dada a impossibilidade de disponibilizar pagamentos
por emulação de cartão. Neste modo o SO comunicará com o controlador NFC e com o elemento
seguro, eliminando a comunicação do elemento seguro com o controlador NFC através de uma
ligação SWP ou I2C.[Pro11, Goo13b] A comunicação entre SO e controlador NFC será feita re-
correndo à API disponibilizada pelo Android, pelo facto de ser uma API madura e presente em
todos os dispositivos com versão superior e igual à 4.0. Embora a tecnologia NFC permita a troca
18Do inglês: transactions
19Do inglês: triggers
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de várias mensagens entre dispositivos quando do estabelecimento de um canal de comunicação
(normalmente designado por um tap (encosto)), a API do NFC do Android, apresenta uma limita-
ção que é permitir apenas o envio ou receção de uma mensagem NDEF por cada estabelecimento
de um canal (enconto). São limitações caso se queiram trocar n mensagens, levando a que se teria
de se encostar e afastar os dispositivos, n vezes.
2.3.2 Android e Elemento Seguro
A comunicação com o elemento seguro depende do modo de funcionamento do NFC, e como
foi referido e justificado será usado o modo P2P. Nos diagramas apresentados anteriormente na
secção do NFC, a ligação entre SO e o elemento seguro é realizada através de uma API. No
entanto o Android não dispõem de uma por defeito, existindo várias alternativas, que serão agora
abordadas.
O Android disponibilizado pela Google, por defeito não facilita este acesso ao UICC, sendo
que para o efeito os fabricantes dos dispositivos têm de fazer alterações, para permitir tal funci-
onalidade. As soluções existentes de acesso ao UICC são baseadas na especificação publicada
pela organização SIMAlliance, que definiu uma API de alto nível visando ser uma norma univer-
sal para acesso a UICCs a partir do sistema operativo dos dispositivos. Esta norma designa-se
normalmente por Open Mobile API ou SmartCard API.[SIM12]
Esta especificação pretende ser implementada por defeito pelos fabricantes nos dispositivos
móveis, encontrando-se já presente em alguns deles, ainda que a sua especificação não esteja
ainda completa. Para os dispositivos que não têm esta API no seu sistema, existe uma segunda
opção que é um pacote de software conhecido por SEEK (Secure Element Evaluation KIT). O
SEEK é uma implementação da especificação da API da SIMalliance, por parte de programadores
experientes em Android, que a implementa na sua totalidade. Contudo para se poder trabalhar
com a SEEK API é necessário alterar alguns componentes de software de cada dispositivo, por
parto fabricante ou utilizador, o que a torna inviável no caso de uma distribuição em massa de um
serviço de pagamentos por NFC.[SIM12, V1´2, Pro11]
Com base nestas duas opções existentes foi escolhida a Open Mobile API da SIMAlliance por
ser uma norma e já disponível em alguns dispositivos que têm NFC, limitando-se a escolha de
dispositivos a estes.
2.4 Criptografia
Para a realização do protocolo de pagamentos é essencial haver a garantia de autenticidade das
mensagens que chegam aos terminais de pagamento. Para providenciar essa garantia recorre-se
a técnicas criptográficas que a fornecem a partir de assinaturas digitais, emitidas nos elementos
seguros.
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2.4.1 Infraestrutura de chave pública
A principal preocupação de qualquer tipo de sistema informático que lide com transações
de valores é a segurança, e para o efeito foi estudado o funcionamento do sistema criptográfico
baseado em infraestrutura de chave pública20 (PKI), por ser este o sistema que se implementaria
no elemento seguro.
Um sistema criptográfico baseado em PKI é composto fundamentalmente pela relação entre
duas chaves, a privada e a pública.[Wan12] Quando é gerada uma chave privada é também gerada
uma chave pública, servindo a primeira para assinar informação ou desencriptar algo que nos é
dirigido, e a segunda para verificar a assinatura ou encriptar uma mensagem dirigida ao detentor da
chave privada, nunca sendo possível a inversão de papeis. A chave privada nunca é revelada por ser
esta que permite assinar ou decifrar informação, e caso fosse revelada (comprometida), conseguir-
se-iam falsificar mensagens como provenientes do utilizador a quem pertencesse. Também se
poderia conhecer os segredos que nos eram enviados de forma encriptada. A chave pública é
aquela que é passada ao utilizador a quem se envia a informação assinada, para este poder verificar
a sua autenticidade, ou para este poder enviar segredos cifrados ao detentor da chave. Porém as
chaves públicas andam em circulação dentro de um certificado de segurança, para deste modo
conter também a informação do utilizador a quem pertence, bem como a entidade que garante
que esse certificado é verdadeiro e válido, funcionando assim como um notário. Um certificado
de segurança que contenha estes componentes chama-se certificado X.509. Um certificado deste
tipo segue a norma PKCS#1, e é normalmente codificado no formato binário DER, existindo ainda
outras codificações possíveis.[Wan12, Cri09]
Para obter um certificado X.509 indicando que a sua chave pública é válida por uma entidade
credível, é necessário pedir a essa entidade que valide a chave e a informação do utilizador. Para
isso é necessário enviar a informação do utilizador, a sua chave pública e a assinatura sobre estes,
num certificado intermédio chamado “Pedido de Assinatura de Certificado”21 (CSR). Um CSR tal
como X.509 segue uma norma, no entanto esta é diferente da anterior, seguindo a norma PKCS#10
e tendo normalmente a codificação PEM. O CSR é validado pela entidade credível, normalmente
chamada de autoridade certificadora22 ou CA, que verifica se a assinatura está correta, utilizando
a chave pública que vem nele, e verifica, por outros meios, se este é quem diz ser. Feitas estas ve-
rificações pode então emitir um certificado X.509 para essa pessoa, contendo a sua chave pública.
Na geração do certificado X.509, a CA anexa a sua informação à informação do utilizador e faz
uma assinatura sobre esses itens. A CA depois envia ao utilizador o seu certificado X.509 para
este poder usá-lo num sistema criptográfico baseado em PKI.[NK00]
Um CSR e um certificado X.509 podem ter várias codificações, como DER ou PEM, sendo
que há codificações mais comuns para cada um deles, conforme foi referido. A codificação de
um certificado apenas afeta a sua “visualização” e não os seus componentes. A codificação DER
é baseada em sequências binárias, como tal, abrindo com um editor de texto um certificado com
20Do inglês: Public-Key Infrastructure
21Do inglês: Certificate Request Signing
22Do inglês: Certificate Authority
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este tipo de codificação, seria apresentada uma sequência de bytes, não muito percetível a quem
desconhece este tipo de codificação. A codificação PEM, é baseada em base 64 (Base64) e codifi-
cada como uma string, como tal, abrindo um certificado com esta codificação num editor de texto,
ver-se-iam sequências de carateres, percetíveis mas sem nexo. Independemente da codificação um
CSR ou um certificado X.509 teriam de ter a mesma estrutura com os mesmos componentes.
O conhecimento da anatomia de um CSR e de um certificado X.509, é fundamental para en-
tender como o processo descrito funciona. Na figura 2.14 apresentam-se as estruturas de um
CSR e de um certificado X.509, sem codificação, explicando cada um dos seus principais com-
ponentes, começando por um CSR visto ser o primeiro passo para a obtenção de um certificado
X.509.[NK00]
Requisição de assinatura de certificado (Certificate Signing Request)
Conteúdo assinado pelo destinatário
Identificador do algoritmo de assinatura
Assinatura sobre o conteúdo
Versão
Destinatário
País
Organização
Nome comum
Informação da chave pública
Identificador do algoritmo
Chave pública
Atributos (opcional)
Figura 2.14: CSR com os seus componentes principais
• Versão: pode assumir o valor de 0,1,2, que correspondem à versão 1,2,3. O número da
versão depende do conteúdo do componente “Atributos”.
• Destinatário: o destinatário23, ao contrário do que inicialmente se possa pensar, é a quem se
destina o certificado, que é o utilizador que o requer. Há certa informação que é obrigatório
preencher como o nome comum, sendo o resto opcional.
23Do ingles: subject
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• Informação da chave pública: este componente é composto por dois campos, o primeiro é o
tipo da chave p´ublica (RSA DSA RSA_CRT entre outros) e o segundo é a chave pública
propriamente dita.
• Atributos: os atributos são opcionais, mas são os indicadores que se passam à CA do que se
pretende fazer com aquele certificado e com a chave privada associada. Por exemplo, pode
informar-se a CA que se pretende com esse certificado verificar a assinatura de outros certi-
ficados emitidos pela chave privada do utilizador. Outro caso é a verificação de assinaturas
ou encriptações, existindo muitos outros que se podem especificar.
• Identificador do algoritmo de assinatura: este é o identificador do algoritmo que se usou
para assinar o conteúdo do CSR (MD5withRSA SHA1withRSA entre outros), e pode ser
diferente do algoritmo da chave pública.
• Assinatura sobre o conteúdo: como o nome indica, este campo é a assinatura sobre o con-
teúdo do CSR.
Passando agora a um certificado X.509, a sua anatomia é a seguinte (ver figura 2.15): [Gro02,
HL06]
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Certificado X.509
Conteúdo assinado pela entidade emissora
Identificador do algoritmo de assinatura
Assinatura sobre o conteúdo
Versão
Número de série (Serial)
Identificador do algoritmo de assinatura
Validade
Início
Fim
Emissor
País
Organização
Nome comum
Destinatário
País
Organização
Nome comum
Informação da chave pública
Identificador do algoritmo
Chave pública
Extensões (opcional)
Figura 2.15: Certificado X.509 com os seus componentes principais
• Versão: pode assumir o valor de 0,1,2, que correspondem a versão 1,2,3. O número da
versão depende do conteúdo do componente “Extensões”.
• Número de série: Número atribuído pela CA ao certificado.
• Identificador do algoritmo de assinatura: tal como no CSR.
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• Validade: validade do certificado, desde que foi gerado até à data de expiração do prazo.
• Emissor: tal como o destinatário do CSR, é aqui que a CA coloca os seus dados, como
emissora do certificado.
• Destinatário: igual aos dados do CSR enviado para a CA.
• Informação da chave pública: chave pública do destinatário, conforme o CSR.
• Extensões: campo opcional, contêm os campos enviados no componente “Atributos” do
CSR, e pode conter mais alguns adicionados pela CA.
• Identificador do algoritmo de assinatura: identificador do algoritmo que a CA usou para
assinar o conteúdo do X.509 (MD5withRSA SHA1withRSA entre outros).
• Assinatura sobre o conteúdo: assinatura da CA sobre o conteúdo do certificado.
Existe um caso especial de um certificado X.509 que é um certificado assinado pelo próprio24.
Estes certificados são facilmente identificados porque o seu campo “Emissor” é igual ao do “Des-
tinatário”. Como exemplo de um certificado deste tipo temos um certificado de uma CA, que neste
caso é ela própria que o assina. O certificado de uma CA serve entre outras coisas, para verificar
se os certificados emitidos por esta, são de facto fidedignos, bastando para isso retirar a chave
pública dentro do certificado da CA, e realizar uma verificação sobre o conteúdo, comparando
as assinaturas obtidas, que no caso de serem diferentes, significará que o certificado foi forjado.
[Gro02, HL06]
2.4.2 PKCS#15 e listas de acesso
O PKCS#15 é uma norma de PKI, direcionada para UICCs. Um UICC, independentemente da
tecnologia a que está associado, é um sítio seguro para guardar informação sensível, contudo antes
de aparecer esta norma, a indústria não tinha nenhum standard para armazenar chaves privadas ou
públicas, certificados, e outra informação sensível. A norma foi criada para haver interoperabili-
dade, sendo possível pegar num UICC de um certo fabricante, armazenar uma chave privada ou
um certificado, e aceder a essa informação em qualquer lado, sem requerer software próprio do
fabricante. Esta norma consiste num sistema de ficheiros onde se podem armazenar quatro tipos
de informação: chaves, certificados, objetos de autenticação e objetos de dados25. Estes quatro
tipos podem ser divididos em vários subtipos como chaves privadas, públicas, entre outros, sendo
estes subtipos os objetos que são guardados no sistema de ficheiros PKCS#15. Os objetos podem
ser privados ou públicos afetando deste modo a sua leitura e escrita, sendo que no primeiro caso
apenas são permitidas leituras ou escritas a acessos autorizados.[RSA99, Wan12]
Este sistema de ficheiros é aplicado nos UICCs em listas de acesso. Para efeitos demonstra-
tivos vai considerar-se a tecnologia JavaCard a correr num elemento seguro, e o sistema opera-
tivo móvel Android com a Open Mobile API implementada, para assim conseguir contatar com
24Do inglês: self-signed
25Do inglês: data objects
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o elemento seguro. Para suportar PKCS#15 em listas de acesso, é necessário que o JCRE tenha
implementado um interpretador de comandos de PKCS#15 para poder manipular o sistema de
ficheiros.
O Android tem um sistema de assinatura de aplicações por defeito. Quando uma aplicação
é compilada no SDK do Android, é usada uma chave privada de debug para a assinar, não sendo
possível enviar uma aplicação para o emulador ou dispositivo sem estar assinada. Existe a hipótese
de poder assinar a aplicação com uma chave privada à “escolha”, e associar um certificado à
aplicação, ficando este guardado no dispositivo[Goo13g]. A associação de um certificado a uma
aplicação, é essencial para aceder a uma applet que esteja protegida por uma lista de acessos
baseada em PKCS#15.
Antes da applet ser carregada para o cartão, tem de ser criado o sistema de ficheiros PKCS#15
para a lista de acessos, a fim de ser carregado juntamente com a applet. Estes acessos são feitos
com base no certificado da aplicação, Android ou outro, que tenta aceder, por isso tem de ser
assinada e conter o certificado associado. Quando se cria o sistema de ficheiros, é computada a
hash SHA-1 do certificado pertencente a cada aplicação, para assim terem acesso.[RSA99, Glo12]
Depois de instalada a applet e o seu sistema de listas de acesso, a aplicação no dispositivo já
pode efetuar a comunicação através da Open Mobile API. A permissão da comunicação à applet
só é possível após a execução de vários passos intermédios para verificar as suas permissões. A
sequência de operações pode observar-se na figura 2.16.[Glo12]
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Figura 2.16: Funcionamento de uma lista de acessos num elemento seguro 26
O componente ARA-M é o interpretador dos comandos do PKCS#15 do elemento seguro.
• Passo 0: quando o dispositivo é iniciado, o Fiscal de Controlo de Acessos27 recolhe todas
as regras de todos os elementos seguros disponíveis.
• Passo 1: A aplicação usa a Open Mobile API para abrir um canal de comunicação com a
applet residente no elemento seguro escolhido.
• Passo 2: O pedido é passado ao Fiscal de Controlo de Acessos do dispositivo.
• Passo 3: O Fiscal de Controlo de Acessos obtém o certificado associado à aplicação. Após
fornecido, é computada a sua hash SHA-1.
• Passo 4: O Fiscal de Controlo de Acessos envia um pedido à Informação de Controlo de
Acessos28 do elemento seguro escolhido, para obtenção da data da última alteração. Se a
data fornecida for diferente da anteriormente guardada no passo 0 ou 4, obtem novamente
as regras desse elemento seguro.
• Passo 5: O Fiscal de Controlo de Acessos avalia as regras com base na hash computada e
no AID da applet no elemento seguro escolhido. Se as hashs diferirem, ou alguma regra for
26Imagem em ponto grande no Anexo A figura A.3
27Do ingês: Access Control Enforcer
28Do ingês: Access Control Data
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violada, é negado o acesso. Caso contrário o acesso é permitido, e é aberto o canal para a
transmissão dos APDUs.
• Passo 6: São transmitidos os APDUS.
Com este sistema, restringe-se o acesso às applets, sem que se tenha de recorrer a códigos nas
mesmas, dado que o APDU não chega a ser transmitido se a aplicação não tiver permissões para
tal.
2.5 Resumo e Conclusões
Neste capítulo foram expostos o estado da arte a nível de pagamentos com NFC, analisadas
as tecnologias propostas e vantagens associadas, justificadas as escolhas das APIs a utilizar de
modo a haver intercomunicação entre as tecnologias Android e JavaCard. Também foi abordado
o funcionamento de um sistema criptográfico baseado em PKI desde a geração do par de chaves
(privada e pública) até à obtenção de um certificado X.509 validado por uma entidade certificadora.
Foi ainda analisada a anatomia de um CSR e de um certificado X.509. Por fim explicou-se a
relação entre o sistema PKCS#15 e listas de acesso ao elemento seguro.
Concluiu-se que as tecnologias Android e JavaCard, são as mais indicadas neste momento
para uma aplicação em pagamentos por NFC. Conluiu-se ainda que existia apenas uma hipótese
viável para haver comunicação entre Android e JavaCard que era o uso da API da SIMAlliance.
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Capítulo 3
Descrição do Problema
O problema proposto para esta dissertação, é o estudo e desenvolvimento de uma arquitetura
que permita pagamentos em Android com NFC, existindo um elemento seguro, a correr uma applet
JavaCard, onde estariam armazenadas as informações do utilizador.
A arquitetura a desenvolver teria de suportar uma solução de pagamento geral, ou seja, su-
portar pagamentos e também aquisição e utilização de cupões de desconto e outras atividades de
fidelização. Todo o processo de pagamento teria de ser realizado com segurança, sendo este um
dos principais aspetos a ter em conta durante o respetivo desenvolvimento. Outra característica,
que seria inovadora, era a possibilidade dos fornecedores de serviços poderem aderir à plataforma
de pagamentos, e ter a sua própria aplicação, integrando-a com o serviço existente nos dispositivos
dos utilizadores aderentes. A ideia, à primeira vista, parece semelhante à solução apresentada pela
Microsoft, porém difere num ponto crucial, em vez de ter apenas uma aplicação em todo o sistema
e a informação dos fornecedores de serviços ser mostrada nessa aplicação, pretende-se com esta
arquitetura, que cada fornecedor de serviços possa ter uma aplicação sua, se o desejar, podendo
personalizar a experiência e assim acrescentar valor ao seu serviço. Para efeitos de um teste piloto,
o terminal de pagamento (POS) do fornecedor de serviços será também um telemóvel semelhante
ao do cliente, e por isso, a sua arquitetura será idêntica mas com as funções complementares
necessárias para se poderem realizar os pagamentos.
Foram identificados certos componentes da arquitetura que teriam de se utilizar à partida,
como uma applet a correr no elemento seguro, um serviço em Android, e uma aplicação com
interface gráfica em Android.
O elemento seguro, dada a segurança e restrição de acesso, seria responsável pela gestão da
informação sensível do utilizador, como os seus cartões bancários (vCards), cupões/bilhetes que
possua (vTokens), e ainda executar a criptografia dos dados trocados no protocolo. O sistema
de criptografia a aplicar seria baseado em infraestrutura de chave pública (PKI), que é um sistema
popular devido á segurança que oferece. Para além da utilização de um sistema PKI, seria utilizado
um sistema de verificação de tempos, como atualmente nos pagamentos por cartão bancário, em
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que é contabilizado o tempo máximo que uma operação pode demorar. Este sistema será aplicado
quando há trocas de mensagens por NFC, bem como quando há alguma ação que o utilizador tenha
de realizar durante o pagamento.
A nível de Android terá de ser desenvolvido um serviço (o middleware do sistema de paga-
mentos), que servirá de canal de comunicação entre elemento seguro e aplicações. Será também
responsável pela comunicação por NFC. Através desta middleware conseguir-se-á a mais valia da
arquitetura pretendida, que é a possibilidade de integração com várias aplicações de diferentes
fornecedores de serviços. Com uma middleware pode ainda garantir-se que esta seja única no
sistema, e que apenas está a correr uma instância a cada momento. Para que as aplicações dos
fornecedores de serviços possam comunicar com a middleware ter-se-á de disponibilizar nesta,
uma API de alto nível.
Para testar a arquitetura num todo, terá de ser desenvolvida uma aplicação gráfica em Android,
de forma a poder realizar certas escolhas e conseguir efetuar um pagamento. Esta aplicação não
será foco de atenção nesta dissertação, no entanto terá de ser criada, pelas razões apresentadas e
servirá como a aplicação por defeito para a realização de pagamentos.
Na realização de um pagamento por parte de um cliente a um fornecedor de serviços são ne-
cessários vários passos. Um comerciante, no decorrer deste trabalho, é considerado um fornecedor
de serviços, não havendo distinção entre os dois.
3.1 Protocolo
Para a realização de um pagamento há um protocolo associado e especificado. Este protocolo
é baseado em dois taps, ou seja, o utilizador terá de encostar duas vezes o seu telemóvel ao POS,
sendo, em cada tap, trocada informação bidirecionalmente. Um protocolo com o máximo de dois
taps é essencial, pois na sequência de um estudo preliminar entretanto realizado, concluiu-se que
com mais de dois taps, a experiência poder-se-ia tornar penosa e afastar o cliente.[Pro12]
Tal como em todos os pagamentos atuais, há sempre uma fase de preparação quando se escolhe
o cartão bancário da carteira e possíveis talões/vales de desconto, uma fase de pagamento quando
se aceita o pagamento e se insere o código (PIN), e uma fase final quando se recebe a fatura ou
talão. Estas fases ocorrem também do lado do fornecedor de serviços quando este inicialmente
digita o valor da compra, tendo que esperar que o cliente execute a parte dele antes de passar ao
processo de pagamento, em que do lado deste não há qualquer ação, tendo apenas que esperar que
o pagamento seja aceite, para finalmente entregar ao cliente o respetivo comprovativo, também
automaticamente.
A arquitetura a implementar terá de suportar uma fase de preparação inevitável, podendo ser
muito simplificada aceitando o utilizador especificações por defeito. Essa responsabilidade é da
aplicação, que poderá ter essas operações pré-definidas, acelerando o processo de pagamento e
causando menos transtorno ao utilizador, quer este seja cliente ou fornecedor de serviços.
Existe um caso especial de pagamento que é apenas a remissão de cupões/vales, em que neste
caso não há necessidade de haver dois taps, já que a fase em que o cliente insere o seu código
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de segurança é ignorada, havendo assim a hipótese de diminuir o número de taps, para apenas
um. Isto é vantajoso em casos como o dos transportes públicos ou na remissão de outros bilhetes,
em que estes cobrem o valor total da compra/serviço, não sendo necessário associar um cartão
bancário.
3.1.1 Protocolo cliente
Começando pelo cliente, este terá de começar por escolher o cartão (vCard) que pretende usar,
caso tenha vários, e de seguida os vales de desconto/cupões (vTokens) a redimir. Estes passos
são obrigatórios, no entanto poderão ser automatizados, cabendo esse trabalho à aplicação. As
escolhas vão sendo comunicadas ao elemento seguro que vai guardando essas opções, para assim
se poder iniciar a fase de pagamento. Quando o cliente estiver pronto para iniçiar o pagamento, é
enviado um pedido ao elemento seguro a requisitar a construção da mensagem (PREPPAG), que
será enviada ao comerciante , com as escolhas que este tomou na fase anterior. Esta mensagem,
tal como todas as relacionadas com o protocolo trocadas por NFC, vão assinadas com a chave
privada do utilizador do dispositivo que as envia, que neste caso é a do cliente. Junto com esta
mensagem irá também o certificado do cliente, que contem a sua chave pública, para o comerciante
poder verificar a autenticidade da mensagem. A chave privada e o correspondente certificado são
previamente armazenados no elemento seguro pela entidade gestora do serviço de pagamentos.
Para se iniciar a transmissão do PREPPAG por NFC, o cliente terá de encostar o seu dispositivo
ao POS do comerciante (primeiro tap), cabendo à middleware o envio dos dados por NFC, dando-
se assim início ao processo de pagamento. Neste mesmo tap, será recebida uma mensagem, o
REQPAG, vinda do comerciante que trará toda informação do pagamento, como por exemplo o
valor do pagamento, os vTokens aceites, a ocorrência de algum erro, entre outras informações
pertinentes ao pagamento. O REQPAG será comunicado ao elemento seguro para verificação de
autenticidade, analisando o certificado do comerciante e a assinatura da mensagem, bem como o
tempo decorrido, para assim garantir que a mensagem foi recebida dentro de um tempo aceitável.
Com esta troca de mensagens quer o comerciante, quer o cliente, possuem os certificados um do
outro e com isso as suas chaves públicas, não sendo necessário transmiti-los mais vezes durante
esse pagamento.
Sendo o REQPAG válido, é apresentada a informação trazida pela mensagem ao utilizador,
e caso este confirme os dados, é pedido o seu código de segurança para que o pagamento seja
confirmado e prossiga. Com a realização desta ação é construída a mensagem de confirmação de
pagamento, o CONFPAG, pelo elemento seguro, que será transmitido por NFC para o comerci-
ante, iniciando-se assim o segundo tap. Neste tap será recebida a mensagem de recibo/talão, o
RECBPAG, que após validado pelo elemento seguro, é mostrado ao utilizador, estando assim con-
cluído o pagamento. Na eventualidade de o pagamento não ter sido bem sucedido, o RECBPAG
trará essa indicação.
Para a melhor perceção dos passos mencionados, a figura 3.1 apresenta um diagrama de
sequência do protocolo relativo ao cliente.
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Dispositivo do cliente
Aplicação Middleware
Enviar (vTokens)
Obter vTokens () Obter vTokens ()
Enviar (vTokens)
Enviar (vCards)
Obter vCards () Obter vCards ()
Enviar (vCards)
Elemento Seguro
Preparar pagamento () Preparar pagamento (T)
Enviar (PAGPREP)
Dispositivo do 
comerciante
Enviar por NFC (PAGPREP)
Validar (REQPAG, T)
Receber por NFC (REQPAG)
Enviar (Válida  / Erro)
Mostrar(Descrição do pagamento / Erro)
Confirmar/Cancelar pagamento (Código de pagamento)
Confirmar pagamento (Código de pagamento, T)
Enviar (CONFPAG)
Enviar por NFC (CONFPAG) 
Receber por NFC (RECBPAG)
Validar (RECBPAG, T)
Enviar (Válida/ Erro, Recibo)Mostrar (Recibo / Erro)
Código errado
Selecionar(vTokens) Selecionar(vTokens)
Enviar (Sucesso / Erro)Enviar (Sucesso / Erro)
Enviar (Sucesso / Erro)
Selecionar(vCard) Selecionar(vCard)
Enviar (Sucesso / Erro)
Aceitar()
Pedir código()
Figura 3.1: Protocolo de pagamentos relativo ao cliente 1
Para a remissão de apenas vTokens, como sejam os casos dos transportes públicos, entradas de
espetáculos, parques de estacionamento, entre outros, o protocolo tem uma estrutura semelhante,
sendo trocadas as mesmas quatro mensagens, ignorando apenas a inserção do código do utilizador
e realizando o pagamento em apenas um tap.
3.1.2 Protocolo fornecedor de serviços
Passando agora para o protocolo do fornecedor de serviços, este contém as operações comple-
mentares do anterior, bem como as conexões necessárias com as plataformas para a validação do
pagamento. Existem duas plataformas com que o fornecedor de serviços interage, uma delas da
1Imagem em ponto grande no Anexo A figura A.4
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sua responsabilidade, tendo como funções converter os vTokens do cliente num valor monetário e
registar o valor da compra/serviço. A outra plataforma com que interage é a da MobiPag, sendo
esta a responsável pelo pagamento propriamente dito.
O comerciante começa por selecionar os tipos de vCards que aceita, podendo existir vários
tipos de cartões como o Mastercard, Visa, entre outros. Esta operação pode ser realizada apenas
uma vez, já que os tipos de cartões que um comerciante pode aceitar não variam muito, sendo
quase sempre os mesmos. Inevitavelmente terá de inserir para cada compra, o valor desta, sendo
este o único passo da fase de preparação que tem de realizar. No entanto o registo do valor a
receber não é guardado no elemento seguro, mas antes guardado na sua plataforma/servidor, para
depois ser contabilizado o seu valor real com a receção dos dados do cliente (vCard e vTokens).
Realizadas estas ações, o comerciante está pronto para receber a primeira mensagem do dis-
positivo do cliente, o PREPPAG. Após a sua receção, é verificada a autenticidade pelo elemento
seguro, recorrendo ao certificado que vem na mensagem. É também verificado se o cartão está
dentro dos tipos aceites. Esta mensagem é depois transmitida à sua plataforma a fim de converter
os vTokens que o cliente pretende redimir, num valor a descontar ao total. Da sua plataforma irá
receber a descrição do pagamento, contendo o valor real, já contabilizando os vTokens aceites, ha-
vendo a possibilidade de nem todos os vTokens que o cliente pretende redimir sejam aceites. Com
a descrição do pagamento, o elemento seguro constrói a mensagem de requisição de pagamento
(REQPAG) adicionando ainda a informação do próprio comerciante, e ainda um indicador de su-
cesso ou erro, para assim ser mostrada uma mensagem apropriada ao cliente quando este receber
o REQPAG.
Com o REQPAG enviado, o comerciante fica à espera que o cliente insira o seu código de
segurança, e inicie o segundo tap, transferindo o CONFPAG. Logo que seja obtido o CONFPAG
este é validado pelo elemento seguro e de seguida enviado para a plataforma da MobiPag a fim
de ser debitado o valor da compra/serviço na conta do comerciante. Da plataforma da MobiPag
o comerciante receberá o recibo (RECBPAG) que será novamente validado no elemento seguro
antes de ser reenviado para o cliente por NFC. A sequência destas operações pode observar-se na
figura 3.2.
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Dispositivo do comerciante
Aplicação Middleware
Guardar tipos de vCards aceites ( Tipos de vCards) Guardar tipos de vCards aceites ( Tipos de vCards)
Elemento Seguro
Dispositivo Cliente
Receber por NFC (PAGPREP)
Enviar por NFC (REQPAG)
Enviar (REQPAG)
Receber por NFC (CONFPAG) 
Enviar por NFC (RECBPAG)
Enviar (Sucesso  / Erro)Enviar (Sucesso  / Erro)
Validar (PAGPREP, T)
Enviar (Válida  / Erro, vCard e vTokens do Cliente)
Plataforma do 
comerciantePlataforma MobiPag
Redimir (vTokens do Cliente)
Receber (Descrição do pagamento ,vTokens aceites) 
Enviar (Descrição do pagamento ,vTokens aceites, T) 
1º 
Tap
Validar (CONFPAG, T)
Enviar (pagamento)
Receber (RECBPAG)
Validar (RECBPAG, T)
2º 
Tap
Enviar (Válida / Erro, Pagamento assinado por ambos)
Enviar (Válida / Erro)
Figura 3.2: Protocolo de pagamentos, parte do comerciante 2
Para o caso da remissão de apenas vTokens por um tap, tal como no cliente, o protocolo é o
mesmo, sendo todas as operações realizadas num tap.
Com estes protocolos garante-se sempre no final a existência de um recibo assinado pelos
três participantes. As mensagens vão agregando sempre nova informação e contêm a assinatura
do comerciante quando este envia o valor do pagamento e os vTokens aceites, do cliente quando
este aceita o pagamento e os vTokens redimidos, e da plataforma MobiPag quando o pagamento é
efetuado, transferindo o valor do cliente para o comerciante.
3.2 Resumo ou Conclusões
Neste capítulo foi descrito o problema a resolver e expostos os objetivos de investigação.
Foram expostas as caracteristicas que a arquitetura a desenvolver teria de possuir, bem como o
protocolo de pagamentos a a ser utilizado na arquitetura.
2Imagem em ponto grande no Anexo A figura A.5
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Capítulo 4
Arquitetura e implementação
Neste capítulo será apresentada com detalhe a arquitetura desenvolvida, justificando o fun-
cionamento e necessidade de cada componente, para o pleno funcionamento desta, assim como
alguns aspetos da implementação.
Durante o desenvolvimento do protótipo, tornou-se claro que a arquitetura desenvolvida daria
para abranger outras implementações para além da pretendida pela MobiPag, e como tal, em vez
de apresentar a arquitetura com as especificações concretas do problema proposto, será apresen-
tada uma arquitetura mais generalizada, que poderá ser aplicada para uma solução de pagamentos
mais específica, mas também para uma mais abrangente como a da MobiPag. A vantagem deste
tipo de arquitetura, é a de permitir omitir detalhes de implementação intrínsecos a cada caso, de
modo a focar os problemas encontrados e a respetiva resolução, uma vez que muitos são comuns
a qualquer tipo de aplicação que se queira dar a esta arquitetura. Duas das restrições ou especifi-
cidades que se poderiam apontar, são a utilização de um sistema PKI no elemento seguro, e este
ser baseado em certificados com codificação DER. Mesmo assim tornou-se esta especificidade
independente do tipo de chaves a usar (RSA DSA RSA_CRT entre outras) e do seu tamanho.
A arquitetura é composta por dois componentes lógicos, estando um no elemento seguro e ou-
tro no sistema Android. Nos próximos dois subcapítulos irão ser abordados os diversos aspetos de
cada componente, indicando a solução geral, ou caso não seja possível, serão exploradas algumas
das hipóteses existentes. Algumas razões porque nem sempre é possível encontrar uma solução
geral, prendem-se com restrições, como no caso do projeto Mobipag, em que certo hardware foi
previamente definido e que por isso afetou algumas das decisões a nível da arquitetura. No entanto
esta restrição revelou-se útil porque permitiu visionar outras soluções, equivalentes ou melhores,
que poderão servir de apoio a decisões que projetos semelhantes possam fazer, tendo por base o
conhecimento adquirido com esta arquitetura.
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4.1 Elemento seguro
Este é o componente onde uma boa escolha de hardware, neste caso um SIM de telemóvel,
terá maior impacto na arquitetura e na sua performance. Existem vários fabricantes deste tipo de
hardware com diversas características, no entanto é de salientar que para o tipo de uso que se
vai dar a este componente, requer uma capacidade razoável de memória não volátil, para poder
armazenar a informação do utilizador, e possua também um tamanho de memória RAM alargado,
ou seja, já direcionado para este tipo de aplicações.
Começando pela versão do JavaCard, esta deverá ter uma versão igual ou superior à versão
3.0 Classic, pelo fato de apresentar mais valias neste tipo de aplicações, salientando-se uma das
principais, que é uma maneira de poder ir buscar memória não volátil que já não seja usada, ou
seja, suporte equivalente ao coletor de lixo1 do Java, mas não de forma automática.
Outro dos espetos que aumenta e muito a performance, é o suporte pelo elemento seguro de
APDUs alargados (secção 2.2.2), dado que a informação máxima que se pode transportar para cada
lado passa de 255 para 32767 bytes. Este facto assume particular relevância considerando que uma
assinatura com uma chave de 2048 bits, ocupa 256 bytes, ou seja, um APDU normal nem sequer
consegue transportar de uma só vez uma simples assinatura. Isto torna-se particularmente penoso
quando se tem de transmitir mensagens com certificados e assinaturas, por quanto só os dois
últimos ocupam mais de 1500 bytes, considerando chaves de 2048 bits atualemente comummente
utilizadas. A ausência deste suporte implica a serialização da informação em blocos de 255 bytes
para transmiti-los à applet, o que à primeira vista pode não parecer ter assim tanto impacto, mas
implica ter um buffer interno que vá armazenando a informação à medida que esta vai chegando,
ou seja vai ter de se copiar a informação n/255 vezes, antes de a analisar no seu todo. Este buffer
terá de ocupar espaço na RAM ou na memória não volátil, sendo que a RAM é extremamente
pequena quando comparada com a memória não volátil, e daí não se poder alocar grandes blocos
(em JavaCard 2KB já é considerado um bloco grande para se ter em RAM), e a última tem tempos
de acesso mil vezes superiores e um número de escritas mais limitado. Este buffer teria também de
guardar a informação a enviar, caso esta não caiba no APDU, para se ir enviando 255 bytes de cada
vez. Ora se se pretender analisar a informação recebida pela applet e ao mesmo tempo construir
outra mensagem igualmente grande (que não caiba em 255 bytes) para se enviar, pode acontecer
que seja necessário outro buffer só para esse efeito. Por sua vez este segundo buffer pode não caber
na RAM e ter de se usar a memória não volátil, degradando ainda mais a performance. Quando
comparada a performance a nível de operações e memória gasta, usando APDUs alargados, notam-
se facilmente os ganhos, uma vez que não seria necessário nenhum buffer para ir armazenando a
informação recebida pela applet, já que 32767 bytes neste tipo de sistema é muito grande, cabendo
praticamente tudo o que se queira transmitir. Os 32767 bytes do APDU poderiam servir também
para construir a mensagem que se pretendesse enviar de volta, atendendo ao seu tamanho, evitando
assim o segundo buffer.
1Do inglês: garbage collector
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Ainda outro ponto a ter em consideração na escolha de um elemento seguro, são os algoritmos
de criptografia realmente implementados, sendo que nem todos os que constam da especificação
do JavaCard podem estar implementados e isso condicionar algumas das escolhas a nível cripto-
gráfico.
4.1.1 Requisitos
Existem certos requisitos comuns que uma arquiterura de pagamentos tem de ter e que o Java-
Card até agora (versão 3.0.4) não disponibiliza. O JavaCard como foi referido, é um subconjunto
de Java, e não possui coisas elementares como contentores dinâmicos de objetos, como por exem-
plo uma lista ligada. Foi elaborada uma lista de “facilidades” que a applet teria de possuir e que
não estão nativamente disponíveis para poder funcionar corretamente, bem como o mecanismo
para a sua distribuição ao público, conforme se apresenta:
• Contentores dinâmicos para armazenar dados não primitivos.
• Analisador2 de certificados e relação com o sistema PKI.
• Geração de chaves e obtenção do certificado.
• Applet auxiliar de administração.
• Associação de um sistema PKCS#15 e um domínio seguro antes da instalação.
• Associação entre elemento seguro e utilizador.
Nos subcapítulos seguintes serão abordados estes tópicos em pormenor, sendo a sua compre-
ensão fundamental antes de apresentar a arquitetura no seu total.
4.1.1.1 Contentor dinâmico para armazenar objetos
Atualmente o JavaCard não tem nativamente um contentor de objetos dinâmico, e isto deve-se
principalmente à falta de suporte para um verdadeiro sistema coletor de lixo, havendo necessidade
de invocar manualmente pelo programador as facilidades que existem. Devido a esta restrição,
uma das boas práticas a ter em JavaCard, é alocar todo o espaço necessário ao funcionamento
da applet quando esta é instalada. Contudo para uma aplicação direcionada a pagamentos do
tipo pretendido, é difícil seguir essa boa prática, visto que a informação a armazenar pode ser
pouca ou muita, dependendo do uso que o utilizador lhe possa dar. Por exemplo, no caso da
arquitetura pretendida pelo sistema MobiPag, é difícil reservar todo o espaço na instalação devido
ao número de vTokens poder ser reduzido e assim sobrar muito espaço inutilizado. Mas ao mesmo
tempo nunca se sabe se o espaço a necessitar não poderá aumentar para além do inicialmente
alocado. Outra razão porque não se deve reservar muito espaço no inicio, é a possibilidade de
outra entidade pretender instalar a sua applet no mesmo elemento seguro, podendo deparar-se com
2Do inglês: parser
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falta de recursos. Outra das boas práticas a ter em conta em JavaCard é a reutilização dos recursos
existentes, para evitar alocar novos recursos e chamar o coletor de lixo, já que reservar novos
recursos faz crescer o tamanho da applet e chamar o coletor de lixo tem um custo muito grande3
porque o JCRE tem de analisar a memória para detetar que objetos deixaram de ser utilizados.
Os contentores dinâmicos a desenvolver teriam de obedecer a estas boas práticas para um
melhor desempenho e estabilidade. O contentor tem de poder crescer, diminuir, e poder reutilizar
os objetos que deixam de ser utilizados. Para isso é necessário criar uma reciclagem dentro do
próprio contentor, deixando esta gerir o seu tamanho até chegar a um máximo definido. Sempre
que este limite for atingido, deve cortar as referências aos objetos (referências passam a ser nulas)
e invocar o coletor de lixo.
O tipo de contentor dinâmico a usar depende de como se pretende organizar a informação.
Para o desenvolvimento do protótipo foi criada uma lista ligada4, por ser de fácil implementação
e manutenção e servir como base de teste para a arquitetura, sendo futuramente alterada para algo
mais apropriado ao uso que se pretende dar. Porém os fundamentos básicos podem ser extrapola-
dos para qualquer tipo de contentor. A applet teria de armazenar vCards e vTokens, por isso foram
criadas três listas, devido aos últimos poderem ser separados com base no fornecedor de serviços,
facilitando assim a sua procura. Foram criadas duas classes modelo5 com as operações básicas de
uma lista ligada, que seria estendida para acomodar as funções relativas aos vCards e vTokens.
Apresenta-se na figura 4.1 um diagrama de classes, com o esboço da lista ligada implementada,
ignorando as operações específicas relativas ao protocolo MobiPag.
3Do inglês: overhead
4Do inglês: linked-list
5Do ingês: template
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Figura 4.1: Exemplo de uma lista ligada em JavaCard 6
• As classes modelo “No”(nó) e “MinhaLista” são apenas os contentores necessários para
poderem armazenar qualquer tipo de objeto, contendo apenas as operações básicas de adi-
cionar, remover, procurar. Uma nota importante, é que a operação de remoção não apaga
da memória o seu conteúdo, apenas remove as ligações com os elementos vizinhos da lista,
para depois este nó poder ser reutilizado.
• A classe “ListaVCards” estende a classe “MinhaLista”, usando as operações da superclasse
para a manipulação de vCards na lista. Esta classe tem operações para a manipulação dos
objetos em mais alto nível, não sendo por isso necessário andar a passar nós de vCards.
Contém também a particularidade de ter a sua própria reciclagem para assim poder reutilizar
vCards que tenham sido removidas da lista. A operação de remoção chama o método da
superclasse que os retira da lista mas não os elimina, e guarda-os na reciclagem, por forma
a serem reutilizados na operação de adição de um vCard. A operação de adição em vez de
trazer um objeto vCard trará a sua serialização que vem por exemplo no APDU, para assim
ser copiada para um nó de vCard, e posteriormente voltar a adicionar na lista usando o
método da superclasse. Em cada remoção é verificada se a reciclagem esta cheia, e em caso
positivo, é chamada a operação que a esvazia, apagando as referências dos nós e chamando
o coletor de lixo para reclamar os espaço por estes ocupados.
6Imagem em ponto grande no Anexo A figura A.6
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• As classes “ListaFornecedor” e “Fornecedor” seguem a mesma linha de raciocínio que a
anterior, existindo apenas uma reciclagem de vTokens presente na “ListaFornecedores” por
ser esta que indiretamente lida com todos os vTokens de todos os fornecedores de serviços,
sendo a melhor classe para ter este tipo de mecanismo. Não existe nenhuma reciclagem para
fornecedores porque estes raramente serão eliminados, e no caso de isto ocorrer, é preferível
todas as suas dependências serem apagadas definitivamente, chamando o coletor de lixo
evitando fazer verificações na reciclagem para cada vToken, e assim acelerar o processo.
4.1.1.2 Analisador de certificados e relação com sistema PKI
Para garantir a segurança da arquitetura, este é o componente dentro do elemento seguro que
tem maior importância.
O JavaCard disponibiliza apenas estruturas para guardar e gerar pares de chaves (privada e
pública) de vários tipos e tamanhos, mas não dispõe de nenhum analisador de certificados X.509.
Como foi explicado na revisão bibliográfica na secção 2.4, as chaves públicas estão dentro de
certificados deste tipo, e como num sistema criptográfico baseado em PKI são trocados certifica-
dos para verificar a autenticidade da mensagem, é preciso implementar um analisador para estes
certificados.
Para a implementação deste analisador foram aplicadas duas técnicas encontradas durante a
fase de investigação. Uma delas otimiza a análise do certificado ([HL06]), e a outra elabora um
analisador de um certificado X.509 com codificação DER ([Cri09]). A codificação DER é ideal
para se fazer a análise no elemento seguro (dada a restrição de tipos primitivos), visto que são
bytes e não outo tipo de dados convertidos para bytes, como é o caso da codificação em PEM, em
que o certificado está representado numa string em base 64.
A codificação binária DER é baseada num tuplo TLV, em que o “T” é o byte indicador do tipo
de sequência, o “L” é o tamanho da sequência e o “V” são os bytes da sequência. Um certificado é
constituido por muitos tuplos destes, cada um com o seu significado. A estrutura de um certificado
X.509 obedece a uma norma, é constante e segue uma determinada ordem. Em [HL06] expõe-se
um método para otimizar a análise de um certificado de modo a que seja no máximo O(n). Este
método consiste na anotação da posição em que se vão encontrando os vários componentes do
certificado. Ora nem todos os componentes do certificado precisam de ser guardados, bastando
armazenar apenas os importantes como a chave pública do certificado, o algoritmo da assinatura,
e a assinatura do próprio certificado, caso se pretenda verificá-la. Analisando os tuplos TLV e
considerando a ordem que um certificado obrigatoriamente tem, consegue-se saltar de tuplo em
tuplo em vez de percorrer o seu conteúdo, otimizando o tempo da análise.
No caso Mobipag apenas foi considerada alguma informação do certificado, como a chave
pública, a assinatura do certificado e poucos mais componentes, permitindo saltar de tuplo em
tuplo, nos casos em que não interessava a informação. Daqui resultou que mais de metade do
certificado não fosse analisado.
Outro ponto a ter em mente na aplicação de um sistema PKI é a necessidade de guardar o
certificado recebido na sua totalidade. Esta questão prende-se com o tamanho porque embora um
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certificado possa parecer pequeno, na realidade para um dispositivo como o elemento seguro, o es-
paço inutilmente ocupado deve ser evitado, pelo que bastaria guardar apenas um objeto PublicKey
com a informação da chave pública recebida, e assim poupar-se-iam alguns milhares de bytes.
Para o caso MobiPag, foi armazenada a chave pública da CA que emitiu todos os certificados
em circulação de todos os utilizadores aderentes. Esta chave permite verificar a assinatura dos
certificados recebidos, conseguindo testar a sua autenticidade, e assim armazenar apenas a chave
pública e outra informação pertinente, descartando a seguir o certificado da RAM. As vantagens
inerentes deste mecanismo são bastante grandes, já que não se utiliza memória não volátil preciosa,
e não se gasta tempo a copiar informação da RAM. Um certificado totalmente armazenado é o do
próprio utilizador, para depois ser anexado nas mensagens e assim o destinatário poder verificar a
integridade da mensagem e do certificado.
No caso de se armazenar um certificado e se queira extrair alguma informação dele, um por-
menor a ter em conta consiste em guardar o certificado num objeto criado para o efeito. Neste
objeto estariam contidas as posições dos tuplos que se pretendem aceder, retirados aquando da
análise do certificado, para deste modo evitar uma nova análise sempre que se queira procurar
essas informações.
Figura 4.2: Exemplo de uma classe analisador de certificados X.509 e de um objeto para o guardar
7
4.1.1.3 Geração de chaves e obtenção do certificado
Antes da distribuição ao público dos SIMs, existe uma fase de preparação onde se geram as
chaves de cada utilizador, se obtêm os certificados para as chaves públicas e se geram os códigos
de acesso para o pagamento. Esta preparação terá de ser efetuada por agentes especialmente
autorizados, com software próprio, já que o acesso aos SIMs para instalação ou desinstalação
de applets requer vários códigos de acesso, que na eventualidade da sua divulgação, poderiam
comprometer a segurança do próprio SIM.
Para a realização da fase de preparação, relativamente à geração de chaves e obtenção dos
respetivos certificados, existem várias opções. Serão destacadas duas, sendo que a segunda pode
ser aplicada caso haja impedimentos, e não se consiga aplicar a primeira. O JavaCard estando
7Imagem em ponto grande no Anexo A figura A.7
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completamente implementado, contempla geração de chaves e suporte para chaves de vários tipos
e tamanhos. Na realidade a implementação de JavaCard que vem nos smartcards nem sempre
é completa, isto porque, o JavaCard define os algoritmos que existem mas não os implementa,
deixando isso a cargo de cada fabricante, podendo este realizar otimizações ou personalizações
nesses algoritmos. Acontece que nem todos os smartcards com JavaCard suportam a geração
de chaves (classe KeyPair), embora suportem essas chaves (classes PublicKey, PrivateKey). As
duas opções tem precisamente a ver com a presença ou ausência da implementação dos algoritmos
de geração de chaves, sendo que na primeira é assumido que o smartcard tem suporte para essa
geração, e no segundo não.
Começando pelo primeiro, este representa o caso “tradicional”, em que o par de chaves é
gerado e a chave privada nunca sai do cartão. Depois é necessário criar um CSR para enviar
à CA, a fim de receber o certificado contendo a chave pública. Este caso no entanto envolve
a realização de passos intermédios para a criação do CSR. O JavaCard à semelhança do que
se passa com a análise de certificados X.509, não tem suporte para a criação nem manipulação
deste tipo de certificado intermédio. Para contornar esta insuficiência, é necessário criar uma
aplicação externa que permita o preenchimento dos dados do utilizador, bem como a geração de
um CSR a partir destes dados e da chave pública obtida da applet. A aplicação poderia ser em
Java ou qualquer outra linguagem, sendo os únicos requisitos poder comunicar com uma applet
no cartão e conseguir criar e manipular CSRs. O Java cumpre estes dois requisitos, utilizando as
bibliotecas internas javax.smartcardio.*, para comunicar com a applet no cartão, e recorrendo a
uma biblioteca externa de criptografia, chamada Bouncy Castle que estende as funcionalidades do
Java para realizar os passos necessários à geração de um CSR. Ter uma aplicação externa em vez
de ter o código na applet, diminui o tamanho desta, e evita ter código que em princípio apenas se
iria utilizar uma vez.
O processo para gerar um CSR não é complicado. Um agente autorizado começa por introduzir
os dados do utilizador e de seguida pede à applet a sua chave pública. Com estes dois dados
constrói um CSR com codificação DER ([NK00]) sem assinatura, que envia à applet para assinar.
Obtida a assinatura, o CSR está construído, bastando convertê-lo para PEM, usando a biblioteca
Bouncy Castle e está apto a enviar à CA. Depois de recebido o certificado da CA este é enviado
para a applet para ser armazenado. O processo está ilustrado na figura 4.3.
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AppletAplicação Autoridade Certificadora
Obter certificado(Dados utilizador)
Obter chave pública()
Enviar(Chave pública)
Obter assinatura(CSR Parcial)
Enviar(Assinatura)
Obter certificado X.509 (PEM CSR)
Enviar (Certificado X.509)
Guardar certificado(X.509)
Enviar(Sucesso / Erro)
Construir CSR Parcial(
Dados utilizador, 
Chave pública)
Construir CSR(
CSR Parcial,
Assinatura)
Figura 4.3: Processo de obtenção de um certificado X.509 apartir de um CSR 8
O segundo caso ocorre quando o cartão não suportar geração de chaves, ou então, por alguma
outra razão. Ora isto apresenta logo restrições na fase de preparação, sendo que a falta de suporte
para geração de chaves altera o modelo de obtenção de um certificado, dado que as chaves privada e
pública são conhecidas por outra entidade para além do utilizador a quem se destina. Isto apresenta
sérios riscos de segurança e por isso tem de ser realizado por entidades fidedignas e especializadas
em segurança, como por exemplo uma CA. Assumindo que uma CA fica responsável pela geração
das chaves e dos certificados, em contraste com a solução anterior, não é necessário a applet conter
funções relacionadas com a geração de um CSR, uma vez que a chave privada é conhecida pela
CA e se pode obter logo um certificado, bastando ter funções para armazenar a chave privada e
o certificado. Tal como na solução anterior ter-se-ia que desenvolver uma aplicação externa para
8Imagem em ponto grande no Anexo A figura A.8
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comunicar com a applet e assim transmitir a chave e o certificado. Esta solução mostra-se na
figura 4.4.
Entidade 
Certificadora Applet
Obter Certificado(Dados Utilizador)
Gerar chaves 
para utilizador ()
Gerar Certificado X.509(
Dados utilizador
Chave pública utilizador,
Chave privada  da CA)
Guardar certificado (Certificado X.509)
Enviar (Sucesso / Erro)
Figura 4.4: Processo de construção de um certificado X.509 por uma CA
Um dos pontos comuns às duas soluções é a geração dos códigos de pagamento que podem
ser feitos na aplicação que comunica com a applet recorrendo à geração de números aleatórios,
pela CA, ou até pela própria applet caso esta suporte a geração, com a classe “RandomData”, já
que este não é um ponto crítico.
Durante o desenvolvimento da arquitetura foi criada uma aplicação em Java, recorrendo às
bibliotecas enunciadas anteriormente, que implementa precisamente uma destas soluções e que
foi entregue a uma autoridade fidedigna, responsável por esta fase de preparação.
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Figura 4.5: Aplicação de administração desenvolvida
4.1.1.4 Applet auxiliar de administração
Para aumentar a segurança da arquitetura da applet foi desenhado um mecanismo para a fase
de preparação que garante que a informação sensível, que nunca muda, como a chave privada
e o certificado, se mantêm inalteráveis. Este mecanismo é baseado em “Objetos com Interface
Partilhada”, em que a applet principal de pagamentos iria disponibilizar um conjunto de funções à
applet auxiliar e apenas a esta. A applet auxiliar por sua vez, seria a applet com a qual a aplicação
externa iria comunicar na fase de preparação.
Uma applet disponibiliza as suas funções através do método process consoante o valor do INS
de um APDU, no entanto, pode disponibilizar outras funções que não sejam acessiveis por APDU
a outra applet fazendo uso de “Objetos com Interface Partilhada”, que são no fundo interfaces
predefinidas. Com o uso desta funcionalidade, consegue-se garantir que nenhum APDU dirigido
à applet principal consegue aceder a estes métodos, mesmo que o AID da applet seja conhecido,
apenas permitindo o acesso à applet com quem se partilha estes métodos. Com esta funcionalidade
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só conhecendo o AID da applet auxiliar é que se consegue aceder a estes métodos disponibilizados
na interface pré-definida (ver figura 4.6).
O mecanismo que foi desenhado corrige a falha acima exposta, que é conhecer o AID da
applet auxiliar. Após a applet de pagamentos ter armazenada o certificado e outra informação que
se queira, a applet auxiliar é eliminada. Ao eliminar a applet auxiliar consegue-se garantir que
não há mais alterações a essa informação, porque a applet de pagamentos só partilha com a applet
auxiliar que tenha um AID específico, e por sua vez os códigos de acesso ao SIM impedem que
uma pessoa, mesmo com conhecimentos de segurança consiga instalar uma applet forjada com o
mesmo AID.
Figura 4.6: Mecanismo de administração da applet de pagamentos 9
4.1.1.5 Associação de um sistema PKCS#15 e um domínio seguro antes da instalação
Como explicado na revisão bibliográfica na secção 2.4, o recurso a listas de acesso com base
num sistema PKCS#15 constitui um método de restringir o acesso às applets. Foi também referido
na subsecção 2.2.2 que o uso de domínios seguros restringia acessos indevidos de outras applets.
Aplicando estas duas medidas de segurança extra, consegue-se ter uma applet bastante segura,
sem que para isso tenha de se fazer alterações na sua arquitetura, dado que são tudo restrições
verificadas pelo JCRE, e não pela applet.
Os cartões usados no protótipo dispunham destas duas funcionalidades, como tal foi tirada
vantagem desta possibilidade, visto constituir uma medida de segurança muito mais eficaz, do
9Imagem em ponto grande no Anexo A figura A.9
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que o recurso a códigos (PINs) dentro da applet. A construção do sistema PKCS#15 antes da
instalação, deve ser feita com a ajuda do fabricante ou de uma entidade perita na matéria, pelo
facto de ser um sistema complexo.
4.1.1.6 Associação entre elemento seguro e utilizador
Uma das dúvidas que pode surgir é a associação de um determinado dispositivo a um utilizador.
Esta associação deve ser feita com base no elemento seguro (SIM), já que um utilizador poderá ter
vários telemóveis e haver a necessidade de trocar entre eles.
Existem várias hipóteses para realizar essa associação, como por exemplo, associar a chave
privada gerada na preparação do SIM, com o utilizador através de um protocolo de troca de men-
sagens. Outra hipótese poderia ser a geração de um número único e este ser o identificador do
utilizador. Outra ainda, poderá ser um misto destas duas hipóteses, em que o identificador gerado,
juntamente com a informação do utilizador, é assinado pela chave privada, anexado o seu certi-
ficado e enviado para a plataforma de pagamentos para a associação. Poderão existir inúmeras
hipóteses de associação, escolhendo-se a mais adequada a cada situação, porém é de manter o
elemento seguro como o elemento associador, em vez do dispositivo móvel.
4.1.2 Arquitetura
As applets elaboradas para operar no SIM têm o conjunto dos componentes anteriormente
apresentados, numa única arquitetura, como se pode observar na figura 4.7.
Figura 4.7: Arquitetura das applets no elemento seguro 10
10Imagem em ponto grande no Anexo A figura A.10
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4.2 Android
Para a elaboração da arquitetura que se pretende num smartphone Android, tem de se desen-
volver um serviço e uma aplicação gráfica.
4.2.1 Serviço
A arquitetura do serviço a executar em segundo plano no Android não é complicada. A dificul-
dade neste componente passa pela implementação da lógica de negócio, que será a sua principal
funcionalidade, já que a construção e validação das mensagens trocadas no protocolo é da respon-
sabilidade da applet. A lógica de negócio, passa pela construção de uma máquina de estados que
nunca permita que possam ser efetuadas ações inválidas ou fora de ordem, como por exemplo,
definir o cartão de pagamento a meio de uma transação. Esta lógica de negócio está diretamente
relacionada com o protocolo a implementar, como tal não serão abordados casos específicos. Po-
rém são descritos os principais componentes que uma arquitetura como a pretendida teria de ter,
bem como os cuidados a ter durante o seu desenvolvimento.
Deve-se começar por criar um biblioteca comum onde estão todas as interfaces AIDL defi-
nidas, bem como todos os objetos “Parcelable” a serem trocados nas interfaces. Esta biblioteca
depois é disponibilizada aos fornecedores de serviços que queiram ter uma aplicação própria, por
isso as classes dentro dessa biblioteca não podem ter nada comprometedor. O conjunto das in-
terfaces mais os objetos “Parcelable” serão os constituintes da API de alto nível que o serviço
(middleware) disponibilizará.
Tradicionalmente, uma aplicação comunica com um serviço mandando-o executar uma função
definida na interface AIDL. No entanto há situações onde é necessário executar a comunicação
inversa, ou seja, o serviço contactar uma aplicação. Para esta comunicação inversa existem duas
possibilidades, uma é o uso de notificações, e a outra é o uso de callbacks. Usando as notificações
o serviço notifica o sistema Android de um acontecimento, e este põem um aviso na barra de
notificações. Quando acionada esta notificação, abre uma nova atividade relativa à aplicação a que
o serviço está associado. Esta atividade é pré-difinida pelo programador no serviço. No contexto
do protocolo MobiPag este processo não resulta bem, porque a atividade que se pretende notificar
está a correr e quer ser avisada do que aconteceu, não se pretendendo abrir uma nova. Para além da
razão apresentada, o uso de notificações não pode ser aplicado nesta arquitetura por se pretender
que o serviço comunique com várias aplicações e não só com uma, como teria de acontecer com
o recurso a notificações, visto este abrir uma atividade pré-definida.
Para o uso de callbacks recorre-se de novo a interfaces AIDL, mas desta vez a aplicação
implementa o AIDL com as funções pré-definidas, na atividade corrente. Quando o serviço quiser
comunicar com a aplicação, é acionado o método que o serviço chamou, na atividade corrente
que implementou esse callback. Essa atividade começa por chamar o método que pretende que o
serviço execute, e passa-lhe como parâmetro desse método a stub da interface de callback. Quando
o serviço executa essa função guarda a referência da stub de callback para mais tarde contactar a
aplicação, recorrendo aos métodos definidos no AIDL de callback e enviando os dados acordados.
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Os callbacks permitem a um serviço comunicar com várias aplicações, dado que este não está
associado a nenhuma, bastando para isso guardar a referência do stub de callback da aplicação
que o contactou (ver figura 4.8).
Figura 4.8: Exemplo de uma implementação de um callback 11
No protótipo foram usados dois callbacks, um para o serviço comunicar à aplicação a descrição
do pagamento, e outro para comunicar o recibo. O primeiro callback é passado quando se inicia o
primeiro tap, e se quer obter a descrição do pagamento. Quando o serviço recebe a descrição do
pagamento, e após validação pelo elemento seguro, usa a referência guardada da stub do callback
para enviar à aplicação a descrição do pagamento. O segundo callback segue a mesma lógica, mas
a stub é passada quando se confirma que se quer efetuar o pagamento, e é chamado quando se
recebe o recibo do comerciante.
O número de interfaces AIDL a definir é variável, mas poderia ser, uma para o serviço, e
várias interfaces para os callbacks necessários, assumindo que em cada interface de callback só
estaria definida uma função. Um cuidado a ter, é não definir o pedido do código de pagamento
como um callback, sendo que assim a aplicação teria acesso a este código. O pedido do código
de pagamento deve ser efetuado pelo serviço, que cria ele próprio uma nova atividade (ou pop-up)
por cima da atividade da aplicação do fornecedor de serviços, de modo a esta não poder ter acesso
a esse código.
O serviço fica também responsável pela comunicação NFC, bastando para isso recorrer à API
do Android. Na revisão bibliográfica na secção 2.3.1, foi referido que o Android apenas permitia
uma mensagem por tap. Ora no protocolo de pagamento MobiPag para cada tap, circulam duas
mensagens, podendo circular quatro no caso da remissão de apenas vTokens. Como tal, foi preciso
elaborar uma alteração para o Android a fim de se conseguir pôr o NFC a funcionar conforme
11Imagem em ponto grande no Anexo A figura A.11
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o pretendido. Um dos parceiros do projeto Mobipag realizou esta alteração que foi instalada
nos dispositivos de teste e obtendo-se o resultado esperado. Para aplicar esta alteração, quando
da escrita desta dissertação, era necessário efetuar passos que um utilizador comum consideraria
complicados, mas o objetivo é ser disponibilizada junto com o serviço, sem que em princípio seja
necessário a intervenção do utilizador para além da instalação do mesmo. Esta alteração não está
dentro do âmbito desta dissertação, no entanto tem de ser referida, para resolver a contradição do
protocolo com o funcionamento normal do NFC, num dispositivo Android com configurações de
fábrica.
Outro componente necessário para a arquitetura, é a criação de uma biblioteca contendo as
funções para comunicar com o elemento seguro. Desta forma, separa-se a lógica de negócio
da parte de serialização dos objetos, desempacotamento12 das mensagens recebidas por NFC, e
construção dos APDUs para comunicar com o elemento seguro. Esta biblioteca convém ser única,
não podendo ter várias instâncias, para evitar ter mais do que uma ligação ao elemento seguro
aberta, e assim diminuir os erros que podem ocorrer no elemento seguro. Na biblioteca criada foi
aplicado o padrão singleton para se conseguir garantir que apenas há uma instância e que esta é
sincronizada. Nesta biblioteca são construídas as mensagens a enviar por NFC, em formato binário
(formato das mensagens NDEF), e são transmitidas ao elemento seguro as mensagens recebidas.
4.2.2 Aplicação gráfica
O suporte para várias aplicações gráficas por parte de um fornecedor que queira oferecer uma
experiência mais personalizada, é o ponto forte desta arquitetura, e a sua integração com o serviço
a correr nos dispositivos é fácil. A aplicação só teria de usar a API de alto nível especificada,
bastando para isso implementar os callbacks, e chamar as funções do protocolo na ordem certa,
sendo para isso fornecida a documentação essencial.
Como os dados guardados no elemento seguro relativos a cada vCard e vToken nunca ocuparão
muito espaço, é normal que se usem identificadores para cada campo que estes possam ter. As
aplicações desenvolvidas teriam quase necessariamente de ter uma base de dados persistente, de
forma a converter esses identificadores em algo mais legível e percetível ao utilizador.
4.2.3 Preparação para a distribuição e associação com o sistema PKCS#15
O uso de listas de acesso na applet, obriga à realização de procedimentos antes da disponibi-
lização do serviço e da applet. Como referido na secção 2.4, é preciso gerar uma chave privada e
um certificado, de modo a poder assinar a aplicação que vai tentar aceder à applet. Neste caso não
se vai assinar nenhuma aplicação mas sim o serviço (middleware) que é o único processo Android
a ter essa permissão. Com esse certificado, é computada a sua hash SHA-1 para ser usada na cons-
trução do sistema de ficheiros PKCS#15 antes de carregar a applet para os cartões. A assinatura de
uma aplicação ou serviço não é difícil, depois de gerados a chave privada e o certificado, bastando
para o efeito seguir os passos que a Google explica.
12Do ingês: unmarshal
56
Arquitetura e implementação
4.2.4 Arquitetura
A arquitetura geral utilizada no protótipo é a que se apresenta na figura 4.9, omitindo os
métodos relativos ao protocolo Mobipag.
Figura 4.9: Exemplo da arquitetura do serviço implementada 13
Foi criada uma biblioteca comum com todos os objetos “Parcelable” e interfaces AIDL, que
é a API de alto nível a disponibilizar aos fornecedores de serviços. Foi criado o serviço em
si, que implementa a stub com os métodos definidos na interface relativa ao protocolo. Foi ainda
desenvolvida uma biblioteca para comunicar com o elemento seguro, aplicando o padrão singleton,
para separar a lógica de negócio das operações de serialização e desempacotamento dos dados a
serem transmitidos, e recebidos pelo elemento seguro, circulando assim praticamente só objetos
entre serviço e a biblioteca.
4.3 Validação da arquitetura
Para a validação da arquitetura na sua totalidade, foram realizados vários testes que garantem
o seu funcionamento. Foram trocadas mensagens entre dispositivos NFC com a arquitetura do
serviço descrita. Construíram-se e validaram-se mensagens com certificados reais, e testado o
funcionamento da comunicação entre a applet e o serviço Android, via a biblioteca de acesso à
applet. Porém a realização de um pagamento não pôde ainda ser feito, pelo fato de o projeto se
encontrar em fase de integração. Não obstante, pela validação dos testes realizados, conseguiu-se
provar que a arquitetura funcionava. Os testes foram os seguintes:
13Imagem em ponto grande no Anexo A figura A.12
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• Utilizou-se o emulador de JavaCard disponível no Netbeans para validar o funcionamento
da applet, recorrendo a scripts de teste, antes de esta ser carregada para o SIM do telemóvel.
• Foi utilizado o software SIMAlliance Loader para carregar a applet para o SIM do telemó-
vel, no domínio seguro pretendido. Na fase de preparação do cartão para distribuição, foi
utilizada a aplicação desenvolvida em Java.
• Para o teste da applet com Android foi utilizado um smartphone Samsung Galaxy S3, por
ser dos poucos que atualmente traz implementada de fábrica a Open Mobile API da SI-
MAlliance. Com este dispositivo testou-se o funcionamento da biblioteca criada para a
comunicação com a applet, executando todas e cada uma das funções que teria de realizar,
incluindo a construção e validação de mensagens com certificados. Foi ainda testada uma
sequência de mensagens para a execução do protocolo do lado do cliente e outra para o lado
do comerciante, a fim de validar as funções relativas ao protocolo.
• Para o teste do serviço foram utilizados dois Samung Galaxy Nexus, com a alteração do NFC
indicada anteriormente. Estes dispositivos não dispõem da Open Mobile API, por isso, só
foi possível testar a arquitetura do serviço na sua comunicação por NFC e com a aplicação
gráfica desenvolvida. A aplicação criada era rudimentar, mas serviu para testar os callbacks
e validar a comunicação com serviço. Conseguiu-se efetuar o encadeamento das ações do
protocolo especificado pela Mobipag, recorrendo a dados fictícios, testando a comunicação
dos dados por NFC e a interação entre serviço e aplicação, validando assim também a API
de alto nível a ser disponibilizada aos fornecedores de serviços.
A comunicação com a plataforma Mobipag não foi testada, por esta ainda estar em desenvolvi-
mento, no entanto por se tratar de uma simples conexão http/https com o envio e receção dos dados
acordados, no formato acordado, não representa uma barreira à validação da arquitetura. A plata-
forma MobiPag faz também a interface com o sistema bancário. Outro ponto que não foi testado,
foi a aplicação do sistema criptográfico PKCS#15, mas este sistema não afecta a arquitetura da
applet ou serviço Android. O fabricante do SIM confirma que este sistema funciona com base nas
suas experiências efetuadas internamente com o smartcard, e com um dispositivo Android. Porém
este sistema será aplicado aquando da disponibilização ao público da plataforma de pagamentos.
4.4 Resumo e Conclusões
Neste capítulo foi exposta a arquitetura desenvolvida, bem como os cuidados a ter durante o
seu desenvolvimento. Foram expostas várias abordagens relativas a certos aspetos da arquitetura
desenvolvida no elemento seguro, que poderão servir de base a escolhas que outros projetos seme-
lhantes possam fazer. Foram explicitados os testes efetuados à arquitetura e que mostraram a sua
validade. Concluiu-se neste capítulo, que a arquitetura realizada cumpre os requisitos propostos,
como se pode constatar na sua validação
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Conclusões e Trabalho Futuro
O trabalho que conduziu a esta dissertação começou por uma fase de análise do problema,
seguida de investigação, e depois passando à implementação, onde se exploraram várias hipóteses
para certos pontos da especificação e desenvolvimento de uma arquitetura para um sistema de pa-
gamentos móveis. A arquitetura contém por dois componentes principais, um serviço em Android
e uma applet em JavaCard que executa no SIM do telemóvel.
Iniciou-se o trabalho pelo desenvolvimento da applet, adotando uma metodologia baseada
em Test-Driven Development, devido ao papel que este componente iria ter na arquitetura. Este
componente realiza as tarefas de armazenamento dos dados sensíveis do cliente, como cartões
bancários e cupões, bem como todas as operações de criptografia relacionadas com o protocolo
especificado pelo consórcio MobiPag. Para a realização das tarefas atrás enunciadas, foi preciso
desenvolver para a applet, um contentor dinâmico de objetos para o armazenamento dos cartões e
cupões, e foi ainda necessário desenvolver um analisador de certificados X.509 com codificação
DER. Como medida de segurança extra, foi pensado e elaborado um mecanismo para a realização
das operações relativas à preparação do SIM antes de ser distribuído ao público, que garantirá
que a informação transferida durante esta fase, como chaves privadas e certificados, nunca mais
é alterada. Em certos pontos da arquitetura foram analisadas várias hipóteses, cada uma com as
suas vantagens, fornecendo assim alternativas, caso alguma das hipóteses não fosse viável.
Passou-se de seguida ao desenvolvimento para sistemas Android, com o estudo e elaboração
de uma arquitetura para a realização de pagamentos. O ponto inovador pretendido para esta ar-
quitetura passa por permitir a integração de aplicações de vários fornecedores de serviços, com
o serviço a correr nos dispositivos Android, para a personalização da experiência de pagamento.
Para a obtenção da finalidade, foi preciso elaborar um serviço em Android que usasse uma biblio-
teca comum com todos os objetos e interfaces pré-definidas (API de alto nível), para estes serem
disponibilizados aos fornecedores de serviços de modo a poderem elaborar a sua aplicação. Foi
ainda criada outra biblioteca com as funções de acesso ao elemento seguro, por forma a separar a
lógica de negócio que estaria a correr no serviço, da parte de serialização e descompactação das
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mensagens recebidas e transmitidas ao elemento seguro. Para se testar a API de alto nível, criou-se
uma aplicação simples em Android.
Foram ainda estudadas as vantagens do uso de um domínio seguro e o uso de listas de acesso,
no elemento seguro, e respetivas implicações na distribuição do SIM e do serviço Android. A
applet desenvolvida foi carregada para um domínio seguro com sucesso, no entanto o sistema
de listas de acesso ainda não foi aplicado, porém sem impacto na estrutura da arquitetura, sendo
apenas uma medida externa que irá aumentar a segurança desta.
5.1 Satisfação dos Objectivos
Os grandes objetivos propostos para dissertação foram cumpridos, restando apenas pequenos
pormenores, como a comunicação da mensagem de pagamento para a plataforma Mobipag, e a
aplicação de listas de acesso, sendo que esta última não interfere com a estrutura da arquitetura.
Por sua vez a arquitetura provou ser estável, de fácil manutenção, na qual foram aplicadas todas
as boas práticas possíveis, para optimizar a sua performance e maximizar a sua flexibilidade.
5.2 Trabalho Futuro
No futuro, será necessário começar por implementar e testar os pormenores em falta, bem
como otimizar as estruturas de dados no elemento seguro, de listas ligadas para algo mais apro-
priado ao tipo de uso a que vai ser aplicado. Depois da conclusão destes pormenores, é necessário
testar com uma gama mais vasta de dispositivos, para assim tentar abranger o maior número de
utilizadores possível.
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Imagens
Apresenta-se neste anexo algum do conteúdo usado na dissertação, aqui mostrado com mais
detalhe. O anexo consiste em algumas das figuras usadas na dissertação, que foram adaptadas
(rodadas e com maior dimensão), com a finalidade de se visualizarem os seus detalhes com menos
esforço.
A.1 Imagens com maior dimensão
61
Imagens
Figura A.1: Exemplo da estrutura de uma applet cliente e de uma applet servidor
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Figura A.2: Mecânismo de obtenção de uma interface partilhada
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Figura A.3: Funcionamento de uma lista de acessos num elemento seguro
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Figura A.4: Protocolo de pagamentos relativo ao cliente
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Figura A.5: Protocolo de pagamentos, parte do comerciante
66
Imagens
Figura A.6: Exemplo de uma lista ligada em JavaCard
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Figura A.7: Exemplo de uma classe analisador de certificados X.509 e de um objeto para o guardar
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Figura A.8: Processo de construção de um CSR
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Figura A.9: Mecânismo de administração da applet de pagamentos
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Figura A.10: Arquitetura das applets no elemento seguro
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Figura A.11: Exemplo de uma implementação de um callback
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Figura A.12: Exemplo da arquitetura do serviço implementada
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