Datasheet Modeler: una herramienta de soporte para el desarrollo de funcionalidades en LPS by Mancuso, Mailen et al.
Datasheet Modeler: Una herramienta de soporte 
para el desarrollo de funcionalidades en LPS
Mailen Mancuso1 *, Agustina Buccella12, Alejandra Cechich1, Maximiliano 
Arias12, and Matias Pol’la12
1 GIISCO Research Group
Departamento de Ingeniería de Sistemas - Facultad de Informática 
Universidad Nacional del Comahue 
Neuquen, Argentina
{mailen.mancuso,agustina.buccella,maximiliano.arias,matias.polla, 
alejandra.cechich}@fi.uncoma.edu.ar
2 Consejo Nacional de Investigaciones Científicas y Tecnicas - CONICET
A bstract. Las líneas de productos de software (LPS) son un paradigma 
basado en el reuso definido mediante la especificacián de aspectos co­
munes y variables para la creación flexible de productos dentro de un 
dominio en particular. En este trabajo, y dentro de esta misma línea, 
hemos definido un marco de desarrollo para dar soporte al diseno de fun­
cionalidades, adaptadas a nuestra metodología LPS propuesta en traba­
jos previos. A su vez, hemos implementado una herramienta de soporte 
llamada Datasheet Modeler, la cual permite a los ingenieros de software 
disenar funcionalidades dentro del marco definido. Por último, presenta­
mos el diseno de una nueva funcionalidad en un contexto real.
K eyw ords: Líneas de Producto de Software, Gestion de Variabilidad, 
Herramientas de Software
1 Introducción
Las líneas de productos de software (LPS) [2, 8] han surgido como un para­
digma de reuso muy util cuando estamos analizando dominios particulares. El 
paradigma se sustenta en base a dos ingenierías: la de dominio y la de apli­
cación. La primera se basa en la definición de servicios o características comunes 
y variables que conformaran parte de una plataforma LPS. La segunda, en base 
a esta plataforma, permite personalizar los servicios variables y a su vez crear 
nuevos servicios, de manera de cumplir con las particularidades de cada organi­
zación. Dentro de ambas ingenierías, un aspecto importante es el denominado 
gestión de variabilidad, ya que engloba todas actividades necesarias para identi­
ficar, analizar, seleccionar, modelar, implementar e instanciar la misma dentro 
de la plataforma LPS.
* Este trabajo estí parcialmente soportado por el proyecto UNCOMA F001 “Reuso 
Orientado a Dominios” como parte del programa “Desarrollo de Software Basado en 
Reuso” .
En la literatura existen muchos trabajos relacionados con la variabilidad, 
los cuales proponen diferentes enfoques para dar soporte a las actividades in­
volucradas en la misma. Por ejemplo, los trabajos presentados en [6, 7] analizan 
diferentes aspectos como el modelo utilizado, tipos, actividades del desarrollo 
LPS soportadas, etc. Dentro del modelado de la variabilidad, el cual es un as­
pecto en el que estamos interesados, las propuestas se enmarcan en el modelo 
de variabilidad soportado. Entre los más comunes, estan: el modelo de carac­
terísticas, el modelo de decisión, extensiones UML y el modelo ortogonal OVM 
(Orthogonal Variability Model) [7]. A su vez, varias de estas propuestas proveen 
herramientas de soporte para asistir al modelo y a las diferentes particularidades 
que se desprenden de los mismos. Por ejemplo, herramientas como XFeature3 y 
fmp (Feature Modeling Plug-in)4, proveen soporte para el diseño de variabili­
dades dentro del modelo de caractarásticas, y VarMod5 y PLUM6 implementan 
el modelo OVM.
En este trabajo estamos interesados en las tareas de modelado y diseño de 
las LPSs como parte de la ingenieráa de dominio. Nuestra propuesta surge como 
una continuacion de trabajos realizados previamente [3-5] para la definicián de 
un proceso de desarrollo de LPSs basado en recursos semanticos, definidos como 
artefactos de software. En este trabajo presentamos el marco de desarrollo nece­
sario para llevar a cabo el disenño de funcionalidades, junto con su herramienta 
de soporte que implementa el mismo. De esta manera, el diseño de funcionali­
dades se efectua en una forma mas rápida y agil, beneficiando asá, al proceso de 
desarrollo en general.
El artículo se estructura de la siguiente manera. En la seccion siguiente se 
describen los antecedentes de nuestra propuesta, enfocaándonos en las bases de 
nuestra metodologáa y en los artefactos de software creados. Luego, en la Secciáon 
3, se describe el marco de desarrollo en el cual se basa el disenño de funcionali­
dades en la plataforma LPS junto con la herramienta de soporte desarrollada. 
En la Seccion 4 se ilustra dicho proceso mediante el desarrollo de una nueva 
funcionalidad dentro de una LPS. Por uáltimo se describen las conclusiones y 
trabajos futuros.
2 Antecendentes
En trabajos previos [3-5] hemos presentado una metodologáa para el desarrollo 
de LPS basada en niveles de dominios. En particular, la metodologáa define 
recursos semáanticos mediante representaciones especáficas enmarcadas dentro del 
enfoque de modelado OVM y en una implementacion anotativa y composicional. 
Dichos recursos asisten a la comunicacioán entre los participantes y definen reglas 
para la construcciáon de artefactos de software en cada una de las etapas del 
desarrollo. En la Figura 1 podemos observar algunas de las actividades de la
3 http://www.pnp-software.com/XFeature/
4 http://gsd.uwaterloo.ca/fmp
5 http://www.swpl.de/SEGOS-VM-Tool/index.html
6 http://www.esi.es/plum/index.php
fase de ingeniería de dominio de dicha metodología, junto con los artefactos de 
software creados. La metodología posee mas actividades que construyen otros 
artefactos de software necesarios para dar soporte a la ingeniería de dominio, los 
cuales pueden ser vistos en [5].
Fig. 1. Parte de las actividades involucradas en la ingeniería de dominio de las LPSs
En la parte inferior de la Figura 1 podemos observar los cuatro artefactos 
de software (numerados del 1 al 4) que deben ser desarrollados dentro de las 
tres actividades involucradas en el analisis del dominio. El primero de ellos es la 
taxonomía de servicios [4] creada en la actividad de analisis de la información 
fuente (AIF). La misma es una estructura jerórquica, la cual posee en los no­
dos superiores las categorías por las cuales clasificar los servicios. El segundo 
artefacto es la definición de una arquitectura de referencia como parte de la ac­
tividad de analisis y conceptualizacion del domino (ACD). Dicha arquitectura 
debe especificar una estructura preliminar para la interaccion de los servicios 
definidos en la taxonomía. A su vez, en esta actividad se debe crear el tercer 
artefacto, las hojas de datos funcionales, las cuales poseen la especificaciín de 
cada funcionalidad. Por ultimo, el cuarto artefacto es una estructura preliminar 
de componentes de software basados en la especificacion previa de las hojas de 
datos funcionales. Dicha estructura debe crearse considerando la clase de servi­
cios definidos (comunes, variantes y puntos de variacion) y sus interacciones. La 
misma se realiza en la actividad de analisis de los componentes reusables (ACR).
Para dar soporte a la construccion de los artefactos mostrados en la Figura 
1, hemos definido las pautas fundamentales para dar la construccion de los arte­
factos de software involucrados. Así, en [1] hemos desarrollado la herramienta 
llamada Service Mapper, la cual asiste a los ingenieros de software en la bísqueda 
de los servicios de la taxonomía mas adecuados para cumplir con los requerimien­
tos del domino (formulados por los usuarios expertos). Luego, en este trabajo 
describimos el marco de trabajo y los recursos definidos para la creaciíon de las 
hojas de datos funcionales por cada funcionalidad de la LPS. A su vez, aquí 
tambien se crean los archivos XML que sirven para describir, en un formato
legible por una computadora, las relaciones y servicios definidos en cada una 
de las funcionalidades. Por Ultimo, estos archivos son leídos y analizados para 
crear la estructura de componentes preliminar que deberá ser analizada por los 
ingenieros de software y desarrolladores, para luego conformar la arquitectura 
de la plataforma.
3 Diseño de Funcionalidades en LPSs
Como hemos descripto en la sección anterior, el diseño de funcionalidades de 
la plataforma LPS se basa en la creacion de las hojas de datos funcionales, las 
cuales poseen una serie de ítems para la especificacion de las dependencias y 
variabilidades de los servicios de la taxonomía. Los ítems a completar dentro 
de cada hoja de datos son: la identificacion o codigo de la funcionalidad con su 
descripcion textual, el dominio donde la funcionalidad esta incluida, la lista de 
servicios utilizados, un modelo gráfico que muestre la interaccion de los servicios 
para lograr dicha funcionalidad y, finalmente, un conjunto de archivos XML que 
describen dicha interaccion [5].
Para el modelo gráfico dentro de la hoja de datos definimos, a su vez, una 
serie de dependencias que nos permiten representar las interacciones posibles 
entre los servicios, junto con su variabilidad, las cuales se basan en una extension 
del enfoque OVM. Las mismas son:
— Uso (< MandatoryVP> ): especifica una dependencia entre servicios comunes que 
no necesariamente están asociados a puntos de variación.
— Punto de Variación Obligatorio (<MandatoryVP>): indica la obligatoriedad de 
seleccionar los servicios variantes.
— Punto de Variacion Opcional (<OptionalVP>): indica que pueden seleccionarse 
cero o maás servicios variantes.
— Punto de Variación Alternativo (<AlternativeVP>): indica que debe seleccionarse 
sálo un servicio variante (relacion XOR).
— Punto de Variacion Variante (<VariantVP>): indica que debe seleccionarse al 
menos un servicio variante (relacion OR).
— Requiere (dependency:Requires =  “serviceName” ): especifica que si un servicio va­
riante es seleccionado, requiere que otro servicio tambien lo sea, independiente­
mente del punto de variaciáon en donde estáen asociados.
— Excluye (dependency:Excludes =  “serviceName” ): es el opuesto al anterior, en 
donde se excluye a un servicio variante si otro es elegido.
— Punto de Variación Global (< G V > ): especifica que si se instancia el punto de 
variacion de una manera específica, la misma sera aplicada a todas las funcionali­
dades que contengan dicho punto.
— Punto de Variacion Especófico (<S V >): especifica que la instanciacián de un punto 
de variacioán es particular a cada funcionalidad.
En la descripcion previa, podemos observar la etiqueta XML utilizada para 
la creacion de los archivos XML que describen la interaccion de los servicios en 
el modelo gráfico. Estos archivos, que tambien son parte de la hoja de datos, son 
creados para garantizar un formato legible por la computadora y así permitir el
uso de herramientas de software en etapas posteriores. Los tres tipos de archivos 
XML creados a partir de cada una de las hojas de datos funcionales son: infor­
mación del servicio, el cual especifica información por cada servicio involucrado 
como su identificacion y nombre, entre otros; interacción de servicios, especifi­
cando todas las dependencias entre servicios del diseño en la notacion gráfica de 
la hoja de datos; y restricción de servicios que posee las restricciones de excluye 
y requiere, cuando sea necesario.
3.1 Herramienta de soporte para el Diseño de Funcionalidades
Para diseñar funcionalidades de la plataforma desarrollamos una herramienta de 
soporte, llamada Datasheet Modeler, que permite a los ingenieros de software o 
diseñadores interactuar con los servicios de la taxonomía y con la arquitectura 
de referencia (artefactos 1 y 2 de la Figura 1) para definir las hojas de datos 
funcionales con todos sus ítems. La herramienta permite entonces, crear cada 
funcionalidad y a su vez generar los archivos XML, según las etiquetas definidas 
para las dependencias. En la Figura 2 podemos observar los componentes que 
conforman la herramienta.
El componente de Definición de Hojas de Datos es el responsable de soli­
citar al usuario los ítems generales por lo cuales esta compuesta cada hoja de 
datos, siendo ellos: la identificion de la funcionalidad, el nombre y el dominio 
en donde estará incluida la funcionalidad. Como podemos observar en la Figura 
3, la interfaz gráfica le permite al disenador completar esos ítems mediante un 
formulario y ademús, la interfaz posee dos botones que le permiten al usuario 
realizar el diseño gráfico de la funcionalidad y luego, realizar la transformacion 
XML para generar los archivos correspondientes al disenño.
Fig. 2. Proceso para la creación de la herramienta de soporte Datasheet Modeler
Fig. 3. Interfaz gráfica para la definición de hojas de datos
Al presionar el botón Diseño Gráfico se invoca a los componentes involu­
crados en la herramienta de diseño gráfico en sí misma, la cual fue desarrollada 
utilizando el framework GMF (Graphical Modeling Framework)7 provisto por la 
plataforma de desarrollo Eclipse8, implementado en JAVA. En la parte superior 
de la Figura 2, podemos observar un conjunto de seis componentes que represen­
tan cada una de las etapas necesarias para cumplir con todos los requerimientos 
que implica el desarrollo del editor gráfico. Estas etapas son:
1. Definición del Modelo: Aquí se genera el modelo de dominio base para el 
editor gráfico. Todo lo que el modelo base permita y restringa, será exacta­
mente lo que el asistente de GMF permita realizar para diseñar las hojas de 
datos. Así, considerando la naturaleza de los servicios de la taxonomía, las 
dependencias y variabilidades permitidas, definimos un modelo conceptual 
que incluye las abstracciones necesarias para interactuar con todos ellos. 
Como podemos observar en la Figura 3, la salida del componente es un 
archivo *.ecore del cual se derivaran el resto de los subprocesos, generando 
asá una serie de transformaciones de modelos para la implementaciáon final 
de la herramienta.
2. Generacion del Codigo del Modelo: Este componente genera un archivo con 
extension *.gmfgen, a partir del archivo *.ecore anterior. Permite trans­
formar automáaticamente el modelo de dominio base, a su correspondiente 
cáodigo fuente. Este proceso se lleva a cabo mediante la aplicaciáon de patrones 
de transformacion, y el resultado es un conjunto de clases Java.
3. Definicion de la Paleta de Herramientas: El tercer componente, que utiliza 
el archivo *.ecore, se encarga de especificar los elementos que componen la 
paleta gráafica para disenñar las hojas de datos. En nuestro caso, definimos una 
serie de nodos para especificar los servicios y enlaces para sus dependencias, 
ya que todos ellos representan el comportamiento de las variabilidades entre 
los diferentes servicios. A su vez, aquí creamos las imagenes correspondientes 
a los elementos (iconos) de la paleta. De esta manera, la paleta contiene todos 
los recursos que se pueden utilizar para crear el modelo gráafico de las hojas 
de datos. La parte (b) de la Figura 4 muestra dicha paleta, segán esta im- 
plementada en la herramienta, con sus respectivas imáagenes y descripciones. 
Este componente genera como resultado un archivo *.gmftool.
7 https://www.eclipse.org/gmf-tooling/
8 https://www.eclipse.org
(a) Servicios de la Taxonomía (b) Variabilidades
F ig .4 . Paleta
A su vez, es importante resaltar que durante la ejecución de la herramienta 
(paso posterior) se podra contemplar en la paleta, la taxonomía de servicios 
proveniente de una base de datos (Parte (a) de la Figura 4). Así, la paleta 
incorpora los servicios reales de forma dinamica, con los cuales el diseñador 
puede generar nuevas funcionalidades, siendo servicios actualizados y exis­
tentes en una base de datos previamente definida.
4. Definición Gráfica del Modelo: El cuarto componente permite especificar la 
definicion gráfica del modelo de dominio base, a partir del archivo *.ecore. 
Esto significa que, para cada uno de los elementos del dominio, habría una 
manera particular de graficarlos. En concreto, aquí disenñamos las diferentes 
figuras que cada uno de nuestros elementos debe poseer. Así, por cada una 
de las primitivas definidas, realizamos su correspondiente figura. Este com­
ponente genera como resultado un archivo *.gmfgraph.
5. Correspondencia entre Elementos del Modelo y Gráficos: En este compo­
nente se realiza el mapeo entre los resultados obtenidos por los componentes 
1, 3 y 4. El mismo consiste en establecer, para cada elemento del modelo 
del dominio base, su respectiva representacion gráfica en la paleta (según el 
archivo *.gmftool) y su correspondiente definiciún gráfica (según el archivo 
*.gmfgraph). Este componente genera como resultado un archivo *.gmfmap. 
A su vez, en esta etapa se establecen las restricciones (OCLs) necesarias, 
limitadas a la etapa de disenño uúnicamente. Algunas de estas restricciones 
fueron agregadas para evitar valores nulos en varios atributos de las clases, 
especificar obligatoriamente servicios origen y destino para las dependen­
cias, controlar que los puntos de variaciúon estúen correctamente definidos y 
no permitir ciclos en estas relaciones. Todas estas restricciones evitan que 
la transformacion XML posterior produzca errores e inconsistencias en los 
modelos generados.
6. Ejecucion de la Herramienta de Diseño: La ejecucion del modelo *.gmfgen, 
genera una plataforma Eclipse que permite poner en ejecucion el editor cons­
truido, para realizar los diseños gráficos de las funcionalidades. Siempre y
cuando se respeten las reglas explicitadas en los pasos anteriores, el asistente 
de GMF se encargara de graficar cada uno de los elementos selectos de la 
paleta, según se hayan definido. Así, la paleta presentada en la Figura 4 es 
utilizada por el diseñador para generar las hojas de datos. Aquí, el diseñador 
podrú ver los servicios de la taxonomía mostrados en un arbol jerárquico y 
podra seleccionar los que desee para diseñar sus funcionalidades, respetando 
las restricciones del modelo. Al finalizar con el diseño de cada funcionalidad, 
la herramienta permite exportar el modelo graúfico a un formato de imagen 
(png o gif).
Por último, una vez ingresados los ítems de una hoja de datos funcional y ha­
biendo creado el modelo grúafico de la misma, la herramienta permite generar los 
archivos XML que describen la funcionalidad. Presionando el botón de Trans­
formación XML (de la Figura 3) se invoca al componente del mismo nombre 
(Figure 2), el cual crea cada uno de los archivos. De esta manera, por cada fun­
cionalidad el componente crea el archivo XML de interacción de servicios, el cual 
se genera a partir de la obtenciúon de los datos relevantes del archivo generado 
automúaticamente por GMF, como los servicios involucrados, sus dependencias, 
restricciones y variabilidades. Tambien crea un archivo XML de información del 
servicio por cada servicio involucrado en la funcionalidad. Por ultimo, el com­
ponente crea un archivo de restricción de servicios en caso de haber colocado 
restricciones de excluye o requiere entre servicios.
4 Diseñando una Nueva Funcionalidad
La herramienta de soporte para el disenño de funcionalidades fue aplicada para el 
desarrollo de una nueva funcionalidad, a fin de mostrar su funcionamiento. En 
particular, describimos el diseno de la funcionalidad Análisis de Datos Biologicos 
incluida dentro del dominio de Ecologúa Marina. Esta funcionalidad permite a 
los usuarios del producto final, seleccionar un conjunto de datos almacenados y 
elegir formas grúaficas de visualizaciúon de los mismos, como por ejemplo, mediante 
histogramas, diagramas de tortas, etc.
En la Figura 5 se muestra una parte del modelo gráfico para la funcionalidad 
analizada. El ingeniero de software puede definir componentes arquitectónicos 
(en este caso capas de una arquitectura) y arrastrar servicios y sus dependencias 
desde la paleta hacia el editor de la herramienta. En la figura podemos ver que 
la paleta contempla los servicios (en la parte superior derecha), estructurados 
jerúrquicamente según la taxonomía, y todas las posibles dependencias, restric­
ciones y relaciones de variabilidad (en la parte inferior derecha) como vimos en 
la Figura 4. En este caso, el ingeniero ha ido seleccionando y relacionando una 
serie de servicios comunes y variantes, colocando tambiúen componentes arqui- 
tectonicos. Se han adicionado dos capas, “Human interaction” y “User Process­
ing” , y agregado el servicio PS-S5.1 (análisis de datos biolúgicos) que posee una 
dependencia de uso con el servicio HI-GDV (visor gráfico de datos). liste último 
se define a su vez, como punto de variacion de dos servicios variantes HI-GSV
(visor geográfico de hoja de cálculo) y HI-GCV (visor geográfico), el cual es 
también un punto de variacián de tres servicios variantes HI-GCV1 (mostrar 
información como histograma), HI-GCV2 (mostrar información como gráfico de 
area) y HI-GCV3 (mostrar informacián como diagrama de torta).
Fig. 5. Parte del diseño de la funcionalidad Análisis de Datos Biológicos utilizando la 
herramienta
Una vez finalizado el diseno de la funcionalidad y completado el resto de 
los datos de la hoja de datos funcional, generamos los archivos correspondien­
tes mediante la transformacion XML. Como producto de dicha transformacion 
obtenemos al menos siete archivos que corresponden a cada uno de los servicios 
incluidos en la funcionalidad (Figura 5). A su vez, se genera tambien el archivo 
de interacciáon de servicios de la funcionalidad con todos los servicios que la inte­
gran y sus respectivas dependencias, restricciones y variabilidades. Este archivo 
puede observarse en la Figura 6. En este ejemplo, el proceso de transformacián 
XML no creáo el archivo de restricciones, ya que no hay ninguna restriccioán de 
requiere y /o  excluye en la funcionalidad disenada.
Como hemos descripto en la Seccion 2 y específicamente en la Figura 1, estos 
archivos XML son los que se utilizan para crear la estructura de componentes 
preliminar (cuarto artefacto). La misma debe ser luego analizada por los inge­
nieros de software para conformar la arquitectura de la plataforma.
5 Conclusión y Trabajo Futuro
En este trabajo hemos presentado el marco de desarrollo necesario para el diseño 
de funcionalidades dentro de una plataforma LPS. El diseno de funcionalidades 
se basa principalmente en la creaciáon de hojas de datos funcionales, las cuales se 
construyen en base a otros recursos semaánticos ya definidos en trabajos previos 
de nuestra metodología de desarrollo de LPS [5]. A su vez, para dar soporte
Fig. 6. Archivo XML de interacción de servicios para la funcionalidad análisis de datos 
biológicos
al diseño de las hojas de datos funcionales, hemos presentado el desarrollo de 
una herramienta, como un plug-in de Eclipse, llamada Datasheet Modeler, la 
cual provee todos los recursos necesarios (taxonomía de servicios y dependencias 
de variabilidad) para crear cada una de las funcionalidades incluidas en una 
plataforma LPS. Como trabajo futuro continuamos extendiendo las reglas y 
procedimientos necesarios para completar las actividades de la ingeniería de 
domino definidas en nuestra metodología, para luego extendernos a la fase de 
ingeniería de la aplicación basada en los artefactos creados.
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