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1 Einleitung
Die Entwicklung von technischen Produkten ist mit einer Vielzahl von Ta¨tig-
keiten verbunden. Dabei nehmen die Ta¨tigkeiten Gestalten und Berechnen be-
sondere Rollen ein. Bei der Gestaltung wird aus einem Konzept oder Entwurf
erstmals eine geometrisch stoﬄiche Gestalt festgelegt. Die Gestaltung ist damit
eine der wesentlichen scho¨pferischen Ta¨tigkeiten des Ingenieurs. Bei der Berech-
nung hingegen wird versucht, das Verhalten des realen oder geplanten Produkts
vorherzusagen, indem in Form von Ersatzmodellen bestimmte Annahmen bezu¨g-
lich der Eigenschaften des Produkts gemacht werden. Je nach Aufgabenstellung
und Konkretisierungsgrad ko¨nnen dabei im Laufe des Entwicklungsprozesses sehr
unterschiedliche Ersatzmodelle zum Einsatz kommen, die jeweils eine eigene Sicht
auf das Produkt darstellen.
Gestaltung und Berechnung sind seit jeher zwei eng miteinander verknu¨pfte Ta¨-
tigkeiten. Die Verknu¨pfungen bestehen einerseits in den gemeinsam genutzten
Modellen und andererseits in den wechselseitigen Abha¨ngigkeiten, die sich aus
verschiedenen Auslegungs- und Nachweisrechnungen zwischen dem Gestaltmo-
dell und den verwendeten Rechenmodellen ergeben. Bedingt durch die bei einer
Berechnung erforderliche Abstraktion oder Reduktion auf ein Ersatzmodell, ist
stets eine Transformation zwischen einem Gestaltmodell und einem zugeho¨rigen
Rechenmodell und umgekehrt erforderlich.
Fu¨r beide der oben genannten Ta¨tigkeiten stehen inzwischen leistungsfa¨hige Soft-
waresysteme fu¨r eine rechnerunterstu¨tzte Durchfu¨hrung zur Verfu¨gung. Aller-
dings sind die Entwicklungen bisher weitgehend isoliert abgelaufen, mit der Kon-
sequenz, daß die entwickelten Systeme nicht miteinander operieren ko¨nnen. Fu¨r
die Durchfu¨hrung von in den Gestaltungsprozeß integrierten Berechnungen be-
deutet dies, daß die oben genannten Transformationen durch den Bearbeiter
vorgenommen werden mu¨ssen. Der dafu¨r erforderliche Zeitaufwand, sowie die
mo¨glichen Fehlerquellen, bedingt durch U¨bertragungsfehler, Redundanzen und
Inkonsistenzen sind fu¨r einen effizienten Entwicklungsprozeß nicht tragbar. Aus
dieser Erkenntnis entsteht die Forderung, die bestehenden Programme in ein Sy-
stem zu integrieren, mit dem eine durchga¨ngig rechnerunterstu¨tze Durchfu¨hrung
von Gestaltung und Berechnung mo¨glich ist.
9
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1.1 Entwicklungstrends
Die derzeitigen Entwicklungen im Bereich der rechnerunterstu¨tzten Produktent-
wicklung versta¨rken den Bedarf nach einem Integrationsansatz, der es ermo¨g-
licht, Softwaresysteme fu¨r die Bearbeitung verschiedener Teilaufgaben zu einem
Gesamtsystem zusammenzufu¨gen. Wesentliche Vera¨nderungen sind dabei sowohl
in der Organisation der Entwicklungsprozesse als auch in den Mo¨glichkeiten der
Rechnerunterstu¨tzung festzustellen. Die Forderung nach einer Verku¨rzung der
Entwicklungszeiten wird vielfach durch eine Parallelisierung der Arbeitsschrit-
te in Form von Simultaneous Engineering erfu¨llt. Ein effizientes Arbeiten mit
verteilten Modellen ist aber nur mo¨glich, wenn den verschiedenen Entwicklungs-
arbeitspla¨tzen dieselbe Datenbasis zur Verfu¨gung steht. Daher ist die Anwendung
von Simultaneous Engineering ha¨ufig mit der Einfu¨hrung von Produktdatenma-
nagementsystemen verbunden. Verscha¨rft wird diese Problematik dadurch, daß
versta¨rkt Entwicklungsleistungen an Zulieferer abgegeben werden.
Seitens der Rechnerunterstu¨tzung ergeben sich durch die in ju¨ngster Zeit erfolg-
te nahezu fla¨chendeckende Vernetzung der bestehenden Computersysteme vo¨llig
neue Formen der Kooperation. Zusammen mit entstehenden Standards fu¨r die
Kommunikation zwischen verschiedenen Systemen sind Kopplungen vorstellbar,
die u¨ber einen bloßen Dateiaustausch weit hinausgehen.
Versionswechsel bei den verwendeten Betriebssystemen fu¨hren, zusa¨tzlich zu der
bereits vorhandenen Vielfalt, zu einer noch gro¨ßeren Zahl systemspezifischer Soft-
ware. Dabei stellt die Wartung und Portierung bestehender Softwaresysteme
einen erheblichen Aufwand dar.
Die Entwickler von CAD–Systemen versuchen entwicklungsprozeß- und fachdis-
ziplinu¨bergreifende Anwendungen zu schaffen. Vielfach werden zu einem CAD–
System Produktdatenmanagmentsysteme mit einer hohen Interoperabilita¨t und
Module fu¨r die fru¨hen Phasen und die nachgelagerten Phasen der Entwicklung
angeboten. Die schnelle Entwicklung auf diesem Gebiet fu¨hrt zu ha¨ufigen Release-
wechseln und damit zu einem erheblichen Anpassungsaufwand fu¨r die bestehende
Software.
Die Berechnungssoftware hingegen besteht ha¨ufig aus problemspezifischen Ent-
wicklungen, die oft an eine vorhandene Systemumgebung angepaßt sind. Die Bi-
bliothek von Berechnungsprogrammen kann somit einen betra¨chtlichen Teil des
Wissens in einem Unternehmen darstellen.
1.2 Problemfelder
In bezug auf die Integration von Berechnungen in den Gestaltungsprozeß erge-
ben sich durch die genannten Entwicklungstrends einige Problemfelder. Insbe-
sondere die Anbindung bestehender Berechnungssysteme an ha¨ufig wechselnde
Versionen der aktuellen Geometriemodellierer bereitet Schwierigkeiten. Gru¨n-
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de fu¨r diese Schwierigkeiten sind hauptsa¨chlich das Fehlen von standardisierten
Zugriffsschnittstellen und die Vielfalt bestehender Berechnungssoftware. Die Ent-
wicklung von Berechnungsprogrammen fu¨r spezielle Probleme fu¨hrt oft zu schwer
wartbaren Systemen, die an eine Rechnerplattform gebunden sind. Die fehlende
Interoperabilita¨t, sowohl zwischen verschiedenen CAD–Systemen als auch zwi-
schen Berechnungssystemen und Geometriemodellierern, erschwert die Schaffung
von durchga¨ngig rechnerunterstu¨tzten Entwicklungsprozessen.
In der vorliegenden Arbeit wird ein Lo¨sungsansatz fu¨r die Integration von Maschi-
nenelementberechnungen in den Gestaltungsprozeß vorgestellt. Fu¨r die Berech-
nung von Maschinenelementen stehen in der Regel durchgehend parametrisierte
Berechnungsmethoden zur Verfu¨gung, sodaß eine Kopplung der Geometriemodel-
le mit den zugeho¨rigen Rechenmodellen zuna¨chst einfach erscheint. Maschinen-
elemente werden aber meist in einer individuell gestalteten Umgebung eingesetzt,
deren Merkmale in Eingangsgro¨ßen fu¨r die Berechnung u¨bersetzt werden mu¨ssen.
Dabei sind fu¨r die Berechnung oft Modellausschnitte oder spezielle Sichten auf
die Umgebung erforderlich. Fu¨r eine Kopplung mu¨ssen daher neben Funktionen
zur Identifizierung von Norm- und Standardteilen Methoden fu¨r die Generierung
der Sichten verfu¨gbar sein. Fu¨r eine Integration mu¨ssen die Modelle und deren
Verknu¨pfungen, sowie die Prozeßschritte zum Wechseln der Modelle untersucht
werden. Die Problematik wird anhand der Berechnung von Schraubenverbindun-
gen verdeutlicht.
1.3 CORBA als Integrationsplattform
Ein umfassender Lo¨sungsansatz fu¨r eine Integration von Gestaltung und Berech-
nung muß sich in die oben beschriebene, im Entstehen begriffene Systemland-
schaft einfu¨gen und zugleich offen sein fu¨r zu erwartende Entwicklungen. Der
Lo¨sungsansatz muß plattformu¨bergreifend und netzwerkfa¨hig sein und eine An-
bindung bestehender Softwaresysteme, inbesondere der zahlreichen oft in Eigen-
entwicklung entstandenen Berechnungsprogramme, ermo¨glichen.
Im Bereich Informationstechnik wird derzeit mit CORBA ein Standard ent-
wickelt, der es ermo¨glicht, verschiedene Softwaresysteme miteinander zu koppeln,
indem die beteiligten Programme u¨ber neutrale, objektorientierte Schnittstellen-
beschreibungen gekapselt und in das System integriert werden. CORBA steht
fu¨r Common Object Request Broker Architecure. Fu¨r die Kommunikation zwi-
schen den beteiligten Systemen und die Verwaltung der Objekte sind in CORBA
zahlreiche Dienste in Form von standardisierten Methoden definiert. Damit ist
CORBA ein Lo¨sungsansatz, der viele der oben genannten Forderungen zu erfu¨llen
verspricht.
Die Struktur von CORBA la¨ßt dabei unterschiedliche Formen der Integration
zu, die sich hinsichtlich des Realisierungsaufwands und der erzielbaren Vortei-
le unterscheiden. In dieser Arbeit wird untersucht, welche Integrationsformen
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sinnvoll sind und inwieweit CORBA tatsa¨chlich fu¨r die Integration von Gestal-
tungssoftware und Berechnungssoftware geeignet ist. Aus den Anforderungen an
ein Integrationssystem und den sich durch CORBA ergebenden Mo¨glichkeiten
werden in der Arbeit zwei Integrationskonzepte abgeleitet und verglichen. Von
den zwei Konzepten wird eins aufgegriffen und implementiert. Aus dem Vergleich
mit den gestellten Anforderungen und den Erfahrungen aus der Implementierung
ergibt sich, daß CORBA als Integrationsplattform grundsa¨tzlich geeignet ist, da
es einen sehr flexiblen Zugriff auf die angebundenen Systeme ermo¨glicht, daß aber
dennoch ein gewisser Aufwand in den Bereichen Modellintegration und Prozeßin-
tegration betrieben werden muß.
1.4 Gliederung der Arbeit
Im einfu¨hrenden Kapitel 2 werden die Zusammenha¨nge der Arbeitsschritte Ge-
stalten und Berechnen analysiert. Dabei wird auf die bestehenden Softwaresy-
steme, auf die verwendeten Modelle, die Einordnung in den Entwicklungsprozeß
und auf die bei einer Integration auftretenden Probleme eingegangen.
In Kapitel 3 werden bestehende Lo¨sungsansa¨tze fu¨r verschiedene Ebenen der
Integration vorgestellt. Dabei werden aktuelle Konzepte der integrierten Pro-
duktentwicklung, ausgewa¨hlte Integrationssysteme sowie Standards fu¨r die Inte-
gration von Softwaresystemen behandelt. In diesem Kapitel wird auch die Inte-
grationsumgebung CORBA vorgestellt. Aus den beschriebenen Ansa¨tzen werden
allgemeine Integrationsstrategien abgeleitet.
Aus den Merkmalen der Arbeitsschritte Gestalten und Berechnen und den Lo¨-
sungsansa¨tzen werden in Kapitel 4 Anforderungen an ein Integrationssystem for-
muliert.
Die Lo¨sung der Integrationsaufgabe bei Verwendung von CORBA als Kommuni-
kationsplattform wird in Kapitel 5 beschrieben. In einem einleitenden Abschnitt
werden die grundlegenden Merkmale einer CORBA–basierten Arbeitsumgebung
erla¨utert. Nach einem U¨berblick u¨ber den Stand der Standardisierung im Bereich
verteilte CAx–Umgebungen werden ausfu¨hrlich die verschiedenen Strukturen und
Komponenten eines CORBA-basierten Integrationssystems vorgestellt. Abschlie-
ßend werden zwei realisierbare Systemkonzepte fu¨r eine einfache Kopplung und
fu¨r einen integrierten Entwicklungsarbeitsplatz pra¨sentiert.
Eine Implementierung der in Kapitel 5 entwickelten einfachen Kopplung wird
in Kapitel 6 beschrieben. Das implementierte System wird in bezug auf die in
Kapitel 4 gestellten Anforderungen bewertet.
Zusammenfassende Betrachtungen u¨ber die durchgefu¨hrten Arbeiten, die prakti-
sche Anwendbarkeit der Ergebnisse und die zu erwartenden Entwicklungen schlie-
ßen im Kapitel 7 die Arbeit ab.
Bild 1.1 zeigt eine U¨bersicht u¨ber die Gliederung der Arbeit.
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In diesem Kapitel werden Merkmale von Maschinenelementberechnungen, ihre
Ziele und die Eingliederung in den Produktentwicklungsprozeß erla¨utert. Da-
bei wird insbesondere auf die modelltechnischen, die prozeßtechnischen und pro-
grammtechnischen Probleme im Hinblick auf eine rechnertechnische Integration
von Berechnungen in den Gestaltungsprozeß eingegangen.
2.1 Definitionen und Ziele
2.1.1 Allgemeiner Produktentwicklungsprozeß
Das generelle Vorgehen beim Entwickeln und Konstruieren wird in der VDI Richt-
linie 2221 [VDI93] angegeben. Das in der Richtlinie vorgeschlagene Schema teilt
den vollsta¨ndigen Entwicklungsprozeß in die vier Phasen: Kla¨ren der Aufgabe,
Konzeptphase, Entwurfsphase und Ausarbeitungsphase (vgl. Bild 2.1). Das Kla¨-
ren der Aufgabe dient der Beschaffung von Informationen u¨ber Anforderungen,
die an die Lo¨sung gestellt werden, sowie an bestehende Bedingungen und de-
ren Bedeutung. Das Ergebnis dieses Arbeitsschrittes, die Anforderungsliste, ist
Arbeitsgrundlage und Informationsquelle fu¨r alle nachfolgenden Arbeitsschritte.
Beim Konzipieren werden durch Abstraktion der Anforderungen die wesentlichen
Probleme der Aufgabenstellung herausgearbeitet. Durch Aufstellen einer Funkti-
onsstruktur und durch Suche nach geeigneten Wirkprinzipien und deren Kombi-
nation in einer Wirkstruktur wird eine prinzipielle Lo¨sung erarbeitet, in der die
wesentlichen Komponenten zur Realisierung des Produkts erkennbar sind. Dabei
kann die prinzipielle Lo¨sung auch schon eine geometrische Festlegung enthalten
[PB97].
Die gestalterische Festlegung der Lo¨sung erfolgt in der Entwurfsphase. Ausgehend
von der prinzipiellen Lo¨sung wird in diesem Arbeitsschritt die Baustruktur nach
technischen und wirtschaftlichen Gesichtspunkten erarbeitet. Das Ergebnis die-
ses Schrittes, der Gesamtentwurf, entha¨lt alle Informationen, um eine Kontrolle
der Funktion, der ra¨umlichen Vertra¨glichkeit, der Haltbarkeit und der angestreb-
ten Kosten zu ermo¨glichen. Die geometrische Beschaffenheit des Produkts wird
maßgeblich in diesem Arbeitsschritt festgelegt.
Im abschließenden Arbeitsschritt, der Ausarbeitung, erfolgt die endgu¨ltige Festle-
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Bild 2.1: Phasen und Arbeitsergebnisse des Konstruktionsprozesses (in Anleh-
nung an [VDI93])
gung aller Details, die fu¨r die Herstellung des Produktes erforderlich sind. Dazu
geho¨ren die detaillierte Festlegung der Form, der Werkstoffe, der Oberfla¨che und
des Fertigungsprozesses. Ergebnis dieses Arbeitsschrittes ist die Produktdoku-
mentation.
Je nach Aufgabenstellung ko¨nnen die einzelnen Ergebnisse mehr oder weniger
ausfu¨hrlich ausgefu¨hrt sein. Untersuchungen in der Praxis haben gezeigt, daß
das Schema nur sehr selten mit allen angegeben Schritten durchlaufen wird, daß
sich aber die meisten Vorgehensweisen in das Schema einordnen lassen [Ru¨c97].
Die aktuelle Forschung zielt darauf ab, die Entwicklungsta¨tigkeiten in Form einer
integrierten Produktentwicklung durchzufu¨hren. Integrierte Produktentwicklung
kann als zielorientierte Kombination organisatorischer, methodischer und tech-
nischer Maßnahmen und Hilfsmittel definiert werden [Mee98]. In zahlreichen
Forschungsvorhaben wird zur Zeit versucht, den allgemeinen Entwicklungspro-
zeß durchga¨ngig rechnerunterstu¨tzt durchzufu¨hren. Eine Auswahl bestehender
Lo¨sungsansa¨tze ist in Kapitel 3 beschrieben.
2.1.2 Modelle und Partialmodelle
Das Vorgehen beim Entwickeln und Konstruieren wird durch verschiedene Mo-
delle unterstu¨tzt. Die Modelle ko¨nnen dabei Produkte oder Prozesse oder beides
beschreiben, sie ko¨nnen eine vollsta¨ndige Beschreibung oder nur einen Ausschnitt
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enthalten und ko¨nnen als Denkmodelle des Bearbeiters existieren oder als rechner-
interne Modelle in Softwaresystemen bestehen. Tabelle 2.1 gibt einen U¨berblick
u¨ber allgemeine und in die in der vorliegenden Arbeit verwendeten Modellbegriffe.
Im Bereich der rechnerunterstu¨tzten Produktentwicklung kommt den integrier-
ten Modellen eine besondere Bedeutung zu. Definitionsgema¨ß sollen sie in der
Lage sein, sa¨mtliche im Produktlebenszyklus anfallenden Daten abzubilden. Sie
werden damit zum zentralen Integrationswerkzeug, da sa¨mtliche Softwaresyste-
me das integrierte Produktmodell als Datenbasis verwenden. Das Modell muß so
festgelegt und beschrieben werden, daß es die Funktionen der Produktdatenverar-
beitung unterstu¨tzt. In [GAP93] werden folgende zu unterstu¨tzende Funktionen
genannt:
• der Produktdatenaustausch
• die Produktdatenspeicherung
• die Produktdatenarchivierung und
• die Produktdatentransformation.
2.1.3 Virtuelle Produktentstehung
Von Industrie und Forschungseinrichtungen wird derzeit die virtuelle Produktent-
stehung als Ziel formuliert. Die zentrale Vision der virtuellen Produktentste-
hung besteht darin, eine vollkommen neuartige Grundlage fu¨r den Produktent-
stehungsprozeß von der initialen Produktplanung u¨ber die Produktkonstruktion
und –erprobung bis hin zum Fertigungsanlauf zu realisieren. “Virtuell”bezeichnet
hierbei die u¨ber alle Phasen durchga¨ngig digitale Produktentstehung mittels drei-
dimensionaler Modelle u¨ber Unternehmensgrenzen und Standorte hinweg. Unter
Einbeziehung innovativer Technologien wie Multimedia und Virtual Reality (VR),
sowie zukunftsorientierter Organisations–, Kommunikations– und Informations-
systeme entsteht das “virtuelle Produkt” auf der Basis eines umfassenden 3D–
Modells, zur Simulation aller Eigenschaften, Funktionen und Entstehungsphasen,
visualisiert mit Hilfe von VR–Techniken, getestet und erprobt auf dem virtuellen
Pru¨fstand [KTA98]. Das Konzept der durchga¨ngig digitalen Produktenstehung
erfordert neue Konzepte fu¨r die Integration der am Entwicklungsprozeß beteilig-
ten Werkzeuge und umfassende Ansa¨tze zur Steuerung des verteilten Prozesses.
Ein großangelegtes Forschungsvorhaben hat sich die Schaffung einer Arbeitsum-
gebung fu¨r die virtuelle Produktentstehung zum Ziel gesetzt. Einzelheiten sind
in Abschnitt 3.3.8 beschrieben.
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Begriff Definition
Modell (allg.) Abstrakte Abbildung eines Ausschnittes der realen
Welt mit dem Ziel, von Eigenschaften des Modells
auf Eigenschaften des realen Objekts zu schlie-
ßen [VDI93] [Rot82]. Im Kontext von Software-
programmen: als Datenmodell strukturelle Daten-
menge zur rechnerinternen Repra¨sentation eines
Weltausschnittes [Abe95].
Ersatzmodell Abstraktion eines realen oder geplanten Produkts
durch Reduktion auf eine Auswahl von Eigenschaf-
ten. Ein Ersatzmodell wird verwendet, um das
Verhalten des Produkts durch Vereinfachung be-
rechenbar und damit vorhersagbar zu machen.
Produkt-
informations-
modell
(Auch: konzeptionelles Modell) Definiert die mo¨g-
lichen Bestandteile und denkbaren Relationen zwi-
schen den Bestandteilen fu¨r eine Abbildung eines
Modells im Rechner [Boo94].
Produktmodell Die Einheit von Produktinformationsmodell und
aller zu einem Produkt geho¨renden Daten [Abe95].
Integriertes
Produkt-
modell
Produktmodell fu¨r die Abbildung von Daten aus
allen Produktlebensphasen in einem einheitlichen
Datenmodell [GAP93]. Ein kontinuierliches Fort-
schreiben der Daten soll die informationsverlust-
behaftete Modelltransformation verhindern. In
dem Modell werden alle Daten abgebildet, die sich
nicht aus bereits bestehenden Daten ableiten las-
sen [Vel99].
Partialmodell Kennzeichnet eine definierte endliche Informati-
onsmenge von Produktmerkmalen als Teil eines
Produktmodells [Abe95] [Gra99].
Geometriemodell Hier: Rechnerinterne Darstellung der Geome-
triedaten in einem Geometriemodellierer (CAD–
System).
Rechenmodell Hier: Rechnerinterne Darstellung der Daten eines
Berechnungsprogramms.
Strukturmodell Hier: Produktinformationsmodell fu¨r die Integra-
tion von Gestaltung und Berechnung. Entha¨lt
Ausschnitte aus einem Geometriemodell und ei-
nem Rechenmodell und die fu¨r die Verknu¨pfung
der Modelle erforderlichen Informationen.
Tabelle 2.1: Definitionen der wichtigsten Modellbegriffe
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In diesem Abschnitt werden bestehende Klassifizierungen fu¨r Berechnungen vor-
gestellt. Die gefundenen Merkmale werden in den nachfolgenden Abschnitten
aufgegriffen und in einer der drei Sichten, modelltechnische Sicht, prozeßtechni-
sche Sicht oder systemtechnische Sicht detaillierter behandelt.
In der Literatur existieren verschiedene Klassifizerungsansa¨tze fu¨r Berechnungs-
methoden. Die VDI Richtlinie 2211 [VDI80] nennt die Genauigkeit, die Komple-
xita¨t und die Ha¨ufigkeit der Benutzung als Unterscheidungsmerkmale. Die in der
Richtlinie gezogenen Konsequenzen sind bezogen auf die heutige Rechnertechnik
nicht mehr zeitgema¨ß, weshalb die Richtlinie inzwischen zuru¨ckgezogen wurde.
Von Mertens [Mer98] wurde ein Klassifizierungsschema entwickelt, in dem Be-
rechnungsmethoden nach Aufwand und Aussagegu¨te in jeweils drei Klassen ein-
geordnet werden ko¨nnen (vergleiche Bild 2.2). Dabei bezeichnet die Klasse A
Methoden, die eine hohe Aussagegu¨te und einen hohen Berechnungsaufwand oder
Modellierungsaufwand haben und in der Regel nur von einem Experten bearbei-
tet werden ko¨nnen. Verfahren der Klasse B erfordern hingegen einen gegenu¨ber
A-Methoden verminderten Aufwand bezu¨glich Aufwand und Laufzeit, beno¨tigen
aber immer noch einen auf dieses Themengebiet spezialisierten Bearbeiter fu¨r
die Modellierung und die Interpretation der Ergebnisse. Berechnungsverfahren,
die als allgemein bekannt vorausgesetzt werden ko¨nnen oder die in bekannten
Richtlinien oder anderen Quellen vero¨ffentlicht wurden und bezu¨glich Laufzeit
und Aussagegu¨te gering eingestuft werden ko¨nnen, sind in die Klasse C einzu-
ordnen. Fu¨r die verschiedenen Verfahren existieren auch Zwischenstufen, wenn
beispielsweise Methoden mit kurzer Laufzeit eine hohe Aussagegu¨te besitzen. Das
Bestreben von Berechnungsabteilungen und Forschungseinrichtungen geht dahin,
mo¨glichst viele der bisher den Experten vorbehaltenen Verfahren durch entspre-
chende Anpassungen auf eine B- oder C–Ebene zu bringen und damit weiteren
Anwendern zuga¨nglich zu machen. Die U¨berfu¨hrung in C-Methoden bedeutet
auch, daß die Randbedingungen so klar definiert sein mu¨ssen, daß fu¨r die Mo-
dellbildung kein Expertenwissen mehr erforderlich sein darf. Dies erho¨ht zugleich
die Chance, Teile der Modellbildung zu automatisieren.
Die Ingenieurdisziplinen Mechanik, Fluidik, Thermodynamik, Wa¨rmeu¨bertragung,
Optik, Elektrotechnik und Akustik werden von Koller in [Kol98] fu¨r die Unter-
scheidung von Berechnungsverfahren herangezogen. Koller unterscheidet weiter
in allgemeine, das heißt, fu¨r alle Produkte geltende Verfahren, die sich meist
aus physikalischen Gesetzen ergeben, und in spezielle, auf ein Produkt oder ei-
ne Produktgruppe abgestimmte Verfahren, die sich aus einer produktspezifischen
Anpassung der allgemeinen Verfahren ergeben.
Eine Klassifizierung, die sich an dem Ziel und den Ergebnissen einer Berechnung
orientiert, wird von Galwelat vorgenommen. Dort werden Auslegungsrechnungen
oder Dimensionierungen, Nachweisrechnungen, Optimierungen und Vergleichs-
rechnungen unterschieden [Gal80].
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Bild 2.2: Klassifizierung von Methoden nach Zeitaufwand und Aussagegu¨te
[MW99]
Im Hinblick auf eine Integration in den rechnerunterstu¨tzten Gestaltungsprozeß
ist auch die Integrierbarkeit ein Klassifizierungsmerkmal. In diesem Zusammen-
hang ist Methode als implementiertes Programm auf einem Rechner zu verstehen.
In [Wo¨l98] werden Methoden, deren Quellcode und deren Ein– und Ausgabepara-
meter bekannt und programmatisch zuga¨nglich sind, als direkt integrierbar, und
Methoden, die nur als u¨bersetztes Programm mit nicht vera¨nderbarem Ablauf,
aber bekannter Parameterstruktur vorliegen als indirekt integrierbar bezeichnet.
Als lose integrierbar werden Methoden bezeichnet, die in Gestalt von komplexen
CAE–Systemen eine detaillierte Modelldefinition und Parameterermittlung fu¨r
jede einzelne Berechnung erfordern.
Eine Klassifizerung, in der auch eine grobe Zuordnung zu den Phasen des Ent-
wicklungsprozesses vorgenommen wird, ist in [Lo¨f97] beschrieben. Dort werden
parameterorientierte Dimensionierungs- und Auslegungsrechnungen der Konzept-
phase, allgemeine Modelle der technischen Mechanik (MTM), beispielsweise Bal-
ken oder Platten, der Entwurfsphase und detaillierte FE–Berechnungen der Aus-
arbeitungsphase zugeordnet.
Eine U¨bersicht u¨ber die genannten Merkmale ist in Bild 2.3 dargestellt.
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Bild 2.3: Merkmale von Berechnungen
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Um Produktentwicklung rechnerunterstu¨tzt betreiben zu ko¨nnen, wurden fu¨r die
Objekte, die Gegenstand der Entwicklung sind, Produktinformationsmodelle ge-
schaffen, in denen die Eigenschaften der Objekte abgebildet werden ko¨nnen. In
diesem Abschnitt werden die Eigenschaften der in den bestehenden Program-
men vorhandenen Modelle beschrieben und die Probleme bei einer Integration
zusammengestellt.
Integrierte Modelle kommen zur Zeit nur in Forschungssystemen zum Einsatz
(vgl. Kapitel 3) und sind fu¨r die bestehenden Programme noch nicht einsetzbar.
Allerdings zielen die aktuellen Entwicklungen im Bereich CAD–Systeme darauf
ab, die Programme zu prozeßu¨bergreifenden Universalwerkzeugen zu machen und
damit die internen Modelle in Richtung eines integrierten Produktmodells wei-
terzuentwickeln.
2.3.1 Geometriemodelle
Der wesentliche Gegenstand der Gestaltung ist die Geometrie. Insofern sind die
Geometriemodelle die Arbeitsmodelle bei der Gestaltung. Fu¨r die rechnerunter-
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stu¨tzte Durchfu¨hrung dieses Arbeitsschrittes stehen mit den modernen CAD–
Systemen leistungsfa¨hige Werkzeuge zur Verfu¨gung, die umfangreiche interne
Darstellungen des Modellierungsgegenstandes enthalten.
Grundsa¨tzlich ko¨nnen Geometriemodelle in B–Rep und CSG–Modelle unterschie-
den werden. In B–Rep Modellen (Boundary Representation) wird ein geometri-
sches Objekt durch seine Umrandungsfla¨chen beschrieben. Diese Modellierungs-
art wird ha¨ufig fu¨r Freiformfla¨chen verwendet.Im Gegensatz dazu werden CSG–
Modelle (Constructive Solid Geometrie) beschrieben, indem von einem Grundko¨r-
per durch boolsche Volumenoperationen Formelemente entfernt oder hinzugefu¨gt
werden. Im Vergleich zu B–Rep Modellen bieten CSG–Modelle die Mo¨glichkeit,
die Entwicklungshistorie des Modells zu speichern und so auch Modifikationen
am Modell ru¨ckga¨ngig zu machen.
Stand der Technik sind derzeit parametrische 3-D Modelle, die je nach Aufga-
benstellung als Fla¨chenmodelle oder Volumenmodelle oder auch parallel in den
Systemen verwaltet werden. Bei diesen Modellen werden die geometrischen Ei-
genschaften des abgebildeten Objekts durch benannte Variablen, die Parameter,
beschrieben. Parameter ko¨nnen nachtra¨glich vera¨ndert und zueinander in Be-
ziehung gesetzt werden. In Verbindung mit Features, die in diesem Kontext als
Konstruktionselemente zu verstehen sind, lassen sich die Modelle schnell und ko-
stengu¨nstig im Rechner erzeugen [Gra99]. U¨ber die Benutzungsschnittstelle und
zum Teil auch u¨ber die Programmierschnittstelle hat man Zugriff auf die rechner-
interne Darstellung der geometrischen Objekte. Leistungsfa¨hige Programme wie
Pro/ENGINEER oder IDEAS bieten dabei sowohl Zugriffsmo¨glichkeiten auf rein
geometrische Informationen, wie auf Punkte, Kanten, Fla¨chen, und deren Eigen-
schaften als auch auf die logischen Verknu¨pfungen von Konstruktionselementen
und Bauteilen [Par97].
Die aktuellen Entwicklungen zielen darauf ab, sowohl die fru¨hen Phasen als auch
die der Gestaltung nachgelagerten Arbeitsschritte durch zusa¨tzlich im Modell ab-
gelegte Informationen zu unterstu¨tzen. Ziel ist dabei immer, eine durchga¨ngige
Rechnerunterstu¨tzung des Prozesses ohne Systemwechsel zu ermo¨glichen. Par-
allel dazu werden die Systeme zunehmend fu¨r die Anwendung im Simultaneous
Engineering weiterentwickelt.
2.3.2 Modelle fu¨r Berechnungen
Bauteilberechnungen liegt in der Regel ein physikalisches Ersatzmodell zugrunde.
Im Bereich Maschinenbau bestehen diese Ersatzmodelle aus geometrischen Kom-
ponenten, denen in Bezug auf die zu untersuchende Eigenschaft ein bestimmtes
Verhalten unterstellt wird. Je nach Verfahren und Stand der Forschung ko¨nnen
diese Komponenten komplette Baugruppen, einzelne Bauteile, Zonen eines Bau-
teils oder die Elemente eines Finite-Elemente Netzes sein. Die Verknu¨pfungen
zwischen den Komponenten werden mit Hilfe von Bedingungen formuliert. Das
Verhalten der Komponenten wird durch Formeln oder Algorithmen beschrieben.
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Die Eigenschaften der einzelnen Komponenten ko¨nnen durch Parameter beschrie-
ben werden.
Mit der oben gefundenen Aufteilung in geometrische Komponenten, Bedingungen
und Parametern lassen sich die numerischen Verfahren wie FEM (Finite Elemen-
te Methode) oder MKS (Mehrko¨rper Simulation) gut beschreiben: die Finiten
Elemente und die starren Ko¨rper bilden die geometrischen Komponenten, die
u¨ber Rand- und U¨bergangsbedingungen miteinander verbunden sind. Die Ei-
genschaften der einzelnen Komponenten werden durch Parameter und Formeln
beschrieben. Der U¨bergang vom realen Produkt zum Rechenmodell erfolgt, in-
dem das System in viele gleichartige Elemente mit einfacher Struktur zerlegt wird.
Ausgehend von einer vorhandenen geometrischen Struktur ist eine Zerlegung fast
immer mo¨glich und die physikalischen Zusammenha¨nge sind bekannt.
Rechenverfahren, die nur fu¨r eine ganz bestimmte Gruppe von Maschinenele-
menten geeignet sind, lassen sich bezu¨glich der Eingabeparameter mit Hilfe der
zugrundeliegenden Baustruktur gliedern. Dabei ist der Gu¨ltigkeitsbereich entwe-
der in Form der verwendeten Normteile oder in Form von Gu¨ltigkeitsbereichen
einzelner Parameter des Ersatzmodells angegeben. Fu¨r die Ermittlung der Para-
meter ist oft nicht die gesamte Geometrie erforderlich, sondern eine Auswahl von
charakteristischen Bezugselementen. Alle Eingabeparameter lassen sich in der
Regel einer Baugruppe, einem Bauteil oder einem geometrischen Objekt eines
Bauteils (beispielsweise einer Fla¨che oder einer Kante) zuordnen. Daru¨berhinaus
werden diese Rechenverfahren oft in mehrere Rechenschritte unterteilt.
Die Parameter selber lassen sich in weitere Merkmalsgruppen einteilen. Eine
mo¨gliche Unterteilung ist die Zusammenstellung der Produktmerkmale, wie sie
von Pahl und Beitz in [PB97] vorgenommen wurde. In Bild 2.4 sind die Merk-
malsgruppen zusammengestellt, die fu¨r die Berechnung von Schraubenverbindun-
gen nach der VDI–Richtlinie 2230 [VDI86] beno¨tigt werden. Man erkennt, daß
zahlreiche Parameter aus anderen Bereichen wie Fertigung oder Montage Ein-
fluß auf das Rechenergebnis haben. Beispiele hierfu¨r sind der Einfluß der bei der
Fertigung erzielbaren Oberfla¨chenrauhigkeiten auf den Setzbetrag einer Schrau-
benverbindung oder die Vorgabe eines bestimmten Werkzeuges bei der Montage.
Ein großer Teil der Parameter la¨ßt sich bei Verwendung von Norm– und Stan-
dardteilen aus den entsprechenden Norm– und Regelwerken ermitteln. Oft sind
fu¨r genormte Komponenten Tabellenwerke angegeben und fu¨r individuelle Struk-
turen die entsprechenden Formeln als zusa¨tzlicher Rechenschritt angegeben.
Typisch fu¨r die spezifischen Rechenverfahren ist auch, daß es eine Reihe von
Parametern gibt, fu¨r die nur in diesem Kontext gu¨ltige Tabellen oder Na¨he-
rungsformeln existieren, die von den allgemein bekannten Quellen abweichen.
Beispielsweise existieren spezielle Tabellen mit zula¨ssigen Fla¨chenpressungen bei
Schraubenverbindungen [VDI86].
Tabelle 2.2 zeigt einen U¨berblick u¨ber die Quellen von in Berechnungen verwen-
deten Parameter und ihrer typischen Eigenschaften.
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Bild 2.4: Parameter und deren Quellen bei Bauteilberechnungen
2.3.3 Zusammenha¨nge zwischen Geometrie und
Ersatzmodellen fu¨r die Berechnung
Inhaltlich sind die geometrischen Daten einer Berechnung nur ein Teil der beno¨-
tigten Daten (vergleiche Bild 2.4). Je nachdem, ob es sich bei dem Berechnungs-
verfahren um ein allgemeines (zum Beispiel ein numerisches) Verfahren oder um
ein spezielles, auf ein Produkt abgestimmtes Verfahren handelt, sind die fu¨r eine
Berechnung beno¨tigten Geometriedaten unterschiedlich.
Allgemeine Verfahren
Bei der Verwendung allgemeiner Verfahren, wie MKS oder FEM, wird in der
Regel ein detailliertes Rechenmodell aus einem gegebenen Geometriemodell ab-
geleitet, indem das Geometriemodell in kleinere, gleichartige (finite) Elemente
zerlegt wird. Eine Berechnung mit einem der Verfahren setzt demnach voraus,
daß bereits ein Geometriemodell in Form eines Oberfla¨chenmodells oder eines
Volumenmodells existiert. Parameter oder Featureinformationen werden nicht
beno¨tigt. Beim U¨bergang von einem detaillierten Geometriemodell zu einem Re-
chenmodell kann es erforderlich sein, Geometriedetails, die das Rechemodell un-
no¨tig verkomplizieren wu¨rden, vor der Umwandlung aus dem Modell zu entfernen.
Das Entfernen der fu¨r eine Berechnung nicht relevanten Konstruktionselemente
wird auch als defeatureing bezeichnet. Zur Zeit muß diese Aufgabe noch durch
den Bearbeiter erledigt werden [Zie99], da die Entscheidung, ob ein Konstrukti-
onsdetail fu¨r die Berechnung relevant ist oder nicht, sehr komplex ist.
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Typ Beispiel Eigenschaften
Normen Schraubendurchmesser
Werkstoffdaten
konstant, leicht zu iden-
tifizieren
Andere Berechnungen Lasten
Betriebskra¨fte
vera¨nderlich, ha¨ngen ab
von Randbedingungen
Fertigungsunterlagen Oberfla¨chenrauhigk. unterliegen Streuungen
Richtlinien Reibwerte
Anziehfaktoren
begrenzte Gu¨ltigkeit,
haben oft Ermessens-
spielraum
Benutzereingaben Lasteinleitungsfaktor nicht reproduzierbar
Anforderungsliste Lebensdauer konstant
Tabelle 2.2: Typische Quellen von Parametern und deren Eigenschaften
Spezielle Verfahren
Bei den speziell auf ein Produkt oder eine Produktgruppe abgestimmten Ver-
fahren ko¨nnen die Modelle fu¨r die Berechnung sowohl aus einer gegebenen Geo-
metrie abgeleitet werden als auch umgekehrt. Dabei ko¨nnen beim U¨bergang
von der Geometrie zum Ersatzmodell sowohl Informationen vernachla¨ssigt wer-
den, wenn bei der Berechnung Details wie beispielsweise Ausrundungsradien oder
Fasen nicht beru¨cksichtigt werden als auch zusa¨tzliche Informationen erforderlich
sein, die u¨blicherweise nicht in einer Geometriedarstellung enthalten sind, Beispie-
le hierfu¨r sind Gewindeabmessungen, oder die Detailgeometrie eines Freistichs.
In der Regel wird eine gegebene Geometrie nicht direkt in einer Berechnung ver-
wendet, sondern als geometrisches Ersatzmodell, das aus dem Original mit Hil-
fe von Abbildungsvorschriften und zusa¨tzlichen Informationen abgeleitet wurde.
Die Ableitung des Ersatzmodells ist einfach, wenn nur Norm– und Standard-
teile oder parametrisierte Konstruktionsfeatures verwendet werden, da dann die
Merkmale fu¨r beide Modelle aus den entsprechenden Bibliotheken entnommen
werden ko¨nnen. In vielen Fa¨llen ist es allerdings nicht mo¨glich, ein Produkt nur
aus Norm– und Standardteilen aufzubauen, oder es zeigt sich, daß verschiede-
ne Berechnungsverfahren eine unterschiedliche Parametrisierung erfordern wu¨r-
den. Beispielsweise kann eine Schraubenverbindung durch das Programm BOLT
[BOL94] mit unterschiedlichen Modellannahmen berechnet werden. Bild 2.5 zeigt
auf der linken Seite die Parametrisierung, wie sie fu¨r eine Berechnung als zylin-
drische Einschraubenverbindung erforderlich wa¨re und auf der rechten Seite die
Parametrisierung, wenn die verspannten Teile als balkenartige Struktur betrach-
tet wu¨rden.
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Bild 2.5: Unterschiedliche Parametrisierungen einer Schraubenverbindung
im Programm BOLT in Abha¨ngigkeit vom Berechnungsverfahren
([BOL94])
2.3.4 Semantik in den Modellen
Semantik wird in [Wah86] als Lehre von der Bedeutung der Wo¨rter oder als Leh-
re von den Zeichen und Symbolen als Denkinhalte einer Wissenschaft definiert.
Im Bereich Informationstechnik wird der Begriff semantisches Datenmodell fu¨r
Datenmodelle verwendet, in denen alle Strukturen und zula¨ssigen Operationen
bestimmten Typen von Informationen aus der realen Welt entsprechen [Stu¨90].
Demzufolge ko¨nnen Datenmodelle eine unterschiedlich komplexe Semantik besit-
zen, je nachdem wieviele der Eigenschaften der realen Welt in das Datenmodell
u¨bernommen wurden.
Von den CAD–Systemen werden sehr komplexe Datenmodelle gehalten und u¨ber
die Programmierschnittstelle zuga¨nglich gemacht. In den Systemen sind Dinge
wie Bauteile, Fla¨chen, Kanten oder Punkte und Methoden fu¨r die Analyse dieser
Dinge und den Relationen zwischen ihnen definiert [Par97]. Daru¨berhinaus wird
mit der Featuremodellierung versucht, den Objekten eine u¨ber die reine Geome-
trieinformation hinausgehende Bedeutung zuzuordnen [Rie94] [Lo¨f97], und diese
Bedeutung auch fu¨r andere Aufgaben, wie die Erstellung von NC-Programmen
oder die Materialwirtschaft zu nutzen. Detailbetrachtungen zeigen, daß, obwohl
mehrere Systeme eine a¨hnliche Funktionalita¨t aufweisen, die Analysemethoden
und damit die Semantik in den Modellen Unterschiede aufweisen [AJSK98]. Bei-
spielsweise kann eine Kante beschrieben sein durch vier Koordinatenwerte oder
durch zwei Endpunkte, die jeweils aus zwei Koordinatenwerten bestehen.
Der komplexen Semantik der Geometriemodelle steht eine relativ einfache bei
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den Rechenmodellen gegenu¨ber. Die meisten Programme fu¨r die Berechnung
von Maschinenelementen verwenden fu¨r die Darstellung der Modelle benannte
Parameter [BOL94] [HEX95] [Dam96]. Die Bedeutung wird einem Parameter
durch den Benutzer zugeordnet. Verknu¨pfungen zwischen Parametern oder die
Zugeho¨rigkeit zu einem Bauteil ko¨nnen aus den Systemen nicht ermittelt werden.
Die unterschiedliche Semantik in den Systemen erschwert die modelltechnische
Kopplung, da fu¨r die Verknu¨pfung der Modelle zusa¨tzliche Informationen erfor-
derlich sind.
2.4 Prozeßtechnische Sicht
Wa¨hrend des Entwicklungsprozesses werden in nahezu allen Phasen Berechnun-
gen mit unterschiedlichen Zielsetzungen durchgefu¨hrt. Allen Berechnungen ist
gemein, daß sie eine Vorhersage des Verhaltens oder der Eigenschaften eines Pro-
dukts oder einer Komponente liefern sollen. Dabei werden die Eigenschaften
des realen oder geplanten Produkts auf ein Modell abgebildet, das dem Vorbild
im Hinblick auf die zu untersuchenden Eigenschaften mo¨glichst gut entspricht
[Gra99].
Der Ablauf von Entwicklungsaktivita¨ten wird in zunehmendem Maße durch rech-
nergestu¨tzte Prozeßmanagementwerkzeuge gesteuert [KOM96]. Die Aufgabe die-
ser Werkzeuge besteht darin, sowohl die fu¨r den jeweiligen Arbeitsschritt be-
no¨tigten CAE–Werkzeuge bereitzustellen als auch den Datenfluß zwischen den
CAE–Werkzeugen prozeßbegleitend zu steuern und zu u¨berwachen. Die Merk-
male der Schritte Gestalten und Berechnen im Hinblick auf eine prozeßtechnische
Integration werden in diesem Abschnitt erla¨utert.
2.4.1 Gestaltungsprozeß
Je nach Aufgabenstellung kann sich der Gestaltungsprozeß u¨ber die drei Kon-
struktionsphasen Konzipieren, Entwerfen oder Ausarbeiten erstrecken. Der
Hauptanteil der Gestaltung erfolgt allerdings in der Entwurfsphase [PB97]. Ne-
ben der Entwicklung einer maßsta¨blichen Darstellung geho¨ren zur Gestaltung die
Festlegung der Werkstoffe und Fertigungsverfahren. Die Gestaltung wird dabei
durch die Methoden zur Lo¨sungssuche, Auswahl, Bewertung und Optimierung
unterstu¨tzt und ist daher zahlreichen Iterationen unterworfen.
2.4.2 Einordnung von Berechnungen in den
Produktentwicklungsprozeß
Nach Koller ko¨nnen Produkte erst bemessen (dimensioniert) werden, wenn deren
qualitative Parameterwerte, bzw. deren Gestalt feststeht [Kol98]. Damit wa¨ren
Berechnungen der Entwurfsphase oder fru¨hestens dem Ende der Konzeptphase
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zugeordnet. Tatsa¨chlich kommen u¨berschla¨gige Auslegungsberechnungen schon
in fru¨heren Phasen zum Einsatz, wenn es um die Auswahl und Bewertung von
Wirkprinzipien geht [PB97]. Zu diesem Zeitpunkt ist die Bauteilgestalt gera-
de erst im Entstehen oder besteht aus einer Anzahl von Wirkorten. Im Sinne
von Koller bedeutet das, daß zumindest die Parameter der zu untersuchenden
Struktur feststehen mu¨ssen.
Der Detaillierungsgrad eines zu entwickelnden Produkts bestimmt auch die mo¨g-
lichen Zielsetzungen einer Berechnung. In Bild 2.6 sind mo¨gliche Formen von
Maschinenelementberechnungen und die Verknu¨pfungen zwischen den Modellen,
bei denen mindestens ein Konzept des Produkts vorliegt, dargestellt. Ausge-
hend von diesem Konzept wird ein Ersatzmodell fu¨r eine Berechnung aufgebaut,
das wesentliche Merkmale des zu entwickelnden Produkts abbildet. Das Kon-
zept entha¨lt u¨blicherweise nur wenige oder keine quantitative Geometriegro¨ßen.
Diese werden entweder durch die Berechnung bestimmt, oder mu¨ssen aus der
Anforderungsliste entnommen oder aufgrund von festgelegten Hauptabmessun-
gen abgeleitet werden. Das Konzept muß aber in seiner Struktur so festgelegt
sein, daß der Einsatz der gewa¨hlten Berechnungsmethode gerechfertigt ist und ei-
ne Zuordnung der Komponenten beider Modelle sowie der fu¨r die Modellbildung
wesentlichen Merkmale mo¨glich ist. Bei Konstruktionen, denen ein bekanntes
und bewa¨hrtes Lo¨sungsprinzip zugrunde liegt, existieren meist auch Rechenver-
fahren fu¨r die Festlegung der Hauptabmessungen anhand von definierten Anfor-
derungen [Kol98]. In diesem Fall ist die Abbildung der Konzeptparameter auf
das Ersatzmodell nicht erforderlich. Vielmehr liefert eine Auslegungsrechnung
als erster Schritt die Hauptabmessungen fu¨r die Funktionstra¨ger. Nach Hubka
werden in der Praxis viele Parameter auch mit “Konstruktionsgefu¨hl” festgelegt
und anschließend durch Nachrechnung u¨berpru¨ft [HE92], sodaß der Entwurf ohne
Berechnung aus dem Konzept generiert wird.
Basierend auf den Hauptabmessungen wird im Geometriemodellierer das Produkt
bis zum Entwurfsstadium ausgearbeitet. Mit der jetzt vorliegenden Detailgeome-
trie sind Nachrechnungen der zuvor vorgenommenen Vordimensionierungen mo¨g-
lich. Dafu¨r mu¨ssen die im Gestaltungsprozeß erstellten Geometriedaten wieder in
das Rechenmodell u¨bertragen werden. Wenn das Ergebnis der Nachrechnung auf
eine U¨ber- oder Unterdimensionierung des Bauteils hinweist, ko¨nnen die aus der
Nachrechnung gewonnenen Erkenntnisse in Form einer Optimierung wieder Ru¨ck-
wirkungen auf das Geometriemodell haben. A¨hnliche Prozeßstrukturen ergeben
sich bei der Durchfu¨hrung von Montagesimulationen oder der Simulation von
Fertigungsoperationen. Auch diese Operationen ko¨nnen in mehreren Iterationen
durchlaufen werden, ko¨nnen ebenfalls Ru¨ckwirkungen auf das Geometriemodell
haben und somit eine erneute Berechnung erforderlich machen. Anwenderproze-
duren fu¨r die Auslegung und die anschließende Gestaltung von Schraubenverbin-
dungen in einem CAD–System wurden Schwenke zusammengestellt [Sch91].
Je nach Laufzeit der Berechnung kann es sinnvoll sein, den Gestaltungsprozeß
zu unterbrechen (asynchrone Anwendung), oder die Berechnung bei laufendem
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Bild 2.6: Mo¨gliche Berechnungen im Produktentwicklungsprozeß
CAD–System durchzufu¨hren (synchrone Anwendung).
Daru¨ber hinaus ko¨nnen auch Vergleichsrechnungen durchgefu¨hrt werden, deren
Ziel es ist, den Einfluß bestimmter Parameter oder die Sinnfa¨lligkeit eines Er-
gebnisses zu verfizieren [Gal80]. Diese Berechnungen ko¨nnen in allen Konstrukti-
onsphasen durchgefu¨hrt werden und stehen in Relation zu einer anderen, bereits
durchgefu¨hrten Berechnung, die bezu¨glich des verwendeten Ersatzmodells A¨hn-
lichkeit zu der aktuell durchgefu¨hrten hat.
2.4.3 Arbeitsschritte beim Berechnen
Eine Berechnung setzt sich aus mehreren Einzelschritten zusammen, die einen
unterschiedlichen Bedarf an bereitzustellender Information [HE92] und ein un-
terschiedliches Potential an Automatisierbarkeit besitzen. In [Wo¨l98] werden die
Schritte:
• Vorbereitung
• Berechnung
• Nachbereitung
unterschieden. Zur Berechnungsvorbereitung geho¨ren die Modell- und Metho-
denauswahl sowie die Ermittlung der Eingangsgro¨ßen durch Analysieren der Geo-
metrie und Zusammenstellen der nichtgeometrischen Parameter. Wegen der in
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Abschnitt 2.3.2 beschriebenen Spielra¨ume bei der Modellbildung wird die Me-
thodenauswahl immer die Erfahrung eines Bearbeiters erfordern. Die der Be-
rechnung nachfolgende Bewertung kann durch Visualisierung der Ergebnisse und
Bereitstellung zula¨ssiger Werte unterstu¨tzt werden. Auf der Grundlage der Be-
rechnung ko¨nnen dann Variationen oder Optimierungen durchgefu¨hrt werden, die
durch eine automatische Anpassung der Geometrie oder durch eine programmier-
te Optimierungsstrategie unterstu¨tzt werden ko¨nnen. Die prozeßbegleitende und
abschließende Erstellung der Dokumentation kann ebenfalls gut durch eine au-
tomatische Protokollierung von Bearbeiter, Datum, Versionen der Modelle und
der verwendeten Methoden, sowie der Benutzereingaben automatisiert werden.
Tabelle 2.3 zeigt eine U¨bersicht u¨ber die Schritte, die mo¨gliche Rechnerunter-
stu¨tzung und die vom Bearbeiter beno¨tigten Informationen.
Prozeßschritt Rechnerunterstu¨tzung Informationsbedarf
◦ Modellauswahl ◦ automatische Analyse ◦ Definitionen
der Konfiguration ◦ Gu¨ltigkeitsbereiche
◦ verfu¨gbare Modelle
◦ Abbildung der ◦ Geometrieanalyse ◦ Definitionen
Geometrie auf ◦ Ermittlung von ◦ Regeln
Ersatzmodell Normdaten ◦ Modellannahmen
◦ Gu¨ltigkeitsbereiche
◦ Ermitlung der ◦ Normen/Richtlinien
weiteren ◦ durchgef. Berechnungen
Parameter ◦ Anforderungen
◦ Meßwerte
◦ Berechnung ◦ Abarbeitung der ◦ verwendete Formeln
Formeln ◦ Modellannahmen
◦ Herkunft von
Parametern
◦ Bewertung ◦ Visualisierung ◦ Zula¨ssige Werte
◦ Vergleich mit ◦ Vergleichsrechnungen
zula¨ssigen Werten ◦ Streubereiche
◦ Einflußgro¨ßen
◦ Variation / ◦ Trendanalyse
Optimierung ◦ Geometrievariation
◦ automat. Optimierung
◦ Dokumentation ◦ prozeßbegleitende ◦ Bereits vorhandene
Protokollierung Berechnungen
Tabelle 2.3: Mo¨glichkeiten der Rechnerunterstu¨tzung und Informationsbedarf des
Bearbeiters beim integrierten Berechnen
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2.4.4 Auszutauschende Daten
Modelldaten
Je nachdem, um welche Art von Berechnungsmethode es sich handelt, variiert
die Struktur der zwischen Gestaltungssystem und Berechnungssystem auszutau-
schenden Daten. Wa¨hrend allgemeine Methoden mit Oberfla¨chen- oder Volu-
menmodellen auskommen, mu¨ssen fu¨r speziell auf ein Produkt oder eine Pro-
duktgruppe ausgelegte Methoden zusa¨tzlich Informationen u¨bertragen werden.
Die zusa¨tzlichen Informationen mu¨ssen entweder in den Modellen enthalten sein,
oder mit Hilfe von in den Modellen enthaltenen Schlu¨sseln aus externen Quellen
ermittelt werden. Fla¨chenmodelle und Volumenmodelle lassen sich in der Regel
problemlos aus einem parametrischen Geometriemodell ableiten. Schwieriger ist
es hingegen, wenn aus einem durch eine allgemeine Methode generierten Volu-
menmodell ein parametrisiertes Geometriemodell abgeleitet werden soll, beispiels-
weise, wenn aus dem Ergebnis einer Topologieoptimierung ein Parametermodell
erstellt werden soll. Dieser Schritt kann zur Zeit nur manuell vollzogen werden.
Die zu u¨bertragenden Daten ha¨ngen von den internen Modellen der beteiligten
Applikationen ab. Beim U¨bergang mu¨ssen gegebenenfalls Informationen hinzuge-
fu¨gt werden, die im Ausgangsmodell nicht vorhanden sind. Beispielsweise werden
fu¨r viele Berechnungen die a¨ußeren Lasten beno¨tigt, die nicht im Geometriemo-
dell enthalten sind. Wenn das Ergebnis einer Berechnung ein dimensioniertes
Bauteil ist, muß dafu¨r ein Geometriemodell erzeugt werden. Bild 2.7 gibt einen
U¨berblick u¨ber den erforderlichen Datenaustausch.
Metadaten
Fu¨r eine prozeßtechnische Integration mu¨ssen auch die Arbeitsschritte bis zum
Zustandekommen einer Berechnung und die nachfolgenden Schritte wie Ru¨ckfu¨h-
rung und Dokumentation der Ergebnisse beachtet werden. Dieser Punkt gewinnt
an Bedeutung, wenn man Berechnungen auch als Dienstleistungen, die ein exter-
ner Anbieter seinem Kunden zur Verfu¨gung stellt, versteht.
Methodenauswahl Bei Zusammenstellung der Metadaten fu¨r die Methoden-
auswahl wird davon ausgegegangen, daß der Anwender bereits einen U¨berblick
u¨ber die generell verfu¨gbaren Methoden hat und auf der Suche nach einer Metho-
de fu¨r ein bestimmtes Problem ist. Im einzelnen sollten folgende Informationen
u¨ber eine Methode verfu¨gbar sein.
Gu¨ltigkeitsbereich. Wesentlich fu¨r die Auswahl einer Methode ist die Frage, ob
das zu berechnende System im Gu¨ltigkeitsbereich der Berechnungsmethode
liegt. Zur Festlegung eines Gu¨ltigkeitsbereiches geho¨ren neben Bereichs-
angaben fu¨r bestimmte Parameter auch Aussagen u¨ber die Verwendung
bestimmter Normteile oder bestimmte Modellkonfigurationen.
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Bild 2.7: Informationsfluß beim integrierten Berechnen
Modellannahmen. Die einer Berechnung zugrunde liegenden Modellannahmen
mu¨ssen dem Anwender bekannt sein. Oft sind diese Annahmen nicht quan-
tifizierbar und mu¨ssen daher durch den Anwender gefu¨hlsma¨ßig bewertet
werden (Beispiel: “Ebenbleiben der Querschnitte”).
Ziel. Aus dem Ziel einer Berechnung resultieren die Einordnung in den Entwick-
lungsprozeß und die Art der erreichbaren Ergebnisse. Ziele ko¨nnen eine
Auslegung, ein Festigkeitsnachweis oder eine Optimierung sein.
Eingangsgro¨ßen. In Zusammenhang mit dem Ziel stehen auch die erforderli-
chen Eingabedaten. Diese mu¨ssen sowohl in maschinenlesbarer Form als
auch fu¨r den Benutzer lesbar sein. Anhand dieser Daten muß der Anwen-
der entscheiden ko¨nnen, ob die Anwendung einer Methode zum jetzigen
Erkenntnisstand u¨berhaupt mo¨glich und sinnvoll ist.
Aussagegu¨te. Ein weiteres Kriterium fu¨r eine Methodenauswahl ist auch die
erzielbare Aussagegu¨te. Dazu geho¨ren auch Hinweise auf Empfindlichkeiten
des Ergebnisses bezu¨glich bestimmter Parameter und Unsicherheiten bei der
Bestimmung von Eingabewerten.
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Dokumentation Die Dokumentation einer Berechnung soll die Voraussetzun-
gen und Randbedingungen einer durchgefu¨hrten Berechnung zu einem spa¨teren
Zeitpunkt nachvollziehbar machen und die erzielten Ergebnisse festhalten. Fu¨r
diesen Zweck sollten folgende Daten archiviert werden:
Quellen. Zu allen Parameterwerten, die nicht programmintern ermittelt werden,
sollten die Quellen, aus denen der Wert bezogen wurde, protokolliert wer-
den. Dazu geho¨ren geometrische Gro¨ßen, Werte aus der Anforderungsliste
oder Benutzereingaben.
Durchfu¨hrung. Bearbeiter, Datum und Uhrzeit der Berechnung geho¨ren in die
Dokumentation.
Verknu¨pfte Modelle. Die fu¨r eine Berechnung herangezogenen Modelle mit de-
ren Bearbeitungsstand oder Version mu¨ssen ebenfalls protokolliert werden.
Anhand dieser Daten kann festgestellt werden, welche weiteren Modelle bei
einer A¨nderung betroffen sind.
Ergebnisse. Die Ergebnisse einer Berechnung mu¨ssen ebenfalls protokolliert wer-
den. Die Ergebnisse ko¨nnen ermittelte Sicherheitsfaktoren, die durch eine
Dimensionierung gefundenen Modelle oder A¨nderungsanforderungen an das
Geometriemodell sein.
2.4.5 Probleme bei der Integration
Die verschiedenen mo¨glichen Erscheinungsformen von Berechnungen erschweren
eine genaue Einordnung eines Berechnungssystems in eine Prozeßkette. Vielmehr
ist ein Berechnungssystem als ein Werkzeug zu sehen, das an verschiedenen Stel-
len des Entwicklungsprozesses eingesetzt werden kann. Berechnungen ko¨nnen fu¨r
die Auswahl, die Bewertung und die Optimierung verwendet werden und las-
sen sich damit gut in den allgemeinen Gestaltungsprozeß einordnen (vergleiche
Abschnitt 2.4.1).
Voraussetzung fu¨r eine Benutzung eines Berechnungsprogramms als Werkzeug zur
Geometriemodellierung ist eine hinreichende Integration der beteiligten Modelle,
da Eingangsgro¨ßen und Ergebnisse einer Berechnung Bestandteile des Geometrie-
modells sein ko¨nnen. Außerdem muß das Berechnungsprogramm vom Arbeits-
platz des Konstrukteurs aus aufrufbar sein und sollte sich in die Benutzungso-
berfla¨che und die Anwenderprozeduren des CAD–Systems einfu¨gen. Methoden
mit kurzer Laufzeit sollen ausfu¨hrbar sein, ohne daß das CAD–System beendet
werden muß. Methoden mit langer Laufzeit oder mit einem hohen Bedarf an
Systemressourcen sollen auch eigensta¨ndig lauffa¨hig sein.
In der Praxis haben die beteiligten Systeme unterschiedliche Vorgehensweisen
bei der Benutzung. Erschwerend kommt hinzu, daß sowohl innerhalb der CAD–
Systeme als auch innerhalb der Berechnungsprogramme verschiedene Anwen-
derprozeduren und Benutzungsoberfla¨chen fu¨r die Modellierung existieren. Die
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unterschiedliche Semantik der Modelle erschwert direkte Kopplung der Prozes-
se. Um die Arbeitsschritte bei der Geometriemodellierung, Geometrieerzeugung,
Geometrievariation, Positionierung von Bauteilen und a¨hnliches mit Hilfe von
Berechnungsprogrammen durchfu¨hren zu ko¨nnen, sind zusa¨tzliche Informationen
erforderlich, wie die Berechnungsergebnisse im Geometriemodell abgebildet wer-
den ko¨nnen. Entsprechend mu¨ssen die Geometriedaten fu¨r eine Berechnung in
die entsprechende Parameterdarstellung gebracht werden.
Die erforderlichen Metainformationen fu¨r die Auswahl der Methoden und die
Verknu¨pfung der Modelle sind in keinem der Systeme vorhanden und mu¨ssen
daher zusa¨tzlich in das System eingebracht werden.
2.5 Systemtechnische Sicht
Gestaltungsaufgaben und Berechnungsaufgaben sind durch zahlreiche Program-
me und Programmsysteme rechnerunterstu¨tzt durchfu¨hrbar. Dabei existieren fu¨r
beide Aufgaben breite Spektren von Lo¨sungen auf verschiedenen Rechnerplattfor-
men mit unterschiedlichen Umsetzungen der oben genannten Modelle. Fu¨r eine
Integration mu¨ssen Modelldaten zwischen den beteiligten Systemen ausgetauscht
werden, die Systeme mu¨ssen in ein durchga¨ngiges Ablaufschema integriert werden
und die auf verschiedenen Plattformen bestehenden Applikationen mu¨ssen zusam-
mengefu¨hrt werden. In diesem Abschnitt werden die mo¨glichen Vorgehensweisen
bei der Durchfu¨hrung von integrierten Berechnungen, die Zugriffsmethoden auf
die internen Modelle und die Plattformabha¨ngigkeit der beteiligten Systeme be-
schrieben.
2.5.1 Mo¨gliche Kopplungsformen
Unter der Voraussetzung, daß Berechnungsmethoden als Werkzeuge angesehen
werden, die bei der Durchfu¨hrung einer Gestaltungsaufgabe an verschiedenen
Stellen eingesetzt werden ko¨nnen, muß eine Integration dafu¨r sorgen, daß das Be-
rechnungssystem mit den aktuellen Daten des Gestaltmodells arbeitet. Die Zu-
sammenfu¨hrung von Modelldaten und Methoden kann auf unterschiedliche Weise
erfolgen:
Modellu¨bertragung zwischen den Systemen (lose Kopplung): Vor der Berech-
nung wird das Modell oder ein Ausschnitt davon vom Geometriemodellierer
zum Berechnungssystem u¨bertragen und dort weiterverarbeitet. Das Ori-
ginal des Modells verbleibt dabei im erzeugenden System und kann nur
dort variiert werden. Ein solche Kopplung wird auch als lose Kopplung
bezeichnet [Hah98]. Fu¨r die Kopplung ist ein Dateiaustausch erforderlich,
wobei zunehmend auch U¨bertragungsverfahren, die das Internet als Medi-
um verwenden, zum Einsatz kommen. U¨blich sind hier FTP (File Transfer
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Protokoll) oder an Emails angeha¨ngte Dateien [VDI99]. Die Verwaltung
bestimmter Modellversionen und die Archivierung der entstehenden Do-
kumente kann dabei von PDM–Systemen u¨bernommen werden (vergleiche
Abschnitt 3.3.1). Die U¨bertragung von Modellen kann sinnvoll bei Be-
rechnungsprogrammen eingesetzt werden, die u¨ber eigene Geometrieana-
lyseroutinen verfu¨gen und das u¨bertragene Modell, zum Beispiel fu¨r eine
Elementierung, weiterverarbeiten. Ein typisches Anwendungsbeispiel hier-
fu¨r ist die Durchfu¨hrung von FE–Analysen, die als Methoden mit langer
Laufzeit meist asynchron und auch von Experten als Bearbeiter durchge-
fu¨hrt werden [Wo¨l98].
Methodenu¨bertragung zum Anwender: Im Gegensatz zur U¨bertragung von Geo-
metriemodellen ko¨nnen auch die Berechnungsmethoden vom Anbieter zum
Anwender u¨bertragen, und als Erweiterung des Geometriemodelliers ver-
wendet werden. Die Methode wird dann lokal am Arbeitsplatz des Anwen-
ders eingesetzt und arbeitet mit dem CAD–System und dem Geometrie-
modell des Anwenders. Die U¨bertragung von Methoden ist sinnvoll, wenn
ein Anwender seine Geometriemodelle, beispielsweise aus Sicherheitsgru¨n-
den, nicht weitergeben mo¨chte. Ein Anwendungsbeispiel hierfu¨r sind Ausle-
gungsrechnungen fu¨r Zulieferkomponenten, bei denen die Berechnungspro-
gramme durch den Zulieferer zur Verfu¨gung gestellt werden.
Direkte Verknu¨pfung der Programme: Die fu¨r eine integrierte Berechnung er-
forderliche Kopplung der Systeme kann auch mit einer direkten Netzwerk-
verbindung der Programme realisiert werden. Sowohl das Geometriemodell
als auch die Berechnungsmethode blieben beim jeweiligen Eigentu¨mer und
nur die fu¨r die Berechnung erforderlichen Informationen wu¨rden u¨bertra-
gen. Diese Kopplung kann erforderlich werden, wenn die Methode nicht auf
der Anwenderplattform lauffa¨hig ist, aber trotzdem fu¨r die Berechnung die
Funktionalita¨t des Geometriemodellierers beno¨tigt wird.
Idealerweise bietet das Integrationssystem die Mo¨glichkeit, alle drei genannten
Kopplungsformen zu realisieren, da sich fu¨r jeden Form sinnvolle Anwendungs-
fa¨lle ergeben. Die U¨bertragung von Modellen hat allerdings den Nachteil, daß
sie u¨blicherweise mit einer Modelltransformation und damit mit Datenverlust
verbunden ist [Sei85]. Anzustreben ist daher eine direkte Kopplung von Berech-
nungssystem und CAD–System.
2.5.2 Zugriff auf die internen Modelle
Da in der vorliegenden Arbeit existierende Systeme zu einem integrierten System
zusammengesetzt werden sollen, mu¨ssen die betrachteten Systeme auf die Zu-
ga¨nglichkeit ihrer internen Modelle untersucht werden. Grundsa¨tzlich existieren
zwei Mo¨glichkeiten, Zugriff auf das Datenmodell eines Programms zu erhalten:
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der programmgesteuerte Zugriff u¨ber eine Programmierschnittstelle und der Aus-
tausch u¨ber Dateien.
Programmierschnittstellen
Programmierschnittstellen (engl.: Application Programmers Interface API ) bie-
ten die Mo¨glichkeit, zur Laufzeit des Programms auf die Funktionalita¨t und auf
die internen Datenmodelle zuzugreifen. In [KOM96] werden grundsa¨tzlich drei
Mechanismen fu¨r den programmgesteuerten Zugriff beschrieben:
Applikationsbezogen. Durch Nutzung der Programmierschnittstelle einer Ap-
plikation ko¨nnen neue Routinen zu der Grundfunktionalita¨t des Systems
hinzugefu¨gt werden. Die Routinen sind an die Programmierschnittstelle
des System gebunden und mu¨ssen auf dem Rechner, der das Grundsystem
ha¨lt, lauffa¨hig u¨bersetzt vorliegen.
Kommunikationsorientiert prozedural. Durch die Bereitstellung von netzwerk-
fa¨higen Programmierschnittstellen ko¨nnen Applikationen, die auf verschie-
denen Rechnern laufen miteinander kommunizieren. Klare Definitionen der
Schnittstellen ermo¨glichen einen Modularen Aufbau des Gesamtsystems.
Die zugreifenden Applikationen sind aber dennoch an die Schnittstellen-
definition gebunden und mu¨ssen bei A¨nderung der Schnittstelle angepaßt
werden.
Kommunikationsorientiert objektorientiert. Um die Vorteile des objektorien-
tierten Ansatzes, Wiederverwendbarkeit, Erweiterbarkeit und Modifizier-
barkeit auch fu¨r verteilte Applikationen nutzen zu ko¨nnen, wurden die
Strukturen der prozeduralen Kommunikationsmechanismen fu¨r die Verwen-
dung in objektorientierten Applikationen erweitert.
Fu¨r den programmgesteuerten Zugriff existieren im Bereich Geometriemodellie-
rung und Berechnung keine standardisierten Schnittstellen. Vielmehr existieren
zahlreiche applikationsspezifische Schnittstellen, die jeweils ein Abbild der Funk-
tionalita¨t und des internen Datenmodells der jeweiligen Applikation enthalten.
Einheitliche Schnittstellen bieten die Systeme an, die auf dem selben Modellier-
kern, beispielsweise ACIS beruhen. Im Forschungsprojekt ANICA wurde ver-
sucht, aus den Programmierschnittstellen mehrerer bedeutender CAD–Systeme
eine einheitliche Schnittstelle zu generieren, die die gemeinsame Funktionalita¨t
aller Schnittstellen abbildet [AJSK98]. Eine ausfu¨hrliche Beschreibung des Pro-
jekts ANICA findet sich in Abschnitt 3.3.4.
Integrationsgrad
Da innerhalb eines Unternehmens meist ein spezielles CAD-System bevorzugt
angewendet wird, werden integrierte Berechnungen oft durch systemspezifische
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Erweiterungen der Berechnungsprogramme ermo¨glicht.
Je nach Branche und Produktspektrum kann dabei der Integrationsgrad unter-
schiedlich hoch gewa¨hlt werden. Bei einfachen Produkten mit immer wiederkeh-
renden Berechnungsmethoden ko¨nnen durch geeignete Wahl der Parametrisierung
und durch Modularisierung der Methoden Modelle geschaffen werden, die direkt
aufeinander abbildbar sind. In [The99] wird beispielsweise ein System vorge-
stellt, bei dem aus einer Reihe von Eingabedaten die gu¨nstigste Variante einer
Getriebebaureihe und das zugeho¨rige Geometriemodell generiert werden. Dage-
gen ko¨nnen in Bereichen mit wechselnden Randbedingungen und variantenreicher
Struktur der Produkte sehr komplexe Abha¨ngigkeiten zwischen den Modellen ent-
stehen, die eine manuelle Anpassung erfordern. Beispiel hierfu¨r ist die Auswahl
von Wa¨lzlagern fu¨r einen beliebigen Anwendungsfall, bei der die Steifigkeiten der
Lagerumgebung in die Rechnung miteinbezogen werden mu¨ssen [LG99].
Dateischnittstellen
Ein anderes Verfahren, um Informationen zwischen Applikationen auszutauschen,
ist die Kommunikation u¨ber Dateien. Fu¨r den Austausch von Geometriedaten
existieren zahlreiche Dateiformate mit unterschiedlichem Leistungsumfang. Ge-
lo¨st werden kann dadurch die U¨bertragung von 3–D Fla¨chenmodellen oder Draht-
modellen. Allerdings existiert bislang kein Format, das in der Lage ist parame-
trische 3–D Modelle zwischen verschiedenen Systemen zu u¨bertragen. Fu¨r die
Kopplung verschiedener Applikationen, die, wie oben beschrieben in mehreren
Iterationen durchlaufen werden kann, bedeutet dies, daß nach einer Iteration die
Parametrik eines Modells verloren ist.
Eine Kommunikation u¨ber Dateien bedeutet auch, daß die Daten empfangende
Applikation in der Lage sein muß, die Daten zu analysieren, und, was bei der Inte-
gration von Berechnungen auch sinnvoll ist, zu variieren. Ein Berechnungssystem
wa¨re damit auch gleichzeitig Geometriemodellierer.
Mit STEP [ISO94] soll neben einem Produktmodellschema auch ein Dateiaus-
tauschformat festgelegt werden, das in der Lage ist, alle produktbezogenen Daten
zu u¨bertragen. STEP wird im Abschnitt 3.1.1 genauer beschrieben.
Die existierenden Berechnungsprogramme verwenden alle eigene Dateiformate fu¨r
die Speicherung von Berechnungen. Die Dateiformate sind u¨berwiegend parame-
terorientiert [BOL94] [Dam96]. Einige Systeme stellen Zeichnungsausschnitte der
berechneten Komponente im 2D–Geometriedatenaustauschformat DXF zur Ver-
fu¨gung [HEX95].
Vernetzung der Systeme
Sofern die auf verschiedenen Rechnerplattformen bestehenden Systeme nicht auf
einer einzigen Plattform neu implementiert werden, muß davon ausgegangen wer-
den, daß die Systeme auf verschiedenen Rechnern eines Netzwerkes laufen (siehe
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auch Abschnitt 2.5.3). Die heutigen CAD–Systeme sind nicht fu¨r eine Anwen-
dung in einer Client Server Umgebung konzipiert. Vielmehr werden die Systeme
als lokale Einzelplatzlo¨sungen eingesetzt. Die Modelle werden als Dateien in ei-
nem proprieta¨ren Format abgelegt. Die aktuellen Entwicklungen zielen darauf ab,
daß neben den geometrischen Daten auch zahlreiche nichtgeometrische abgelegt
werden und damit das CAD-System zum zentralen, universellen Entwicklungs-
werkzeug wird. Ein Grund fu¨r die Entwicklung der standallone–Lo¨sungen ist
auch der Entwicklungstrend in der Hardware. Die heutigen Arbeitsplatzsysteme,
in Form von PC oder Workstations sind in bezug auf Rechenleistung und Grafik-
fa¨higkeiten so leistungsfa¨hig, daß eine Benutzung auch komplexer Anwendungen
problemlos mo¨glich ist. Daru¨ber hinaus erfordert das Arbeiten mit Geometrie-
modellen, insbesondere mit schattierten Darstellungen zur Zeit noch die U¨bertra-
gung großer Datenmengen, die eine betra¨chtliche Netzwerkbelastung verursachen
wu¨rden. Die Entwicklung einer netzwerkfa¨higen Beschreibungssprache fu¨r die
ra¨umliche Darstellung von Ko¨rpern, wie die Virtual Reality Markup Language
VRML ko¨nnte hier zu neuen Lo¨sungen fu¨hren [VRM99]. VRML ermo¨glicht den
Transport von ra¨umlichen Darstellungen u¨ber Netzwerke mit relativ geringem
Datenvolumen.
Daraus folgt, daß derzeit auch bei einem Integrationssystem das CAD–System
lokal am Arbeitsplatz vorhanden sein sollte. Das Berechnungssystem kann auch
u¨ber eine Netzwerkverbindung angesprochen werden. In diesem Fall ist aber zu-
sa¨tzliche Software fu¨r die Abwicklung der Kommunikation zwischen den Systemen
erforderlich.
2.5.3 Plattformabha¨ngigkeit
U¨bersetzter Programmcode kann in den meisten Fa¨llen nicht auf verschiedenen
Rechnerplattformen ausgefu¨hrt werden. Die Ausnahme hierfu¨r bildet die Pro-
grammiersprache Java (vgl. Abschnitt 3.2.3). Diese Plattformabha¨ngigkeit fu¨hrt
dazu, daß Programme, wenn sie auf verschiedenen Systemen eingesetzt werden
sollen, in verschiedenen Versionen u¨bersetzt werden mu¨ssen. Die Portierung auf
eine andere Rechnerplattform ist oft auch mit einer Anpassung der Software an
unterschiedliche Konzepte fu¨r Speicherzugriffe oder Benutzungsschnittstellen ver-
bunden.
Eine Portierung bestehender Software ist oft mit erheblichem Aufwand verbun-
den, sodaß in der Praxis die Betriebssysteme zugunsten der bestehenden Software
nicht auf dem neuesten Stand sind oder verschiedene Systeme parallel betrieben
werden [Abe97] [VDI99]. Die Tatsache, daß die Arbeitsumgebung aus heteroge-
nen Systemen besteht, muß bei der Wahl des Integrationsansatzes beru¨cksichtigt
werden.
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2.6 Anwendersicht
Berechnungsmethoden sollten sich mo¨glichst reibungslos in die Ta¨tigkeiten des
Konstrukteurs integrieren. In diesem Abschnitt werden Anforderungen an die
Methoden aus der Sicht des Anwenders und Szenarien fu¨r die Anwendung von
Berechnungsmethoden vorgestellt.
2.6.1 Bereitstellung von Berechnungsmethoden
In vielen Unternehmen stellen die verwendeten Berechnungsmethoden einen nicht
unerheblichen Teil des Firmen-Know-How dar [LG99] [The99]. Die zugrundelie-
genden Modelle und Algorithmen werden oft u¨ber lange Zeit weiterentwickelt und
verfeinert, sodaß sehr leistungsfa¨hige, aber auch sehr komplexe Programmsysteme
entstehen. Dabei ist die Programmentwicklung meist an eine Programmierspra-
che und an eine Hardwareplattform gebunden, da ein Systemwechsel mit einer
aufwendigen Neuimplementierung der bestehenden Software verbunden wa¨re.
Firmeninterne Berechnungsmethoden
Fu¨r einen effizienten Einsatz der vorhandenen Berechnungssoftware sollten alle
Methoden am Arbeitsplatz des Konstrukteurs verfu¨gbar sein. Sofern die Pro-
gramme alle auf der selben Rechnerplattform implementiert sind, die auch dem
Konstrukteur zur Verfu¨gung steht, kann eine Installation auf dem Arbeitsplatz-
rechner erfolgen. Anderenfalls kann eine Bereitstellung von Methoden im Fir-
mennetzwerk (Intranet) erfolgen. Bei einer großen Anzahl verfu¨gbarer Methoden
ist es ratsam, Metainformationen fu¨r eine qualifizierte Auswahl von Methoden
bereitzustellen. Zu den Metainformationen geho¨ren Aussagen u¨ber Laufzeit, Aus-
sagegu¨te, Gu¨ltigkeitsbereiche und A¨hnliches.
Berechnungsmethoden von externen Partnern
Anbieter von Zulieferkomponenten stellen ihren Kunden oft die zu ihren Produk-
ten geho¨renden Auslegungsverfahren in Form von Berechnungsprogrammen zur
Verfu¨gung. Dabei mu¨ssen oft die individuellen Merkmale des Kundenprodukts
in der Berechnung beru¨cksichtigt werden. Im oben genannten Beispiel der Aus-
legung von Wa¨lzlagern muß die Steifigkeit der Lagerumgebung entweder bekannt
sein oder durch das Berechnungsprogramm ermittelt werden [LG99]. Im letzten
Fall mu¨ssen dem Berechnungsprogramm alle beno¨tigten Daten der Lagerumge-
bung zur Verfu¨gung gestellt werden.
2.6.2 Qualifizierung der Bearbeiter
Eine sinnvolle Anwendung von Berechnungsmethoden kann nur erfolgen, wenn
der Bearbeiter eine ausreichende Qualifikation fu¨r die Vorbereitung der Berech-
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nung und die Bewertung der erzielten Ergebnisse besitzt, da sonst die Verla¨ßlich-
keit der Ergebnisse in Frage gestellt ist [Abe97]. Je nach Komplexita¨t dieser Ar-
beitsschritte kann die Bearbeitung durch einen Experten erforderlich sein. Inbe-
sondere bei der Bereitstellung von Berechnungmethoden u¨ber das Internet kommt
diesem Punkt eine besondere Bedeutung zu. Aus der großen Zahl der mo¨glicher-
weise angebotenen Methoden muß der Bearbeiter die fu¨r sein Problem am besten
geeignete Methode auswa¨hlen ko¨nnen. Dazu mu¨ssen ihm die zugrundeliegenden
Modellannahmen und Gu¨ltigkeitsbereiche bereitgestellt werden. Daru¨ber hinaus
mu¨ssen ihm Informationen u¨ber die erzielbare Aussagegu¨te und u¨ber Empfindlich-
keiten oder Unsicherheiten bei der Bestimmung bestimmter Parameter aufgezeigt
werden. In der Praxis sind zu den meisten Berechnungsprogrammen Ansprech-
partner vorhanden, die die entsprechenden Ausku¨nfte liefern ko¨nnen [LG99]. Oft
werden auch die Berechnungen wa¨hrend eines Beratungsgespra¨chs beim Kunden
durch den Anbieter durchgefu¨hrt.
Eine zusa¨tzliche Qualifizierung des Bearbeiters auf dem Gebiet der Informati-
onstechnik soll fu¨r die Anwendung eines Integrationssystems nicht erforderlich
sein.
2.6.3 Qualita¨t der Methoden
Bei der Bereitstellung von Methoden u¨ber das Internet ist die Qualita¨t der an-
gebotenen Methoden ein weiterer Aspekt. Damit ist gemeint, daß sowohl die
theoretischen Grundlagen der Methode hinreichend abgesichert sind als auch die
Implementierung genau dem entwickelten Rechenmodell entspricht. Bei innerbe-
trieblichen Anwendungen wird davon ausgegangen, daß die Entwicklungsabtei-
lung die bereitgestellten Programme ausreichend getestet hat, um die einwand-
freie Funktion sicherzustellen. Ebenso verha¨lt es sich mit Programmen, die einem
Anwender von einem Zulieferer bereitgestellt werden. Unsicher ist allerdings, wie
ein solches Vertrauensverha¨ltnis zu einem noch nicht bekannten Anbieter aufge-
baut werden kann. In der Diskussion sind derzeit sogenannte “Broker”, die An-
fragen zu bestimmten Problemen an qualifizierte Einrichtungen weitervermitteln.
Einen Ansatz hierfu¨r bildet das Berliner Kreis Kompetenz Netzwerk [N.N99].
2.7 Zusammenfassung
In Tabelle 2.4 sind zusammenfassend die Merkmale dargestellt, die eine Integra-
tion von Berechnungsprogrammen in Geometriemodellierer beschreiben. Dabei
sind diejenigen Eigenschaften hervorgehoben, die in der weiteren Arbeit beru¨ck-
sichtigt werden sollen.
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selbe Plattform verschiedenePlattformen
Analyse Variation Erzeugung
Modell-
übertragung
Methoden-
übertragung
direkte
Kopplung
einheitlich gleicheGrundelemente eigene
dateiorientiert Programmier-
schnittstelle
selbe Sprache verschiedeneSprachen
Konstrukteur Experte
gering hochausreichend
(Flächen, Volumen)
Austauschformate
allgemeine
Geometrie
starr vorgegeben
auf CAD-System
abgestimmt
eigenes Format
Bereich Merkmale
Tabelle 2.4: Merkmale einer integrierten Berechnung
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In diesem Kapitel werden grundlegende Ansa¨tze vorgestellt, die fu¨r die gestell-
te Integrationsaufgabe von Bedeutung sind. Im ersten Abschnitt werden das
integrierte Produktmodell von STEP als Ansatz fu¨r eine modelltechnische Inte-
gration und die Systemarchitektur des CAD-Referenzmodell als Grundlage fu¨r
ein Systemkonzept vorgestellt. Im zweiten Abschnitt werden mit CORBA und
JAVA zwei Ansa¨tze vorgestellt, die eine plattformu¨bergreifende und netzwerkfa¨-
hige Nutzung von Softwaresystemen ermo¨glichen. Im dritten Abschnitt werden
wichtige bestehende Integrationssysteme vorgestellt, deren Konzepte teilweise auf
den zuvor beschriebenen Ansa¨tzen beruhen.
Aus den beschriebenen Systemen werden abschließend allgemeine Integrations-
strategien abgeleitet.
3.1 Integrierte Produktentwicklung
3.1.1 STEP - ein integriertes Produktmodell
Ein Ansatz, sa¨mtliche Produktdaten in einem einheitlichen Format abzubilden
soll mit STEP geschaffen werden. STEP steht fu¨r Standard for Exchange of
Product Model Data, und wird seit 1984 von der International Organisation of
Standardization (ISO) entwickelt.
Zielsetzung
Das Ziel der Entwicklung von STEP ist es, eine “eindeutige Repra¨sentation von
computer-interpretierbaren Produktinformationen fu¨r den gesamten Lebenszy-
klus eines Produkts” zu schaffen [ISO94]. Als Phasen des Produktlebenszyklus
werden dabei Entwicklung, Fertigung, Vertrieb, Wartung und Entsorgung ge-
nannt. Bislang existieren in den verschiedenen am Produktentwicklungsprozeß
beteiligten Systemen unterschiedliche Modelle. Mit STEP sollen diese Modelle
ersetzt werden durch ein eindeutiges, konsistentes und redundanzfreies Modell.
Dadurch soll eine implementierungsneutrale Beschreibung der Produktdaten in
einem Produktmodell erreicht werden [GEP94]. Aus der historischen Entwick-
lung heraus war STEP als Dateiaustauschformat geplant. Inzwischen wurden
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erga¨nzend dazu mit Standard Data Access Interface (SDAI) standardisierte Zu-
griffsmethoden festgelegt, mit deren Hilfe u¨ber Programmiersprachen auf die Pro-
duktdatenbasis zugegriffen werden kann.
Struktur
Die Norm besteht aus mehreren aufeinander aufbauenden Serien. Die Zusam-
menha¨nge zwischen den einzelnen Serien sind in Bild 3.1 dargestellt und werden
nachfolgend erla¨utert [Nel99].
Die STEP Serien ko¨nnen in sechs Hauptgruppen eingeteilt werden: description
methods, integrated information resources, application protocolls, implementati-
on methods and conformance methodolgy. Die description methods bilden die
Grundlage von STEP. Sie enthalten in Teil 1 die fu¨r alle weiteren Teile geltenden
Definitionen. Ebenso geho¨rt zu den Grundlagen die Beschreibung von EXPRESS,
einer Sprache fu¨r die Modellierung von Daten, in der sa¨mtliche Konstrukte von
STEP abgebildet sind.
Die eigentlichen Datenmodelle von STEP sind in den Integrated Information Re-
sources beschrieben. Diese sind nochmals unterteilt in drei weitere Gruppen. Die
erste, die Generic Resources bilden allgemeine Formen der in den Anwendungs-
protokollen beno¨tigten Objekte ab. Die applikationsspezifischen Erga¨nzungen
dieser Objekte werden in den Application Resoures vorgenommen. Die hier defi-
nierten Konstrukte ko¨nnen von allen Anwendungsprotokollen verwendet werden
und bilden somit die Grundlage fu¨r eine einfache Integration und hohe Inter-
operabilita¨t. In der dritten Schicht der Integrated Information Resources, den
Application Interpreted Resources werden Elemente der beiden anderen Ebenen
zu Gruppen zusammengefaßt. Diese Gruppen beschreiben Modelle in bestimm-
ten wiederverwendbaren Abstraktionsebenen und ermo¨glichen es auf diese Weise,
die gleiche Semantik in verschiedenen Anwendungen abzubilden.
Die Information Resources werden in den Application Protocolls zu definierten
Modellen zusammengefu¨gt, die den Zustand eines Produkts zu einem bestimmten
Zeitpunkt seines Lebenszyklus beschreiben. Die hier definierten Konstrukte sind
die in den Anwendungsprogrammen verwendeten Modelle.
In der Gruppe der Implementation Methods sind Abbildungsvorschriften fu¨r die
Abbildung der STEP Konstrukte in eine Reihe von u¨blichen Programmierspra-
chen festgeschrieben. In einem eigenen Bereich, Conformance Testing, sind An-
weisungen fu¨r die U¨berpru¨fung der Konformita¨t behandelt. In dieser Hinsicht ist
STEP einzigartig, da die Richtlinien zur Konformita¨tspru¨fung in der Norm selbst
enthalten sind.
Fu¨r die Konformita¨tspru¨fung werden in den Abstract Test Suites zu jedem An-
wendungsprotokoll Testverfahren beschrieben.
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Bild 3.1: U¨bersicht u¨ber die verschiedenen Bestandteile von STEP [Nel99]
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Anwendung
Die Anwendung von STEP als Datenbasis fu¨r sa¨mtliche produktbezogenen Daten
ist zur Zeit noch nicht gegeben. Dies liegt hauptsa¨chlich daran, daß insbesondere
fu¨r die nichtgeometrischen Daten noch keine Applikationen existieren, die in der
Lage sind, STEP Modelle zu verarbeiten. Ansa¨tze, bei denen STEP als Daten-
basis fu¨r die Abbildung von Geometriemodellen verwendet wird, sind in [Har97]
und [SAKJ98] beschrieben.
Im Bereich der Geometrieverarbeitung wird STEP bereits als Datenaustausch-
format eingesetzt. Die Fa¨higkeit, auch Produktstrukturen abbilden zu ko¨nnen
[GAS92], macht STEP zu einem geeigneten Werkzeug, um die Geometriemodelle
einer heterogenen CAD-Umgebung zu einem digitalen Gesamtmodell zusammen-
zufu¨gen. In [Pot95] wird eine Lo¨sung fu¨r den Austausch von Geometriemodellen
u¨ber STEP bei ACIS-basierten Geometriemodellierern beschrieben. In [SAKJ98]
wird eine Anwendung vorgestellt, bei der mit Hilfe von STEP Volumenmodelle
aus dem CAD-System Pro/ENGINEER fu¨r eine Bauraumuntersuchung in das
CAD-System CATIA importiert wurden. Ein Problem bei der Verwendung von
STEP als Austauschformat ist, daß auch STEP nicht in der Lage ist, sa¨mtliche in
den CAD-Systemen enthaltenen Informationen abzubilden und es daher zu einem
Informationsverlust kommt. Insbesondere ko¨nnen keine parametrischen Modelle
u¨bertragen werden. Die Entwicklung von STEP ist dabei von einem Zielkonflikt
zwischen den Nutzern und den Entwicklern der CAD-Systeme gepra¨gt. Wa¨h-
rend die Nutzer erwarten, daß sie CAD-Modelle zwischen beliebigen Systemen
austauschen ko¨nnen, sind die Systemhersteller bemu¨ht, ihrem eigenen System
besondere Merkmale zu geben, um sich vom Mitbewerber abheben zu ko¨nnen
und die Anwender an das eigene System zu binden.
3.1.2 CAD–Referenzmodell
In einem von acht deutschen Forschungsinstituten u¨ber zwei Jahre durchgefu¨hr-
ten Forschungsvorhaben wurde eine Referenzarchitektur fu¨r zuku¨nftige CAD–
Systeme erarbeitet. Das Ziel dieses Vorhabens bestand darin, auf der Grundlage
des Stands der Technik die Anforderungen an zuku¨nftige CAD–Systeme zusam-
menzustellen und daraus eine Systemarchitektur abzuleiten, die als richtungswei-
send fu¨r die Entwicklungen der na¨chsten Jahre gelten kann. Motiviert war diese
Arbeit durch die seit der Einfu¨hrung der CAD–Systeme entstandene große Zahl
von Systemarchitekturen, die eine Interoperabilita¨t zwischen zwei Systemen oder
einen Systemwechsel erschwerte. In der Praxis fu¨hrt das dazu, daß ein großer
Teil der Anwender nicht mit den neuesten Entwicklungen Schritt ha¨lt, sondern
aus Kompatibilita¨tsgru¨nden bei veralteten Anwendungen stehen bleibt.
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Anforderungen
Neben einer Beschreibung eines menschengerechten Entwicklungsarbeitsplatzes
wurde in dem Forschungsvorhaben eine sehr ausfu¨hrliche Liste von Anforderungen
an zuku¨nftige CAD–Systeme zusammengestellt [Abe95]. Dabei werden Aspekte
der Arbeits- und der Konstruktionswissenschaft, der Konfiguration, des Benut-
zungsdialogs, der Berechnung, der Analyse und Simulation ebenso behandelt wie
Anforderungen bezu¨glich Wissenverarbeitung, Modellierung, Produktmodell und
Integrationsmo¨glichkeiten. An dieser Stelle sollen die Anforderungen in Bezug
auf Berechnung, Analyse und Simulation herausgestellt werden. Die drei Punkte
werden unter dem Begriff Analysen zusammengefaßt, der als Methoden zur Lo¨-
sungsfindung und Beurteilung definiert ist. Da diese Methoden ha¨ufig in Form
von problemspezifischen oder anwenderspezifischen Programmen implementiert
sind, werden an die Software die Forderungen nach maximaler Modularita¨t und
Kombinierbarkeit sowie der nutzergerechten Gestaltung gestellt.
Referenzarchitektur
Die Grundstruktur der Referenzarchitektur gliedert sich in die vier Hauptkompo-
nenten Anwendungsteil, Systemteil, Produktmodell und anwendungsspezifisches
Wissen (Bild 3.2). Die Komponenten werden in [Abe95] wie folgt definiert:
Produktmodellspezifisches
Wissen
Anwendungs
Systemteil
Anwendungsteil
Bild 3.2: Systemstruktur des CAD–Referenzmodells [Abe95]
Anwendungsteil. Menge der in einem CAD–System verfu¨gbaren anwendungsbe-
zogenen Komponenten zur Realisierung konstruktionsspezifischer Funktio-
nalita¨t.
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Systemteil. Menge der in einem CAD–System verfu¨gbaren anwendungsunab-
ha¨ngigen Komponenten, die fu¨r die Bereitstellung, Konfigurierung, Abar-
beitung und Integration von Komponenten des Anwendungsteils beno¨tigt
werden.
Produktmodell. Einheit von Produktinformationsmodell und Produktdaten zur
Beschreibung einer Klasse von Produkten u¨ber den gesamten Produktle-
benszyklus.
Anwendungsspezifisches Wissen. Menge von anwendungsspezifischem Wissen
zur Lo¨sung von Konstruktionsaufgaben.
Der Anwendungsteil mit den eigentlichen CAx–Applikationen ist dabei vom Sy-
stemteil umgeben. Der Systemteil stellt in dieser Symbolik die Schnittstelle zum
Benutzer und zu den verbundenen Datenbasen fu¨r das anwendungsspezifische
Wissen und das Produktmodell dar (vergleiche Bild 3.3).
Die deutliche Trennung der Anwendungs- und Systemkomponenten in der Refe-
renzarchitektur soll die Austauschbarkeit und Erweiterbarkeit sowohl der anwen-
dungsbezogenen als auch der anwendungsunabha¨ngigien Komponenten unterstu¨t-
zen [Abe95]. Die Modularisierung setzt sich innerhalb der einzelnen Komponen-
ten fort. Bild 3.3 [Abe95] zeigt die verschiedenen Subsyssteme des Systemteils, die
u¨ber eine gemeinsam genutzte Kommunikationspipeline miteinander verbunden
sind.
Wissens-
managementsystem
Produktdaten-
managementsystem
Benutzungsoberflächen-System
externe
Systemegenerische Anwendungen
Ressourcen
spezifische Anwendungen
Konfigu-
rations-
system
Kommunikationspipeline
system
kations-
Kommuni-
ressourcen
System-
Bild 3.3: Struktur des Systemteils
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Anwendung
In einer zweiten Phase des Projektes soll versucht werden, die Ansa¨tze und Kon-
zepte der ersten Phase zu implementieren und deren Effizienz in der industrieellen
Anwendung nachzuweisen. Dafu¨r wurden Defizite in den rechnerunterstu¨tzten
Produktentwicklungsprozessen herausgearbeitet und daraus Innovationfelder fu¨r
das Referenzmodell abgeleitet. Die drei wesentlichen Innovationsfelder sind nach
[Abe97]: Organisation und durchga¨ngige Unterstu¨tzung von Produktentwicklungs-
prozessen, Verteilte kooperative Produktentwicklung und Systemtechnische Inte-
gration und Optimierung von Produktentwicklungsumgebungen. In verschiedenen
Teilprojekten wurden diese Felder mit unternehmensspezifischen Entwicklungen
bearbeitet [Abe97]. Neben der Entwicklung einer durchga¨ngigen Produktdaten-
haltung wurden als Ziele hauptsa¨chlich eine Restrukturierung und durchgehende
Rechnerunterstu¨tzung der Entwicklungsprozesse angestrebt.
Hervorzuheben ist die klar gegliederte und umfassende Systemstruktur des CAD–
Referenzmodells. Die Struktur ist fu¨r die Integration bestehender Softwaresyste-
me aber insofern als Referenzstruktur zu sehen, daß die zu integrierenden Syste-
me jeweils mehrere Komponenten umfassen und daher eine klare Trennung nicht
mehr vorgenommen werden kann. Die oben genannten Innovationsfelder ko¨nnen
als Randbedingungen fu¨r die Integrationsaufgabe gesehen werden.
3.2 Integration von Softwaresystemen
Mit der zunehmenden Rechnerunterstu¨tzung des Produktentwicklungsprozesses
wa¨chst die Forderung, daß die in den verschiedenen Anwendungsbereichen bereits
existierenden Softwaresysteme integriert werden mu¨ssen. Die Grundstruktur ver-
netzter Programme ist eine Client-Server-Beziehung, in der eine Applikation als
Server Daten und Methoden zur Verfu¨gung stellt, die von der anderen als Client
in Anspruch genommen werden.
In der Informationstechnik existieren fu¨r die Realisierung von Client-Server Sy-
stemen verschiedene Lo¨sungsansa¨tze. In einem U¨berblick werden zuna¨chst die
wichtigsten Ansa¨tze vorgestellt. Anschließend werden zwei der fu¨r die Integrati-
onsaufgabe am geeignetsten erscheinenden Ansa¨tze weiter erla¨utert. Der erste ist
CORBA, eine Systemarchitektur, die es ermo¨glicht, Objekte plattformu¨bergrei-
fend und netzwerktransparent zu verwenden, indem existierende Applikationen
u¨ber neutrale Schnittstellen gekapselt und an ein standardisiertes Kommunikati-
onssystem angeschlossen werden. Der zweite Ansatz ist die Programmiersprache
JAVA, die mit dem Ziel entwickelt wurde, eine objektorientierte Sprache zu schaf-
fen, deren u¨bersetzter Code auf allen Rechnerplattformen ohne Neuu¨bersetzung
lauffa¨hig ist.
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3.2.1 U¨berblick u¨ber Client-Server Umgebungen
Als Basis fu¨r die Kommunikation in Netzwerken wurde von der ISO das hier-
archisch gegliederte OSI-Schichtenmodell entwickelt (OSI - Open Systems Inter-
connection). In dem Modell werden sieben Transportschichten fu¨r unterschiedli-
che Informationen definiert. Die Schichten reichen vom Verbindungsaufbau u¨ber
die Sicherung von Transportwegen, die Defintion von Vermittlungsdiensten und
die Fehlerkorrektur bis zu Regeln fu¨r den Ablauf der Kommunikation, die Form
der Informationsdarstellung und die Randbedingungen fu¨r Anwenderprogramme
[Sch88]. Das U¨bertragungsmedium und die Anwendungsfunktionen sind nicht
Bestandteil der Standardisierung. Bei der Implementierung eines Integrations-
systems wird in erster Linie auf die Anwendungsfunktionen eingegangen. Die
Schichten des OSI–Modells werden durch die nachfolgend beschriebenen Kopp-
lungsmechanismen auf unterschiedliche Weise bedient.
Eine einfache Client-Server Beziehung kann u¨ber Sockets realisiert werden. Ein
Socket ist ein Verbindungsendpunkt und wird u¨ber eine Netzwerkadresse und eine
Portnummer identifiziert. Mit Sockets sind Methodenaufrufe u¨ber ein Netzwerk
hinweg ausfu¨hrbar. Aus Programmierersicht werden durch ein Socket die Details
einer Netzwerkverbindung verdeckt. Allerdings mu¨ssen fu¨r den Aufbau einer
Socketverbindung die Identifizierungsmerkmale des Servers bekannt sein. Die
Methodenaufrufe des Client mu¨ssen auf die Programmierschnittstelle des Servers
abgestimmt sein. Implementierungen von Sockets existieren auf nahezu allen
Rechnerplattformen [OH97].
Die Kombination des Hypertext Transfer Protocoll HTTP mit dem Common Ga-
teway Interface CGI ermo¨glicht es einem Client, u¨ber ein html-Formular ein
Programm auf dem Server zu starten und dessen Ausgaben per html-Dokument
zu beziehen. Der Datentransport ist an das html-Format gebunden. Fu¨r jede
Datenu¨bertragung muß eine neue Verbindung aufgebaut werden. Zwischen zwei
Programmaufrufen muß der Abfragestatus im Client gespeichert werden, da das
Serverprogramm mit jedem Aufruf neu gesartet wird [OH97].
Eine komplette Infrastruktur fu¨r verteilte Softwaresysteme wird mit der Dis-
tributed Computing Environment DCE bereitgestellt [Ope93]. DCE ermo¨glicht
die Trennung von Verwendung und Implementierung eines Softwareprogramms
durch die Einfu¨rung einer neutralen Schnittstellenbeschreibungssprache und des
Kommunikationsmechanismus RPC [Ope91]. Daru¨ber hinaus stehen in DCE ein
Namensdienst, Mechanismen fu¨r Zeitsynchronisierung und die Integration von
PC–Arbeitspla¨tzen sowie standardisierte Sicherheitsmechanismen zur Verfu¨gung.
Mit Hilfe des Distributed File System ko¨nnen Dateisysteme verschiedener Rechner
zu einem einzigen, erweiterten Dateisystem zusammengesetzt werden. Die Sicher-
heitsdienste, der Namensdienst sowie die Technik, Applikationen u¨ber neutrale
Schnittstellen zu kapseln, wurde bei der Entwicklung von CORBA aufgegriffen.
Im Vergleich zu CORBA ist jedoch das Systemkonzept von DCE nicht objekt-
orientiert, sondern prozedural aufgebaut. Das bedeutet, daß die Komponenten
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einer DCE–Umgebung und die darin definierten Applikationen nicht durch einfa-
che Vererbung und Erweiterung angepaßt werden ko¨nnen, sondern gegebenenfalls
komplett neu implementiert werden mu¨ssen [OHE96].
Ein plattformgebundenes Konzept fu¨r die Integration verschiedener Softwaresy-
steme ist das Betriebssystem Windows mit dem Objektmodell DCOM (Distri-
buted Component Object Model. A¨hnlich wie in CORBA ist mit DCOM die
netzwerktransparente Verwendung von Objekten mo¨glich. Allgemeine und spe-
zielle Verzeichnisse und Dienste werden durch das Betriebssystem bereitgestellt
[OH97].
Ein umfassende Darstellung und ein Vergleich der Konzepte ist ist in [OHE96]
und [OH97] zu finden.
Aus dem Spektrum der mo¨glichen Lo¨sungsansa¨tze scheint CORBA am geeig-
netsten, da mit CORBA ausdru¨cklich auch bestehende Softwaresysteme ver-
schiedener Rechnerplattformen und unterschiedlicher Programmiersprachen inte-
griert werden ko¨nnen. Die Technik, bestehende, auch prozedurale Applikationen
durch eine objektorientierte Schnittstellenbeschreibung zu kapseln, ermo¨glicht die
Schaffung eines applikationsu¨bergreifend gu¨ltigen Modellschemas. Daru¨ber hin-
aus steht mit einer CORBA–Umgebung eine vollsta¨ndige Arbeitsumgebung fu¨r
verteilte Objekte zur Verfu¨gung. Die Verzeichnisse und Dienste dieser Arbeit-
sumgebung lo¨sen viele der Probleme, die beim Arbeiten mit verteilten Systemen
entstehen auf einheitliche Weise.
Wie in Kapitel 2 festgestellt wurde, sind fu¨r eine Kopplung der bestehenden Syste-
me zusa¨tzliche Informationen erforderlich, die in Form von Softwarekomponenten
bereitgestellt werden mu¨ssen. Da auch hier eine plattformu¨bergreifende Nutzung
mo¨glich sein soll, muß fu¨r diese Softwarekomponenten eine Programmiersprache
gewa¨hlt werden, die auf mehreren Plattformen verfu¨gbar ist. JAVA erfu¨llt diese
Forderung, da sie als plattformunabha¨ngige Sprache entwickelt wurde. Daru¨ber-
hinaus lassen sich mit JAVA auch plattformunabha¨ngige Benutzungsoberfla¨chen
generieren. Die beiden Technologien CORBA und JAVA sollen fu¨r die Entwick-
lung eines Integrationssystems verwendet werden und werden in den folgenden
Abschnitten na¨her beschrieben.
3.2.2 CORBA - eine Systemarchitektur fu¨r verteilte Objekte
CORBA steht fu¨r “Common Object Request Broker Architecture” und ist ein
Standard fu¨r Verwaltung von und die Kommunikation zwischen verteilten Soft-
wareobjekten. Als Bestandteil von der Object Managing Architecture OMA ist
in CORBA spezifiziert, wie Softwareobjekte netzwerk- und plattformu¨bergrei-
fend angesprochen, transportiert und verwendet werden ko¨nnen. Die OMA wird
von der Object Managing Group OMG, einem nicht profitorientierten Zusam-
menschluß zahlreicher Hardwarehersteller, Softwareentwickler und Netzwerkbe-
treiber zur Fo¨rderung der Objekt–Technologie, entwickelt und festgeschrieben
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[Red96]. Dabei werden von der OMG lediglich die Inhalte des Standards gelie-
fert. Die Implementierung wird durch die Softwarehersteller vorgenommen.
Struktur
Die verschiedenen in der OMA definierten Komponenten sind in Bild 3.4 dar-
gestellt. Zentrale Komponente dieser Architektur ist der Object Request Broker
ORB, der den Kommunikationskanal zwischen allen beteiligten Ressourcen bildet.
In der Gruppe der Common Object Services COS sind eine Reihe von Diensten
definiert, die allen Objekten und Applikationen im System zur Verfu¨gung stehen
und anwendungsunabha¨ngig sind. Die eigentlichen Applikationen sind in den Ap-
plication Objects gekapselt und ebenfalls an den ORB angeschlossen. In einem
separaten Block sind die fu¨r ein Anwendungsgebiet definierten Objekte und deren
Dienste in Form der Common Facilities definiert. Zusammen mit den Application
Objects bilden sie eine Arbeitsumgebung (engl.: Framework) fu¨r ein bestimmtes
Anwendungsgebiet.
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Bild 3.4: Komponenten der Object Managing Architecture (OMA) [OHE96]
Der Object Request Broker (ORB)
Der Object Request Broker (ORB) kann als Objektbus definiert werden [OHE96].
Objekte ko¨nnen u¨ber ihn Methodenaufrufe an andere Objekte senden und die
zugeho¨rigen Ru¨ckgabewerte beziehen. Client- und Serverobjekte ko¨nnen dabei
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sowohl auf verschiedenen Knoten in einem Netzwerk als auch auf unterschied-
lichen Rechnerplattformen implementiert sein. Der ORB sorgt dafu¨r, daß die
Zugriffe auf entfernt liegende Objekte fu¨r den Client so erscheinen, als wa¨ren sie
lokal.
Die Plattformunabha¨ngigkeit wird erreicht, indem sa¨mtliche im Gesamtsy-
stem vorkommenden Objekte, deren Attribute und Methoden in einer neutra-
len Schnittstellenbeschreibungssprache IDL (Interface Definition Language) be-
schrieben werden. Fu¨r die Verbindung zwischen den Applikationen und dem
ORB werden fu¨r alle in der IDL-Datei definierten Objekte bei der Softwareer-
stellung sogenannte Object Adapter generiert, die die u¨ber den ORB kommenden
Funktionsaufrufe umsetzen in Aufrufe im lokalen Adressraum. Das CORBA-
Laufzeitsystem verfu¨gt u¨ber Verzeichnisse (engl.: Repositories) der im System
definierten Objekte und deren Lokalisierung. Die folgende Liste gibt einen U¨ber-
blick u¨ber die Merkmale von CORBA [OHE96].
Statische und Dynamische Methodenaufrufe. In einer CORBA Umgebung
sind sowohl statische als auch dynamische Methodenaufrufe mo¨glich. Die
statischen Aufrufe werden bereits bei der Softwareherstellung in das Pro-
gramm eingebunden und sind dadurch schneller, da die Typpru¨fung beim
U¨bersetzen erfolgt, und die Lokalisierung der Methode feststeht. Anders
als andere Kommunikationsmechanismen erlaubt CORBA auch ein dyna-
misches Binden zur Laufzeit, mit dem Vorteil, daß bei der Erstellung eines
Softwareprodukts nicht alle Bibliotheken, mit denen das Produkt spa¨ter
einmal zusammen verwendet werden soll, bekannt sein mu¨ssen. Offenbarer
Nachteil dieser Methode ist, daß durch die zur Laufzeit durchgefu¨hrte Typ-
pru¨fung und Methodenlokalisierung la¨ngere Ausfu¨hrungszeiten entstehen.
Verknu¨pfungen zu Objekten in anderen Hochsprachen. Die Zuordnung von
den in der Interface Definition Language beschriebenen Strukturen zu den
entsprechenden Konstrukten in einer fu¨r die Implementierung gewa¨hlten
Programmiersprache erfolgt in Language Bindings. Derzeit sind Umsetzer
fu¨r die Sprachen C, C++, Java und Smalltalk vorhanden. Durch die strikte
Trennung von Schnittstelle und der zugeho¨rigen Implementierung ko¨nnen
auch Programme, die in verschiedenen Sprachen implementiert sind, mit-
einander kommunizieren.
Selbsterkla¨rende Komponenten. Durch die Vorhaltung der Schnittstellenbe-
schreibungen in den entsprechenden Verzeichnissen ko¨nnen zur Laufzeit In-
formationen u¨ber Eigenschaften von Objekten ermittelt werden. Dies kann
beispielsweise benutzt werden, um einem dynamischen Funktionsaufruf zur
Laufzeit die richtige Parameterliste zusammenzusetzen.
Transparente Funktionsaufrufe. CORBA-Objekte ko¨nnen im lokalen
Adressraum oder auf einem entfernt liegenden Rechner existieren. Der
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Benutzer muß sich dabei nicht um die Lokalisierung des Serverobjektes, um
U¨bertragung von Objektdaten, Objektaktivierung oder Byte-Reihenfolge
bei der U¨bertragung von Daten zwischen verschiedenen Plattformen oder
Betriebssystemen ku¨mmern. Diese Belange werden im Hintergrund durch
die CORBA-Laufzeitumgebung geregelt.
Polymorphie. Die Strukturen einer CORBA-Umgebung sind Objekte im Sinne
des objektorienterten Programmierens. Damit gehen alle Funktionsaufrufe
auch an Objekte, die in der fu¨r sie charakteristischen Weise darauf reagieren.
Komponenten
Softwarekomponenten sind eine besondere Form von objektorientierter Softwa-
re. Das Ziel der Komponententechnologie ist es, Softwarekonstrukte zu schaffen,
die als abgeschlossene Systeme in beliebiger, “nicht vorhersagbarer” Kombination
verwendet und zu gro¨ßeren Gebilden zusammengesetzt werden ko¨nnen. CORBA
unterstu¨tzt die Entwicklung von Komponenten, indem es die netzwerktranspa-
rente und plattformu¨bergreifende Verwendung von Objekten ermo¨glicht und zu-
gleich Informationen u¨ber die Struktur der Objekte bereitstellt, die zur Laufzeit
analysiert werden ko¨nnen.
Damit sich verschiedene Objekte zu einem sinnvollen Gebilde zusammensetzen
lassen, mu¨ssen sie eine gewisse Menge gemeinsamer Eigenschaften aufweisen. Die
Definition gemeinsamer Eigenschaften ist auch fu¨r die Interoperabilita¨t zwischen
Objekten, also den Datenaustausch und das gegenseitige Aufrufen von Methoden,
erforderlich.
Die gemeinsamen Eigenschaften von Objekten werden in Form von gemeinsa-
men Schnittstellen (engl.: Common Interface) implementiert. Die Intention eines
Common Interface liegt darin, Interoperabilita¨t, Austauschbarkeit, Entkopplung
und Wiederverwenbarkeit von Softwaremodulen, die unabha¨ngig voneinander ent-
wickelt wurden, zu unterstu¨tzen [AJSK98]. Dieser Ansatz setzt voraus, daß sich
fu¨r die Funktionalita¨t der beteiligten Applikationen ein “gemeinsamer Nenner”
finden la¨ßt, der in dem Common Interface abgebildet wird. Gegenu¨ber bilatera-
len Schnittstellen (siehe Bild 3.5) bietet diese Struktur den Vorteil, daß eine neue
Applikation nur das Common Interface bereitstellen muß und dann automatisch
Zugriff auf alle anderen Applikationen hat, wa¨hrend bei einer bilateralen Struk-
tur die Schnittstellen zu jeder anderen Applikation separat implementiert werden
mu¨ßten.
Die in einer CORBA-Umgebung definierten Objecte werden auch als CORBA
Business Objects (CBO) bezeichnet. Bei der Definition eines Anwendungsgebiets
bilden sie die Dinge ab, mit denen in den Applikationen gearbeitet wird. Das
Konzept von CORBA sieht vor, daß diese Objekte unabha¨ngig von einer speziel-
len Applikation verwendbar sein sollen und auch in einer nicht vorherbestimmten
Weise zusammenfu¨gbar sein sollen. Mit diesem Ansatz soll eine maximale Flexi-
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Bild 3.5: Vergleich zwischen bilateralen und gemeinsamen Schittstellen
bilita¨t bei der Verwendung der Objekte erreicht werden.
Die Business Objects bestehen aus drei Einzelkomponenten, die unter Nutzung
der Basisdienste Kontakt zueinander halten:
Business Object: Das eigentliche Business Object u¨berwacht den Speicherbe-
reich, die Metadaten und die Konsistenz des Objekts, steuert gleichzeitigen
Zugriff mehrerer Anwender und reagiert auf die Anfragen von Anwendern.
Business Process Objects: Das Verhalten eines Objekts innerhalb eines Prozeß-
modells, die darin definierten Zusta¨nde und Methoden werden von einem
Business Process Objects u¨berwacht. Außerdem werden hier die Mecha-
nismen implememtiert, u¨ber die sich mehrere Objekte zu einem gro¨ßeren
zusammenfu¨gen lassen.
Business Presentation Objects: Zu einem Business Object geho¨ren ein oder
mehrere Business Presentation Objects, die das Objekt und seine internen
Daten in verschiedenen Sichten fu¨r den Benutzer sichtbar machen.
Container
Besonderer Bedeutung kommt den Modellen zu, in denen die Komponenten zu
komplexen Informationseinheiten zusammengefu¨gt werden. Als Fachbegriff wird
hierfu¨r Container verwendet. Container mu¨ssen die Rahmenbedingungen festle-
gen, unter denen Objekte zusammengesetzt werden ko¨nnen. Ein typisches Bei-
spiel fu¨r einen Container ist ein Dokument, in das verschiedene Objekte, wie
Textkomponenten, Bilder, Tabellen und a¨hnliches eingefu¨gt werden ko¨nnen. Der
Container muß in diesem Beispiel dafu¨r sorgen, wieviel Platz den einzelnen Kom-
ponenten fu¨r die Darstellung zur Verfu¨gung gestellt wird und muß Methoden zum
Speichern und Wiederherstellen gemischter Dokumente bereitstellen.
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Verteiltes Objektmodell
Wa¨hrend die Komponenten das Zusammenwirken verschiedener Objekte auf An-
wendungsebene beschreiben, wird mit CORBA gleichzeitig ein verteiltes Objekt-
modell auf Systemebene realisiert [Bet94]. In verteilten Objektmodellen ist der
Aufruf der Methoden der Objekte nicht meht davon abha¨ngig, ob sie sich auf dem
selben Rechner befinden, oder per Netzwerk auf einem fremden Rechner ange-
sprochen werden [Lov97]. Dies wird durch eine strikte Trennung von Schnittstel-
len und Implementierungen der Objekte realisiert. Die Schnittstellen werden in
neutraler Form netzwerkweit zur Verfu¨gung gestellt. Die Laufzeitumgebung von
CORBA sorgt fu¨r die Weiterleitung von Methodenaufrufen an die zugeho¨rigen
Implementierungen. Damit ist die Bindung von Objekten zu einem bestimmten
Betriebssystem aufgehoben.
Granularita¨t
Die Granularita¨t einer Schnittstelle ist ein Maß dafu¨r, wie weit die von dieser
Schnittstelle angebotenen Objekte in ihre Bestandteile zerlegt werden ko¨nnen.
Je nach Clientapplikation ko¨nnen die Anforderungen an die Granularita¨t unter-
schiedlich sein: ein Stu¨cklistenverwaltungsprogramm beno¨tigt lediglich die Na-
men und die Anzahl der in einer Baugruppe verwendeten Komponenten, wa¨h-
rend ein FEM–Programm die genauen Abmessungen der Fla¨chen und Kanten
eines Bauteil beno¨tigt. Bei der Integration von Gestaltung und Berechnung kann
ein sehr feingranularer Zugriff sowohl auf die Geometrie als auch auf das Rechen-
modell erforderlich sein.
Die Common Object Services
Systeme, in denen Objekte aus verteilten Anwendungen verwendet werden, unter-
scheiden sich von lokalen objektorientierten Systemen. Die lokalen Systeme sind
vergleichsweise einfach zu handhaben: die Programme laufen in einem einzelnen
Prozeß auf einem einzelnen Rechner und die Schnittstellen der Objekte sind be-
reits bei der U¨bersetzung bekannt. Die Betriebssystemumgebung der Objekte ist
ebenfalls bei der U¨bersetzung bekannt und damit fest vorgegeben.
In verteilten Systemen hingegen werden zusa¨tzliche Dienste beno¨tigt, mit de-
ren Hilfe Objekte lokalisiert, verknu¨pft und transportiert werden ko¨nnen. Die
Objekte sind unabha¨ngig von einem bestimmten Prozeß und ko¨nnen auf ver-
schiedenen Betriebssystemen verwendet werden. Es kann vorkommen, daß die
Schnittstelle zu einem Objekt erst zur Laufzeit bekannt ist, sodaß Programme
dynamisch gebunden werden mu¨ssen. Die hierfu¨r erforderlichen Dienste du¨rfen
nicht betriebssystemspezifisch an einen Rechner gebunden sein, sondern mu¨ssen
als allgemein verfu¨gbare Dienste der objektorientierten Umgebung zur Verfu¨gung
stehen [McF98].
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Ein großes Spektrum der fu¨r verteilte Anwendungen beno¨tigten Methoden ist in
den Common Object Services definiert. Die Objekte und Methoden dieser Dienste
sind per IDL–Definition festgeschrieben und geho¨ren zur Laufzeitbibliothek jeder
CORBA-Implementierung. Auf diese Weise wird sichergestellt, daß die Aufrufe
fu¨r die Erzeugung, Vernichtung, die Benennung, der Transport etc. von Objek-
ten auf allen Rechnerplattformen in gleicher Weise zur Verfu¨gung stehen. Im
einzelnen sind folgende Dienste definiert [OHE96]:
Life Cycle Service. In diesem Dienst sind Methoden zum Erzeugen, Kopieren,
Verschieben und Lo¨schen von Objekten auf dem ORB definiert.
Persistence Service. Hier werden Methoden bereitgestellt, die es erlauben, Ob-
jekte dauerhaft in relationalen oder objektorientierten Datenbanken zu spei-
chern.
Naming Service. Mit Hife dieses Dienstes ko¨nnen Objekte mit einem netzwerk-
u¨bergreifend gu¨ltigen Namen verknu¨pft werden.
Event Service. U¨ber diesen Dienst ko¨nnen Ereignisse, die fu¨r die beteiligten Ap-
plikationen von Interesse sind, gebu¨ndelt und weitergegeben werden. Der
ORB sorgt fu¨r die Weiterleitung der Ereignisinformationen.
Concurrency Control Service. Mit diesem Dienst ko¨nnen gemeinsame Zugriffe
auf Objekte u¨berwacht und gesteuert werden. Ein wichtiger Mechanismus
beim Simultaneous Engineering.
Transaction Service. Eine einheitliche Schnittstelle fu¨r die U¨bermittlung von
Daten zwischen Objekten.
Relationship Service. Dieser Dienst stellt Methoden fu¨r die Erzeugung und die
U¨berwachung von zwischen verschiedenen Objekten bestehenden Verknu¨p-
fungen bereit.
Externalization Service. Dieser Dienst definiert einen Standard fu¨r eine Um-
wandlung von Objekten in eine serielle Darstellung und umgekehrt.
Query Service. Zugriffe auf verschiedene Datenbanken werden u¨ber die in diesem
Dienst beschriebenen Schnittstellen gekapselt.
Licensing Service. Die Nutzungsha¨ufigkeit von Objekten kann mit diesem
Dienst u¨berwacht werden. Dabei ist die U¨berwachung fu¨r ein einzelnes
Objekt, fu¨r einen Rechner, fu¨r eine Sitzung oder fu¨r einen ganzen Bereich
mo¨glich.
Properties Service. Mit diesem Dienst ko¨nnen zur Laufzeit Merkmale zu Ob-
jekten hinzugefu¨gt werden, indem Merkmalname und ein zugeho¨riger Wert
angegeben werden.
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Die allgemeinen Dienste sind zum Teil Bestandteil einer CORBA Laufzeitumge-
bung und zum Teil Klassen, deren Schnittstelle von den Benutzerobjekten geerbt
und implementiert werden muß. Letzteres ist erforderlich, wenn die Implemen-
tierung Zugriff auf interne Datenstrukturen einer gekapselten Applikation haben
muß. Beispielsweise muß fu¨r den Persistence Service ein Algorithmus implemen-
tiert werden, der es erlaubt, die gesamte interne Struktur eines Objekts in ein
Speichermedium zu schreiben. Dennoch ist die Definition dieses Dienstes sinn-
voll, da hiermit eine allgemeine Methode zum Speichern von Objekten geschaffen
wurde, deren Implementierung fu¨r den Anwender transparent ist.
Common Facilities – Frameworks
Die fu¨r einen bestimmten Anwendungsbereich erforderlichen Objekte und deren
Methoden sind in den Common Facilities definiert. Zusammen mit den eigent-
lichen Applikationen, den Application Objects, bilden sie die Arbeitsumgebung
(engl.: Framework), in der Objekte angewendet werden. Typische Anwendungs-
gebiete sind Textverarbeitung, Bankwesen oder CAx–Anwendungen. Die Com-
mon Facilities sind noch einmal unterteilt in Horizontal Common Facilities und
Vertical Common Facilities. Dabei bezeichnen die Horizontal Common Facilities
diejenigen Dienste, die allen Applikationen und Objekten des jeweiligen Anwen-
dungsgebiets gemeinsam zur Verfu¨gung stehen sollen, und die Vertical Common
Facilities oder auch Domain Services [Red96] die Objekte und Methoden einer
bestimmten Anwendung.
Die Common Facilities sind nicht Bestandteil einer CORBA-Laufzeitumgebung.
Vielmehr bilden sie eine Anwendung, die eine funktionierende CORBA–Umge-
bung voraussetzt. Das zur Zeit am weitesten entwickelte Framework ist das Text-
verarbeitungssystem OpenDoc. Dort sind die in Textdokumenten vorkommen-
den Objekte, wie Textbausteine, Diagramme, Tabellen oder Bilder als CORBA-
Ojekte implementiert und in eine Umgebung eingebettet, die es ermo¨glicht, auch
verteilt vorliegende Dokumente zu bearbeiten, zusammenzufu¨gen, zu speichern
oder zu verschieben. Derzeit ist es das Bestreben der OMG, die Common Fa-
cilities fu¨r ausgewa¨hlte Anwendungsgebiete ebenfalls mit in den Standard auf-
zunehmen. Entwu¨rfe existieren unter anderem fu¨r den CAx–Bereich und das
Gesundheitswesen [OMG95].
Vorteile gegenu¨ber anderen Ansa¨tzen
CORBA bietet gegenu¨ber anderen Ansa¨tzen eine Reihe von Vorteilen. Im einzel-
nen sind dies folgende Merkmale:
Plattformunabha¨ngigkeit: Diese Eigenschaft von CORBA ermo¨glicht es, die in
der Praxis existierende Vielfalt von Rechnerplattformen zu integrieren. Dies
ist ein Vorteil gegenu¨ber plattformspezifischen Ansa¨tzen.
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Objektorientiertheit: Durch den objektorientierten Ansatz von CORBA ko¨nnen
sowohl die Objekte in den Applikationen, als auch die Dienste und Kom-
ponenten der CORBA–Umgebung durch Vererbung zusammengefaßt oder
erweitert werden. Von großem Vorteil ist hier die Mo¨glichkeit, mit der Tech-
nik der Kapselung auch prozedurale Applikationen in eine objektorientierte
Umgebung zu integrieren.
Netzwerkfa¨higkeit: CORBA ist ein Kommunikationssystem fu¨r verteilte Objek-
te. Dies ist ein Vorteil gegenu¨ber lokalen Programmiermodellen. Zudem
wird CORBA damit den Forderungen nach verteilten und vernetzten Ent-
wicklungssystemen gerecht.
Framework: Durch die Definition und teilweise Implementierung von Diensten
fu¨r das Arbeiten mit verteilten Objekten liefert CORBA automatisch ein
Infrastruktur fu¨r verteilte Systeme. Dies ist ein Vorteil gegenu¨ber rein kom-
munikationsorientierten Ansa¨tzen.
3.2.3 JAVA als Programmiersprache
Im Zuge der Vernetzung vieler Rechner u¨ber das Internet wurde der Bedarf er-
kannt, eine Programmiersprache zu entwickeln, die ohne U¨bersetzung auf ver-
schiedenenen Rechnerplattformen lauffa¨hig ist. Von Sun Microsystems wurde
mit JAVA eine solche Programmiersprache entwickelt [GJS98].
JAVA Virtual Machine
Das Konzept von JAVA besteht darin, daß die Programme nicht direkt ausgefu¨hrt
werden, sondern von einer Programmumgebung, der Virtual Machine, die eine
standardisierte Schnittstelle zu den betriebssystemspezifischen Ressourcen wie
Speicher, Dateisystem oder Bildschirmdarstellung, zur Verfu¨gung stellt. Die Im-
plementierung der Virtual Machine ist plattformabha¨ngig, wird aber inzwischen
oft als Bestandteil des Betriebssystems zusammen mit diesem ausgeliefert. Im-
plementierungen existieren inzwischen fu¨r die verschiedenen Windows Versionen,
fu¨r die ga¨ngigen UNIX Versionen und auch fu¨r MacOS.
Portabler Programmcode
JAVA ist eine objektorientierte Sprache, die eine vereinfachte Form der Syntax
von C++ verwendet. Zusammenha¨ngende Klassen werden in Form von packages
gebu¨ndelt. Der Programmcode wird mit einem Compiler in den JAVA-Bytecode
u¨bersetzt. Der Bytecode ist die plattformunabha¨ngige Fassung des Programms
und kann u¨ber Netzwerke u¨bertragen werden. Wa¨hrend anfa¨nglich der Bytecode
von der Virtual Machine interpretiert wurde, wird in den aktuellen Versionen der
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Bytecode zur Laufzeit von sogenannten Just-in-time Compilern in plattformspe-
zifischen Maschinencode u¨bersetzt.
Zur Sprache geho¨ren ebenfalls zahlreiche Klassen fu¨r die Netzwerkprogrammie-
rung, fu¨r die Ein- und Ausgabe, fu¨r die Programmierung von Nebenla¨ufigkeit
sowie eine große Zahl von ebenfalls plattformu¨bergreifend verwendbaren Kom-
ponenten einer grafischen Benutzungsoberfla¨che [Tur99]. Der Zugriff auf Daten-
banken ist u¨ber eine eigene, zum Standardumfang von JAVA geho¨rende Schnitt-
stellenbeschreibung (JDBC Java Database Connectivity) mo¨glich. Mit den von
den Datenbankherstellern bereitgestellten Datenbanktreibern ko¨nnen JAVA Pro-
gramme auf diese Weise direkt auf netzwerkweit verteilte Datenbanken zugreifen.
JAVA Programme ko¨nnen dabei sowohl als Applications als auch in Form von
Applets erstellt werden. Applications sind vergleichbar zu herko¨mmlichen Pro-
grammen: sie haben Zugriff auf alle Systemkomponenten, wie Speicher, Festplat-
ten oder Bildschirm und werden vom Benutzer gestartet und beendet. Applets
hingegen ko¨nnen Bestandteil eines Internetdokuments sein. Beim Aufruf des Do-
kuments werden sie in einem Webbrowser ausgefu¨hrt. Die Virtual Machine wird
in diesem Fall durch den Webbrowser bereitgestellt. Start und Beendigung eines
Applets erfolgen durch Aufruf und Verlassen des zugeho¨rigen Dokuments. Die
zur Ausfu¨hrung des Applets beno¨tigten Klassen werden zur Laufzeit vom bereit-
stellenden Server geladen. Beim Verlassen der Seite oder bei Beendigung des
Webbrowsers wird auch das Applet beendet.
JAVA und CORBA
Eine a¨ußerst leistungsfa¨hige Grundlage fu¨r die Entwicklung verteilter Appliktio-
nen bildet die Kopplung der Technologien JAVA und CORBA [OH97]. CORBA
bietet die Mo¨glichkeit, die Daten und Methoden großer, auch bestehender, Syste-
me objektorientiert zu kapseln und auch in einem Netzwerk verfu¨gbar zu machen.
Mit JAVA ko¨nnen Anwendungsprogramme geschaffen werden, die u¨ber CORBA
auf diese Daten zugreifen, aber durch Portabilita¨t von JAVA auf nahezu allen
Rechnerplattformen lauffa¨hig sind. Auf diese Weise ko¨nnen auch portable Be-
nutzungsoberfla¨chen fu¨r Systeme geschaffen werden, die mit Objekten aus den
CORBA-Servern arbeiten.
Wie im Abschnitt 3.2.2 beschrieben, mu¨ssen bei der Implementierung von Cli-
entanwendungen fu¨r CORBA entweder die Schnittstellenbeschreibungen der Ser-
verklassen bei der U¨bersetzung des Programmcodes vorliegen, oder die Funkti-
onsaufrufe mu¨ssen zur Laufzeit u¨ber die wesentlichen langsameren dynamischen
Schnittstellen erfolgen. Bei der Verwendung von JAVA als Programmiersprache
ko¨nnen problemlos Objekte aus verschiedenen Servern zur Laufzeit zusammen-
gefu¨gt werden und trotzdem die schnellen statischen Aufrufe verwendet werden,
da die serverspezifischen Zugriffsmethoden als Bestandteil des JAVA Programms
mit zum Client u¨bertragen werden. Die Verwendung von CORBA–Objekten ist
damit nicht mehr an eine plattformabha¨ngige CORBA–Umgebung gebunden, da
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die CORBA–Umgebung gegebenenfalls als JAVA–Applet zusammen mit der ei-
gentlichen Anwendung u¨bertragen werden kann. Bei der Verwendung von Applets
wird auf diese Weise ein Zugriff auf die Serverobjekte u¨ber das WWW und damit
von jedem Rechner im Internet aus mo¨glich.
3.3 Integrierte Systeme
3.3.1 Produktdatenmanagementsysteme
Die Verwaltung von Produktdaten zu bestimmten Konstruktionssta¨nden wird in
zunehmendem Maße mit Hilfe von Produktdatenmanagementsystemen (PDM–
Systemen) realisiert. Diese Systeme verwalten und archivieren die wa¨hrend der
Entwicklung eines Produkts entstehenden Dokumente. Zu den Dokumenten wer-
den Metadaten, wie Bearbeiter, Konstruktionsversion, Freigabestatus sowie Pro-
jekt– und Kosteninformationen verwaltet. Zudem ko¨nnen in den Systemen die
Abha¨ngigkeiten zwischen verschiedenen Dokumenten abgebildet werden. Auf die-
se Weise bilden PDM–Systeme die zentrale Datenbasis fu¨r gro¨ßere Entwicklungs-
projekte.
Aktuelle Forschungsarbeiten zielen darauf ab, verschiedene PDM–Systeme zu ei-
nem firmenu¨bergreifenden Gesamtsystem zu integrieren und ein Produktdaten-
management auch u¨ber ra¨umlich entfernte und verteilte Datenbesta¨nde zu reali-
sieren [AGL98].
In Zusammenhang mit PDM–Systemen werden in Workflow–Systemen Arbeits-
prozesse und die zugeho¨rigen Informationsflu¨sse abgebildet. In Zusammenarbeit
mit einem PDM–System stellt ein Workflow–System je nach Bearbeitungsstand
einer Aufgabe die no¨tigen Informationen und Dokumente zusammen und liefert
sie an den Arbeitsplatz des fu¨r den na¨chsten Bearbeitungsschritt zusta¨ndigen
Sachbearbeiters. Nach Erledigung der Teilaufgabe werden die vera¨nderten oder
neu erzeugten Dokumente an das Workflow–System gegeben und dort archiviert
oder entsprechend des definierten Prozesses weitergeleitet.
PDM–Systeme und Workflow–Systeme arbeiten dokumentorientiert. Das bedeu-
tet, sie stellen anhand der Metadaten und nach bestimmten Auswahlkriterien die
Dokumente zusammen, die der Anwender fu¨r die Bearbeitung einer Teilaufgabe
beno¨tigt. Die inhaltliche Bearbeitung der Dokumente erfolgt mit den dafu¨r vorge-
sehenen Programmen, wie CAD–Systemen oder Berechnungssystemen. Dadurch
eignen sich diese PDM–Systeme gut fu¨r die Realisierung einer losen Kopplung
(vergleiche Abschnitt 2.5.1).
3.3.2 Feature Modellier–System FEAMOS
Das System FEAMOS ist ein Modellierungssystem fu¨r die rechnerunterstu¨tzte
Produktentwicklung. FEAMOS steht fu¨r Feature-Modellier–System und ver-
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wendet ein eigenes, aus Features aufgebautes Datenmodell. Features, werden in
diesem Kontext als Konstruktionselemente definiert, die aus Geometrieinforma-
tionen, aus semantischer Information oder aus beidem bestehen ko¨nnen [Rie94].
Das System ermo¨glicht sowohl die Modellierung mit bestehenden Features als
auch die Definition neuer Features. Neben den Geometriefeatures sind im Sy-
stem Positionier-, Toleranz- und Normteilfeatures definiert. Die Geometriemo-
dellierung erfolgt unter Verwendung des Modellierkerns ACIS.
Die Erstellung neuer Produkte erfolgt, indem neue, produktspezifische Features
zusammen mit bereits bestehenden in einem Modell zusammengefu¨gt werden. Da
die Modelle aufgrund der Featuredefinition bereits Semantik enthalten, ko¨nnen
diese Informationen direkt fu¨r Berechnungen verwendet werden. Die Beschrei-
bung der Modelle erfolgt in einer eigenen, an EXPRESS angelehnten, Sprache
PDGL [Rie94].
3.3.3 Objektorientierter Integrationsprozessor OBIP
An der Ruhr–Universita¨t Bochum wurde das Konzept fu¨r objektorientierte In-
tegrationsprozessoren fu¨r die Integration von Gestaltung und Berechnung ent-
wickelt und implementiert. Ein Integrationsprozessor (kurz: INPRO) ist hier ein
Kopplungsbaustein, der zwei verschiedene CA–Systeme miteinander verknu¨pft.
Ein INPRO extrahiert aus den jeweiligen Wirtssystemen die erforderlichen In-
formationen und fu¨gt diese zu einem eigenen, objektorientierten Datenmodell
zusammen, das in einer objektorientierten Datenbank gespeichert wird [WB97].
Dabei muß fu¨r jeden zu koppelnden Abschnitt des Produktentstehungsprozesses
ein spezifischer INPRO konfiguriert werden. Dies geschieht, indem ein allgemei-
ner INPRO fu¨r die spezifische Kopplungsaufgabe konfiguriert und angepaßt wird.
In dem allgemeinen INPRO sind Methoden fu¨r die Instanzierung und Speiche-
rung von Konstruktionsobjekten sowie eine Kommunikationsinfrastruktur und
eine kontextsensitive Benutzungsoberfla¨che implementiert.
Eine konkrete Auspra¨gung eines INPRO’s ist ein Integrationsprozessor fu¨r die
Kopplung von Gestaltung und Berechnung. Diese Komponente entha¨lt spezi-
fische Objekte und Methoden fu¨r die Verknu¨pfung von Geometriemodellierern
und Berechnungssystemen. Die Ankopplung der Applikationen geschieht u¨ber
spezifische Module die das Datenmodell des INPRO’s in das Datenmodell der je-
weiligen Applikation transformieren. Als Kommunikationssystem wird CORBA
verwendet.
Fu¨r eine rechnerbasierte Untersu¨tzung von Entscheidungsprozessen bei der Mo-
dellbildung und fu¨r die Bewertung von Berechnungen ist eine Wissensverabeitung
in das System integriert [BW98].
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3.3.4 Projekt ANICA
Im Projekt ANICA wurde ein System geschaffen, mit dem verschiedene CAD–
Systeme direkt miteinander gekoppelt werden ko¨nnen. ANICA steht fu¨r
ANalysis of access Interfaces of various CAx systems. Der Bedarf fu¨r eine di-
rekte Kopplung entstand aus der Tatsache, daß die bisher praktizierten Kopplun-
gen u¨ber Dateien in standardisierten Formaten mit numerischen Ungenauigkei-
ten und Informationsverlusten durch nicht umkehrbare Konvertierungen behaftet
sind [AJSK98]. Der Lo¨sungsansatz besteht im wesentlichen aus der Wahl eines
Kommunikationssystems und aus der Definition einer standardisierten Zugriffs-
schnittstelle.
Kommunikationssystem
Als Kommunikationsinfrastruktur fu¨r ANICA wurde CORBA gewa¨hlt, weil COR-
BA das Konzept einer einheitlichen, gemeinsamen Schnittstelle der beteiligten
Applikationen unterstu¨tzt. Gleichzeitig ist mit CORBA eine direkte Kopplung
von Applikationen mo¨glich.
Definition einer Zugriffsschnittstelle
Die Objekte der gemeinsamen Zugriffsschnittstelle wurden aus STEP [ISO94] ab-
geleitet. In einem als Architecture Mining bezeichneten Prozeß wurde untersucht,
welche Methoden zu diesen Objekten in verschiedenen CAD–Systemen existieren
und welche Parameter diese Methoden beno¨tigen. Im na¨chsten Schritt wurden
die gefundenen Methoden generalisiert und daraus eine allgemeine Schnittstellen-
definition fu¨r den Zugriff auf Geometriemodelle abgeleitet. Anschließend wurden
die definierten Funktionen durch Abbilden der Parameter und Methodennamen
auf die CAD–System spezifische Notation implementiert [AJSK98].
Anwendung
Im Teilprojekt ProDMU wurde die Anwendbarkeit des Ansatzes nachgewiesen.
Exemplarisch wurden die CAD–Systeme Pro/ENGINEER und CATIA mit den
definierten Schnittstellen in eine CORBA Umgebung integriert. Fu¨r eine Bau-
raumuntersuchung wurden dann ein in Pro/ENGINEER und ein in CATIA er-
zeugtes Bauteil in einer CATIA Sitzung zu einer Baugruppe zusammengefu¨gt.
Dabei wurden beide Modelle als Objekt zur Laufzeit aus den jeweiligen Applika-
tionen zusammengfu¨gt. Durch die direkte Kopplung wurden zum einen die oben
genannten Nachteile der Dateikonvertierung aufgehoben und zum anderen eine
Zeitersparnis von ca. 20 % erreicht [SAKJ98]. Gleichzeitig konnten die bei der
Kollisionspru¨fung als kritisch erkannten Bereiche in den jeweiligen Originalmo-
dellen markiert werden.
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Die Probleme dieser Anwendung lagen in der Erzeugung von Geometrien in
den jeweiligen CAD–Systemen. Wa¨hrend der Export von Fla¨chenmodellen aus
Pro/ENGINEER heraus unproblematisch ist, ko¨nnen keine reinen Fla¨chenmodel-
le zu einem bestehenden Parametrikmodell zugefu¨gt werden [SAKJ98].
Datenmanagement
Ein zentrales Problem bei der Verwendung von verteilten Objekten ist die persi-
stente Speicherung. Solange die Speicherung in den systemspezifischen Dateifor-
maten erfolgt, ist die Verwendung von Objekten immer noch an die Verfu¨gbar-
keit des zugeho¨rigen CAD–Systems gebunden. Um ein wirklich portables Objekt
zu erhalten, muß entweder die Applikation, in der das Objekt erstellt wurde,
zusammen mit dem Objekt gespeichert werden, oder ein einheitliches, fu¨r alle
Applikationen lesbares Format verwendet werden. Da die in ANICA verwende-
ten Objekte auf STEP beruhen, wurde ein zentraler Datenserver eingerichtet,
der alle Objekte in einer objektorientierten Datenbank speichert. Das konzep-
tionelle Modell der Datenbank ist durch die Objektklassen von STEP gegeben.
Ein der Datenbank vorgelagerter Object Manager wandelt die Datenbankeintra¨ge
in die von den Applikationen beno¨tigten Objekte und u¨berwacht gleichzeitig die
Konsistenz bei parallelen Zugriffen.
Hauptinteressent der Entwicklungen ist die Automobilindustrie, in der zur Zeit
noch in verschiedenen Fachabteilungen unterschiedliche CAD–Systeme eingesetzt
werden. Fu¨r Bauraumuntersuchungen und im Rahmen der Entwicklung des Di-
gital Mockup (DMU) sollen die Modelle der verschiedenen Systeme zu einem
Gesamtmodell zusammengefu¨gt werden ko¨nnen.
3.3.5 Integrationsumgebung CORSICA
Ein integriertes Ingenieursystem auf der Basis eines verteilten Produktmodells ist
in der Integrationsumgebung CORSICA realisiert. CORSICA steht fu¨r CORBA-
und STEP- basierende Integrationsumgebung fu¨r CAx-Verfahren und wurde an
der Universita¨t-GH Paderborn entwickelt [Hah98]. Das System verwendet ein
durchga¨ngiges, STEP-basiertes Modellschema das auf alle beteiligten Applika-
tionen abgebildet wird. Die Systemarchitektur von CORSICA beruht auf im
wesentlichen auf die drei folgenden Objektarten:
Intelligente Objekte. Die einzelnen CAx–Systeme werden durch die intelligente
Objekte gekapselt. Die Schnittstellenbeschreibung der intelligenten Objekte
umfaßt Mechanismen fu¨r die modelltechnische, die prozeßtechnische und die
systemtechnische Kopplung der CAx–Systeme. Das bedeutet, daß die intel-
ligenten Objekte die im integrierten Ingenieursystem existierenden CAE–
Werkzeuge mitsamt einer Integrationsschicht repra¨sentieren, die als Kop-
pelelement die proprieta¨re Kommunikationsschnittstelle an die standardi-
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sierte Schnittstellenspezifikation des integrierten Ingenieuresystems anpaßt
[Hah98].
Offene Objekte. Diese Objekte repra¨sentieren die Bestandteile des Produktmo-
dells, die sich innerhalb der der integrierten CAx–Werkzeuge befinden. Die-
se Objekte fu¨hren das Produktmodell und die in den Werkzeugen auf das
Produktmodell definierten Operationen zu einem einheitlichen objektorien-
tierten Modell zusammen [Hah98].
Logische Objekte. Die Verbindung zwischen den verschiedenen Instanzen eines
Objektes in den einzelnen CAx–Systemen wird u¨ber die logischen Objek-
te hergestellt. Damit werden die auf die intelligenten Objekte verteilten
Partialmodelle zu einem verteilten Produktmodell zusammengefu¨gt.
Das System wird um zahlreiche Basisdienste, wie Identifikationsdienste, System-
managementdienste und einen Constraintmanager zur U¨berwachung systemu¨ber-
greifender Zwa¨nge erga¨nzt. Mit dem System wurde die Kopplung des CAD–
Systems Euclid3 und eine EMV–System (ein Programm zur Berechnung Elek-
tromagnetischer Vertra¨glichkeit) realisiert.
3.3.6 Konstruktionsanalyse- und Leitsystem KALEIT
Im Rahmen des von der Deutschen Forschungsgemeinschaft gefo¨rderten Sonder-
forschungsbereiches 203 “Rechnerunterstu¨tzte Konstruktionsmodelle im Maschi-
nenwesen” wurde ein Konzept fu¨r ein System zur durchga¨ngigen Unterstu¨tzung
des Konstruktionsprozesses erarbeitet, das am Institut fu¨r Maschinenkonstruk-
tion -Konstruktionstechnik der TU Berlin in dem System KALEIT umgesetzt
wurde. Das System gliedert sich in die vier Hauptmodule Aufgabenanalysepro-
zessor, Lo¨sungskoordinationsprozessor, Konstruktionsleitsystem und Speicherbe-
reich [Fel89]. Fu¨r die Speicherung der produktbezogenen Daten wird ein eigenes
Datenmodell verwendet. Bei der Durchfu¨hrung von Entwicklungsaufgaben baut
das Modell eines Entwicklungsschrittes auf den im vorherigen Schritt erzeugten
Daten auf. Auf diese Weise wird eine durchga¨ngige Nutzung der Daten u¨ber alle
Entwicklungsschritte erreicht [Bei90].
Das Kla¨ren und Pra¨zisieren der Anforderungen wird durch den Aufgabenanalyse-
prozessor unterstu¨tzt. Diese Komponente verwendet eine vorgegebene Liste von
Hauptmerkmalen und stellt fu¨r die verschiedenen Merkmale zahlreiche Assoziati-
onshilfen bereit. In einem Analyseteil wird anhand der Anforderungen u¨berpru¨ft,
ob sich in der Datenbasis bereits eine Lo¨sung fu¨r diese Aufgabe befindet, die ge-
gebenenfalls herangezogen werden kann [Stu¨90].
Der Lo¨sungskoordinationsprozessor soll den Anwender bei Planung der einzelnen
Konstruktionsschritte unterstu¨tzen, indem er die verfu¨gbaren Rechnerwerkzeu-
ge, deren erforderliche Eingabedaten und ihre Ergebnisse bereitstellt. Er stellt
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damit die Verbindung zwischen den Arbeitsschritten beim Konstruieren und den
verfu¨gbaren Rechnerwerkzeugen her.
Der eigentliche Entwicklungsprozeß wird durch das Konstruktionsleitsystem un-
terstu¨tzt. Dabei werden die vom Aufgabenanalyseprozessor ermittelten Aufgaben
in der erforderlichen Reihenfolge ausgefu¨hrt. Das Zusammenwirken von Metho-
den, Modellen und Daten wird als Operationsstruktur bezeichnet. Dabei exi-
stieren fu¨r verschiedene Branchen unterschiedliche Grundmuster von Operations-
strukturen.
Die im Entwicklungsprozeß beno¨tigten Methoden, Modelle und Prozeßdaten wer-
den im Speicherbereich verwaltet. Damit war in KALEIT eine Form eines inte-
grierten Produktmodells verwirklicht. Neben den Modellinformationen waren in
der Operationsstruktur auch die erforderlichen Metainformationen fu¨r eine ziel-
gerichtete Anwendung von Methoden enthalten. Die Methoden waren dabei auf
das Datenmodell abgestimmt.
3.3.7 Das System mfk
Am Lehrstuhl fu¨r Konstruktionstechnik der Universita¨t Erlangen Nu¨rnberg wur-
de das System mfk als Assistenzsystem fu¨r die Beschreibung und Analyse von
Bauteilen und Baugruppen entwickelt. Das System ist als Aufsatz zu einem kom-
merziellen CAD–System konzipiert, verwendet aber ein eigenes, semantisches, re-
lationsbasiertes Produktmodell. Fu¨r die Visualisierung, fu¨r mathematisch geome-
trische Berechnung und fu¨r die Repra¨sentation der geometrischen Elemente wird
die Funktionalita¨t des CAD–Systems verwendet. Ebenso erfolgt die Benutzerin-
teraktion u¨ber eine Erweiterung der Benutzungsschnittstelle des CAD–Systems
und damit in der fu¨r den Konstrukteur vertrauten Arbeitsumgebung [Lo¨f97].
Produktmodell
Das Produktmodell von mfk besteht aus den drei Grundelementen Parameter,
Formelement und Beschreibungsmerkmal, die u¨ber Relationen miteinander ver-
knu¨pft sind. Die Relationen dokumentieren dabei die wa¨hrend des Konstruk-
tionsprozesses dynamisch wachsenden Zusammenha¨nge zwischen den Informati-
onseinheiten [Web92]. Das Produktmodell ist die gemeinsame Datenbasis fu¨r den
Analyseteil und den Syntheseteil des Systems.
Integration von Berechnungsmethoden
In das System sind verschiedene Berechnungsmethoden eingebunden, die direkt
auf der Datenbasis arbeiten. Unter anderem wurde fu¨r die Implementierung die-
ser Methoden ein wissensbasiertes System integriert. Externe Methoden ko¨nnen
entweder in dem wissensbasierten System implementiert werden und arbeiten
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dann ebenfalls auf der Datenbasis oder sie ko¨nnen Eingangsparameter in Form
einer Datei oder aus der Programmierschnittstelle des Systems beziehen.
3.3.8 iViP–Projekt
Das Projekt Innovative Technologien und Systeme fu¨r die integrierte Virtuelle
Produktentstehung (kurz: iViP) ist ein von Industrie und Forschungseinrichtun-
gen unterstu¨tztes Projekt mit dem Ziel verbesserte technische Rahmenbedingun-
gen zur Schaffung technischer Produkte zu erlangen. Im Vordergrund des Pro-
jekts steht die Entwicklung und industrielle Einfu¨hrung innovativer Werkzeuge
fu¨r die Produktentstehung auf der Basis einer offenen Systemarchitektur [KTA98].
Mit dieser Architektur soll eine Produktentstehungsumgebung geschaffen werden,
die eine integrierte Funktionalia¨t fu¨r eine phasenu¨bergreifende Aufgabenbearbei-
tung zur Verfu¨gung stellt. Im Mittelpunkt der Entwicklung steht der “Digitale
Master”, der als verbindlicher Informationstra¨ger sa¨mtliche fu¨r die Produktent-
stehung und alle Folgephasen relevanten Daten eines Produkts enthalten soll.
Die dem Projekt zugrundeliegende iViP–Architektur sieht die Schaffung einer
offenen Integrationsplattform vor, die auch die Einbindung bestehender hetero-
gener Systemwelten unterstu¨tzt [iVi99]. Das Projekt ist in die sechs Cluster:
Infrastruktur Prozeßmanagement, Infrastruktur Datenmanagement, Innovative
Gestaltungswerkzeuge, Aufbau und Validierung virtueller Produkte, Werkzeuge
zur virtuellen Fertigungserprobung und Referenzmodelle zur Fertigungserprobung
gegliedert.
Systemarchitektur
In den Projekten der iViP–Cluster “Infrastruktur – Prozeßmanagement” und “In-
frastruktur – Datenmanagement” wird die softwaretechnische Basis fu¨r das Ge-
samtprojekt erarbeitet. Die Basis ist eine CORBA–basierte Integrationsplatt-
form, die ein Framework fu¨r die in den anderen Teilprojekten entstehenden Soft-
waremodule darstellt (vergleiche Bild 3.6).
Grundlage bilden die Systemdienste fu¨r die Anwenderverwaltung, das Manage-
ment von Anwendersitzungen und die Verwaltung der iViP–Werkzeuge (Kom-
ponenten). Die eigentlichen Applikationen sind u¨ber objektorientierte Schnitt-
stellenbeschreibungen gekapselt und in das Gesamtsytem integriert. Bei der
Implementierung wurde weitgehend auf international etablierte Standards zu-
ru¨ckgegriffen. Fu¨r die Bedienung des Systems wurde mit dem iViP–Client eine
eigene Benutzungsoberfla¨che geschaffen. Der iViP–Client stellt einen definierten
Umfang an Grundfuktionalita¨t zur Verfu¨gung, der durch Erga¨nzung von anwen-
dungsspezifischen Plug–ins erweitert werden kann [iVi00].
Fu¨r die Nutzung von Softwarekomponenten ist das Konzept Software on demand
vorgesehen. Hiermit ko¨nnen Nutzern Dienste zur Verfu¨gung gestellt werden, die
beispielsweise nicht an ihren lokalen iViP–Servern installiert sind. Dabei ko¨nnen
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Bild 3.6: iViP–Softwarearchitektur [iVi00]
die Methoden entweder zum Anwender transportiert oder u¨ber Remote–Aufrufe
auf der Servermaschine verwendet werden.
3.3.9 Virtuelle Berechnungskompetenzzentren
Eine Architektur “virtueller Berechnungskompetenzzentren fu¨r die Integration
von Gestaltung und Berechnung” wird in [Wo¨l98] beschrieben. Dort ist ein
Berechnungs-Kompetenz-Zentrum definiert als ein Knotenpunkt im Internet, an
dem Berechnungsdienstleistungen einer bestimmten Fachdisziplin mit hoher Fach-
und Problemlo¨sungskompetenz angeboten werden. Die Leistungen eines solchen
Kompetenz–Zentrums umfassen dabei die Beratung, die Erstellung differenzierter
Berechnungsangebote, sowie die Durchfu¨hrung und Dokumentation von Berech-
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nungen. Die Architektur besteht aus den Komponenten Broker, Berechnungs-
manager und einer objektorientierten Methodenbank. Die Kommunikation dieser
Komponenten erfolgt u¨ber das Internet unter Nutzung standardisierter Protokol-
le. Die vom Kompetenzzentrum angebotenen Berechnungen ko¨nnen mit Geome-
triemodellen verknu¨pft werden, indem eine Verknu¨pfung der einzelnen Parameter
hergestellt wird. Um die Abbildung der Objekte im Rechenmodell zu denen im
Geometriemodell zu ermo¨glichen, wurde ein Engineering–Meta–Modell EMM de-
finiert, das sich an der Baustruktur orientiert. Das Zusammenspiel der einzelnen
Komponenten wird im folgenden erla¨utert:
Broker. Der Broker ist fu¨r die Koordinierung der Arbeitsabla¨ufe in der verteil-
ten Umgebung zusta¨ndig. Er u¨berwacht und protokolliert die Zugriffe in
der verteilten Umgebung. Zudem sorgt er fu¨r eine gezielte Informations-
bereitstellung bezu¨glich der von einzelnen Kompetenzzentren angebotenen
Dienstleistungen und vermittelt Berechnungsanfragen mit einer bestimmten
Thematik an ein geeignetes Kompetenzzentrum weiter.
Berechnungsmanager. Der Zugriff auf die Methoden eines Kompetenzzentrums
erfolgt u¨ber den Berechnungsmanager. Diese Komponente stellt die Infor-
mationen u¨ber die angebotenen Methoden zur Verfu¨gung und unterstu¨tzt
den Anwender bei der Auswahl einer geeigneten Methode mit Hilfe eines
wissensbasierten Systems. Je nach Art und Umfang der Methode unter-
stu¨tzt sie den Anwender auch bei der Durchfu¨hrung der Berechnung, indem
sie die Berechnung startet, den Benutzer zur Eingabe zusa¨tzlicher Infor-
mationen oder von Geometrieverknu¨pfungen auffordert und die Ergebnisse
dokumentiert.
Objektorientierte Methodenbank. Um eine einheitliche Beschreibung der von
einem Kompetenzzentrum angebotenen Methoden zu erhalten, werden Me-
thoden in einer objektorientierten Methodenbank gehalten. Darin werden
neben den mo¨glichen Geometrieverknu¨pfungen einer Methode auch a¨ußere
Lasten, Werkstoffe, zusa¨tzliche Bedingungen und assoziierte Bewertungs-
verfahren verwaltet.
3.3.10 Vergleich der Systeme
In der folgenden U¨bersichtstabelle werden die Datenmodelle, der Kommunikati-
onsmechanismus und die Offenheit der betrachteten Systeme miteinander vergli-
chen. Ein Maß fu¨r die Offenheit ist der Aufwand zur Einbindung neuer Methoden.
Die Tabelle zeigt, daß in den meisten Fa¨llen die Berechnungssoftware an die Mo-
dellstruktur und an die Plattform des CAD–Systems gebunden ist. Bei einem
Wechsel einer der beiden Komponenten muß die Kopplung neu implementiert
werden. Eine Integration neuer Methoden wu¨rde vereinfacht, wenn sowohl fu¨r
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System Datenmodell Kommunikation Einbindung
neuer Methoden
FEAMOS eigenes — mu¨ssen im System
(STEP angelehnt) formuliert sein
OBIP eigenes CORBA Anpassung and das
(objektorient.) OBIP Datenmodell
ANICA STEP CORBA —
OBIP eigenes CORBA Anpassung and das
(objektorient.) OBIP Datenmodell
CORSICA STEP CORBA Implementierung der
CORSICA Metaklassen
KALEIT eigenes — Implementierung
in CATIA API
mfk semant. relation. Socket auf das Modell
(Pro/E angelehnt) abgestimmte API
iViP eigenes CORBA Implementierung der
iViP Metaklassen
Virtuelle Eng. Meta Modell Socket auf das Modell
Ber. CC (Pro/E angelehnt) abgestimmte API
lose Verkn. mo¨glich
Tabelle 3.1: Gegenu¨berstellung der betrachteten Integrationssysteme
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die Zugriffe auf die Geometriedaten, als auch auf die Rechenmodelle einheitli-
che Schnittstellen existierten. Durch eine Trennung von Schnittstellendefinition
und Implementierung, wie sie durch CORBA realisiert werden kann, ko¨nnte die
Bindung an eine Rechnerplattform aufgehoben werden.
Die Bindung an ein spezielles CAD–System wird durch die Verwendung von STEP
aufgelo¨st, wie sie im Projekt ANICA realisiert wurde. Jedoch beschra¨nkt sich
ANICA auf den Austausch von Geometriedaten. Fu¨r eine Integration von Berech-
nungen mu¨ssen aber auch nichtgeometrische Daten verarbeitet werden ko¨nnen.
Daru¨berhinaus sind in STEP nur Modelle, aber keine Methoden definiert. Die
Anwendung von Berechnungsmethoden als Werkzeug erfordert den programmge-
steuerten Zugriff u¨ber definierte Funktionen fu¨r die Geometrieanalyse, die Geo-
metrieerzeugung und die Geometrievariation.
3.4 Integrationsstrategien
Aus den oben vorgestellten Integrationssystemen und den im vorigen Kapitel be-
schriebenen Merkmalen lassen sich fu¨r die Integration von Berechnungsmethoden
in den Gestaltungsprozeß im wesentlichen drei Strategien ableiten:
Integriertes Produktmodell. Bei dieser Strategie wird versucht, bestehende
oder neu geschaffene Produktmodelle so zu erweitern, daß alle fu¨r eine Be-
rechnung beno¨tigten Daten in dem Modell enthalten sind. Beispiele hierfu¨r
sind das applikationsneutrale Produktmodell STEP und die auf bestimmte
CAD-Systeme aufbauenden Produktmodelle der Systeme mfk oder FEA-
MOS.
Standardisierte Zugriffsmethoden. Ein anderer Schwerpunkt liegt in der Defi-
nition standardisierter Zugriffsmethoden auf die bestehenden Modelle. Die
Zugriffsmethoden sind dabei ha¨ufig an die zugrundeliegenden Modelle ge-
bunden. In einigen Systemen geht daher die Vereinheitlichung der Zugriffs-
schnittstelle mit einer Erweiterung oder Modifikation des Produktmodells
einher. Das Spektrum der verwendeten Zugriffsmethoden reicht dabei von
Kommunikationsstandards auf Systemebene, wie IPC oder TCP/IP, u¨ber
CAD-System spezifische statische oder dynamische Bibliotheken bis hin zur
objektorientierten Kapselung und Integration in eine verteilte Arbeitsumge-
bung. Das Ziel aller Zugriffsmethoden ist es, einen einheitlichen Zugriff auf
die Geometriedaten zu erhalten, oft in Zusammenhang mit einer Einbettung
in komplexe Systemumgebungen und Schaffung eines Netzwerkzugriffs.
Modelltransformation. Eine weitere Technik ist die Modelltransformation, bei
der die Modelle des einen Systems in die Modelle des anderen Systems
u¨berfu¨hrt werden. Modelltransformationen sind in der Regel mit Informa-
tionsverlust verbunden und daher nicht umkehrbar. Die Transformationen
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ko¨nnen in beide Richtungen erfolgen: ein Geometriemodell kann fu¨r die
Weiterverarbeitung in einem Berechnungssystem aus der CAD-System in-
ternen Darstellung in ein neutrales Austauschformat u¨bersetzt werden und
aus dem Ergebnis einer Berechnung kann durch U¨bersetzen und Zuordnen
von Merkmalen ein Geometriemodell erzeugt werden.
In Tabelle 3.2 sind die Hauptmerkmale der drei Strategien dargestellt. Allen
Strategien ist gemein, daß die Geometriemodelle die Kernmodelle sind, zu deren
Schaffung oder Variation Berechnungsmethoden zur Hilfe genommen werden.
Strategie Vorteile Nachteile
Integriertes
Produktmodell
Redundanzfreie, konsi-
stente Datenbasis fu¨r alle
Applikationen
Einbindung bestehender
Systeme aufwendig
Komplexes monoli-
thisches Datenmodell
Standardisierte
Methoden
Anpassung weiterer Ap-
plikationen mo¨glich
Flexibler Zugriff auf inter-
ne Modelle.
Zusa¨tzlich Modell- und
Prozeßkopplung no¨tig
Zusa¨tzlich Konsistenz-
u¨berwachung erforderlich
Modell-
transformation
Einfache Anbindung be-
stehender Applikationen
Mehrfache Iterationen
fu¨hren zu Datenverlust
Tabelle 3.2: Hauptmerkmale der Integrationsstrategien
Im Hinblick auf eine Modellkonsistenz und eine prozeßu¨bergreifende Nutzung
von Daten wa¨re die Anwendung eines integrierten Produktmodells die beste Lo¨-
sung. Allerdings ist ein solches Modell mit den bestehenden Applikationen nicht
handhabbar. Eine Modelltransformation scheidet aus, da wegen des auftreten-
den Datenverlusts mehrere Iteration einer Operation nicht durchgefu¨hrt werden
ko¨nnen. Fu¨r das weitere Vorgehen werden daher standardisierte Zugriffsmetho-
den gewa¨hlt. Anzustreben ist dabei die Bildung von Applikationsgruppen, von
Systemen die fu¨r a¨hnliche Funktionalita¨t gleiche Methoden verwenden.
3.5 Zusammenfassung
Die beschriebenen Integrationslo¨sungen bieten alle die Mo¨glichkeit, in den Gestal-
tungsprozeß integrierte Berechnungen durchzufu¨hren. Dabei sind alle Lo¨sungen
entweder an ein CAD–System oder an eine eigenes Produktmodell gebunden. Die
Berechnungsmethoden sind damit nicht ohne Anpassungsaufwand in einer Um-
gebung aus verschiedenen CAD–Systemen anwendbar. Neue Methoden mu¨ssen
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immer fu¨r das vorhandene System entwickelt oder an die Systemumgebung ange-
paßt werden. Die Forderung nach Offenheit der Systeme ist damit nicht erfu¨llt.
Durch die Entwicklung von CORBA und JAVA ist inzwischen die plattform-
und netzwerku¨bergreifende Verwendung von Softwarekomponenten mo¨glich ge-
worden. Diese Standards sind aber allgemeine Ansa¨tze, in denen noch keine
Modellstrukturen definiert sind. In diesem Bereich steht mit STEP ein umfas-
sender Ansatz zur Verfu¨gung, der aber parallel zu den aktuellen CAD–Systemen
entwickelt wird und derzeit nicht in der Lage ist, die Modelle der heutigen CAD–
Systeme abzubilden.
Im Projekt ANICA wird eine plattformu¨bergreifende Kopplung zweier CAD–
Systeme realisiert, allerdings werden hier nur Geometriedaten ausgetauscht. Fu¨r
die Integration von Berechnungen mu¨ssen die Modelle um die nichtgeometrischen
Daten erweitert werden. In der weiteren Arbeit wird daher das Konzept einer
objektorientierten Kapselung von Geometriemodellierern fu¨r die Integration von
Berechnungssoftware erweitert.
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4 Anforderungen an das
Integrationssystem
Aus den in Kapitel 2 vorgestellten Merkmalen von Gestaltung und Berechnung
und denn in Kapitel 3 festgestellten Defiziten lassen sich Anforderungen an ein
Integrationssystem ableiten. Generelle Zielsetzung ist dabei, den Entwicklungs-
prozeß zu verku¨rzen, indem das rechnerunterstu¨tzte Gestalten und Berechnen in
einem integrierten System zusammengefaßt werden. In dem Integrationssystem
sollen bestehende Gestaltungs- und Berechnungssysteme miteinander gekoppelt
werden ko¨nnen. Die Integration muß dabei auf eine verbesserte Funktionalita¨t
des Gesamtsystems abzielen [WN99]. In diesem Kapitel wird eine Liste mit den
Anforderungen an das Integrationssystem aufgestellt. Die Gliederung der An-
forderungen orientiert sich an den Integrationsebenen des KOMFORCE Arbeits-
kreises, wonach eine Integration in den drei Ebenen Modellebene, Systemebene
und Prozeßebene erfolgen muß [KOM96]. Die vierte Ebene dieses Konzepts, die
Methodenebene entfa¨llt in diesem Fall, da die zu integrierenden Berechnungs-
programme Gegenstand der Integration sind, und somit durch die anderen drei
Ebenen beschrieben werden.
4.1 Anforderungen der Teilbereiche
Allgemeine Problembeschreibung
Aus den allgemeinen Systemen der fru¨heren Kapitel werden Anforderungen fu¨r
ein konkretes Integrationssystem zusammengestellt. In dem System sollen das pa-
rametrische CAD–System Pro/ENGINEER und das Berechnungsprogramm fu¨r
Schraubenverbindungen BOLT [BOL94] integriert werden. Diese Systeme stehen
stellvertretend fu¨r aktuelle verwendete Geometriemodellierer und fu¨r eine große
Zahl von Berechnungsprogrammen. Der Integrationsansatz soll daher so gewa¨hlt
werden, daß er auf a¨hnliche Konfigurationen u¨bertragbar ist.
Modelle
Im CAD–System wird ein parametrisches Geometriemodell fu¨r die Abbildung der
geometrischen Daten verwendet. Geometrische Eigenschaften und Topologiein-
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formationen sind u¨ber die Programmierschnittstelle des Systems zuga¨nglich.
Das Berechnungprogramm verwendet fu¨r die Modelldarstellung benannte Para-
meter. Andere Objekte als Parameter sind in dem Modell nicht enthalten. U¨ber
Steuerparameter ko¨nnen unterschiedliche Modellkonfigurationen und bestimmte
Rechenoperationen, wie Auslegung, Nachrechnung oder Optimierung ausgewa¨hlt
werden.
Programme
Eine Integrationslo¨sung sollte sich in eine vorhandene Hardware- und Softwa-
reumgebung einfu¨gen [Abe97]. Die gewa¨hlten Programme existieren zwar beide
auf der selben Rechnerplattform und wa¨ren daher auch auf einem einzelnen Rech-
ner koppelbar, der Lo¨sungsansatz soll aber auf verschiedene Plattformen u¨ber-
tragbar sein und dabei auch Systeme verschiedener Plattformen zusammenfu¨hren
ko¨nnen. Dies impliziert, daß der Integrationsansatz auch netzwerku¨bergreifend
arbeiten muß.
Die Programmierschnittstelle des CAD–Systems ist in der Sprache C implemen-
tiert. Das Berechnungsprogramm ist in FORTRAN implementiert.
Prozesse
Die prozeßtechnische Integration muß dafu¨r sorgen, daß sich das Berechnungpro-
gramm an verschiedenen Stellen des Gestaltungsprozesses als Werkzeug einsetzen
la¨ßt. Das bedeutet, daß die in Bild 2.6 auf Seite 29 dargestellten Systemwechsel
zu einem beliebigen Zeitpunkt mo¨glich sind und sich die beiden Teilprozesse “Ge-
stalten” und “Berechnen” zu einem durchga¨ngigen Gesamtprozeß zusammenfu¨gen
lassen. Dabei muß insbesondere der systemu¨bergreifende Informationsaustausch
fu¨r die Schritte ermo¨glicht werden, an denen beide Systeme beteiligt sind. Wei-
terhin muß der Integrationsansatz sicherstellen, daß die innerhalb eines Systems
bestehenden Teilprozesse und Iterationen durchgefu¨hrt werden ko¨nnen. Voraus-
setzung hierfu¨r sind neben den oben bereits genannten Anforderungen bezu¨glich
der modelltechnischen und der prozeßtechnischen Integration vereinheitlichte Zu-
griffsmethoden auf die Programme und deren Modelle. Dazu geho¨ren die Lokali-
sierung und der Start der Programme sowie die Mechanismen zur U¨bergabe von
Eingangsgro¨ßen und Ru¨ckgabewerten. Das Integrationssystem muß es außerdem
ermo¨glichen, die fu¨r den aktuell durchgefu¨hrten Prozeßschritt erforderliche Sicht
auf die Daten des anderen Modells darzustellen. Um dem Benutzer eine einfache
Handhabung des Systems zu ermo¨glichen, sollte die Benutzungsoberfla¨che fu¨r alle
Systemkomponenten einheitlich sein.
Allgemein werden an Methoden folgende Forderungen gestellt [FR99] [Abe97]:
• einfache Bedienung
• maximale Flexibilta¨t
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• kurze Zugriffzeit
• hohe Verfu¨gbarkeit
• hoher Integrationsgrad
Verschiedene Berechnungsverfahren sollten auch miteinander kombinierbar sein.
Standardberechnungen sollten vom Konstrukteur an seinem Arbeitsplatz, in sei-
ner gewohnten Arbeitsumgebung durchfu¨hrbar sein [KMM99]. Fu¨r eine qualifi-
zierte Methodenauswahl mu¨ssen daher Informationen u¨ber den Anwendungsbe-
reich, die Gu¨ltigkeit und die Aussagegu¨te einer Methode bereitgestellt werden.
In vielen Fa¨llen muß aus einer Berechnung auch eine Dokumentation abgeleitet
werden, die gegenu¨ber Kunden als Nachweis dienen kann [Ku¨m99]. Eine auto-
matische Archivierung durchgefu¨hrter Berechnungen wird von Abeln in [Abe97]
gefordert.
Sicherheit
Bei einem Datenaustausch u¨ber ein Netzwerk ergeben sich besondere Anforde-
rungen bezu¨glich der Sicherheit der Datenu¨bertragung. Hier sind verschiedene
Ebenen zu unterscheiden:
Sicherheit gegen unautorisierten Zugriff: Sobald urheberrechtlich geschu¨tzte Mo-
delle oder Methoden u¨ber das Internet zuga¨nglich gemacht werden, mu¨ssen
diese durch geeignete Schutzmechanismen vor unberechtigtem Zugriff ge-
schu¨tzt werden.
Sicherheit der Datenu¨bertragung: Die bei einem berechtigten Zugriff u¨bertra-
genen Modelle und Daten du¨rfen nicht durch dritte vera¨ndert werden oder
einsehbar sein.
Zugriffskontrolle bei autorisiertem Zugriff: Selbst bei einem berechtigten Zu-
griff mu¨ssen die Zugriffsoperationen durch ein Kontrollsystem u¨berwacht
werden. Dabei mu¨ssen Zugriffsparameter wie Schreib- und Leseberechtigun-
gen und u¨bertragene Informationstiefe, sowie gleichzeitige Zugriffe mehrerer
Benutzer u¨berwacht werden.
Besonderer Bedeutung kommt der Verwendung von urheberrechtlich geschu¨tz-
ten Dokumenten dritter zu, beispielsweise den fu¨r eine Berechnung verwendeten
Normdaten. Diese ko¨nnen zwar in der Berechnung verwendet werden, du¨rfen
aber nicht als Dokument u¨ber das Internet zuga¨nglich gemacht werden.
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Anforderungen an das Integrationssystem
F/W Anforderungen
Modelle
F Kopplung eines parametrischen Geometriemodellierers mit einem
parameterorientierten Berechnungsprogramm.
F Im CAD–System sind geometrische Eigenschaften und Topologie-
merkmale abrufbar.
F Im CAD–System ko¨nnen Norm– und Standardteile durch Namen
identifiziert werden.
F Das Berechnungsmodell wird durch benannte Parameter beschrie-
ben.
F Die Auswahl von Norm– und Standardteilen im Berechnungssystem
erfolgt u¨ber Parameter.
F Vom Berechnungssystem sind verschiedene Modellkonfigurationen
berechenbar. Die Auswahl von Konfigurationen erfolgt u¨ber Steu-
erparameter.
F Das Geometriemodell ist das Arbeitsmodell des Anwenders. Die
Berechnung dient dazu, ein Geometriemodell zu erzeugen oder zu
vera¨ndern.
Programme
F Fu¨r eine synchrone Anwendung der Systeme soll eine direkte Kopp-
lung der Programme realisiert werden.
F Die Kopplung soll unter Nutzung der vorhandenen Programmier-
schnittstellen erfolgen.
F Das Integrationssystem muß auf dem Betriebssystem AIX (UNIX)
lauffa¨hig sein.
W Mit dem Integrationssystem sollen weitere verbreitete Betriebsyste-
me (andere UNIX–Versionen, Windows) angebunden werden ko¨n-
nen.
F Die Schnittstelle des CAD–Systems ist in C implementiert.
F Die Schnittstelle des Berechnungssystems ist in FORTRAN imple-
mentiert.
W Die Integration von in anderen Sprachen implementierten Systemen
soll mo¨glich sein.
Tabelle 4.1: Anforderungsliste fu¨r das Integrationssystem
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Anforderungen an das Integrationssystem
F/W Anforderungen
Prozeß
F Berechnungsmethoden sollen als Werkzeuge beim Gestalten einsetz-
bar sein.
F Die Berechnung erfolgt synchron zur Gestaltung. Die Methoden
haben eine kurze Laufzeit.
F Der Geometriemodelierer ist am Arbeitsplatz verfu¨gbar. Das Be-
rechnungsprogramm kann auf einem anderern Rechner im Intranet
implementiert sein.
W Das Berechnungsprogramm kann auf einem Rechner im Internet
implementiert sein.
F Als Werkzeug mu¨ssen bei einer Berechnung Geometrieanalysen,
Geometrievariation und die Erzeugung von Geometrie mo¨glich sein.
F Die Arbeitsmodelle mu¨ssen in den Originalsystemen sichtbar ge-
macht werden ko¨nnen.
F Verknu¨pfungen zwischen den Modellen mu¨ssen visualisiert werden
ko¨nnen.
W Sicherheit gegen unberechtigen Zugriff.
W Sicherheit der Datenu¨bertragung.
W Zugriffskontrolle bei berechtigetem Zugriff.
F Benutzung durch einen Anwender.
W Erweiterbar auf mehrere Anwender.
F Die Benutzung darf kein zusa¨tzliches Wissen im Bereich Informati-
onstechnik beim Anwender erfordern.
F Mit dem System sollen Auslegungsrechnungen, Nachweisrechnun-
gen und Optimierungen mo¨glich sein.
Tabelle 4.2: Anforderungsliste fu¨r das Integrationssystem (Fortsetzung)
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4.2 Anforderungsliste
Die Anforderungen sind in einer Anforderungsliste (in Anlehnung an [PB97]) auf
den Seiten 78– 79 dargestellt. In der Liste werden Forderungen (F) und Wu¨nsche
(W) unterschieden.
4.3 Zusammenfassung
Der Integrationsansatz muß eine Integration in drei Hauptbereichen ermo¨glichen
(vergleiche Bild 4.1):
Modell: Die in den Programmen existierenden Datenmodelle mu¨ssen in einem
integrierten Modell zusammengefu¨hrt werden. Da die Modelle eine un-
terschiedliche Semantik aufweisen, mu¨ssen u¨ber zusa¨tzliche Informationen
Verknu¨pfungen zwischen den Modellen hergestellt werden.
System: Da die bestehenden Programme auf verschiedenen Rechnerplattformen
und Betriebssystemen existieren ko¨nnen, muß der Integrationsansatz platt-
formu¨bergreifend und netzwerkfa¨hig sein. Um die durchgefu¨hrten Berech-
nungen reproduzierbar zu machen, mu¨ssen die Modelle beider Systeme und
die Verknu¨pfungen zwischen den Modellen speicherbar sein.
Prozeß: Um eine Methode als Werkzeug in einem Gestaltungssystem nutzen zu
ko¨nnen, muß sich die Anwendung einer Berechnungsmethode in die be-
stehenden Anwenderprozeduren des Gestaltungssystems einfu¨gen lassen.
Da die Applikationen u¨ber unterschiedliche Anwenderprozeduren verfu¨gen,
mu¨ssen die Abla¨ufe der beiden Systeme durch zusa¨tzliche Softwarekompo-
nenten aufeinander abgestimmt werden.
Die Hauptmerkmale der zu verbindenden Systeme sind in Bild 4.1 dargestellt.
Speicherung
Plattform
Methoden
Objekte
CAD CAE
Modell
System
Prozeß
Objekte
Methoden
Plattform
Netzadresse
Modellsicht Modellsicht
Speicherung
Netzadresse
Aktivitäten
Eingangsgrößen
Ergebnisse
Eingangsgrößen
Ergebnisse
Aktivitäten
Bild 4.1: Merkmale der zu integrierenden Systeme
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CAx–Anwendungen auf der Basis
von CORBA
In diesem Kapitel werden mo¨gliche Bestandteile und Strukturen eines CORBA–
basierten Netzwerkes fu¨r CAx–Anwendungen vorgestellt. In der Einfu¨hrung wer-
den die Merkmale einer CORBA–Umgebung zusammengefaßt und die Situation
beschrieben, die sich bei der Anwendung von CORBA fu¨r die Integration von Ge-
staltung und Berechnung ergibt. In einem U¨berblick werden die Aktivita¨ten der
OMG auf diesem Gebiet dargestellt. Anschließend werden mo¨gliche Strukturen
fu¨r die modelltechnische und die systemtechnische Kopplung bestehender CAx–
Systeme vorgestellt. Abschließend werden zwei Integrationansa¨tze pra¨sentiert.
5.1 Ausgangssituation
Mit der durch die OMG definierten Architektur (vgl. Bild 3.4 auf Seite 52) ist
die Grundstruktur einer CORBA–basierten Arbeitsumgebung bereits vorgegeben:
verschiedene Applikationen sind u¨ber einen gemeinsamen Kommunikationskanal
miteinander verbunden und haben dabei Zugriff auf eine Reihe allgemeiner und
anwendungsgebietspezifischer Dienste. CORBA ermo¨glicht die netzwerktrans-
parente und plattformu¨bergreifende Verwendung von Objekten, die u¨ber eine
neutrale Schnittstellenbeschreibung bekannt gegeben werden und durch die Ap-
plikationen zur Verfu¨gung gestellt werden mu¨ssen.
Die Integrationsaufgabe besteht darin, bestehende Softwaresysteme zu einem Ge-
samtsystem zu kombinieren. Sind die Applikationen durch Spezifikation und
Implementierung einer Schnittstelle in ein CORBA–System integriert, wird die
Interoperabilita¨t auf Systemebene durch CORBA sichergestellt. Die Interopera-
bilita¨t auf einer semantischen Ebene ist aber durch CORBA nicht vorgegeben.
Dafu¨r mu¨ssen die betrachteten Applikationen, ihr Verha¨ltnis zueinander, die von
ihnen bereitgestellten Objekte und die durchfu¨hrbaren Operationen definiert und
implementiert werden.
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5.2 Stand der Standardisierung
Zusammen mit der Object Management Architecture werden von der OMG fu¨r
verschiedene Anwendungsgebiete Frameworks, also vordefinierte Systemumge-
bungen, zusammengestellt und standardisiert. Der Stand der Entwicklungen ist
fu¨r die einzelnen Anwendungsgebiete sehr unterschiedlich. Wa¨hrend fu¨r das An-
wendungsgebiet Textverarbeitung die Entwicklung sehr weit fortgeschritten ist
und mit OpenDoc [OHE96] bereits eine Implementiertung vorliegt, sind die Stan-
dards fu¨r weitere Anwendungsgebiete noch in Bearbeitung. Eine Beschreibung
der zu einem Anwendungsgebiet geho¨renden Common Facilities, also der fu¨r die-
ses Gebiet typischen Objekte und Methoden, wird von der OMG im Dokument
Common Facilities Architecture [OMG95] vero¨ffentlicht.
Der Bereich Konstruktion und Fertigung (engl. Titel: Manufacturing Facili-
ty) beschreibt die rechnergestu¨tzte Integration von Fertigungsaufgaben und Ein-
richtungen und deren Zusammenwirken mit weiteren Unternehmensbereichen.
Als Teilbereiche werden Produktentwicklung, Prozeßsteuerung, Qualita¨tsmana-
gement, CAD, Vertrieb, Sicherheit und Versuchsfeld genannt. Das Ziel der In-
tegration ist es, die bisherigen starren, monolithischen Systeme durch modulare,
flexibel an Prozeßa¨nderungen anpaßbare Komponenten zu ersetzen. Von beson-
derer Bedeutung sind dabei die in der Praxis vorliegende geographische Verteilung
der Systemkomponenten und das weite Feld der am Entwicklungsprozeß betei-
ligten Applikationen. Daraus resultieren weitere Anforderungen an die applika-
tionsu¨bergreifenden Dienste, die insbesondere die dynamische Konfigurierbarkeit
von Komponenten, ein Dokumentationssystem zur nachvollziehbaren Protokollie-
rung sa¨mtlicher Aktivita¨ten im Zusammenhang mit den Produktdaten und den
Zugriff auf die Produktdaten betreffen [OMG95]. Der Ansatz ist damit weit um-
fassender, als es fu¨r die Integration von Gestaltung und Berechnung erforderlich
wa¨re.
Die Arbeitsgruppe hat ihre Ta¨tigkeit erst vor kurzem aufgenommen, sodaß noch
keine Ergebnisse vorliegen. Lediglich im Bereich PDM-Integration liegen schon
Ergebnisse vor. Mit dem Dokument PDM Enablers [OMG98] liegt bereits die
u¨berarbeitete Fassung eines Vorschlags fu¨r eine Spezifikation der Funktionalita¨t
eines CORBA basierten PDM-Systems vor. Die Spezifikation sieht eine entwick-
lungsprozeßbezogene Verwaltung von in Baustrukturen geordneten Bauteilen und
Baugruppen vor. Die Funktionalita¨t umfaßt die fu¨r PDM-Systeme u¨blichen Ope-
rationen, wie Komponenten erzeugen und finden, Versionsionierung, A¨nderungs-
management und Konfigurationsmanagement. Das System arbeitet mit in Doku-
menten gespeicherten Modellen, denen u¨ber Attribute zusa¨tzliche Eigenschaften
zugeordnet werden ko¨nnen. Die inhaltliche Beschreibung der Objekte soll mit
dem durch STEP [ISO94] definierten Format erfolgen.
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5.3 Client–Server–Strukturen
Das Zusammenwirken verschiedener Applikationen in einer verteilten Umgebung
muß durch klare Zusta¨ndigkeiten und Abha¨ngigkeiten organisiert werden. U¨blich
sind hier Client–Server– Strukturen, in denen eine Applikation Daten und Me-
thoden als Server zur Verfu¨gung stellt und die andere als Client mit diesen Daten
arbeitet oder die Methoden in Anspruch nimmt. Im nachfolgenden Text werden
mo¨gliche Anordnungen von Client- und Serverapplikationen fu¨r einen integrierten
Entwicklungsarbeitsplatz vorgestellt.
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Zentraler Applikationen als Externer Client
Datenserver Client und Server
Bild 5.1: Client–Server–Strukturen fu¨r die Integration von Gestaltung und Be-
rechnung
5.3.1 Zentraler Datenserver
Sa¨mtliche Produktdaten werden in einer zentralen Datenbank verwaltet (verglei-
che Bild 5.1 links). Ein Datenbankserver stellt den als Client arbeitenden Ap-
plikationen das gesamte Datenmodell oder Auszu¨ge des Modells zur Verfu¨gung.
Die Applikationen arbeiten mit den bereitgestellten Daten und u¨bertragen die
gea¨nderten Modelle zuru¨ck auf den Server. Diese Struktur bietet zwei wichtige
Vorteile: Die strukturierte Speicherung und Bereitstellung von Produktinforma-
tionen und die Verfu¨gbarkeit von Verfahren zur Steuerung des Zugriffs auf Pro-
duktinformationen [GAP93]. Damit ko¨nnen Inkonsistenzen leichter u¨berwacht
werden und parallele Zugriffe, wie sie beim Simultaneous Engineering erfolgen,
gesteuert werden. Die Daten des zentralen Servers mu¨ssen von den Applika-
tionen in die internen Darstellungen umgewandelt werden. Das Produktmodell
des Datenbankservers muß in der Lage sein, sa¨mtliche produktbezogenen Daten
abzubilden.
Eine mo¨gliche Implementierung dieser Struktur wird in [AK98] beschrieben (ver-
gleiche Abschnitt 3.3.4).
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5.3.2 Applikationen als Server
Eine andere Struktur ergibt sich, wenn die beteiligten Applikationen als Server
fu¨r die in ihnen bearbeiteten Modelle betrachtet werden. Danach wu¨rden alle
Geometriedaten in einem “Geometrieserver” gehalten und entsprechend Anfor-
derungen in einem “Anforderungsserver” usw. Ein Geometrieserver stellt alle
geometrischen Daten zur Verfu¨gung und bietet Methoden zum Analysieren und
Variieren der Geometrie an. Bei dieser Struktur entsteht ein verteiltes Datenmo-
dell mit den entsprechenden Konsequenzen fu¨r die Konsistenzu¨berwachung und
Datenhaltung.
Die Verknu¨pfung der Modelle ist auf zwei Weisen mo¨glich:
Applikationen sind gleichzeitig Client. Ein Server kann gleichzeitig Client eines
anderen Server sein. Beispielsweise kann ein Geometrieserver Daten aus
der Anforderungsliste beziehen. Bei mehreren Servern entstehen schnell
komplexe Abha¨ngigkeiten zwischen den verschiedenen Partialmodellen mit
hohen Anforderungen bezu¨glich der Interoperabilita¨t der Objekte und der
Konsistenzu¨berwachung.
Externe Clients. Eine klare Trennung der Partialmodelle bleibt erhalten, wenn
die Applikationen nur als Server fu¨r externe Clientprogramme arbeiten. Ein
externes Clientprogramm bezieht Daten aus verschiedenen Partialmodellen
und fu¨gt diese zu einem integrierten Modell zusammen. A¨nderungen in ei-
nem der Partialmodelle werden auf Anforderung des Clients vorgenommen
und im Datenmodell der zugeho¨rigen Applikation gespeichert. Die Anfor-
derungen an die Interoperabilita¨t der Objekte sind bei dieser Konfiguration
geringer, da die Verknu¨pfung u¨ber den Client erfolgt. Demzufolge ist der
Aufwand fu¨r die Implementierung des Client wesentlich ho¨her, da durch
den Client zusa¨tzlich die Konsistenz der Modelle u¨berwacht werden muß.
5.3.3 Client–Server–Strukturen mit CORBA
Aus den herko¨mmlichen 2-Ebenen Client-Server Strukturen, bei denen ein Client
direkt mit dem zugeho¨rigen Server in Verbindung steht, wird bei der Verwen-
dung von CORBA eine drei-Ebenen Client-Server Struktur (vgl. Bild 5.2). Die
Client-Anwendung, in der die Objekte verwendet und zusammengefu¨gt werden,
bildet die erste Ebene. U¨blicherweise werden in dieser Ebene auch die sichtbaren
Bestandteile der Objekte pra¨sentiert. In der zweiten Ebene liegen die Imple-
mentierungen der Objekte, eingebettet in eine CORBA-Laufzeitumgebung. In
dieser Ebene werden die vom Client kommenden Aufrufe an die entsprechenden
Server weitergeleitet und dort ausgefu¨hrt. Die CORBA-Laufzeitumgebung stellt
die Kommunikationsinfrastruktur zur Verfu¨gung und verdeckt die internen Da-
tenstrukturen der Datenserver, indem sie nur die in der Schnittstellendefinition
festgelegten Objekte und Methoden bekannt gibt. Die dritte Ebene bilden die
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Datenbasen fu¨r die Objekte der zweiten Ebene. Dabei ko¨nnen eigens dafu¨r einge-
richtete Datenbanken genauso zum Einsatz kommen, wie existierende Programme
(engl.: legacy code), die u¨ber IDL gekapselt wurden, oder CORBA-konforme Ser-
veranwendungen [OH97].
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Bild 5.2: 3-Ebenen Client-Server Struktur mit CORBA (in Anlehnung an [OH97])
Mit CORBA ist es mo¨glich, die drei Bereiche Pra¨sentationslogik, Anwendungslo-
gik und Datenhaltung auf verschiedene Rechner, plattformu¨bergreifend, zu ver-
teilen [Tur99]. Da CORBA in der Mitte zwischen den Datenbasen und den Client-
Anwendungen steht, spricht man auch von Middleware.
Die Integration von bestehenden CAD–Systemen in eine Client-Server Struktur
bringt einige Probleme mit sich, da die existierenden Systeme weder als Client-
noch als Server ausgelegt sind (vgl. Abschnitt 2.5). Die Systeme vereinen alle
drei Ebenen in einer einzigen Anwendung.
5.3.4 Bewertung der Strukturen
Fu¨r eine Integration von Gestaltungs- und Berechnungssoftware kommen grund-
sa¨tzlich alle vorgestellten Strukturen in Frage. Die Ansa¨tze erfordern aber unter-
schiedlich viel Aufwand bei der Implementierung der Clientanwendungen und der
Serverkomponenten. Sie unterscheiden sich ebenfalls darin, wie sich die Daten-
modelle bestehender Softwaresysteme integrieren lassen und wie die Konsistenz
zwischen den verschiedenen Datenbesta¨nden u¨berwacht werden kann. Tabelle 5.1
zeigt einen U¨berblick u¨ber die Merkmale der vorgestellten Strukturen.
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Merkmal Zentraler Datenserver Applikationen. als externer Client
Client + Server
Aufwand hoch hoch niedrig
serverseitig
Aufwand mittel hoch hoch
clientseitig
Konsistenz- einfach aufwendig mittel
u¨berwachung
Integration
bestehender schwierig schwierig einfach
Datenstrukt.
Erweiterbarkeit einfach einfach schwierig
Tabelle 5.1: Vergleich der verschiedenen Client-Server Strukturen
Die Verwendung eines zentralen Datenservers ermo¨glicht eine einfache U¨berwa-
chung der Konsistenz und ist leicht erweiterbar. Allerdings muß fu¨r die zentrale
Speicherung ein Datenmodell bestehen, das in der Lage ist alle entstehenden In-
formationen abzubilden und das in die Datenformate in den Applikationen um-
gewandelt werden kann. Dies ist insbesondere fu¨r die Integration bestehender
Softwaresysteme eine kaum lo¨sbare Aufgabe. Eine sinnvolle Variante, bei der die
Modelle der bestehenden Applikationen als Basis genommen werden, ist daher die
Zusammenfu¨hrung der Modelle in einem externen Client. Entsprechend ist Im-
plementierung des Clients wesentlich aufwendiger und, da in der Anwendung zwei
spezielle Server zusammengefu¨hrt werden, schwieriger erweiterbar. Die Struktur,
in der die Applikationen gleichzeitig als Client und Server arbeiten, erfordert,
daß, wie beim zentralen Datenserver, allen Anwendungen ein einheitliches Da-
tenmodell zugrunde liegt. Daru¨berhinaus erfordert sie erheblichen Aufwand in
der Konsistenzu¨berwachung.
5.4 Produktmodellstrukturen
Fu¨r eine durchga¨ngige Rechnerunterstu¨tzung des Entwicklungsprozesses muß ein
System geschaffen werden, das in der Lage ist sa¨mtliche anfallenden Daten zu
speichern und den nachfolgenden Prozeßschritten zuga¨nglich zu machen. Im Sin-
ne der objektorientierten Programmierung muß ein konzeptionelles Modell fu¨r die
Abbildung der in den verschiedenen Phasen beno¨tigten Daten geschaffen werden
[Boo94]. Die konzeptionellen Modelle werden in diesem Kontext als Produktin-
formationsmodelle bezeichnet.
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5.4.1 Partialmodelle in den Applikationen
In den zu koppelnden Applikationen existieren bereits Modelle fu¨r die rechnerin-
terne Abbildung der Objekte. Dies sind seitens der CAD–Systeme geometrieori-
entierte Modelle und seitens Berechnungssysteme parameterorientierte Modelle,
in denen geometrische und nichtgeometrische Informationen enthalten sind (vgl.
Kapitel 2). Bei der Integration mu¨ssen die Objekte aus den verschiedenen Ap-
plikationen zusammengefu¨hrt und miteinander verknu¨pft werden. Grundsa¨tzlich
sind folgende Kombinationen von Objekten denkbar:
Gleiche Objekte in allen Applikationen. Die einfachste Form der Kopplung er-
gibt sich, wenn in beiden Applikationen die gleichen Objekte mit den selben
Methoden implementiert sind. In einer solchen Umgebung ko¨nnen die Ob-
jekte der einen Applikation direkt in der anderen verwendet werden, ohne
daß die Objekte u¨ber Abbildungsvorschriften miteinander verknu¨pft werden
mu¨ssen. Ein Beispiel hierfu¨r ist die in [AJSK98] beschriebene Kopplung der
CAD–Systeme Pro/ENGINEER und CATIA.
Verschiedene Objekte. Der typische Fall bei der Integration bestehender Syste-
me ist der, daß von den Applikationen unterschiedliche Objekte zur Verfu¨-
gung gestellt werden. Die verschiedenen Modelle ergeben von sich aus noch
kein zusammenha¨ngendes Produktmodell. Vielmehr mu¨ssen die Objekte
aus den verschiedenen Modellen mit Hilfe von zusa¨tzlichen Informationen
zu einem Produktmodell zusammengefu¨gt werden.
Interoperiernde Objekte. Anzustreben ist eine Systemumgebung, in der Objek-
te einer Applikation in einer anderen verwendet werden ko¨nnen. Dieser An-
satz spiegelt das natu¨rliche Vorgehen bei der Entwicklung wieder, wonach
fu¨r die Bearbeitung einer Aufgabe Informationen verschiedener Teilberei-
che zusammengefu¨hrt werden. Als Beispiel sei die in Kapitel 2 beschriebene
Beziehung zwischen Ersatzmodellen fu¨r die Berechnung und Geometriemo-
dellen genannt, wonach die Geometrie Bestandteil des Ersatzmodells ist. In
diesem Fall mu¨ssen die Objekte so definiert werden, daß sie untereinander
Daten austauschen ko¨nnen und sich zu einem Gesamtmodell erga¨nzen.
Zentrales Modell und Methodenserver. Denkbar ist auch die Verwendung ei-
nes zentralen Modells, aus dem spezielle Sichten fu¨r die Weiterverarbeitung
in den Applikationen abgeleitet werden. In den Applikationen werden die
Modelle analysiert oder vera¨ndert und anschließend in das zentrale Modell
zuru¨ckgeschrieben. In einer solchen Umgebung ko¨nnten unabha¨ngige Soft-
wareanbieter (engl.: Independent Software Vendors ISV ) universell einsetz-
bare Methoden entwickeln und auf Methodenservern zur Verfu¨gung stellen.
Die Abbildung von Daten eines zentralen Modells auf die rechnerinternen
Modelle der Applikationen bereitet dabei noch erhebliche Schwierigkeiten,
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da dieser Schritt mit den zur Zeit existierenden neutralen Modellen noch
mit einer verlustbehafteten und damit nicht umkehrbaren Modelltransfor-
mation verbunden ist [Har97].
Fu¨r die bestehende Integrationsaufgabe mu¨ssen in jedem Fall verschiedene Ob-
jekte zusammengefu¨hrt werden. Die Art und Weise, wie die internen Modelle der
Applikationen u¨ber die Schnittstellen zuga¨nglich gemacht werden, bestimmt die
Struktur des Gesamtmodells und die Art der Speicherung.
5.4.2 Semantische Verknu¨pfung von Objekten
Die Semantik von Softwareobjekten wird durch ihre Attribute und die von von ih-
nen bereitgestellten Methoden erzeugt [OHE96]. Da die Attribute und Methoden
von CORBA–Objekten u¨ber die Schnittstellenbeschreibungen festgelegt werden,
kann durch eine entsprechende Formulierung der Schnittstellenbeschreibung die
Semantik einer Applikation vera¨ndert werden.
Damit sich Objekte verknu¨pfen lassen, mu¨ssen sie einer gewissen gemeinsamen
Semantik unterliegen. Die minimale gemeinsame Semantik von Objekten in
CORBA–Umgebung ist dadurch gegeben, daß alle Objekte Eigenschaften von
einem allgemeinen CORBA-Objekt erben, und damit innerhalb der Umgebung
ansprechbar und identifizierbar sind. Zusa¨tzliche Semantik kann den Objekten
durch die Attribute und Methoden gegeben werden, die in der Schnittstellenbe-
schreibung definiert und im zugeho¨rigen Server implementiert sind. Die Semantik
der Objekte ist fu¨r die modelltechnische und die prozeßtechnische Kopplung von
großer Bedeutung, da u¨ber sie das Verhalten der Objekte und die Zugriffsmo¨g-
lichkeiten definiert werden.
Das Problem bei der Kopplung bestehender Applikationen ist, daß jedes System
seine eigene Semantik fu¨r die Darstellung der internen Modelle verwendet. Im
einfachsten Fall kann ein bestehendes System direkt an eine vorgegebene Se-
mantik angepaßt werden, wenn die Objekte und Methoden der Schnittstellenbe-
schreibung sinngema¨ß mit denen des Systems u¨bereinstimmen. In diesem Fall
ko¨nnen die Objekte und Methoden direkt aufeinander abgebildet werden. Fu¨r
die Implementierung einer gewu¨nschten Semantik mu¨ssen dann gegebenenfalls
Datenstrukturen oder Funktionsaufrufe neu zusammengestellt werden. Einen er-
heblichen Aufwand bedeutet die Schaffung einer Semantik in Systemen, die keine
oder nur eine einfache Semantik beherrschen. In diesem Fall muß die Seman-
tik durch zusa¨tzliche Informationen in der Schnittstellenimplementierung erzeugt
werden.
5.4.3 Definition eines Strukturmodells
Aus den in Kapitel 2 beschriebenen Merkmalen von Geometriemodellen und Re-
chenmodellen wird ein Strukturmodell fu¨r integrierte Berechnungen definiert. Das
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Modell ist als Referenzmodell zu verstehen, das neben den Informationen aus
den beiden Teilmodellen die no¨tigen Verknu¨pfungsinformationen entha¨lt. Im fol-
genden Text werden die Bestandteile eines Strukturmodells und die mo¨glichen
Relationen zwischen den Bestandteilen definiert. Die Gliederung des Modells ori-
entiert sich an der Baustruktur. Eigenschaften von Baustrukturelementen werden
mit Hilfe von benannten Parametern definiert. U¨ber Bedingungen und Relatio-
nen werden die Beziehungen der Elemente untereinander formuliert. U¨ber die
Bedingungen ko¨nnen die Objekte in den Applikationen identifiziert werden.
Je nachdem, wie die Applikationen gekapselt werden, muß das Strukturmodell
in einem verbindenden Client oder in allen Applikationen implementiert werden.
Im folgenden Text werden die Bestandteile eines Strukturmodells erla¨utert, wie
es fu¨r die Berechnung von Schraubenverbindungen erforderlich ist.
Baustruktur
Das Strukturmodell orientiert sich an der Baustruktur der zu berechnenden Ver-
bindung. Eine Baustruktur wird hier definiert als eine Reihe von Bauteilen und
Baugruppen, die u¨ber geometrische Relationen miteinander verknu¨pft sind und
an geometrischen Orten, den Bezugselementen, ausgerichtet werden. Zu einem
Baustrukturelement ko¨nnen verschiedene Repra¨sentationen existieren. Mo¨gliche
Kombinationen von Baustrukturelementen werden durch erforderliche, alternati-
ve oder optionale Elemente gebildet. Die einzelnen Elemente haben Merkmale,
die u¨ber benannte Parameter beschrieben werden. Die Zuordnung von Para-
metern zu Elementen fu¨r verschiedene Formen von Berechnungen werden u¨ber
Bedingungen und Relationen formuliert. Eine symbolische Darstellung des Struk-
turmodells entha¨lt Bild 5.3. Die Beziehungen zwischen den Elementen des Struk-
turmodells sind in Bild 5.4 dargestellt.
Bezugselemente
Fu¨r die Identifizierung bestimmter Wirkorte werden im Modell geometrische Be-
zugselemente, wie Achsen, Ebenen oder Punkte definiert. An einem Grundge-
ru¨st, bestehend aus in allen Verbindungstypen vorkommenden Bezugselementen
Schraubenachse und Trennfugenfla¨che, werden die mo¨glichen Baustrukturelemen-
te (Komponenten) und weitere Bezugselemente mit alternativen und optionalen
Elementen ausgerichtet. Merkmale von Komponenten werden durch benannte
Parameter definiert. Zu jeder Komponente werden Listen der von ihr definierten
Parameter und zusa¨tzlichen Bezugselemente gehalten.
Parameter
Die produktbeschreibenden Merkmale werden durch benannte Parameter defi-
niert. Die Parameter sind entweder Baustrukturelementen oder Bezugselemen-
ten zugeordnet. Zur einfachen Lokalisierung sind die Parameter nochmals in die
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Bild 5.3: Bestandteile des Strukturmodells fu¨r integrierte Berechnungen
Merkmalsgruppen Geometrie, Montage, Werkstoff, Lasten und Sicherheit unter-
teilt.
Bedingungen und Relationen
Mit Hilfe von Bedingungen und Relationen ko¨nnen Verknu¨pfungen zwischen ver-
schiedenen Bestandteilen des Modells hergestellt werden. Relationen bestehen
zwischen zwei Elementen und ko¨nnen fu¨r die Identifizierung von Objekten und die
Abbildung der Struktur verwendet werden. U¨ber Bedingungen ko¨nnen Einschra¨n-
kungen der Modellkonfiguration und Regeln fu¨r die Konsistenzu¨berwachung for-
muliert werden.
Prozeßinformationen
Parallel zu der Baustruktur und zu den Parametern werden im Modell Informa-
tionen zur Einordnung des Modells in den Entwicklungsprozeß gespeichert. In
einer Liste sind die mo¨glichen Verwendungsarten einer Methode, wie Dimensio-
nieren, Festigkeitsnachweis oder Optimierung angegeben. In einem Prozeßobjekt
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wird angegeben, bei welchem Prozeßschritt ein Parameter Eingangsgro¨ße und bei
welchem er Ergebnis ist.
5.5 Kapselung der Applikationen
Mit der Formulierung einer neutralen Schnittstelle wird die interne Datenstruktur
einer CORBA–Applikation durch eine objektorientierte Beschreibung der nach
außen sichtbaren Objekte und Methoden verdeckt oder gekapselt. Dadurch ist
es mo¨glich, beinahe jeden beliebigen Programmcode u¨ber einen standardisierten
Zugriffsmechanismus anderen Systemen zuga¨nglich zu machen.
Fu¨r die Implementierung der Schnittstelle wird aus der Schnittstellenbeschrei-
bung (der IDL-Datei) mit einem Precompiler Programmcode mit den Metho-
denko¨pfen in der Programmiersprache der jeweiligen Applikation generiert. Die
Methoden mu¨ssen dann in der Entwicklungsumgebung der Applikation imple-
mentiert und u¨bersetzt werden. Die CORBA Laufzeitumgebung wandelt die
von einem externen Client kommenden Funktionsaufrufe in Methodenaufrufe der
Schnittstelle um. Auf diese Weise ko¨nnen auch bereits u¨bersetzte Programm-
bibliotheken in eine CORBA Umgebung eingebunden werden, wenn zu jedem
Aufruf eine entsprechende Definition in der Schnittstellenbeschreibung vorgese-
hen ist. Man spricht dann von einer delegate-Technik, da die Aufrufe an die
91
5 Integrationskonzept fu¨r CAx–Anwendungen auf der Basis von CORBA
bestehende Bibliothek delegiert werden [Red96].
Je nachdem, wie weit die Objekte der Schnittstellenbeschreibung den Strukturen
des internen Modells einer Applikation entsprechen, ist der Implementierungs-
aufwand unterschiedlich groß. Eine durchga¨ngige Schnittstellenstruktur in allen
beteiligten Applikationen vereinfacht das Zusammenfu¨gen von Objekten zu einem
integrierten Modell.
Im folgenden Text werden zwei Konzepte fu¨r eine Integration bestehender Syste-
me vorgestellt: eine einfache Kapselung, bei der die vorhandenen Schnittstellen
der Systeme durch eine Formulierung in IDL direkt u¨ber CORBA ansprechbar ge-
macht werden, und die Definition eines Frameworks, also einer Arbeitsumgebung,
in der von den Applikationen semantisch gleichartige Strukturen zur Verfu¨gung
gestellt werden.
O R B
C A E
extern. Client
C A D
C A D C A E
O R B
Datenbasis
Einfache Kapselung Implementierung des Strukturmodells
in allen Applikationen
Bild 5.5: Mo¨gliche Anbindungen der Applikationen
Einfache Kapselung der Applikationen
Bei dieser Kopplung werden die Objekte, die in den Programmierschnittstellen
der Applikationen definiert sind, in einer IDL-Datei beschrieben und u¨ber eine
einfache Implementierung gekapselt. Durch diese Kapselung kann auf die Appli-
kationen netzwerktransparent und plattformunabha¨ngig zugegriffen werden. Eine
semantische Verknu¨pfung auf Modellebene und die Abstimmung der Aktivita¨ten
zur Schaffung eines durchga¨ngigen Prozesses muß durch eine zusa¨tzliche Software
erfolgen (vgl. Bild 5.5 links). Die Merkmale eines solchen Systems werden in Ab-
schnitt 5.6 beschrieben. In Kapitel 6 wird die Implementierung einer einfachen
Kopplung des CAD–Systems Pro/ENGINEER und des Schraubenberechnungs-
programms BOLT vorgestellt.
CAx-Framework
Als Alternative zu der einfachen Kapselung wird in Abschnitt 5.7 ein Konzept
fu¨r eine CAx-Umgebung vorgestellt. In dieser Umgebung wird fu¨r alle Applika-
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tionen eine gemeinsame Schnittstelle der bereitgestellten Objekte definiert, die es
ermo¨glicht, mehrere Repra¨sentationen eines Objektes in den verschiedenen Ap-
plikationen zu verwalten (vergleiche Bild 5.5 rechts). Die Schnittstellen sind so
gestaltet, daß von allen Systemen Objekte mit gleichen Strukturen und Methoden
fu¨r die Analyse und die Variation angeboten werden. Auf diese Weise ergeben sich
interoperierende Objekte. Die Schaffung einer zusa¨tzlichen Softwarekomponente
fu¨r die Verknu¨pfung von Modellen und fu¨r die Realisierung eines durchga¨ngigen
Prozeßmodells entfa¨llt. Die Applikationen sind eingebettet in eine Umgebung
standardisierter Dienste.
5.6 Systemkonzept fu¨r einfach gekapselte
Applikationen
5.6.1 Systemstruktur
In der Schnittstelle des Geometriemodellierers sind geometrische Objekte, sowie
Methoden fu¨r die Analyse und die Variation dieser Objekte definiert. Die Schnitt-
stelle des Berechnungssystems entha¨lt benannte Parameter. U¨ber die Methoden
ko¨nnen Parameter gesetzt und abgefragt und eine Neuberechnung veranlaßt wer-
den.
Da bei dieser Kopplungsform die zu verknu¨pfenden Objekte eine unterschiedliche
Semantik haben, muß die Verknu¨pfung in einer zusa¨tzlichen Softwarekomponen-
te erfolgen. Dies kann durch einen separaten Client fu¨r beide Systeme realisiert
werden. Die geometrischen Objekte des CAD–Systems und die Parameter des
Berechnungssystems werden im Client zu einem Strukturmodell zusammenge-
setzt. Das Strukturmodell ist das Arbeitsmodell des Bearbeiters und wird aus
den Modellen der Applikationen abgeleitet. Durch gezielte Interaktionen des
Bearbeiters ko¨nnen Variationen am Strukturmodell vollzogen und in den Appli-
kationen nachgefu¨hrt werden. Dabei sind fu¨r alle mo¨glichen Vera¨nderungen am
Strukturmodell Anweisungen und Bedingungen zu formulieren, wie die Variation
in den Applikationen umgesetzt werden muß. Beispielsweise mu¨ssen bei Vera¨nde-
rung des Schraubendurchmessers im Geometriemodell das Modell der Schraube
ersetzt und im Rechenmodell der entsprechende Parameter variiert werden.
5.6.2 Anwendungsszenarien
Diese Kopplung la¨ßt sich fu¨r sehr viele bestehende Softwaresysteme realisieren,
da sich fu¨r die meisten Systeme eine Beschreibung der Schnittstelle in IDL for-
mulieren la¨ßt und sich viele Programmiersprachen direkt oder indirekt in eine
CORBA Umgebung integrieren lassen. Die Formulierung in IDL ermo¨glicht da-
bei eine gleichzeitige Verwendung von Objekten aus in unterschiedlichen Spra-
chen implementierten Servern und von verschiedenen Orten eines Netzwerkes.
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Bild 5.6: Integrationssystem mit einfach gekapselten Applikationen
Sie ist damit besonders geeignet, um Berechnungsprogramme die nur auf einer
bestimmten Plattform existieren und nicht portiert werden ko¨nnen, in eine andere
Hardeware- oder Softwareumgebung zu integrieren, sofern fu¨r beide Plattformen
eine CORBA–Laufzeitumgebung existiert.
Fu¨r die Programmierung der zusa¨tzlichen Informationen zur Verknu¨pfung der
Modelle und Prozesse bietet sich die Programmiersprache JAVA an. Durch die
Plattformunabha¨ngigkeit von JAVA kann diese Softwarekomponente immernoch
eingesetzt werden, wenn sich die Plattform einer Applikation a¨ndert. JAVA–
Programme haben vollen Zugriff auf die in einer CORBA–Umgebung definierten
Strukturen. Daru¨berhinaus la¨ßt sich mit JAVA eine portable Benutzungsoberfla¨-
che fu¨r beide Systeme gestalten. Dies ist insbesondere fu¨r die Bereitstellung von
Methoden im Internet interessant.
Eine Implementierung dieses Ansatzes sowie Variationsmo¨glichkeiten zur U¨ber-
tragung des Strukturmodells werden in Kapitel 6 vorgestellt.
5.7 Systemkonzept fu¨r ein CAx-Framework
Mit der oben beschriebenen einfachen Kopplung ko¨nnen zwar die bestehenden
Programme in einem integrierten System zusammenarbeiten, die Verwendung
von Objekten aus den Programmen erfordert aber immer einen auf genau die-
se Server abgestimmten Client. Der Grundgedanke der Komponententechnolo-
gie, na¨mlich portable, austauschbare Objekte zu schaffen, ist damit nicht erfu¨llt.
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Voraussetzung hierfu¨r wa¨re die Definition einer Arbeitsumgebung, in der Ob-
jekte verschiedener Applikationen als, bis zu einem gewissen Maß, gleichwertige
Objekte verwendet werden ko¨nnen und die Objekte von sich aus untereinander
Informationen austauschen ko¨nnten. In einer solchen Arbeitsumgebung wu¨rden
die allgemeinen Objekte als Metaklassen in der Arbeitsumgebung definiert und in
den Applikationen als spezifische Klassen implementiert. Die Eigenschaften der
Objekte wa¨ren u¨ber standardisierte Zugriffsmethoden zuga¨nglich. Ein durchga¨n-
giges Modellschema sorgt fu¨r eine eindeutige und konsistente Ablage von Infor-
mationen. Das Zusammenwirken der Applikationen mu¨ßte durch eine Reihe von
allgemeinen und speziellen Diensten unterstu¨tzt werden.
In diesem Abschnitt wird ein Konzept fu¨r ein CAx-Framework zur Integration
von Gestaltung und Berechnung vorgestellt.
5.7.1 Produktmodell und Partialmodelle
In dem CAx-Framework werden die Partialmodelle in den Applikationen als spe-
zifische Ausschnitte eines Gesamtproduktmodells gesehen. In einer neutralen
Datenbasis wird in Form einer Referenzstruktur ein Verzeichnis der in einem
Produkt vorkommenden Baustrukturelemente angelegt. Zu jedem Baustruktur-
element der Referenzstruktur ko¨nnen in den Applikationen verschiedene Sichten
existieren. Die Referenzstruktur bildet die zentrale Datenbasis, in der alle Ver-
knu¨pfungen zu den Modellen in verschiedenen Applikationen verwaltet werden.
Die Applikationen bilden spezielle Informationen zu einem Ausschnitt oder zur
gesamten Baustruktur ab. Beispielsweise bildet das CAD-System Geometriein-
formationen ab und das Rechenmodell ein aus dem Geometriemodell abgeleitetes
Ersatzmodell mit Berechnungsverfahren-spezifischen Erweiterungen ab. Dabei
sind in allen Partialmodellen einzelne Baustrukturkomponenten identifizierbar
(vergleiche Bild 5.7). Die Eigenschaften der Modelle werden durch die im Ab-
schnitt 5.4.3 definierten, benannten Parameter beschrieben. Die Parameter sind
einem Baustrukturelement zugeordnet und geho¨ren einer der Gruppen Geometrie,
Werkstoff, Montage, Fertigung oder Lasten an.
Referenzstruktur
In einer Referenzstruktur werden alle in einem Produkt vorkommenden Baustruk-
turelemente und deren Verknu¨pfungen gespeichert. Fu¨r die Abbildung der Ver-
knu¨pfungen werden auf den Komponenten Bezugsorte definiert, zu denen in den
Partialmodellen unterschiedliche Repra¨sentationen existieren ko¨nnen. Die Refe-
renzstruktur wird in einer von den Applikationen unabha¨ngigen Datenbasis ge-
speichert.
Die Referenzstruktur ist vergleichbar mit dem in [GAP93] beschriebenen General
Model, das fu¨r die Beschreibung von Teilebibliotheken entwickelt wurde. Zu ei-
nem General Model ko¨nnen verschiedenen Repra¨sentationsformen, beispielsweise
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Bild 5.7: Produktmodell aus Referenzstruktur mit assoziierten Partialmodellen
(in Anlehnung an [And96])
2D Darstellungen, 3D Darstellungen, FEM–Modelle oder Bauteilkennlinien exi-
stieren.
Assoziationen
Zu den Baustrukturelementen der Referenzstruktur werden Informationen gespei-
chert, in welchen Applikationen Repra¨sentationen eines Elements existieren und
welcher Art die Informationen sind. Dies wird insbesondere fu¨r die Konsistenz-
u¨berwachung beno¨tigt, wenn bei A¨nderungen an einem Modell andere Modelle
nachgefu¨hrt werden mu¨ssen. Die Informationen werden auch beno¨tigt, um bei
der Definition eines neuen Partialmodells herauszufinden, welche Partialmodelle
und Modellinhalte bereits existieren.
Fu¨r die Abbildung der Abha¨ngigkeiten zwischen den Partialmodellen kann der
Relationship Service aus den Common Object Services der CORBA Umgebung
verwendet werden. Dieser Dienst erlaubt es, Beziehungen zwischen zwei Objekten
zu definieren, indem den Objekten die Rolle, die sie in dieser Beziehung darstel-
len, zugeordnet wird. Typische Beziehungen sind Erzeuger und Verarbeiter von
Information. Beispielsweise kann durch eine Berechnung eine Schraube dimen-
sioniert werden. Das Rechenmodell ist damit Erzeuger der Modellinformation
zum Baustrukturelement Schraube. Durch Analyse der Relationen kann zuru¨ck-
verfolgt werden, in welchem Partialmodell eine Baustrukturkomponente definiert
wurde.
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CAD–Komponenten
Die geometrische Repra¨sentation der Baustrukturelemente ist in den CAD–Kom-
ponenten enthalten. U¨ber die Schnittstelle werden Methoden fu¨r die Durchfu¨h-
rung von geometrischen Analysen und fu¨r die Modellierung definiert. Neben den
Repra¨sentationen der Baustrukturelemente sind in diesem Modell auch Repra¨sen-
tationen der in der Referenzstruktur gehaltenen Bezugselemente enthalten. Auf
diese Weise ko¨nnen auch geometrische Eigenschaften und Relationen zwischen
Bezugselementen ermittelt werden.
Um den Anwendern Zugriff auf geometrische Eigenschaften der Modelle zu er-
mo¨glichen, muß die Schnittstelle eine sehr feingranulare Aufteilung der von ihr
angebotenen Objekte aufweisen. Konkret mu¨ssen in einem Geometriemodell ein-
zelne geometrische Objekte, wie Punkte, Ko¨rperkanten oder Fla¨chen ansprechbar
sein. Die Zugriffsmethoden werden sowohl als Funktionsaufrufe als auch in Form
von scriptgesteuerten Anfragen ausgefu¨hrt.
Da die existierenden CAD-Systeme u¨berwiegend baustrukturorientierte Model-
le abbilden, ist die Implementierung dieser Schnittstelle vergleichsweise einfach.
Die meisten der Objekte sind in einer a¨hnlichen Form bereits in der Program-
mierschnittstelle der ga¨ngigen CAD-Systeme enthalten. Unbefriedigend ist die
doppelte Datenhaltung der Geometrieobjekte, die sich aus der Kapselung der exi-
stierenden Schnittstelle ergibt. Ungelo¨st ist zur Zeit noch die U¨bertragung von
parametrischen Modellen zwischen verschiedenen CAD-Systemen, insbesondere
weil die persistente Speicherung noch in einem systemspezifischen Dateiformat
erfolgt. Eine Schnittstelle zu implementieren, mit der parametrische Geometrie-
modelle fremder Systeme importiert werden ko¨nnen ist das bisher nicht erreichte
Ziel einer Integration.
Berechnungskomponenten
In den Berechnungskomponenten werden die Baustrukturelemente um die fu¨r die
Berechnungsaufgabe beno¨tigten Informationen erga¨nzt. Dabei ko¨nnen die Pa-
rameter des Rechenmodells aus anderen assoziierten Modellen ermittelt werden.
Fu¨r diesen Zweck werden zu jedem Parameter Bedingungen formuliert, anhand
derer der Wert eines Parameters ermittelt werden kann. Beispielsweise kann
ein Parameter als Abstand zweier Bezugsfla¨chen definiert sein, und, sofern ein
Geometriemodell verknu¨pft ist, u¨ber eine Analysefunktion direkt aus dem Geo-
metriemodell ermittelt werden.
Da von einer Berechnungsmethode u¨blicherweise nur bestimmte Strukturen be-
rechnet werden ko¨nnen, muß zu jeder Methode ein Modell der berechenbaren
Strukturen verfu¨gbar sein. Im Strukturmodell eines Berechnungssystems mu¨ssen
daher die berechenbaren Verbindungen und die dafu¨r erforderlichen Bedingun-
gen enthalten sein. Daru¨ber hinaus mu¨ssen Verknu¨pfungsanweisungen enthalten
sein, mit denen ein geometrisches Ersatzmodell aus einem gegebenen Geometrie-
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modell abgeleitet werden kann. Fu¨r die Ableitung des Ersatzmodells kann die
Funktionalita¨t eines CAD-Systems erforderlich sein.
Je nach Aufgabenstellung kann das Ergebnis einer Berechnung unterschiedlich
sein:
Modell. Im Falle einer Auslegungsrechnung wird durch eine Berechnung eine
Kombination von Baustrukturelementen und deren Merkmalsauspra¨gungen
festgelegt. U¨blicherweise werden zu diesen Elementen Modelle in den Norm-
und Standardteilbibliotheken existieren.
Dokumente. Als Ergebnis einer Nachweisrechnung werden Dokumente erzeugt,
die die Eingabewerte und die erzielten Ergebnisse enthalten. Die Dokumen-
te ko¨nnen zusammen mit dem Geometriemodell archiviert werden.
A¨nderungsanforderungen. Optimierungsrechnungen ko¨nnen zu A¨nderungsan-
forderungen an das Geometriemodell fu¨hren. Sofern ein Geometriemodell
verknu¨pft ist, ko¨nnen die A¨nderungen durch das System, oder falls das nicht
mo¨glich ist, durch den Benutzer vollzogen werden.
Durchga¨ngiges Prozeßmodell
Fu¨r die Realisierung einer durchga¨ngigen Rechnerunterstu¨tzung mu¨ssen Aktivi-
ta¨ten mit Eingangsgro¨ßen und Ergebnissen definiert und in allen Applikationen
implementiert werden. Die Aktivita¨ten beschreiben das Zusammenwirken der
verschiedenen Softwarekomponenten und sind damit wesentliche Voraussetzung
fu¨r eine Interoperabilita¨t der Objekte.
5.7.2 Allgemeine und spezielle Dienste
Zu einer Arbeitsumgebung geho¨ren neben den eigentlichen Applikationen Hilfs-
programme und Dienste, die in CORBA unter dem Namen Common Facilities
zusammengefaßt werden. Wie im Abschnitt 3.2.2 beschrieben, werden die Dien-
ste aufgeteilt in anwendungsgebiet-spezifische (vertical) und anwendungsgebiet-
u¨bergreifende (horizontal) Dienste. Eine Auswahl der fu¨r einen integrierten Ent-
wicklungsarbeitsplatz sinnvollen Dienste wird in den folgenden Abschnitten vor-
gestellt.
Bereitstellung von Normen
Ein großer Teil der beim Gestalten und beim Berechnen beno¨tigten Daten kann
aus Normen oder Bibliotheken bezogen werden. Die Art der beno¨tigten Infor-
mationen ist dabei fu¨r die Applikationsarten unterschiedlich. Wa¨hrend ein Be-
rechnungsprogramm nur die Parameterwerte beno¨tigt, werden von einem CAD-
System auch die zugeho¨rigen Geometriemodelle beno¨tigt. Ein Dienst fu¨r die Be-
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reitstellung von Normen kann daher aufgeteilt werden, in einen allgemeinen, fu¨r
alle Applikationen verfu¨gbaren Dienst und einen applikationsspezifischen Dienst.
Applikationsu¨bergreifender Normdienst. Die Liste der verfu¨gbaren Normen und
Bibliotheken, sowie die in den Normen enthaltenen Tabellen ko¨nnen als all-
gemeiner Dienst angeboten werden. Daru¨berhinaus ko¨nnen die in Normen
enthaltenen erla¨uternden Texte und Bilder als Auswahlhilfe fu¨r den Benut-
zer bereitgestellt werden.
Applikationsspezifische Normdienste. Die von dem allgemeinen Normdienst be-
reitgestellten Normen und deren Inhalte mu¨ssen von den Applikationen in
applikationsinterne Darstellungen umgewandelt werden. Bei CAD-Systemen
sind dies u¨blicherweise in Teilebibliotheken abgelegte Geometriemodelle.
Zur Wahrung der Konsistenz sollten die Geometriemodelle als parametri-
sierte Modelle abgelegt werden, deren Parameter durch die vom allgemeinen
Normdienst bereitgestellten Werte gesetzt werden. Der applikationspezifi-
sche Normdienst fu¨r ein CAD-System muß fu¨r die richtige Auswahl des zu
einer Norm geho¨renden Geometriemodells und fu¨r Zuordnung der Parame-
ter sorgen.
Fu¨r ein Berechnungssystem mu¨ssen die vom allgemeinen Normdienst be-
zogenen Parameter den programmspezifischen Parametern zugeordnet wer-
den.
Fu¨r beide Systeme gilt, daß manchmal fu¨r die Ermittlung von Parametern
weitere Normen herangzogen werden mu¨ssen. Beispielsweise mu¨ssen nach
der Auswahl einer Schraube mit metrischem Gewinde die fu¨r die Berech-
nung beno¨tigten Gewindeabmessungen und Toleranzen aus der Norm fu¨r
metrische Gewinde bezogen werden.
Hilfesystem
Die Bereitstellung von Hilfeinformationen kann ebenfalls in Form eines allge-
meinen Dienstes erfolgen. Auch hier kann in allgemeine und systemspezifische
Komponenten unterteilt werden.
Allgemeines Hilfesystem. Diese applikationsu¨bergreifende Komponente bietet
Informationen u¨ber die Arbeitsumgebung und Metadaten u¨ber die bearbei-
teten Modelle an. Fu¨r die Arbeitsumgebung sind dies Informationen u¨ber
verfu¨gbare Programme, Daten und Dienste. Zu den Metadaten der Model-
le geho¨ren Verknu¨pfungen mit anderen Partialmodellen, A¨nderungsdatum,
Bearbeiter und a¨hnliches.
Denkbar ist auch, daß weitere Informationssysteme, zum Beispiel fu¨r Ge-
staltungsregeln, oder recyclinggerechte Produktentwicklung in das System
eingebunden werden. Unter dem Oberbegriff Hilfesystem ko¨nnen so die
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Informationssysteme und die Navigatoren fu¨r die anderen Systemkompo-
nenten Normdatenbank, Dokumentationssystem und PDM-System zusam-
mengefaßt werden.
Applikationsspezifische Hilfesysteme. Dies sind die Onlinehilfesysteme der be-
teiligten Applikationen.
Protokollierung und Dokumentation
Ein wichtiger Arbeitsschritt beim Arbeiten mit verteilten Modellen ist die nach-
vollziehbare Protokollierung der durchgefu¨hrten Arbeitsschritte (vergleiche Kapi-
tel 4). Der Event Service von CORBA bietet die Mo¨glichkeit bestimmte Ereig-
nisse zu definieren die allen oder bestimmten Applikationen mitgeteilt werden.
Durch Definition charakteristischer Ereignisse fu¨r die Erstellung oder Vera¨nde-
rung von Modellen ko¨nnen die Aktivita¨ten u¨berwacht und protokolliert werden.
5.7.3 Speicherung der Modelle
Beim Arbeiten mit im Netzwerk verteilten Applikationen ist der Speicherung der
Modelle aufwendiger als bei rein lokalen Anwendungen. Aus Gru¨nden der Daten-
sicherung und der U¨berwachung von A¨nderungen ist eine Speicherung in einem
zentralen Speichermedium anzustreben [AK98]. Voraussetzung dafu¨r ist, daß sich
alle Modelle unabha¨ngig von der zugeho¨rigen Applikation in einem entsprechen-
den Medium speichern lassen. Der CORBA Dienst Persistence definiert zwar
standardisierte Methoden zur Speicherung und Wiederherstellung von Objekten,
die Implementierung dieses Dienstes liegt aber in der Hand des Programmierers,
da fu¨r die Speicherung ein Abbild der internen Datenstruktur der gekapselten
Applikation erstellt werden muß. Der Persistence Service verwendet fu¨r die Spei-
cherung die im Serialization Service definierten Methoden zur Abbildung von Ob-
jekten in einen kontinuierlichen Speicherbereich. Bei der Implementierung ko¨nnte
die entsprechende systemspezifische Datei als Datenstrom u¨bertragen und in ein
lokales Dateisystem abgelegt werden.
Fu¨r die Verwaltung der gespeicherten Daten bietet sich die Verwendung der in
[OMG98] definierten Methoden eines Produktdatenmanagementsystems an.
5.7.4 Systemstruktur
In Bild 5.8 auf Seite 101 ist ein U¨berblick u¨ber die im Framework vorkommenden
Komponenten dargestellt:
Neben den Applikationen, die jeweils ein eigenes Strukturmodell halten, sind im
System die allgemeinen und die speziellen Dienste vorhanden. Die speziellen
Dienste, Normen, PDM-System und Hilfesystem stellen die wesentlichen Metho-
den fu¨r die Arbeit mit CAx-Komponenten zur Verfu¨gung. Sie verwenden dafu¨r
100
5.7 Systemkonzept fu¨r ein CAx-Framework
Normen
Persistence
Naming
Relationship
C A D C A E
PDM System
Hilfesystem TransactionLife Cycle
O R B
Spezielle Dienste Allgemeine Dienste
Datenbasis
Bild 5.8: Systemstruktur des CAx-Frameworks
die Methoden der allgemeinen Dienste Naming, Life Cycle, Transaction, Persi-
stence und Relationship.
5.7.5 Anwendung
In einem Beispiel soll ein mo¨glicher Ablauf einer integrierten Berechnung beschrie-
ben werden. Die Aufgabenstellung lautet: in einer lokalen CAD-Sitzung soll fu¨r
eine vorhandene Verbindungsumgebung eine Schraube ausgewa¨hlt werden. Die
Betriebskra¨fte und weiteren Randbedingungen bezu¨glich Fertigung und Montage
seien bekannt und ko¨nnen vom Benutzer eingegeben werden. Der Ablauf sieht
dann wie folgt aus:
1. U¨ber das Informationssystem erha¨lt der Benutzer eine Liste der ver-
fu¨gbaren Berechnungssoftware und der damit durchfu¨hrbaren Berechnun-
gen. Der Benutzer wa¨hlt eine Methode aus und sendet eine Anfrage an die
CORBA-Umgebung, daß eine Berechnung mit dem aktuellen Geometrie-
modell durchgefu¨hrt werden soll.
2. Mit Hilfe des Implementation Repository der CORBA-Umgebung wird
der zur gewa¨hlten Methode geho¨rende Server lokalisiert und gegebenenfalls
automatisch gestartet. Dem Berechnungsserver wird das Geometriemodell
als Arbeitsmodell u¨bergeben.
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3. Anhand der Bedingungen und Relationen im Rechenmodell wird das Geo-
metriemodell analysiert. Dabei werden die Analysefunktionen durch das
CAD-System ausgefu¨hrt. Anschließend wird durch das Berechnungssystem
eine Schraube ausgewa¨hlt. Im Rechenmodell ist diese Schraube durch ihre
Normbezeichnung spezifiziert.
4. Aus dem Normdienst des CAD-Systems wird auf Anforderung des Benut-
zers mit den Daten des allgemeinen Normdienstes und der vom Berech-
nungssystem erstellten Normbezeichnung ein Geometriemodell der gewa¨hl-
ten Schraube erzeugt. Das Rechenmodell stellt die fu¨r den Einbau beno¨tig-
ten Bedingungen zur Verfu¨gung.
5. Bei Abschluß der Sitzung werden alle betroffenen Datenbasen aktualisiert.
Dem Geometriemodell und der Referenzstruktur wurden jeweils eine Kom-
ponente hinzugefu¨gt. In der Datenbasis existieren jetzt zwei Verknu¨pfungen
zum Produkt: eine zum Geometriemodell und eine zum Rechenmodell.
Aus der Systemstruktur ergeben sich daru¨ber hinaus noch weitere Nutzungsmo¨g-
lichkeiten des Systems:
Nutzung der Geometriekomponenten: Die vom CAD–System bereitgestellten
Komponenten ko¨nnen von allen geometrieverabeitenden Systemen genutzt
werden. Beispiele hierfu¨r sind FEM–Systeme oder Simulationssoftware.
Nutzung der Berechnungskomponenten: Die bei der Berechnung festgelegten
Gro¨ßen haben Einfluß auf viele weitere Teilbereiche der Produktentwick-
lung. Beispielsweise werden Oberfla¨chenbeschaffenheiten auch bei Festle-
gung des Fertigungsablaufs beno¨tigt. Die fu¨r alle Bereiche gleiche Struktur
der Modelle ermo¨glicht es dem Anwender, die gesuchte Information schnell
aufzufinden. Die standardisierten Zugriffsmethoden erlauben es, auch di-
rekte Verknu¨pfungen zwischen den Daten verschiedener Modelle herzustel-
len.
Methodensuche: Die Auswahl der Berechnungsmethoden erfolgt mit Hilfe des
Informationssystems durch den Anwender. Die tatsa¨chliche Lokalisierung
und Aktivierung der zugeho¨rigen Server wird mit Hilfe der entsprechenden
Verzeichnisse durch die CORBA-Lauftzeitumgebung erledigt.
Berechnungen durch externe Anbieter: Mit dem System ko¨nnen auch Berech-
nungsmethoden externer Anbieter integriert werden. Dabei ko¨nnen alle
der in Abschnitt 2.5.1 genannten Szenarien, Modellu¨bertragung, Methoden-
u¨bertragung oder direkte Verknu¨pfung realisiert werden. Die Sicherheitme-
chanismen von CORBA ko¨nnen fu¨r eine entsprechende Einschra¨nkung der
Zugriffsrechte und Verschlu¨sselung der U¨bertragung benutzt werden.
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5.7.6 Implementierung
Die Realisierung eines CAx-Frameworks ist wesentlich aufwendiger als die ein-
fache Kapselung bestehender Applikationen, da neben der Implementierung der
Schnittstellen auch zahlreiche Dienste entworfen und implementiert werden mu¨s-
sen. Der folgende Abschnitt gibt einen U¨berblick u¨ber die erforderlichen Arbeits-
schritte und die Erweiterungsmo¨glichkeiten.
Arbeitsschritte
• Das in Abschnitt 5.4.3 vorgestellte Strukturmodell muß in allen beteilig-
ten Applikationen implementiert werden. Dazu geho¨ren auch eine sinnvolle
Verteilung der Informationen auf die verschiedenen Modelle, sowie Metho-
den zur Datenabfrage, Archivierung und fu¨r die Konsistenzu¨berwachung.
Grundlage ist hierfu¨r eine zu schaffende gemeinsame Schnittstelle aller Ap-
plikationen.
• Zur Speicherung der Referenzstruktur muß ein geeignetes Speichermedium
ausgewa¨hlt und fu¨r die Abbildung von Baustrukturen und Verknu¨pfungen
konfiguriert werden.
• Der Normdienst muß konzipiert und implementiert werden. Dazu geho¨rt die
Einrichtung einer Datenbank fu¨r die allgemeinen Tabellen der Normen sowie
die Bereitstellung der applikationsspezifischen Sichten der in der Datenbank
gehaltenen Modelle.
• Die allgemeinen Dienste, die nicht Bestandteil der CORBA-Laufzeitumge-
bung sind, mu¨ssen spezifiziert und implementiert werden. Dazu geho¨ren
die Definition von Beziehungen und Rollen im Relationship Service und die
Implementierung der Methoden des Persistetence Service und des Seriali-
zation Service.
Erweiterungsmo¨glichkeiten
Eine bestehende Implementierung eines CAx-Frameworks la¨ßt sich erweitern, in-
dem weitere Applikationen entsprechend gekapselt und eingebunden werden. Vor-
aussetzung fu¨r eine Interoperabilita¨t mit den vorhandenen Systemen ist, daß die
hinzukommenden Applikationen ebenfalls in der Lage, sind mit Baustrukturkom-
ponenten zu arbeiten und die fu¨r die Speicherung und Verknu¨pfung der Modelle
beno¨tigten Methoden bereitstellen. Ist dies der Fall, ko¨nnen die Applikationen
auf einer hohen semantischen Ebene Daten austauschen. Die bereits bestehende
Infrastruktur steht allen Applikationen gleichermaßen zur Verfu¨gung.
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Realisierbarkeit
Die praktische Umsetzung dieses Konzeptes ist mit erheblichem Aufwand ver-
bunden. Die Schaffung eines Strukturmodells, in dem sich die Geometrieinforma-
tionen und verschiedenen Berechnugsmodelle abbilden lassen, erfordert ein sehr
umfangreiches Konzept. Die Implementierung dieses Konzeptes in bestehenden
Softwareumgebungen ist eine weitere schwierige Aufgabe, da allein die Kopplung
zweier geometrieverarbeitender Systeme zu erheblichem Aufwand fu¨hrt und nur
mit eingeschra¨nkter Funktionalita¨t realisierbar ist [AJSK98]. Im Vergleich dazu
ist die Implementierung der allgemeinen und speziellen Dienste einfach zu rea-
lisieren, insbesondere weil durch die standardisierten Dienste von CORBA ein
großer Teil schon implementiert ist.
5.8 Vergleich der Systemkonzepte
Abschließend werden die beiden aufgestellten Systemkonzepte hinsichtlich des
Aufwands und des erzielbaren Nutzens verglichen. Wegen der noch relativ groben
Struktur kann die Bewertung nur Anhaltswerte liefern.
Aufwand
Der Aufwand kann aufgeteilt werden in Aufwand zur Modellierung des Systems
und in Implementierungsaufwand. Zur Modellierung geho¨ren die die Formulie-
rung von Modellinhalten und die Schaffung eines Prozeßmodells. Die Implemen-
tierung kann in Client- und Serverkomponenten aufgeteilt werden.
Der Modellierungsaufwand fu¨r ein CAx-Framework ist dabei wesentlich ho¨her
als bei einer einfachen Kopplung, da hier ein Objektmodell und ein Prozeßmo-
dell geschaffen werden mu¨ssen, die sich in allen Applikationen abbilden lassen.
Dementsprechend ist auch der Implementierungsaufwand in den Servern ho¨her,
da das neue Objektmodell auf die internen Modelle der Applikationen abgebildet
werden muß. Bei der einfachen Kopplung besteht der Aufwand fu¨r die Kopplung
darin, die Modelle und Prozesse zweier konkreter Systeme aufeinander abzustim-
men. Der serverseitige Implementierungsaufwand ist bei der einfachen Kopplung
gering, da die CORBA–Schnittstellen Abbilder der vorhandenen Schnittstellen
sind.
Nutzen
Als Nutzen werden die Erweiterbarkeit, die Anwenderfreundlichkeit und die Wie-
derverwendbarkeit der geschaffenen Strukturen betrachtet.
Die Erweiterbarkeit der einfachen Kopplung ist schwierig, da die implementierten
Schnittstellen und die Integration im Client speziell auf die Applikationen abge-
stimmt sind. Gleiches gilt fu¨r die Wiederverwendbarkeit, wobei sich durch die
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Formulierung in IDL die Objekte zumindest auch in anderen Systemumgebungen
verwenden lassen. Eine Anpassung der Modelle ist aber immer erforderlich.
Die Erweiterbarkeit und Wiederverwendbarkeit der Objekte im CAx–Framework
ist gut, da diese Objekte als portable, interoperierende Objekte mit a¨hnlicher
Struktur definiert wurden. Ein klares und umfassendes Objektmodell erleichtert
dabei die Eingliederung neuer Systeme. Daru¨berhinaus bietet der objektorien-
tierte Ansatz von CORBA die Mo¨glichkeit, bestehende Objekte durch Vererbung
und Erweiterung mit zusa¨tzlichen Eigenschaften und Methoden zu erga¨nzen. Aus
einem gegebenen Basissystem ko¨nnen so problemspezifische Lo¨sungen entwickelt
werden. Die Anwenderfreundlichkeit eines CAx–Frameworks ist gro¨ßer, da durch
die a¨hnliche Struktur aller Objekte Informationen leichter identifiziert werden
ko¨nnen. Bei der einfachen Kopplung hingegen besteht das Integrationssystem
aus einer applikationsspezifischen Anpassung und ist daher fu¨r jede Kopplung
unterschiedlich.
Bild 5.9 zeigt eine Darstellung der Bewertung. Man erkennt, daß die Vorteile des
CAx–Frameworks einen wesentlich ho¨heren Aufwand nach sich ziehen. Außerdem
wird deutlich, daß bei der einfachen Kopplung der Hauptanteil der Implementie-
rung im Client liegt.
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Bild 5.9: Vergleich der Integrationskonzepte
Fazit
Der Aufwand fu¨r die Definition und Implementierung eines CAx–Frameworks ist
mit dem heutigen Stand der Technik im Vergleich zum erzielbaren Nutzen erheb-
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lich zu groß. Insbesondere die Definition einer Datenstruktur, die in der Lage ist,
die Modelle bestehender Applikationen vollsta¨ndig abzubilden, ist kaum realisier-
bar. Dennoch sollte das CAx–Framework als Vision fu¨r zuku¨nftige Entwicklungen
gesehen werden, da mit diesem System verschiedene Softwaresysteme in verteil-
ter Umgebung sinnvoll zusammenarbeiten ko¨nnen. Wegen des Umfangs dieser
Aufgabe sollte die Entwicklung von den Systemherstellern selber vorangetrieben
werden. Die Entwicklungen im Bereich CAD–Referenzmodell und STEP, sowie
die Arbeiten der OMG selber sind hierfu¨r eine gute Basis.
Fu¨r die Lo¨sung der Integrationsaufgabe ist die vorgestellte einfache Kopplung
eine realisierbare Variante. Mit relativ geringem Aufwand kann hiermit eine
plattformu¨bergreifende und netzwerkfa¨hige Integration realisiert werden. Dieses
Konzept wurde daher aufgegriffen und exemplarisch implementiert.
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In diesem Kapitel wird eine Implementierung der in Abschnitt 5.6 beschriebe-
nen, einfachen Kopplung zweier bestehender Programme vorgestellt. Ziel der In-
tegration war es, in den CAD–Gestalungsprozeß integrierte Berechnungen von
Schraubenverbindungen durchzufu¨hren. Fu¨r das System wurden das CAD–
System Pro/ENGINEER und das Berechnungsprogramm fu¨r Schraubenverbin-
dungen BOLT [BOL94] in die CORBA-Umgebung SOM [IBM96] der Firma IBM
integriert. Pro/ENGINEER ist ein verbreitetes, parametrisches 3-D CAD–Sytem
und repra¨sentiert damit den Stand der Technik auf dem Gebiet Geometriemodel-
lierung. BOLT ist am Institut fu¨r Maschinenkonstruktion - Konstruktionstechnik
der TU Berlin entwickelt worden und steht beispielhaft fu¨r ein Rechenverfahren,
bei dem standardisierte Konstruktionselemente, hier Schrauben, in einer individu-
ell gestalteten Umgebung eingesetzt und berechnet werden mu¨ssen. Dabei ist die
Steuerung u¨ber Eingabedateien mit benannten Parametern und die Implemen-
tierung in FORTRAN typisch fu¨r eine große Zahl in der Industrie existierender
Anwendungen [VDI99].
6.1 U¨bersicht
6.1.1 Systemstruktur
Das System gliedert sich in die beiden Applikationen, Pro/ENGINEER und
BOLT, die u¨ber entsprechende Schnittstellen mit dem Object Request Broker
verbunden sind. Die Schnittstellendefinitionen beschreiben die Objekte und Me-
thoden der in den Programmierschnittstellen definierten Objekte. Dies sind auf
der Seite des CAD-Systems geometrische Objekte und fu¨r das Berechnungspro-
gramm benannte Parameter.
Beide Applikationen arbeiten als Server. Die Verknu¨pfung der beiden Applikatio-
nen auf semantischer Ebene erfolgt durch einen in Java implementierten Client,
den Modellmanager. Der Modellmanager bildet somit das Strukturmodell ab
(vgl. Bild 5.3 auf Seite 90).
Eine abstrakte Schnittstellenbeschreibung definiert allgemeine, von allen Appli-
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Bild 6.1: Systemstruktur des implementierten Integrationssystems
kationen beno¨tigte Objekte, wie einen Basistyp fu¨r Modelle und einfache Ob-
jekte sowie die zugeho¨rigen Methoden zum Identifizieren und Vergleichen von
Objekten. Außerdem werden in Form eines Common Object Service verschiedene
Containerklassen zum Transport von Objekten bereitgestellt.
Das System ist so aufgebaut, daß die Geometriemodellierung auf dem lokalen
Rechner erfolgt, wa¨hrend das Berechnungprogramm von einem entfernten Server
bezogen wird. Diese Aufteilung wurde aus folgenden Gru¨nden vorgenommen:
• Die fu¨r die Darstellung von Geometriedaten erforderliche zu u¨bertragende
Datenmenge ist zur Zeit noch sehr groß, so daß sich bei einem entfernt
laufenden CAD-System eine starke Netzbelastung ergeben wu¨rde.
• Die verfu¨gbaren CAD-Systeme sind fu¨r einen lokalen Betrieb optimiert.
• Das Geometriemodell ist der eigentliche “Modellierungsgegenstand” und ist
Eigentum des Anwenders, wa¨hrend das verwendete Berechnungsprogramm
auch von einem externen Anbieter bezogen werden ko¨nnte.
Eingebettet in eine Unternehmensstruktur wu¨rde die Funktionalita¨t des CAD-
Systems am Konstruktionsarbeitsplatz durch von der Berechnungsabteilung oder
von externen Anbietern bereitgestellte Berechnungsmethoden erweitert. Das
Geometriemodell wird mit den vorgenommenen A¨nderungen und den zusa¨tzlichen
Informationen in der lokalen Datenbasis gespeichert. Die verwendeten Methoden
bleiben “Eigentum” des Anbieters, werden nicht mit gespeichert und behalten
auch keine Modellinformationen in ihrer Datenbasis.
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6.1.2 SOM als CORBA–Laufzeitumgebung
Als CORBA-Umgebung wurde SOMobjects 3.0 der Firma IBM gewa¨hlt. SOM-
objects ist aus dem System Object Model (SOM) entstanden, das Grundlage fu¨r
das Betriebssystem OS/2 der Firma IBM war. Mit der Entwicklung von COR-
BA wurde das System durch Erweiterungen und Anpassungen konform zu dem
neu definierten Standard gemacht. Die Version SOMobjects 3.0 ist konform zum
Standard CORBA 2.0.
Die zu SOMobjects geho¨rende Software ermo¨glicht es, Arbeitsumgebungen zu
entwickeln, die sich aus verteilten, interoperierenden Objekten zusammensetzen.
Die Software besteht aus folgenden Komponenten [IBM96]:
IDL Compiler. Die neutralen Schnittstellenbeschreibungen werden mit einem
IDL-Compiler in entsprechende sprachabha¨ngige Konstrukte umgewandelt.
Serverseitig sind dies Methodenko¨pfe und die zugeho¨rigen Deklarationen.
Fu¨r die Verwendung im Client werden die Deklarationen erzeugt, die die
neu definierten Datentypen im Clientprogramm bekannt machen und fu¨r
die Weiterleitung der Methodenaufrufe an die Laufzeitumgebung sorgen.
Servercode kann in den Programmiersprachen C und C++ und Clientde-
klarationen ko¨nnen fu¨r C, C++ und Java erstellt werden.
SOM Laufzeitumgebung. Das verteilte Objektmodell von CORBA wird durch
die SOM Laufzeitumgebung realisiert. Die Softwarekomponente verwaltet
die Klassen und die dazugeho¨rigen Objekte und leitet die Methodenaufrufe
an die Implementierungen der Objekte weiter.
Verteilte Arbeitsumgebung. Die in CORBA festgelegte Infrastruktur fu¨r ein
CORBA-basiertes System wird durch die verteilte Arbeitsumgebung (engl.:
Distributed Framework) bereitgestellt. Dazu geho¨ren der Object Request
Broker und die verschiedenen Verzeichnisse u¨ber die im System definierten
Schnittstellen und Implementierungen.
Object Services. Zusa¨tzlich zur Arbeitsumgebung werden die implementierten
Object Services zur Verfu¨gung gestellt. Dabei wird in SOM 3.0 nur ein Teil
der in CORBA definierten Dienste angeboten. Die implementierten Dienste
sind: Life Cycle, Security, Transaction und Naming.
Implementierungen von SOMObjects existieren fu¨r die Betriebssysteme AIX,
OS/2 und Windows95.
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6.2 Geometriemodellierer
6.2.1 Pro/ENGINEER
Das CAD–System Pro/ENGINEER ist ein durchga¨ngig parametrischer 3-D Geo-
metriemodellierer. Die Modellierung erfolgt durch Hinzufu¨gen von Konstrukti-
onselementen (engl.: Features) zu einem als Basiselement bezeichneten Ausgangs-
ko¨rper. Als Konstruktionselemente ko¨nnen die systeminternen Grundelemente,
wie Bohrung, Fase, Schlitz oder Massivko¨rper, oder aus diesen Grundelementen
zusammengesetzte Geometriemakros verwendet werden. Die Konstruktionsele-
mente werden mit Hilfe von Bedingungen und benannten Parametern an beste-
henden Objekten ausgerichtet.
Mehrere Bauteile ko¨nnen zu einer Baugruppe zusammengesetzt werden. Dabei
kann die Positionierung der Komponenten sowohl anhand von Koordinaten fu¨r
Lage und Ausrichtung erfolgen als auch durch die Verknu¨pfung von geometrischen
Objekten auf beiden Komponenten u¨ber einfache geometrische Relationen.
Die Parameter eines Bauteils ko¨nnen zueinander in Beziehung gesetzt oder aus
einer gespeicherten Tabelle bezogen werden. In verschiedenen Modulen, zum
Beispiel fu¨r die Ableitung von Fertigungszeichnungen oder fu¨r die Erzeugung
von NC-Datensa¨tzen, ko¨nnen die erzeugten Modelle weiterverarbeitet werden.
Pro/ENGINEER verwendet dabei fu¨r alle Darstellungen dieselbe Datenbasis, so-
daß bei A¨nderungen in einer Darstellung alle anderen Sichten automatisch nach-
gefu¨hrt werden.
Fu¨r den programmgesteuerten Zugriff auf die Geometriemodelle steht mit Pro/-
TOOLKIT eine leistungsfa¨hige Programmierschnittstelle zur Verfu¨gung. Mit der
Schnittstelle sind alle Operationen mo¨glich, die auch u¨ber die Benutzungsoberfla¨-
che ausfu¨hrbar sind. Daru¨ber hinaus lassen sich die Benutzungsoberfla¨chen um
weitere Menu¨punkte und die internen Datenstrukturen um zusa¨tzliche Merkmale
erweitern.
Die Implementierung von Pro/TOOLKIT Applikationen erfolgt entweder als dy-
namisch gebundene Bibliothek oder als eigensta¨ndiges Programm, das u¨ber In-
terprozeßkommunikation auf den Pro/ENGINEER Prozeß zugreift. Die letztere
Variante bietet eine gro¨ßere Flexibilita¨t. Auf diese Weise kann Pro/ENGINEER
als Teil einer u¨bergeordneten Anwendung gestartet werden [Par97].
6.2.2 Schnittstellendefinition des Geometriemodellierers
In der Geometrieschnittstelle sind zwei Partialmodelltypen, Part und Assembly,
fu¨r Bauteile und Baugruppen definiert. Partialmodelle ko¨nnen als eigensta¨ndige
Modelle in die Applikation geladen werden. Die Methoden zum Aufrufen und
Schließen von Baugruppen und Bauteilen sind in der abstrakten Metaklasse fu¨r
Partialmodelle definiert. Eine Baugruppe besteht aus einem oder mehreren Bau-
teilen und den Verknu¨pfungen zwischen diesen Bauteilen. Ein Bauteil kann in
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seine geometrischen Bestandteile Fla¨chen, Konturen, Kanten, Punkte und Kon-
struktionselemente zerlegt werden. Zusa¨tzlich sind in beiden Modelltypen Be-
zugsebenen und -achsen definiert, an denen beim Modellieren die Konstrukti-
onselemente positioniert werden. Bild 6.2 zeigt die Klassenhierarchie der geo-
metrischen Objekte. Die Klassen wurden fu¨r das CAD-System Pro/ENGINEER
implementiert, ko¨nnten aber auch fu¨r andere CAD–Systeme, beispielsweise CA-
TIA implementiert werden. Die interne Repra¨sentation der Objekte wa¨re dann
unterschiedlich, aber trotzdem ko¨nnte in gleicher Weise auf sie zugegriffen werden.
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Bild 6.2: Struktur der Schnittstelle zum Geometriemodellierer
Fu¨r die Analyse von Geometriemodellen stehen Funktionen zum Auffinden von
Objekten mit einem bekannten Namen und von Objekten, die in einer bestimm-
ten Relation zu einem gegebenen Objekt stehen, zur Verfu¨gung. Durch Namen
ko¨nnen Norm- und Standardteile sowie Konstruktionselemente identifiziert wer-
den, die aus einer Bibliothek entnommen sind und deren Name daher bekannt
ist. Die Identifizierung von Objekten anhand von Relationen wird fu¨r Struktu-
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ren verwendet die sich nicht, oder nicht in jedem Fall aus Bibliothekselementen
zusammensetzen. Die gesuchten Elemente und die zwischen ihnen bestehenden
Relationen werden in Form eines Relationsgraphen u¨bergeben. Bild 6.3 zeigt
einen Relationsgraphen fu¨r eine einfache Bohrung. Die Analysefunktion zerlegt
den Graphen und versucht eine eindeutige Zuordnung von Objekten im Gra-
phen zu Objekten des Geometriemodells herzustellen. Ist die Abbildung nicht
eindeutig mo¨glich, wird vom Benutzer eine Auswahl per Mausklick angefordert.
Das Ergebnis des Aufrufs wird als Liste der gefundenen Elemente an den Client
zuru¨ckgegeben. Wegen der sehr schnell sehr komplex werdenenden Relations-
graphen ist es auch mo¨glich, die gesuchten Bezugselemente direkt per Mausklick
auszuwa¨hlen.
senkrecht
parallel
grenzt an
coaxial
Bild 6.3: Relationsgraph fu¨r eine einfache Bohrung
Zur Ermittlung von geometrischen Eigenschaften stehen Methoden zur Verfu¨-
gung, die sowohl Eigenschaften eines einzelnen Objektes wiedergeben (La¨nge ei-
ner Kante, Fla¨cheninhalt, usw.) als auch Methoden, die aus der Relation zweier
Objekte entstehen (Abstand zweier Achsen, Winkel zwischen zwei Ebenen usw.).
Bei Eigenschaften, denen im Parametrikmodell ein Parameter zugeordnet ist,
kann auch der Parameter direkt verknu¨pft werden. In diesem Fall sind die Ei-
genschaften des Modells durch den Client vera¨nderbar.
Eine automatische Variation des Geometriemodells ist außerdem durch Hinzufu¨-
gen oder Entfernen von Bauteilen oder Konstruktionselementen mo¨glich. Norm-
und Standardteile ko¨nnen, sofern sie aus einer Teilefamilie stammen, u¨ber die
Schnittstelle durch andere Elemente der selben Familie ersetzt werden.
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6.2.3 Implementierungsdetails
Programmodule
Die Implementierung der CAD-Schnittstelle besteht aus dem eigentlichen Ser-
verprogramm, der Bibliothek mit den Objektimplementierungen und dem Pro-
gramm Pro/ENGINEER. Das Serverporgramm wird als Kindprozeß durch die
als Da¨mon laufende CORBA Umgebung gestartet, sobald eine Anfrage von ei-
nem Client nach einem Geometrieobjekt gestellt wird. Das Serverprogramm
ist eine Standardimplementierung aus der CORBA–Umgebung und bildet das
Hauptprogramm fu¨r die als dynamisch gebundene Bibliothek realisierte Objek-
timplementierung. In der Objektimplementierung sind die in der Schnittstellen-
beschreibung enthaltenen Konstrukte definiert und mit Hilfe der Pro/TOOLKIT
Bibliotheken implementiert. Zu Beginn einer Sitzung wird durch die Objektim-
plementierung der Pro/ENGINEER Prozeß im asynchronen Modus gestartet.
In diesem Modus ist das Serverprogramm das Hauptprogramm, das Funktio-
nen im Pro/ENGINEER Prozeß aufruft, wa¨hrend im synchronen Modus der
Pro/ENGINEER Prozeß das Hauptprogramm ist [Par97]. Der Datenaustausch
zwischen Serverprogramm und Pro/ENGINEER erfolgt u¨ber Interprozeßkommu-
nikation. Die Kommunikation zwischen dem Client und den Objektimplementie-
rungen erfolgt u¨ber Remote Procedure Calls. Eine schematische Darstellung der
Programmodule zeigt Bild 6.4.
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Bild 6.4: Programmodule des Geometrie–Servers
Struktur der Objekte
Die Objektimplementierung ist fu¨r die Speicherverwaltung aller durch Client–
Programme erzeugte Objekte verantwortlich. Als Attribute sind in diesen Objek-
ten Identifizierungsmerkmale und Verwaltungsdaten gespeichert. Geometrische
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Merkmale werden immer aktuell aus dem CAD–System ermittelt. Zur Identifizie-
rung werden die Speicheradresse und die Identifizierungsnummer (Id) der entspre-
chenden Struktur im CAD–System gespeichert. Mit Hilfe der nur wa¨hrend einer
Sitzung gu¨ltigen Speicheradresse ko¨nnen Funktionsaufrufe direkt an die Struk-
tur im CAD–System weitergeleitet werden. Die Identifizierungsnummer kann fu¨r
die dauerhafte Speicherung von Objektreferenzen verwendet werden, da sie u¨ber
mehrere Sitzungen unvera¨ndert bestehen bleibt. Dies kann bei der Archivierung
von integrierten Berechnungen genutzt werden. Außerdem sind in der Objektim-
plementierung Topologieinformationen gespeichert. Dies sind die u¨bergeordnete
Struktur die das Objekt entha¨lt und die weiteren Strukturen, die diesem Objekt
zugeho¨ren. Am Beispiel einer Fla¨che (Plane) ist das u¨bergeordnete Objekt das
enthaltende Bauteil und die zugeho¨rigen Objekte sind die begrenzenden Kanten.
Bild 6.5 zeigt eine symbolische Darstellung der Klasse Plane.
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Bild 6.5: Struktur eines Geometrieobjektes in der Objektimplementierung
Um den Aufwand fu¨r die Konsistenzu¨berwachung zu minimieren, werden geome-
trische Eigenschaften nicht in der Objektimplementierung gespeichert, sondern
bei Bedarf als Funktionsaufruf aus dem CAD–System ermittelt.
Eine Inkonsistenz der Toplogie in der Schnittstellenimplementierung und im CAD–
System kann entstehen, wenn das CAD–Modell vera¨ndert wird und dadurch in
der Schnittstelle Verweise auf nicht mehr existierende CAD–Strukturen gespei-
chert sind. Eine Variation des Geometriemodells kann wa¨hrend einer integrierten
Berechnung auf zwei Weisen erfolgen: durch Austausch eines Teils einer Teile-
familie und durch Vera¨ndern von Parametern. Beim Austausch eines Teils wird
als Ergebnis des Funktionsaufrufs die Referenz des neuen Teils zuru¨ckgegben und
anstelle der bestehenden eingesetzt. Damit ist die Konsistenz fu¨r die u¨bergeord-
neten Objekte und fu¨r das ersetzte Objekt gewahrt. Lediglich die untergeord-
neten Objekte mu¨ssen neu verknu¨pft werden. Dies kann manuell oder, sofern
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die Strukturen benannt wurden, anhand des Namens durch das System erfolgen.
Bei der Variation von Parametern werden die neuen Parameterwerte zuna¨chst
nur in der Schnittstellenimplementierung gespeichert. Erst nach einem entspre-
chenden Funktionsaufruf (update() ) werden die Parameter in das CAD–System
u¨bertragen und das CAD–Modell wird regeneriert. Die Implementierung der
update–Funktion u¨berpru¨ft nach erfolgreicher Regenerierung alle Referenzen des
betroffenen Bauteils. Sollte ein Objekt auf ein nicht mehr gu¨ltige Strukter im
CAD–System verweisen, muß dieses Objekt neu verknu¨pft werden.
6.3 Berechnungssystem
6.3.1 Schraubenberechnungsprogramm BOLT
BOLT wurde am Institut fu¨r Maschinenkonstruktion - Konstruktionstechnik fu¨r
die Berechnung von Schraubenverbindungen entwickelt. Mit sieben Modulen ko¨n-
nen Zylinderverbindungen, Balkenverbindungen, Apparateflansche, verschraubte
Kreisplatten, rotationssymmetrische Mehrschraubenverbindungen, Rechteckflan-
sche und Kragflansche berechnet werden. Allgemeine, fu¨r alle Module geltende
Daten, werden als Werkstoffdaten, Standardwerte und Berechnungswerte in Da-
teiform zur Verfu¨gung gestellt. Spezielle modulspezifische Daten werden in einer
Norm- und Hilfswertedatei gespeichert.
Das Programm arbeitet parameterorientiert im Batchbetrieb. Die Eingangspa-
rameter werden aus der Eingabedatei gelesen, auf syntaktische Richtigkeit und
Konsistenz u¨berpru¨ft und anschließend an das aufgerufene Modul u¨bergeben. Bei
einer fehlerhaften Eingabedatei wird ein Hinweis in die Ergebnisdatei geschrieben
und die Berechnung abgebrochen. Bei vollsta¨ndigen und richtigen Eingabedaten
wird die Berechnung durchgefu¨hrt und die Ergebnisse werden in einer lesbar for-
matierten Textdatei gespeichert (siehe Bild 6.6).
Die Berechnungsmodule sind in FORTRAN77 implementiert und dadurch auf
verschiedenen Plattformen u¨bersetzbar. Fu¨r das Betriebssystem Windows 95
wurde inzwischen eine komfortable Benutzungsoberfla¨che fu¨r die Erstellung der
Eingabedateien und die Visualisierung der Ergebnisse erstellt.
6.3.2 Struktur der Schnittstelle
Die Schnittstelle zum Schraubenberechnungsprogramm BOLT arbeitet parame-
terorientiert. Es werden Inputparameter fu¨r Eingabewerte, Outputparameter fu¨r
Ergebniswerte und Temporary Parameters fu¨r Zwischenergebnisse unterschieden.
Die Zwischenergebnisse haben nur innerhalb des Rechenschemas eine Bedeutung,
ko¨nnen aber bei der Durchfu¨hrung von Berechnungen von Interesse sein, um das
Zustandekommen eines Ergebnisses zu verdeutlichen. Die von BOLT bereitge-
stellten Partialmodelle sind die einzelnen Module fu¨r die verschiedenen berechen-
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**********************************************************************
* *
* AUSLEGUNG EINER SCHRAUBENVERBINDUNG - HAUPTBELEG *
* ************************************************ *
* *
* 1. BENUTZTER BERECHNUNGSMODUL ---- VDI 2230 ---- BOLT 4.2 *
* *
* 2. AUSGABEDATEN *
* ------------------------------------------------------------------ *
* I SCHRAUBE D = I M 10.00 I STEIGUNG P = 1.50 I *
* I SCHRAUBENLAENGE I 69.00 MM I GEWINDEL. B = 28.00 I *
* I FESTIGKEITSKLASSE GUETE = I 12.90 I I *
* I---------------------------+-------------+----------------------I *
* I MUTTER I M 10.00 I STEIGUNG P = 1.50 I *
* I SCHEIBE DSCH = I 21.00 MM I HSCH = 2.00 I *
* I---------------------------+-------------+----------------------I *
* I BOHRLOCHDURCHMESSER DB = I 11.00 MM I I *
* I KOPFKREISDURCHMESSER DK = I 16.00 MM I I *
* I---------------------------+-------------+----------------------I *
* I ANZIEHFAKTOR ALPHA = I 1.60 I NACH VDI 2230 I *
* I---------------------------+-------------+----------------------I *
* I ANZIEHMOMENT,THEORETISCH I 84.72 NM I I *
* I EINSTELLMOMENT-10.PROZENT I 76.25 NM I I *
* I---------------------------+------------------------------------I *
* I ANZIEHVERFAHREN : I DREHMOMENTENGESTEUERT MIT I *
* I I DREHMOMENTENSCHLUESSEL I *
* I---------------------------+------------------------------------I *
* I SICHERHEITEN GEGEN - I I I *
* I - DAUERBRUCH I 0.83 I VORH. SPAN. = 63.22 I *
* I - FLAECHENPRESS. UEBERS. I 4.07 I FLAECHENPRES. 221.33 I *
* I - LOCK.D.VERB.(FVMIN/FPA) I 5.21 I FVMIN IN KN = 27.80 I *
* I - QUERKRAFTUEBERS. I 6.43 I REIBFAKTOR = 0.20 I *
* ------------------------------------------------------------------ *
* *
* 3. SCHRAUBENKRAEFTE UND SICHERHEITEN *
* X - X-KOORDINATE DER SCHRAUBE *
* P1 - AUSLASTUNG DER SCHRAUBE NACH DEM VORSPANNEN *
* P2 - AUSLASTUNG DER SCHRAUBE BEI BETRIEBSLAST *
* ----------------------------------------------------------------- *
* I X I FKRES I FSA I FSMAX I P1 I P2 I *
* I MM I N I N I N I PROZ. I PROZ. I *
* I----------+----------+----------+----------+---------+---------I *
* I 0.00 I 22468. I 2709. I 48500. I 90.00 I 94.33 I *
* ----------------------------------------------------------------- *
**********************************************************************
Bild 6.6: Beispiel eines BOLT Ergebnisausdrucks
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baren Verbindungstypen.
Von der CORBA–Schnittstelle werden die Werte aller Parameter gespeichert. Bei
Durchfu¨hrung einer Berechnung mit dem Aurruf proceed() werden die Werte der
Inputparameter in die Eingabedatei von BOLT geschrieben und das Programm
gestartet. Nicht gesetzte, aber beno¨tigte Werte werden dabei aus einer Liste
von Standardwerten bezogen. Anschließend werden mit den Ergebnissen der Be-
rechnung die Werte der Resultparameter und der Temporary Parameters u¨ber-
schrieben. Als Variation kann dem Aufruf proceed() eine Liste von Parametern
u¨bergeben werden, die fu¨r die aktuelle Berechnung verwendet werden soll.
6.3.3 Implementierungsdetails
Programmodule
A¨hnlich wie beim Geometrie–Server besteht das Berechnungssystem aus einem
Standard–Serverprogramm und einer dynamisch gebundenen Bibliothek mit der
eigentlichen Objektimplementierung. Anders als beim CAD–System wird hier die
in C implementierte Schnittstellenimplementierung direkt mit den in FORTRAN
implementierten Moduldateien von BOLT zusammengebunden. Dies ist mo¨glich,
weil der C–Compiler und der FORTRAN–Compiler gleichartige Moduldateien
erzeugen. Auf diese Weise sind direkte Funktionsaufrufe zwischen den beiden
Bibliotheken mo¨glich. Werden bei solchen Funktionsaufrufen Speicheradressen
u¨bergeben, ko¨nnen auch Speicherbereiche, die von BOLT reserviert wurden, in
der Schnittstellenimplementierung ausgewertet werden. Bild 6.7 zeigt schema-
tisch die einzelnen Programmodule und ihre Verknu¨pfungen.
Funktionsweise
Die Parameter und ihre aktuellen Werte werden von der Schnittstellenimplemen-
tierung zwischengespeichert. Eine Berechnung wird durch den Funktionsaufruf
proceed() gestartet. Da BOLT die Eingabedaten in Form einer Datei beno¨tigt,
werden fu¨r die Berechnung sa¨mtliche Parameter entsprechend formatiert in eine
Eingabedatei geschrieben. Anschließend wird die Hauptroutine von BOLT auf-
gerufen. Diese analysiert die Eingabedatei und legt die Parameter in mehreren
Feldern im Speicher ab. Die eigentliche Berechnung erfolgt mit den im Speicher
befindlichen Werten und auch die Ergebnisse werden im Speicher abgelegt, bevor
sie in die Ergebnisdatei geschrieben werden. Bevor die Hauptroutine von BOLT
beendet wird, erfolgt ein Sprung in die Objektimplementierung. Bei diesem Funk-
tionsaufruf werden die Speicheradressen der zuvor angelegten Parameterfelder
u¨bergeben. Fu¨r die zuvor definierten Ergebnisparameter werden die Speicherbe-
reiche ausgewertet und die Ergebnisse in die entsprechenden Objekte u¨bertragen.
Ist dies erfolgt, wird die Hauproutine von BOLT beendet und der Speicherbe-
reich fu¨r die Felder wieder freigegeben. Nach Beendigung des Funktionsaufrufs
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Bild 6.7: Programmodule des Berechnungs–Servers
proceed() stehen in den Parameterobjekten der Schnittstellenimplementierung die
aktuellen Ergebniswerte der Berechnung.
Als schwierig erwies sich die Behandlung von Fehlern bei unvollsta¨ndigen oder un-
gu¨ltigen Eingabeparametern, da diese Ereignisse von BOLT zwar erkannt werden,
aber nur durch eine vorzeitige Programmbeendigung und einen entsprechenden
Kommentar im Ergebnisausdruck behandelt werden. Im Ergebnis a¨ußerten sich
solche Programmabbru¨che meist dadurch, daß ein großer Teil der Ergebnispara-
meter den Wert null hatte. Um dem Anwender die Mo¨glichkeit zu geben, bei
zweifelhaften Ergebnissen die Ergebnisdatei direkt einzusehen, kann der Inhalt
der Ergebnisdatei mit einer zusa¨tzlichen Methode direkt abgerufen werden. Eine
ausfu¨hrliche Fehlerbehandlung ko¨nnte u¨ber eine Anpassung der Fehlerbehandlun-
groutinen von BOLT erfolgen. Erfolg oder Mißerfolg einer Berechnung ko¨nnten
als Ergebnis des proceed()-Aufrufs u¨bertragen werden.
6.4 Modellmanager
Im Modellmanager werden die Objekte aus den Applikationen zusammen mit
Datenbankinformationen auf semantischer Ebene zu einem Strukturmodell ver-
knu¨pft. Inhaltlich setzt sich das Strukturmodell aus den in Bild 5.3 auf Seite 90
gezeigten Informationen zusammen. Dabei werden die geometrischen Objekte aus
dem CAD–Modell, die Rechenergebnisse aus BOLT und die u¨brigen Daten aus
einer Datenbank oder vom Benutzer bezogen. Der Modellmanager ist damit der
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Client fu¨r die beiden Applikationen und die Datenbank. Das im Modellmanager
gehaltene Modell stellt das aktuelle Arbeitsmodell fu¨r den Benutzer dar und ist
nicht zu jeder Zeit konsistent mit beiden Partialmodellen. Die Konsistenz kann
durch gezielte Interaktion des Benutzers wiederhergestellt werden. Durch diesen
Mechanismus kann eines der Modelle variiert und optimiert werden, ohne daß das
andere Modell sta¨ndig nachgefu¨hrt werden muß. Beispielsweise kann das Rechen-
modell bezu¨glich des Schraubendurchmessers optimiert werden und anschließend
die geometrische Realisierbarkeit im Geometriemodell u¨berpru¨ft werden.
Bei Aufruf des Modellmanagers wird der Graph des gewa¨hlten Modells im Spei-
cher angelegt und mit den ausgewa¨hlten Partialmodellen verknu¨pft. Dazu wird
entweder versucht, das Modell anhand der im Relationsgraphen gegebenen Bedin-
gungen zu identifizieren, oder die Zuordnung der Komponenten, Bezugselemente
und Parameter erfolgt durch den Benutzer. Nach vollsta¨ndiger Verknu¨pfung der
Modelle ko¨nnen durch Variation einzelner Parameter die Partialmodelle variiert
werden. Auch hier ist eine vollsta¨ndig automatisches Nachfu¨hren der Partialmo-
delle nicht immer mo¨glich, sodaß eine Benutzerinteraktion erforderlich werden
kann.
6.5 Ablauf einer integrierten Berechnung
Dieser Abschnitt beschreibt den prinzipiellen Ablauf einer Berechnung, die Funk-
tion der einzelnen Systemkomponenten und die erforderliche Kommunikation.
Der Ablauf wird zuerst an einem Interaktionsdiagramm erkla¨rt und anschließend
an einem Anwendungsbeispiel veranschaulicht.
6.5.1 Interaktionsdiagramm
Die an einer integrierten Berechnung beteiligten Komponenten und deren Zusam-
menwirken sind in Bild 6.8 dargestellt. U¨ber das in Java implementierte Control
Center ko¨nnen alle Anwendungen im System gestartet und auch die Modelle aus-
gewa¨hlt und verknu¨pft werden. Das Arbeitsmodell der integrierten Berechnung
wird vom ebenfalls in Java implementierten Modellmanager gehalten und darge-
stellt. Die Methodenaufrufe des Modellmanagers gehen u¨ber den Object Request
Broker (ORB) an die entsprechenden Serverprozesse.
1. Aufruf eines Geometriemodells. In einem Auswahlfenster des Con-
trolCenters kann der Benutzer das CAD–System und ein Modell wa¨hlen.
Im Implementation Repository der CORBA Umgebung ist eine Zuordnung
von Modelltypen zu Applikationen und damit zu Serverprogrammen gespei-
chert. Anhand dieses Eintrages wird ein geeigneter, lokal implementierter
Server ausgewa¨hlt.
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Bild 6.8: Interaktionsdiagramm einer integrierten Berechnung
2. Start des CAD-Systems. Der ORB startet den Geometriemodellierer,
indem er den zuvor identifizierten Server startet. Der Server ha¨lt u¨ber In-
terprozeßkommunikation Kontakt zum ORB und la¨dt die als dynamisch ge-
bundene Bibliothek implementierte Pro/TOOLKIT Applikation. Der Mo-
dellmanager veranlaßt den Geometrieserver das ausgewa¨hlte Geometriemo-
dell zu laden.
3. Verknu¨pfen mit einem Rechenmodell. Aus der Liste der verfu¨gbaren
Berechnungsmethoden wa¨hlt der Benutzer im ControlCenter eine fu¨r sein
Problem geeignetes Berechnungsprogramm und dazu ein passendes Modell-
schema. Anschließend startet er den Modellmanager, um eine Verknu¨pfung
zwischen dem lokalen Geometriemodell und dem gewa¨hlten Rechenmodel
herzustellen.
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4. Start des Berechnungssystems. Vom ModellManager wird eine An-
frage an den ORB gesendet, um einen Zugriff auf das Berechnungssystem
zu erhalten. Mit Hilfe des Implementation Repository lokalisiert der ORB
den entsprechenden Server und startet ihn. Der neue Server ist ebenfalls
u¨ber Interprozeßkommunikation mit dem ORB verbunden und la¨dt die dy-
namisch gebundene BOLT-Bibliothek nach.
5. Verknu¨pfung mit dem Strukturmodell. Durch Analyse der im Modell-
Manager gespeicherten Bedingungen und Relationen und durch Auswahl
der entsprechenden Komponenten im Geometriemodell werden die Kompo-
nenten des Strukturmodells mit den Elementen in den Servern verknu¨pft.
6. Berechnung und Variation der Modelle. Mit dem jetzt vorliegenden
Strukturmodell kann die Berechnung durchgefu¨hrt werden. Vera¨nderungen
im Strukturmodell mu¨ssen in beiden Partialmodellen nachgefu¨hrt werden.
Sofern die betroffenen Objekte u¨ber Bedingungen mit dem Strukturmodell
verknu¨pft sind, ist eine automatische Variation der Partialmodelle mo¨glich.
Anderenfalls muß der Benutzer die A¨nderungen manuell vornehmen.
7. Archivierung der Ergebnisse. Die Vera¨nderungen am Geometriemodell
werden vom CAD-System gespeichert. Das bei der Berechnung erzielte
Ergebnis wird vom ModellManager als Datei gespeichert.
6.5.2 Anwendungsbeispiel
Wa¨hrend im vorigen Abschnitt die Interaktionen der Systemkomponenten be-
schrieben wurden, steht in diesem Abschnitt die Darstellung des Systems aus
Benutzersicht im Vordergrund. Im folgenden Beispiel wird beschrieben, wie mit
dem System eine bestehende Pleuelschraubenverbindung (siehe Bild 6.9) berech-
net und variiert werden kann. Das Vorgehen wird anhand der durchzufu¨hrenden
Arbeitsschritte erla¨utert. Die Funktionsweise der einzelnen Softwarekomponenten
wird an den entsprechenden Stellen im Text erla¨utert. Folgende Arbeitsschritte
sind durchzufu¨hren:
1. Start des ControlCenters. U¨ber das ControlCenter werden die im Sy-
stem vorhandenen Programme gestartet und die Modelle ausgewa¨hlt. Mit
dem Aufruf des ControlCenters wird die CORBA–Umgebung initialisiert.
Die Benutzungsschnittstelle entha¨lt die Auswahlmenu¨s fu¨r die Systeme und
die zu den Systemen verfu¨gbaren Modelle. U¨ber drei Bedienfelder am Kopf
des Fensters ko¨nnen die Applikationen einzeln oder gemeinsam gestartet
werden. Bild 6.10 zeigt die Benutzungsoberfa¨che des ConrolCenters mit
einem aufgeklappten Menu¨ zur Auswahl des CAD–Systems. Der Benut-
zer wa¨hlt hier das Modell “pleuel bg” , das im CAD–System Pro/Engineer
dargestellt und mit dem Modul fu¨r zylindrische Einschraubenverbindungen
(VDI 2230) des Berechnungsprogramms BOLT berechnet werden soll.
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Bild 6.9: Baugruppe mit der zu berechnenden Schraubenverbindung
ControlCenter
Bild 6.10: Benutzungsoberfla¨che des ControlCenters
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2. Aufruf des ModellManagers. Durch Anwa¨hlen des“Verbinden”Bedien-
feldes werden die Systeme mit der aktuell ausgewa¨hlten Konfiguration von
Modellen und Systemen gestartet. Anschließend wird mit dem ModellMa-
nager die Benutzungsoberfla¨che fu¨r die integrierte Berechnung gestartet.
ModellManager
Der ModellManager liefert die Benutzungsoberfla¨che fu¨r die integrierte Be-
rechnung. Mit ihm ko¨nnen die Bestandteile des Strukturmodells und die
Verknu¨pfungen zwischen den Objekten u¨berwacht und visualisiert werden.
Das Arbeitsfenster entha¨lt auf der linken Seite die Darstellung der Baustruk-
tur in Form eines Baumes (vergleiche Bild 6.11). Auf der rechten Seite sind
die in Gruppen geordneten Parameter der aktuell ausgewa¨hlten Baustruk-
turkomponente und die Ergebnisse der zuletzt durchgefu¨hrten Berechnung
dargestellt. Am unteren Rand des rechten Bildschirmbereichs kann die ge-
wu¨nschte Rechenoperation gewa¨hlt werden. Die Auswahl vera¨ndert die in
den anderen Fenstern dargestellten Informationen und legt die jeweiligen
Bedingungen fu¨r die Verknu¨pfungen mit den Partialmodellen fest.
Bedienfelder
Parameterfenster
Ergebnisfenster
Rechenoperationen
Baustruktur
Bild 6.11: Benutzungsoberfla¨che des ModellManagers im U¨berblick
In der Baustrukturdarstellung sind die fu¨r eine Berechnung erforderlichen
Komponenten mit einem Quadrat und die optionalen Komponenten mit
einem Kreis gekennzeichnet (siehe Bild 6.12). Kompenenten, die mit einem
Element des Geometriemodells verknu¨pft sind, werden farbig markiert. Fu¨r
Komponenten, die in verschiedenen Auspra¨gungen vorkommen ko¨nnen, bei-
spielsweise eine Schraube als Kopfschraube oder Stiftschraube, wurden fu¨r
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die Darstellung die Symbole unterteilt. Durch Anwa¨hlen des Symbols wird
der Baum aufgeklappt und die mo¨glichen Auspra¨gungen werden angezeigt.
erforderliche Komponente
ausgewählte Ausprägung
erforderliche Komponente
(verknüpft)
optionale Komponente
(mit verschied. Ausprägungen)
Bild 6.12: Erla¨uterung der Symbole fu¨r die Baustrukturelemente
Mit dem Aufruf des ModellManagers wird das Strukturmodell in den Spei-
cher geladen. Das Strukturmodell bildet das Modellschema, in dem alle
durch das gewa¨hlte Programm berechenbaren Modelle abgebildet sind.
3. Auswahl einer Rechenoperation. Im ModellManager wa¨hlt der Be-
nutzer die gewu¨nschte Rechenoperation, in diesem Fall die Durchfu¨hrung
eines Festigkeitsnachweises. Daraufhin werden im Ergebnisfenster die bei
dieser Operation erzielbaren Ergebnisse dargestellt und die Bedingungen im
Modell angepaßt.
4. Verknu¨pfung mit dem Geometriemodell. Durch Auswa¨hlen des ent-
sprechenden Bedienfeldes wird die Prozedur zum Verknu¨pfen des Struktur-
modells mit dem Geometriemodell gestartet. Der Benutzer erha¨lt daraufhin
ein Fenster mit den im Geometriemodell vorhandenen Bauteilen und den
im Strukturmodell zu besetzenden Komponenten. Durch Auswa¨hlen den
“Connect” Bedienfeldes (siehe Bild 6.13) werden die markierten Elemente
miteinander verknu¨pft und die Berechnungsparameter aus dem Geometrie-
modell ermittelt.
Norm- und Standardteile werden u¨ber den Teilenamen identifiziert. Die
Parameter von bekannten Standardteilen werden automatisch vom System
erkannt und in das Rechenmodell u¨bertragen. Die Parameter der u¨brigen
Teile mu¨ssen durch den Benutzer im Geometriemodell identifiziert werden.
Wenn ein Parameter im Geometriemodell als eigensta¨ndiger Parameter vor-
handen ist, hat der Benutzer die Mo¨glichkeit, diesen direkt zu auszuwa¨hlen.
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Bild 6.13: Dialog zum Verknu¨pfen der Modelle
Anderenfalls wird der Wert des Parameters aus einer geometrischen Rela-
tion eines oder mehrerer geometrischer Objekte bestimmt. In diesem Fall
muß der Benutzer die entsprechenden Objekte auswa¨hlen. Bild 6.14 zeigt
die Auswahlmo¨glichkeiten fu¨r den Parameter “Plattenho¨he” der Kompo-
nente “Oberplatte” und die zugeho¨rige Darstellung im CAD–System. Der
Wert kann durch den Abstand zweier Fla¨chen, die La¨nge einer Kante oder
direkt durch einen Parameter (“DIMENSION”) bestimmt werden. Die di-
rekte Verknu¨pfung von Parametern hat den Vorteil, daß der Wert durch
den ModellManager gea¨ndert werden kann.
Bild 6.14: Dialog zum Verknu¨pfen der Parameter
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Am Ende dieses Schrittes ist das Strukturmodell in einer gu¨ltigen Konfigu-
ration mit dem Geometriemodell verknu¨pft.
5. Berechnung. Durch Anwa¨hlen des “Berechnen” Feldes wird aus der ak-
tuellen Konfiguration ein Berechnungsdatensatz erstellt. Dafu¨r werden die
Bedingungen und Relationen fu¨r die Erstellung der Berechnungsparameter
ausgewertet. Die Ergebnisse der Berechnung werden in der Ergebnistabel-
le dargestellt. Werte die sich seit der letzten Berechnung gea¨ndert haben,
sind durch einen Stern gekennzeichnet. Parameterwerte, die nicht vom Be-
nutzer eingegeben werden und vom Berechnungsprogramm ermittelt wur-
den, werden ebenfalls in das Strukturmodell u¨bertragen und gegebenenfalls
als gea¨ndert markiert. Bild 6.15 zeigt das Parameterfenster und das Er-
gebnisfenster nach der Berechnung. Die Detaildaten der Schraubengeome-
trie, Flankendurchmesser und Kerndurchmesser wurden fu¨r den gewa¨hlten
Nenndurchmesser durch BOLT ermittelt. Optional kann die von BOLT
erzeugte Ergebnisdatei durch Anwa¨hlen des Bedienfeldes angezeigt werden
(vergleiche Bild 6.6 auf Seite 116). Diese Option ist hilfreich, wenn die
Berechnung wegen fehlerhafter Eingabeparameter abgebrochen wurde. In
diesem Fall entha¨lt die Ergebnisdatei aussagefa¨hige Fehlermeldungen.
Bild 6.15: Parameterfenster der Schraube und Ergebnisfenster nach der Berech-
nung
6. Variation des Rechenmodells. Die Parameter des Strukturmodells ko¨n-
nen durch den Benutzer vera¨ndert werden. Im Modellmanager stehen fu¨r
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einige Parameter Listen mit vordefinierten Eintra¨gen zur Verfu¨gung. Bei
den meisten anderen Parameter sind Gu¨ltigkeitsbereiche vordefiniert, die
u¨ber automatisch aufklappende Informationsfenster angezeigt werden (siehe
Bild 6.16). Durch A¨ndern von Parametern ist das Strukturmodell zuna¨chst
inkonsistent mit den Partialmodellen. Fu¨r die Aktualisierung der Partialm-
odelle stehen in der Menu¨leiste entsprechende Felder zur Verfu¨gung.
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Bild 6.16: Vordefinierte Optionen und Gu¨ltigkeitsbereiche der Parameter
7. Variation des Geometriemodells. Das Geometriemodell kann durch
Ersetzen von Normteilen und durch Vera¨ndern von Parameterwerten mo-
difiziert werden. Wird in der Menu¨leiste das Feld “Ersetzen eines Bauteils”
gewa¨hlt, erscheint, sofern es sich um ein Teil aus einer Teilefamilie handelt,
eine Liste der weiteren in dieser Familie verfu¨gbaren Teile. Durch Auswa¨h-
len einer Variante wird das Bauteil im Geometriemodell ersetzt und die ge-
a¨nderten Parameter werden automatisch in Strukturmodell u¨bernommen.
Nicht standardisierte Komponenten ko¨nnen durch Setzen der Parameter
gea¨ndert werden. Durch Wa¨hlen des Bedienfeldes wird versucht, alle Geo-
metrieparameter des Strukturmodells im Geometriemodell nachzufu¨hren.
Dies ist nur mo¨glich wenn die Parameter zuvor direkt verknu¨pft wurden.
Im gezeigten Beispiel wurde der Außendurchmesser des verspannten Ko¨r-
pers durch den Abstand zweier Fla¨chen definiert und kann daher nicht im
Geometriemodell nachgefu¨hrt werden. Die betroffenen Parameter werden
im Strukturmodell entweder mit einem Stern als gea¨ndert oder mit einem
“M” als nicht a¨nderbar gekennzeichnet (siehe Bild 6.17).
8. Abschluß der Berechnung. Auf Wunsch wird dem Benutzer die Er-
gebnisdatei von BOLT u¨bermittelt. Die A¨nderungen im Geometriemodell
bleiben erhalten und werden zusammen mit dem Modell gespeichert.
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Bild 6.17: Parametertabelle nach Aktualisierung des Geometriemodells
6.6 Variationsmo¨glichkeiten
In der implementierten Version des ModellManagers sind die Bedingungen und
Relationen der berechenbaren Modelle als Programmcode implementiert. Da-
durch ist eine sehr spezielle, auf genau die beiden verwendeten Programme ab-
gestimmte Lo¨sung entstanden. Die Implementierung ist aber so gestaltet, daß
der Programmteil fu¨r die Verwaltung und die Darstellung der Modelle unabha¨n-
gig ist von dem Teil, der fu¨r den Modellaufbau verantwortlich ist. Ersetzt man
den Programmteil fu¨r den Modellaufbau, la¨ßt sich der ModellManager auch auf
andere Berechnungssysteme anpassen. Folgende Varianten sind hier vorstellbar:
Scripte fu¨r Modellschemata. Eine flexible Lo¨sung ergibt sich, wenn die Infor-
mationen zur Verknu¨pfung der Modelle in Scripten gespeichert werden. Der
ModellManager mu¨ßte dann um einen Parser fu¨r die gewa¨hlte Scriptsprache
erweitert werden. Die Scripte wu¨rden vom Anbieter der Berechnungsme-
thoden zur Verfu¨gung gestellt werden.
Scripte mit Formeln. Oft sind fu¨r die Verknu¨pfung von Parametern zusa¨tzlich
mathematische Rechenoperationen erforderlich. Die Bearbeitung einer in
einem Script gespeicherten Formel zur Laufzeit erfordert eine zusa¨tzliche
Softwarekomponente. Die Werte der in Formel gespeicherten Parameter
mu¨ssen ermittelt und entsprechend der angegebenen Rechenoperationen
verknu¨pft werden. Eine Implementierung eines solchen Programms wird in
[Wo¨l98] als Solver bezeichnet. In dem dort beschriebenen System ermo¨g-
licht der Solver die Berechnung von mathematischen Formeln und u¨ber-
wacht modellu¨bergreifend bestehende Bedingungen zwischen den Parame-
tern. Steht in einem System ein hinreichend leistungsfa¨higer Solver zur
Verfu¨gung, ko¨nnen auch vollsta¨ndige Berechnungsalgorithmen als Scripte
u¨bertragen werden. In diesem Fall kann der Anwender die Berechnungsme-
thode in allen Teilen seinen Bedu¨rfnissen anpassen.
Portable Programme. Methoden, die aus komplexen Algorithmen bestehen, ko¨n-
nen auch mit Hilfe von JAVA-Applets in den lokalen Speicher geladen wer-
den. Durch den standardisierten Zugriff u¨ber die CORBA Schnittstelle
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kann das Applet direkt mit dem Geometriemodell arbeiten. Die Platt-
formunabha¨ngigkeit von JAVA ermo¨glicht dabei die Portabilita¨t sowohl des
Programmcodes als auch der Benutzungsoberfla¨che. Eine Variation des Pro-
gramms zur Laufzeit ist bei JAVA-Applets nicht mo¨glich. Dennoch ko¨nnen
zur Laufzeit Programmkomponenten, auch von verschiedenen Servern nach-
geladen werden. Auf diese Weise ließen sich Methoden mit Komponenten
aus verschiedenen Servern zusammensetzen.
Geometrieobjekte im Berechnungsserver. Wenn der Berechnungsserver so er-
weitert wird, daß er direkt mit den Geometrieobjekten arbeiten kann, ent-
fallen sowohl die Scripte als auch die portablen Programme. Diese Struktur
ist insbesondere dann von Bedeutung, wenn die Methode nicht dem Anwen-
der u¨berlassen werden soll.
6.7 Bewertung des Lo¨sungsansatzes
In diesem Abschnitt wird das Integrationssystem in bezug auf die in Kapitel 4
gestellten Anforderungen bewertet. Eine U¨bersicht in Tabelle 6.1 zeigt, welche
Forderungen erfu¨llt wurden, welche bedingt erfu¨llt wurden, welche prinzipiell mit
CORBA erfu¨llbar wa¨ren, aber nicht umgesetzt wurden und welche nicht erfu¨llbar
sind.
6.7.1 Kopplung der Modelle
Ein durchga¨ngiges Produktmodell fu¨r die rechnerunterstu¨tzte Produktentwick-
lung, das von den betrachteten Programmen unterstu¨tzt wird, existiert zur Zeit
nicht. Daher wurde in einem externen Clientprogramm ein Strukturmodell im-
plementiert, das die Objekte aus dem CAD–System und dem Berechnungssystem
zu einem integrierten Modell zusammenfu¨gt.
Das Zusammenfu¨gen der Objekte und das Zusammenstellen der Verknu¨pfungs-
informationen waren sehr umfangreiche Arbeitsschritte. Durch die bei CORBA
verwendete Kapselung der Schnittstelle wurden diese Arbeitsschritte wesentlich
vereinfacht. Mit der Formulierung einer Schnittstellenbeschreibung in IDL ko¨n-
nen die Programmiersprache und die eigentliche Struktur einer Programmier-
schnittstelle verdeckt werden. Dadurch ko¨nnen auch Objekte aus verschiedenen
Applikationen in einer Client–Anwendung zusammengefu¨gt werden. Durch die
Definition von Oberklassen fu¨r systemweit gu¨ltige Objekte la¨ßt sich das Ver-
halten von Objekten vereinheitlichen. Beispielsweise ko¨nnen Methoden fu¨r den
Aufruf und die Beendigung von Applikationen, definiert werden.
Aus der doppelten Datenhaltung bei der Kapselung der Applikationen entstehen
Nachteile durch erho¨hten Speicherplatzbedarf und die Gefahr von Inkonsistenzen.
Außerdem verursachen Methodenaufrufe u¨ber CORBA ho¨here Laufzeiten als bei-
spielsweise Remote Procedure Calls, da die Aufrufe von der CORBA–Umgebung
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Forderung
erfüllt
Forderung
bedingt erfüllt
Forderung nicht erf.
prinzipiell erfüllbar
Forderung nicht 
erfüllbar
Kopplung Geometriemodell mit
Parametermodell
Identifizierung von Norm- und
Standardteilen
verschiedene Modellkonfigurationen
direkte Kopplung
Nutzung vorhandener Programmier-
schnittstellen
Plattform AIX
andere Plattformen integrierbar
CAD-Schnittstelle in C
Berechnungsschnittstelle in FORTRAN
synchrone Anwendung der Programme
Geometrieanalysen
Geometrievariation
Geometrieerzeugung
Visualisierung der Verknüpfungen
Sicherheit gegen unberechtigen Zugriff
Sicherheit der Datenübertragung
Zugriffskontrolle
Benutzung durch einen Anwender
Benutzung durch mehrere Anwender
Auslegung, Nachrechnung, Optimierung
Programme
Modelle Prozesse
Geometrie als Haupt-Arbeitsmodell
Berechnung als Werkzeug beim Gestalten
Kopplung von Methoden über das Intranet
Kopplung von Methoden über das Internet
Visualisierung der Arbeitsmodelle in den Appl.
kein zusätzliches IT-Know-How erforderlich
Tabelle 6.1: Erfu¨llbarkeit der gestellten Anforderungen
abgefangen und an den Empfa¨nger weitergeleitet werden. Serverseitig kann es
zu ho¨heren Laufzeiten kommen, wenn aufgrund unterschiedlicher Semantik des
internen Modells und der verwendeten Schnittstellenbeschreibung komplexe Da-
tenstrukturen analysiert und neu aufgebaut werden mu¨ssen.
6.7.2 Kopplung der Programme
Mit der realisierten Kopplung u¨ber einen zusa¨tzlichen Client konnte die Forde-
rung nach einer direkten Kopplung nicht erfu¨llt werden. Dennoch konnte eine
plattformu¨bergreifende Integration realisiert werden.
Voraussetzung fu¨r eine Integration eines Servers ist das Vorhandensein einer
CORBA–Laufzeitumgebung und die entsprechende Bibliothek mit den Schnitt-
stellenimplementierungen. Fu¨r die Erstellung der Bibliotheken werden sogenann-
te Emitter, beno¨tigt, die aus den Schnittstellenbeschreibungen die Methoden-
ru¨mpfe in der Programmiersprache der zu kapselnden Applikation erzeugen. Mit
den bestehenden Emittern fu¨r C, C++, Smalltalk und Java la¨ßt sich ein großer
Teil der existierenden Softwaresysteme integrieren. Wie im obigen Beispiel ge-
zeigt, la¨ßt sich auch vorhandener FORTRAN Code in das System einbinden.
Client–seitig werden neben der CORBA-Laufzeitumgebung die Deklarationen fu¨r
die Umsetzung der Methodenaufrufe in die entsprechenden CORBA–Aufrufe be-
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no¨tigt. Diese Deklarationen werden, a¨hnlich wie bei den Servern, u¨ber entspre-
chende Emitter generiert.
Die Verwendung von Java-Clients macht auch die client–seitige CORBA–Lauf-
zeitumgebung u¨berflu¨ssig, da diese zusammen mit dem eigentlichen Applet u¨ber
das Netzwerk bezogen werden kann. Damit wird auf dem Client–Rechner lediglich
eine Java–Umgebung (Virtual Machine) beno¨tigt.
Die in der oben beschriebenen Implementierung beno¨tigten Softwarekomponenten
sind in Bild 6.18 dargestellt. Dabei werden plattformgebundene und portable
Bibliotheken unterschieden.
plattformabhängige Bibliotheken portable Bibliotheken (Java)
CORBA-Laufzeitumgebung
JAVA Virtual Machine
CAD-Stubs
CAE-Stubs
ModellBrowser
O R B
CAE
Client
CAE-Server DLL
CORBA - Laufzeitumg.
CAD-Server DLL
CORBA - Laufzeitumg.CAD
(TCP / IP)
externe Anwendungenlokale Anwendungen
Bild 6.18: Erforderliche Softwarekomponenten fu¨r eine einfache Kopplung der Sy-
steme
Die in Kapitel 4 geforderte Netzwerkfa¨higkeit ist mit CORBA gegeben. CORBA
Objekte sind netzwerktransparent. Ein Client–Programm kann auf diese Wei-
se ein Objekt eines anderen Servers verwenden, als wa¨re es lokal im Speicher
vorhanden. Daru¨ber hinaus werden als Bestandteil der CORBA–Umgebung Ver-
zeichnisse der von den verschiedenen Servern zur Verfu¨gung gestellten Objekte
gehalten, sodaß sich der Anwender nicht um die tatsa¨chliche Lokalisierung von
Programmkomponenten ku¨mmern muß. Er kann Objekte eines anderen Servers
durch eine Anfrage an die CORBA–Umgebung erhalten. Die CORBA–Umgebung
ermittelt aus dem entsprechenden Verzeichnis die Lokalisierung des Objekts, ak-
tiviert es, und u¨bergibt dem Client eine Referenz auf das Objekt, mit der der
Client direkt arbeiten kann.
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6.7.3 Kopplung der Prozesse
In der Clientanwendung ko¨nnen Berechnungssystem und Gestaltungssystem von
einer einzigen Oberfla¨che aus bedient werden. Damit ist auch eine prozeßtechni-
sche Kopplung realisiert. Die Funktionalita¨t und die Benutzungsoberfla¨che sind
abgestimmt auf die Anforderungen der integrierten Berechnung und laufen paral-
lel zu den bereits bestehenden Systemen. Die Verwendung eines Berechnungssy-
stems als Werkzeug in der Arbeitsumgebung des Geometriemodellierers ist damit
nicht gegeben. Dafu¨r mu¨ßte ein systemu¨bergreifendes Prozeßmodell definiert und
in beiden Systemen implementiert werden.
Auch hier sorgt der Mechanismus der Kapselung dafu¨r, daß die Systeme zusam-
mengefu¨hrt werden ko¨nnen. In der Client–Anwendung ko¨nnen Funktionsaufrufe
an Objekte, die aus verschiedenen Servern stammen, gesendet werden. Daru¨ber
hinaus ermo¨glicht der Life Cycle Service die Erzeugung von Objekten, unabha¨n-
gig von der Art und der Lokalisierung der zugeho¨rigen Server.
Zusammenfassend sind in Bild 6.19 die Anforderungen dargestellt, die bei der
Verwendung von CORBA automatisch erfu¨llt sind, oder deren Erfu¨llung durch
CORBA unterstu¨tzt wird (vergleiche Bild 4.1 auf Seite 80). Aus dem Bild wird
deutlich, daß mit Hilfe von CORBA eine plattformu¨bergreifende und netzwer-
ku¨bergreifende Kopplung mo¨glich ist. Die weiteren Bereiche modelltechnische
Kopplung und prozeßtechnische Kopplung werden zwar durch CORBA unter-
stu¨tzt, sind aber nicht automatisch bei der Verwendung von CORBA als Integra-
tionsplattform realisiert.
Plattform
Methoden
Objekte
Netzadresse Netzadresse
CAD CAE
Modell
Objekte
Methoden
Plattform
Prozeß
Kopplung realisiert Kopplung wird unterstützt
Modellsicht Modellsicht
Speicherung SpeicherungSystem
Eingangsgrößen
Ergebnisse
Aktivitäten
Eingangsgrößen
Ergebnisse
Aktivitäten
Bild 6.19: Anforderungen, die bei Verwendung von CORBA erfu¨llt werden ko¨n-
nen
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6.8 Zusammenfassung
Das beschriebene Integrationssystem zeigt exemplarisch eine mo¨gliche Form einer
CORBA-basierten Kopplung eines parametrischen CAD–Systems und eines para-
meterorientierten Berechnungsprogramms. Das CAD–System Pro/ENGINEER
und das Berechnungsprogramm BOLT wurden u¨ber objektorientierte Schnitt-
stellen gekapselt und in eine CORBA Umgebung eingebunden. Die Struktur der
Schnittstellen spiegelt dabei einen Auschnitt aus dem internen Modell der jewei-
ligen Applikation wider. Die Verknu¨pfung der Modelle erfolgt in einem separaten
Client.
Die Bewertung des Ansatzes zeigt, daß die Forderungen nach Netzwerkfa¨higkeit
und Plattformunabha¨ngigkeit erfu¨llt sind.
Fu¨r die modelltechnische und die prozeßtechnische Kopplung waren zusa¨tzliche
Informationen erforderlich, die im Client enthalten sind. In einem im Client im-
plementierten Strukturmodell fu¨r integrierte Berechnungen werden die Objekte
aus den beiden Applikationen und die Verknu¨pfungen zwischen den Objekten
abgebildet. Fu¨r die prozeßtechnische Kopplung wurden einige der in den Appli-
kationen verfu¨gbaren Funktionen im Client abgebildet.
Herauszustellen ist die Flexibilta¨t im Zugriff auf die internen Modelle, die sich
durch die Kapselung der Applikationen ergibt. Im gezeigten Beispiel werden die
in C und FORTRAN implementierten Applikationschnittstellen in einer JAVA–
Applikation miteinander verknu¨pft und Objekte aus beiden Applikationen paral-
lel verwendet. Der Ansatz ist damit geeignet, bestehende Programme als Server in
moderne, objektorientierte Softwaresysteme zu integrieren, sofern eine CORBA–
Laufzeitumgebung fu¨r die Serverplattform existiert und die Programme mit ei-
ner von CORBA unterstu¨tzten Programmiersprache zusammengebunden werden
ko¨nnen.
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7.1 CORBA als Integrationsplattform
Mit dem implementierten Integrationssystem wurde nachgewiesen, daß mit COR-
BA eine Kopplung bestehender Softwaresysteme realisierbar ist. Die Technik,
Applikationen u¨ber neutrale Schnittstellenbeschreibungen zu kapseln, ermo¨glich-
te dabei auch die Zusammenfu¨hrung zweier in bezug auf die Datenstrukturen,
den Programmablauf und die Zugriffsmethoden auf die Modelle unterschiedli-
cher Systeme. Daru¨berhinaus ist es durch die Plattformunabha¨ngigkeit und die
Netzwerkfa¨higkeit von CORBA mo¨glich, die auf verschiedenen Rechnern mit un-
terschiedlichen Betriebssystemen laufenden Programme zu koppeln. Die Mo¨g-
lichkeit, auch FORTRAN–Programme zu integrieren, macht CORBA zu einem
geeigneten Werkzeug, eine große Zahl bestehender Berechnungsprogramme in ei-
ne moderene Systemumgebung zu integrieren.
Die wesentlichen Probleme der Integration lagen in der modelltechnischen Kopp-
lung der Systeme. Die Schaffung eines einheitlichen, integrierten Produktmodells
ist hierfu¨r unumga¨nglich. Dabei steht der Ansatz der OMG, die STEP als Pro-
duktmodell fu¨r CAx–Anwendungen einsetzen will, im Konflikt mit den Interes-
sen der CAD–System Hersteller, die bisher auf proprieta¨re Datenformate setzen.
Fu¨r die Integration von Berechnungen muß das Produktmodell auch nichtgeome-
trische Daten enthalten ko¨nnen. Der umfassende Ansatz von STEP, sa¨mtliche
produktbezogenen Daten abbilden zu ko¨nnen, ist dafu¨r eine gute Grundlage.
Durch die Kopplung von CORBA und JAVA ergeben sich interessante Mo¨glichkei-
ten fu¨r die Bereitstellung von Berechnungsmethoden u¨ber das Internet. Von Be-
rechnungsdienstleistern angebotene Methoden ko¨nnen u¨ber das Internet geladen
werden und erhalten u¨ber die lokale CORBA–Umgebung Zugriff auf das lokale
CAD–System. Dabei kann das JAVA–Applet das vollsta¨ndige Berechnungspro-
gramm enthalten oder es kann die Dienste eines entfernt laufenden, u¨ber CORBA
gekapselten Berechnungsservers in Anspruch nehmen. Voraussetzung fu¨r dieses
Szenario sind eine in IDL formulierte, u¨ber CORBA zuga¨ngliche Schnittstelle
des CAD–Systems und eine lokale CORBA–Laufzeitumgebung. Die Schaffung
einer CORBA–konformen Schnittstelle durch die CAD–System–Hersteller wa¨re
somit die Basis fu¨r eine netzwerku¨bergreifende Integration von Gestaltung und
Berechnung.
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7.2 Vernetzte Berechnungs–Competence–Center
Auf der Basis des oben beschriebenen Integrationssystems kann ein System ver-
netzter Berechnungs–Competence–Center fu¨r verschiedene Berechnungsaufgaben
aufgebaut werden. Das System besteht aus einem in eine CORBA–Umgebung in-
tegrierten CAD-System und einer Reihe von Servern, auf denen spezialisierte Be-
rechnungsmethoden bereitgestellt werden. Die Methoden werden als Werkzeuge
bei der Durchfu¨hrung der aktuellen Konstruktionsaufgabe eingesetzt und arbei-
ten mit dem lokalen Geometriemodell. Dabei ko¨nnen die Berechnungsprogramme
die Parameter aus dem Geometriemodell ableiten oder das Geometriemodell va-
riieren, erfordern aber selber kein persistentes Produktmodell. Nicht automatisch
reproduzierbare Verknu¨pfungen und Benutzereingaben werden als Attribute dem
Geometriemodell zugefu¨gt oder als Datei zusammen mit dem Geometriemodell
gespeichert.
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Bild 7.1: Einbindung eines Berechnungs–Competence–Centers in eine Netz-
werkumgebung
Berechnungs–Competence–Center sind in diesem Szenario Anbieter von Berech-
nungsdienstleistungen und ko¨nnen sowohl innerhalb eines Unternehmens als auch
durch externe Dienstleister aufgebaut werden. Dabei ko¨nnen entsprechend den
Erfordernissen Applikationen verknu¨pft, einzelne Parameter oder vollsta¨ndige
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Modelle u¨bertragen werden. Zur problemspezifischen Anpassung der Berech-
nungprgramme steht ein allgemeiner Methodenbaukasten zur Verfu¨gung.
Entscheidend fu¨r den Nutzen eines Berechnungs–Competence–Centers ist die Be-
reitstellung von zusa¨tzlichen Informationen u¨ber die Berechnungsmethoden, die
eine qualifizierte Anwendung der Methoden ermo¨glichen. Je weniger der Anwen-
der mit den Methoden des Anbieters vertraut ist, desto umfassender mu¨ssen die
zusa¨tzlichen Informationen sein. Insbesondere bei der Bereitstellung von Metho-
den durch externe Anbieter ist die Qualifizierung und Unterstu¨tzung der Anwen-
der eine ernstzunehmende Aufgabe. Vorstellbar sind hier Schulungen durch die
Anbieter, die den Kunden mit den speziellen Eigenschaften einer Methode ver-
traut machen und auch ein Vertrauensverha¨ltnis zwischen Anbieter und Anwen-
der schaffen, oder auch Call-Center, in denen Experten fu¨r Fragen zu bestimmten
Methoden zur Verfu¨gung stehen. Stehen die zusa¨tzlichen Informationen weder
als Onlinehilfe noch in Form einer perso¨nlichen Beratung zur Verfu¨gung, ist eine
sinnvolle Anwendung eigentlich nur fu¨r einfache, allgemein bekannte Methoden
mo¨glich.
Durch die Verwendung von u¨ber IDL gekapselten Applikationen und CORBA
als Kommunikationssystem wird die Verknu¨pfung der Modelle wesentlich ver-
einfacht. Die Schaffung einer standardisierten Zugriffsschnittstelle ermo¨glicht es
den Entwicklern von Berechnungssoftware, Programme zu entwickeln, die mit al-
len Geometriemodellierern arbeiten. Entsprechend ermo¨glicht die Kapselung von
Berechnungssoftware auch die Integration bestehender Programme, indem auch
hier die Zugriffsmethoden, die Metadaten und die Strukturierung der Modelle
vereinheitlicht werden. Insbesondere im Hinblick auf eine Prozeßplanung und
Prozeßprotokollierung ist eine einheitliche Darstellung der Methoden von Vorteil.
Daru¨ber hinaus stehen durch die Basisdienste von CORBA eine Infrastruktur fu¨r
die Lokalisierung, fu¨r den Transport und fu¨r eine netzwerktransparente Verwen-
dung von Objekten, sowie standardisierte Sicherheitsmechanismen zur Verfu¨gung.
7.3 Komponentenbasierte CAx–Systeme
Im Sinne der Objekttechnologie sollte sich ein Produktmodell aus beweglichen,
plattform- und softwareumgebungsunabha¨ngigen Softwarekomponenten zusam-
mensetzen lassen. Entgegen dem bisherigen Entwicklungstrend, mo¨glichst viele
Inhalte in einem Softwaresystem abzubilden, mu¨ßten dann die Inhalte wieder
auf verschiedene Modelle und damit auf verschiedene Applikationen verteilt wer-
den. Allgemeine, in der Produktentwicklung beno¨tigte Objekte und Methoden
mu¨ßten in einer Klassenstruktur vorgegeben werden. Diese allgemeinen Objekte
mu¨ßten Methoden zum Speichern und zum Verknu¨pfen untereinander enthalten
und u¨ber Netzwerke transportierbar sein. Durch branchen- oder problemspezifi-
sche Erweiterungen ko¨nnen diese allgemeinen Objekte an jeden Anwendungsfall
angepaßt werden, sind aber dennoch in das Gesamtsystem integrierbar, da sie
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die Eigenschaften der Basiselemente geerbt haben. Denkbare Komponenten sind
Fertigungspartialmodelle, Anforderungsmodelle, Geometriemodelle oder Stu¨ckli-
stenmodelle.
Bei der Schaffung einer komponentenbasierten CAx–Umgebung ist die Defini-
tion der Basiselemente, deren Gemeinsamkeiten und deren Wechselbeziehungen
eine der herausragenden Aufgaben. Das Datenmodell von STEP kann hier als
Grundlage dienen.
Eine weitere wichtige Aufgabe ist die Schaffung von Speichermechanismen fu¨r die
einheitliche Speicherung der Partialmodelle, ohne die wirklich portable Objekte
nicht denkbar sind. Alleine die Speicherung parametrischer Geometriemodelle in
einem neutralen Format ist eine bisher nicht gelo¨ste Aufgabe.
Voraussetzung fu¨r den Erfolg eines solchen Systems ist allerdings, daß die besteh-
tenden Systeme sich in eine solche Umgebung integrieren lassen und die allgemein
definierten Objekte und Methoden in ihren Schnittstellen anbieten. Um bei einer
gleichen Grundfunktionalita¨t der Systeme dennoch die Abgrenzung untereinan-
der zu ermo¨glichen, mu¨ssen allgemeine Objekte und Methoden definiert werden,
die um die systemspezifischen Merkmale erweitert werden ko¨nnen.
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Applikation Ein Softwareprogramm zur Bearbeitung einer Aufgabe.
Client Eine Softwarekomponente, die die Dienste einer anderen Softwarekom-
ponente in Anspruch nimmt, entweder durch einen Funktionsaufruf oder
durch einen Zugriff auf ihren Status [Boo94].
Emitter Ein Softwareprogramm, das aus einer neutralen Schnittstellenbeschrei-
bung Methodenru¨mpfe in einer bestimmten Programmiersprache generiert
[OHE96].
Ersatzmodell Abstraktion eines realen oder geplanten Produkts durch Redukti-
on auf eine Auswahl von Eigenschaften. Ein Ersatzmodell wird verwendet,
um das Verhalten des Produkts durch Vereinfachung berechenbar und da-
mit vorhersagbar zu machen.
Framework (Auch: Umgebung) Eine Ansammlung von Klassen, die eine be-
stimmte Menge von Diensten fu¨r einen bestimmten Bereich zur Verfu¨gung
stellen. Ein Framework exportiert einzelne Klassen und Mechanismen, die
die Clients einsetzen oder u¨bernehmen ko¨nnen [Boo94].
Geometriemodell Hier: Rechnerinterne Darstellung der Geometriedaten in ei-
nem Geometriemodellier (CAD–System).
Integriertes Produktmodell Produktmodell fu¨r die Abbildung von Daten aus
allen Produktlebensphasen in einem einheitlichen Datenmodell [GAP93].
Ein kontinuierliches Fortschreiben der Daten soll die informationsverlust-
behaftete Modelltransformation verhindern. In dem Modell werden alle
Daten abgebildet, die sich nicht aus bereits bestehenden Daten ableiten
lassen [Vel99].
Methode Hier: ein auf einem Computer implementiertes Programm zur Durch-
fu¨hrung von Berechnungen.
Persistenz Die Eigenschaft eines Objekts, mit deren Hilfe es Zeit u¨berdauern
kann [Boo94].
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Modell Abstrakte Abbildung eines Ausschnittes der realen Welt mit dem Ziel,
von Eigenschaften des Modells auf Eigenschaften des realen Objekts zu
schließen [VDI93] [Rot82]. Im Kontext von Softwareprogrammen: als Da-
tenmodell strukturelle Datenmenge zur rechnerinternen Repra¨sentation ei-
nes Weltausschnittes [Abe95].
Partialmodell Kennzeichnet eine definierte endliche Informationsmenge von Pro-
duktmerkmalen als Teil eines Produktmodells [Abe95] [Gra99].
Produktinformationsmodell Auch: konzeptionelles Modell Definiert die mo¨gli-
chen Bestandteile und denkbaren Relationen zwischen den Bestandteilen
fu¨r eine Abbildung eines Modells im Rechner [Boo94].
Produktmodell Die Einheit von Produktinformationsmodell und aller zu einem
Produkt geho¨renden Daten [Abe95].
Rechenmodell Hier: Rechnerinterne Darstellung der Daten eines Berechnungs-
programms.
Server Eine Softwarekomponente, die anderen Softwarekomponenten Daten oder
Dienste zur Verfu¨gung stellt.
Strukturmodell Hier: Produktinformationsmodell fu¨r die Integration von Ge-
staltung und Berechnung. Entha¨lt Ausschnitte aus einem Geometriemodell
und einem Rechenmodell und die fu¨r die Verknu¨pfung der Modelle erfor-
derlichen Informationen.
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