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Tato práce pojednává o informačních systémech v podnicích, jejich technologiích a nových 
trendech v oblasti hardwaru využívaných pro zjednodušení, zrychlení a zefektivnění 
firemních procesů.  
Následně se práce věnuje rozšíření informačního systému v reálném prostředí, jehož cílem 
je získávání podrobnějších dat, jejich zpracování a následné vyhodnocení formou 
volitelných reportů.  
Abstract 
This thesis discusses informatik systems in companies, their technologies and new 
trends in hardware domain, used to simplify, speed up and streamline business 
processes.  
Consequently thesis deals with the extension of an information system in a real 
environment, aimed to getting more detailed data, processing and subsequent evaluation 
to adjustable reports.  
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Tématem této práce je analýza současného stavu a návrh řešení části 
informačního systému ve vybrané firmě v návaznosti na teoretický podklad 
pojednávající o moderních technologiích a trendech v oblasti informačních systémů.  
Informační a komunikační technologie se stávají stále více a více součástí 
každodenních úkonů zaměstnanců v jakékoli společnosti. Informační systém pak 
využívá těchto technologií k získávání, uchovávání, transformaci a poskytování dat, 
procházejících podnikem i jeho okolím.  
Právě tímto se zabývá tato práce, která po analýze současného stavu v podniku a 
nástinu teoretického základu použitých technologií zpracovává řešení zadaného 
problému. Tím je návrh a realizace části podnikového informačního systému včetně 
jeho začlenění do současné struktury, jehož úkolem bude především zaznamenávání 
informací v oblasti výroby a jejich následná úprava, sdílení s oprávněnými uživateli a 
reportování v sestavách, které budou základem pro budoucí manažerské rozhodování.  
Výsledkem této práce tedy bude ucelené řešení zadaného problému, které bude 
aplikováno v podniku. V návaznosti pak zpracován nástin dalšího možného postupu a 





1 Cíl práce, metody a postup zpracování 
1.1 Cíl práce 
Cílem této práce je analýza současného stavu části informačního systému 
v podniku včetně zhodnocení informačního systému jako celku a aplikovaných pravidel, 
odborné úrovně pracovníků apod.  
V návaznosti na analýzu pak bude zpracováno konkrétní řešení požadovaného 
problému. Tím je záznam dat z výroby a jejich následná interpretace, reportování, 
možnost oprav apod. s cílem získat efektivitu a produktivitu na jeden konkrétní 
výrobek, stroj či pracovníka.  
Sesbíraná a utříděná data lze samozřejmě v budoucnu využít i pro další 
rozhodování, výstupní sestavy či jakkoli jinak přidáním dalších funkcí aplikace nebo 
poskytnutím přístupu do databáze jiným částem informačního systému. V základu 
umožní manažerům monitorovat dění ve výrobní části podniku z detailnějšího pohledu, 
než který měli doposud k dispozici.  
Výsledné aplikace, se kterými budou uživatelé pracovat, by měly být maximálně 
uživatelsky přívětivé, tedy přehledné, snadno a intuitivně ovladatelné, nenáročné na 
výkon procesoru atd. Měly by zkrátka zajistit, aby při práci s nimi strávili uživatelé co 
nejméně času během plnění svých úkolů, čímž bude jejich přínos maximální.   
1.2 Metody a postup zpracování 
Během zpracování práce budu vycházet z teoretického základu získaného 
studiem, odborné literatury i elektronických či tištěných publikací, jako jsou články či 
studie a hodnocení.  
Realizace by měla využívat moderních metod a technologií, dostupných 
v oblasti informačních a komunikačních technologií a informačních systémů.  
Výsledná část informačního systému bude pracovat např. s dotykovými displeji 
databázemi, bude navržena i pro nejnovější a budoucí operační systémy atd.  
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Prvním krokem po nastínění teoretického základu se stane analýza daného 
prostředí včetně současného stavu. K tomu využiji hodnotící metody jako je např. 
McFarlanův model či metoda HOS.  
Následná realizace bude napsána v programovacím jazyku Visual Basic pomocí 
MS Visual studia. Nejprve vypracuji strukturu databáze a následně navrhnu aplikaci, 
která požadovaná data od uživatelů získá.  
Následně přejdu k aplikaci pro případnou opravu dat či jejich export do 
požadovaných sestav.  
Neoddělitelnou součástí bude také zpětná analýza navržené části informačního 
systému, opírající se jak o vlastní testování, tak o zpětnou vazbu uživatelů.  
Nasazení pak proběhne v několika krocích od testovacího provoz, přes provoz 
na zkušebním pracovišti až po kompletní přechod na nově navržené řešení.  
I po úspěšné realizace bude ovšem nutno sledovat získávané výsledky, 
komunikovat s uživateli jejich zkušenosti se systémem, spravovat systém jako celek, ale 
starat se také zároveň o školení nově příchozích pracovníků a o dodržování 
vyžadovaných pracovních postupů.  
Po dokončení realizace lze zvažovat další rozšíření systému založená na nových 





2 Teoretická východiska práce 
2.1 Proč používat IT jako nadstavbu k běžné činnosti 
 Podnikatelská činnost obsahuje velké množství různorodých aktivit, které je 
třeba vykonávat a jimž je nutno rozumět, aby bylo možné podnik vést. Jednou 
z typických oblastí podpory podnikatelské činnosti jsou IT technologie. Proč je tento 
prvek dnes prakticky nezbytný a co vlastně podniku přináší, vysvětluje odborná 
literatura.  
Jedním z nejpodstatnějších momentů rozvoje informatiky je její postupná 
integrace do nejrůznějších podnikových aktivit. Informatika se stala součástí 
ekonomických a obchodních transakcí a analýz, výrobních technologií, marketingu, 
nejrůznějších druhů návrhářských, projekčních nebo konzultačních služeb.  
S tím se však razantně rozšířil okruh uživatelů informačních technologií, 
podstatně se zvýšil rozsah, komplexnost a složitost informačních systémů.  
Abychom byli schopni kvalifikovaně posuzovat úroveň konkrétní podnikové 
informatiky, řešit její problémy, formulovat návrhy na její další rozvoj, je nutné alespoň 
v základním přehledu vymezit nároky na její kvalitu a výkon, resp. na efekty, které má 
přinášet. V tomto smyslu se nejčastěji uvádí, že informatika ve firmě musí: 
1. Poskytovat uživatelům potřebnou funkcionalitu při zajišťování běžných evidenčních 
či transakčních operací, ale také pro analytické, plánovací, rozhodovací a kontrolní 
činnosti.  
2. Přispívat ke zkracování doby trvání podnikových procesů, zjednodušování, snižování 
jejich pracovní či technické náročnosti, vyloučení zbytečných nebo duplicitních operací 
apod.  
3. Zajistit odpovídající úroveň disponibility informací, technických a dalších 
prostředků, tj. jejich dostupnosti správnému uživateli v pravém čase a na pravém místě. 
4. Realizovat provoz informačního systému a technologií na požadovaném stupni 
bezpečnosti, spolehlivosti, výkonu, doby odezvy.  
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5. Přinést očekávané ekonomické, případně mimoekonomické efekty (např. informace a 
rady poskytované zákazníkům na webu společnosti k nabízenému sortimentu zboží). 
6. Přispívat ke zvyšování kvalifikace pracovníků firmy. 
7. Provozovat a rozvíjet prostředky a zdroje informatiky při přiměřených nákladech 
(„odpovídající“, „požadovaný“ a „přiměřený“, je dáno jejich odvětvovou orientací a 
velikostí).  
Podniková informatika představuje principy a postupy aplikací informačních a 
komunikačních technologií v řízení, provozu a rozvoji ekonomického subjektu (obvykle 
podniku). Zahrnuje interní část, tj. informatiku pro interní činnosti podniku, a externí 
část, resp. informatiku realizovanou pro řešení externích, zejména obchodních vztahů.  
V praxi se vedle již uvedeného termínu informatika nebo podniková informatika 
běžně používá zkratka ICT - informační a komunikační technologie (Pour, 2006).  
2.1.1 Monitorování toho, co se ve firmě děje  
Jedním ze základních úkolů IS je tedy monitorování toho, co se v podniku děje. 
Získané interní informace jsou totiž neoddělitelnou součástí dat, na jejichž základě 
systém plní výše uvedené požadavky. Tzv. controlling ve vztahu k IS pak můžeme 
sledovat z různých pohledů.  
1. Informační pojetí controllingu 
Pod pojmem controlling rozumíme především tvorbu a reportů či výkazů, které 
poskytují významné doplňkové informace ke standardním, rutinně zpracovávaným 
informačním sestavám.  
Tyto průřezové informační sestavy jsou zpracovávány zejména pro vrcholový 
management podniku, k získání syntetických informací, jež spojují informace z 
jednotlivých celků podniku dohromady a dávají tak celkový průřezový podklad pro 
podniková rozhodování.  
Důraz je přitom kladen zejména na sledování rozdílů předem stanovených 
hodnot a hodnot skutečných, jinak řečeno k vyhodnocení odchylek. Postupně se pak 
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doplňují obdobné průřezové informační sestavy pro nižší úrovně řízení, pro kompletaci 
informací nutných k rozhodování. Toto pojetí je označováno jako oblast reportingu 
(Controlling, 2013).  
2. Informačně-vyhodnocovací pojetí controllingu 
Informační pojetí se později doplnilo o zdůraznění a vyhodnocovací a kontrolní 
činnost, která zajišťuje míru souladu s plánem a rozpočtem. Controller nejen připravuje 
speciální informační sestavy, ale zároveň vyhodnocuje výsledky dané oblasti.  
Tím vzniká určitá dvojkolejnost, jelikož vedle vedoucího útvaru funguje 
controller, který je velmi často organizačně zařazen zcela mimo útvar nebo procesy, 
které informačně sleduje a vyhodnocuje.  
Tím ovšem vznikají kompetenční a odpovědnostní spory. Toto i výše uvedené 
pojetí jsou typickým příkladem evidenčního (ex-post) přístupu, kde jde o sledování 
informací v průběhu procesu, případně jejich vyhodnocování. Je tedy orientováno na 
vyhodnocení minulosti.  
Výsledky jsou jistě využívány i pro budoucí rozhodnutí, nikoliv však 
systematicky a integrovaně. Informační sestavy ani nejsou s tímto záměrem 
koncipovány. Jedná se o pojetí úzké, které pro současné podnikové řízení není 
dostatečné.  
Informace by měly být uzpůsobeny potřebě rozhodování, nikoliv naopak. Při 
tvorbě informačních sestav je totiž třeba prvotně vycházet z toho, pro jaká rozhodnutí 
mají informace sloužit (Controlling, 2013).  
2.1.2 Získávání dalších dat  
Postupem času byly vynalezeny i další, komplikovanější a detailnější analýzy a 
způsoby, jak získávat ze surových dat informace, potřebné k manažerskému 




Obr. 1: Součásti Business Intelligence (Zdroj: Scott, 2013) 
 
Důvody pro užívání nástrojů Business Intelligence 
Naše století se dá bez nadsázky charakterizovat nebývalou informační explozí. 
Největšímu informačnímu nátlaku jsou přitom vystaveni manageři a řídící pracovníci 
firem. 
Čím je společnost rozsáhlejší nebo rozmístěna na více místech, tím roste i tlak 
na kvalitu, relevantnost, spolehlivost i kvantitu předávaných informací. Jedním z 
významných posunů, ke kterým v podnikové informatice došlo během několika 
posledních let, je také přesun priorit ke strategickému řízení.  
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Infrastruktura aplikací BI (Business Intelligence) bývá založena na konceptu 
datového skladu, přičemž existence datového skladu je zásadním předpokladem pro 
fungování nástrojů BI.  
Jedná se o ucelenou databázi optimalizovanou pro dotazování a analýzu dat, 
společně s nástroji, které dotazy, analýzy a kvalitní prezentaci výstupů umožňují. V 
datovém skladu jsou pak data integrována a ukládána. A to jak data z interních tak z 
externích zdrojů.  
Konečným cílem je poskytnout jasné, organizované a analyzovatelné informace, 
dostupné v reálném čase, při využití maxima interních i externích zdrojů, které jsou ve 
využitelné při řízení firmy či instituce (Tvrdíková, 2005).  
OLAP technologie 
Několika dimenzionální uložení dat je většinou realizováno na bázi metadatové 
nadstavby nad relačními tabulkami. Tato metadata přiřazují řádky a sloupce relačních 
databází jednotlivým dimenzím a buňkám v n-dimenzionální tabulce.  
V metadatech jsou také obsažena pravidla agregace (souhrnů) dat na 
jednotlivých úrovních definovaných dimenzí. Toto je princip OLAP technologie 
ukládání dat neboli on-line analytického zpracování dat. Odezva na změnu definice 
pohledu je následně v nástrojích využívajících OLAP technologie téměř okamžitá.  
Problém expanze multi-dimenzionálních dat se projevuje až v určitých situacích, 
jako jsou přílišná hierarchická složitost dimenzí, zvětšující se počet dimenzí a s tím 
související řídkost dat apod. Otázka administrace multi-dimenzionálních dat rovněž 




Obr. 2: Datová kostka (Zdroj: Nanda, 2013) 
 
OLAP technologie jsou rozdělovány do čtyř skupin – podle typu ukládání a 
způsobu zpracování dat.  
ROLAP (Relational On-Line Analytical Processing) reprezentuje přímý přístup 
k datům relačního primárního systému, což znamená, že data prezentovaná v 
zobrazovacím nástroji jsou získávána přímo z původních datových zdrojů, např. z 
tabulek databáze Oracle (přístup do těchto tabulek je obvykle realizován 
prostřednictvím „ODBC“ ovladačů v okamžiku potřeby). Jedná se tedy vlastně o 
standardní relační databáze, z nichž jsou data vybírána pomocí SQL dotazů.  
MOLAP (Multi-dimensional On-Line Analytical Processing) využívají 
specifickou multi-dimenzionální databázi. Informace jsou v této speciální databázi, 
navržené jako množina multi-dimenzionálních matic (více rozměrné tabulky – kostka 
atd.) a jsou aktualizovány a doplňovány v určeném pravidelném intervalu. 
HOLAP (Hybrid On-Line Analytical Processing) představuje přístup 
kombinující obě předešlé technologie. V tomto případě jsou data čerpána přímo z 
primárních zdrojů, přičemž jejich část je ukládána do multi-dimenzionálních matic 
(model MOLAP).  
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V zásadě se do multi-dimenzionální databáze ukládají agregované údaje, jejichž 
získávání bývá zpravidla nejvíce časově náročné. Rozlišení správného stupně agregace, 
který bude představovat hranici mezi podrobnějšími daty ukládanými do relační datové 
struktury a agregovanými informacemi zaváděnými do multi-dimenzionálních databází, 
je tady zásadním úkolem pro implementátora. 
DOLAP (Desktop On-Line Analytical Processing) umožňuje připojení k 
centrální datové kostce a stažení potřebné části kostky na lokální počítač. Výhodou je, 
že všechny analytické operace probíhají nad lokální kostkou a uživatel tak nemusí být 
připojen k serveru (Tvrdíková, 2005).  
2.2 Technologie užitečné v procesech firmy 
Rozvoj a především pak masové rozšíření informačních a komunikačních 
technologií způsobilo, že tyto technologie nyní používá prakticky každá společnost. 
Nové postupy a nové způsoby jsou pak přímo podporovány a urychlovány vyspělejším 
a výkonnějším hardwarem stejně tak jako intuitivnějším, propracovanějším a 
specializovanějším softwarem.  
2.2.1 Hardware 
Dotykové obrazovky 
Jednou z masově se prosazujících technologií současnosti je technologie dotyku. 
I když tato myšlenka i realizace tu byla již před mnoha lety, teprve nyní se začala 
využívat skutečně masově a komerčně.  
Principy nástrojů, jejichž jediným vstupním zařízením je dotyková obrazovka 
mají výhody ve své jednoduchosti a účelnosti. Ovládání je pak ještě více záležitostí také 
každé jednotlivé aplikace.  
Pracovní prostor přitom obsahuje vždy pouze ty ovládací prvky, které uživatel 
bezprostředně potřebuje. A konečně, vstupní zařízení je zároveň i výstupním a obsahuje 




Obr. 3: Rezistivní dotykový displej (Zdroj: Škopek, 2013) 
 
 
Obr. 4: Kapacitní dotykový displej (Zdroj: Škopek, 2013) 
 
Výhody dotykových zařízení velice dobře popisuje společnost Agionet na svém 
webu.  
Každá doba si nese jistá specifika, která ji charakterizují. Ať už jde o módu, 
způsoby myšlení a chování, uznávané hodnoty či vědecko-technický pokrok.  
V posledních 3, 4 letech nastupuje trend zařízení, která ke svému ovládání 
nepotřebují žádné další nástroje typu myši nebo klávesnice.  
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Důvodem pro volbu dotykového ovládání je jeho přirozenost, protože 
nejjednodušším a nejvíce intuitivním způsobem, jak si o něco říct, že na daný objekt 
ukázat, případně se ho dotknout.  
Všechna tato, dotykově ovládaná, zařízení mají tedy jedno společné, totiž 
usnadnit jejich uživateli ovládání vynecháním prostředníka v podobě myši, klávesnice, 
touchpadu, apod.  
Nejvíce je tento trend v současné době patrný u mobilních telefonů, které čím 
dál častěji zastupují, díky své funkční výbavě a výkonu, roli přenosných minipočítačů. 
Dalším velkým hitem posledních let jsou také tzv. tablety, tedy už přenosné počítače, 
ovladatelné pouhým dotykem. Na jejich velkých displejích je vše přehledné a práce s 
nimi je díky dotykům také zábavná.  
Vzhledem ke své jednoduchosti ovládání, uživatelské přívětivosti, atraktivnímu 
vzhledu a faktoru zábavnosti se systém dotykového ovládání rozšiřuje i do dalších dříve 
netknutých oblastí, jakými jsou orientační systémy, informační tabule, platební či 
informační terminály, docházkové systémy aj.  
Specifický způsob ovládání prsty na dotykovém displeji si však vyžaduje i 
specifické postupy při tvorbě aplikací pro dotyková zařízení. Především je třeba mít na 
paměti nutnost dostatečně velkého prostoru pro tlačítka z důvodu pohodlného ovládání 
(prsty jsou silnější než kurzor myši), zároveň dostatečnou rychlost aplikace pro její 
dostatečnou použitelnost (klikání prstem je mnohdy rychlejší, než myší) a především 
vytvořit přehledné, logicky uspořádané, srozumitelné a přívětivé uživatelské prostředí, 
se kterým je radost pracovat (Systém obecně, 2011).  
Proč počítačovou síť  
Osobní počítače se dnes již zabydlely v téměř všech podnicích. O jejich 
výhodách určitě nikdo nepochybuje. Pokud se však „sejde“ více počítačů pohromadě, 
nastávají starosti.  
• Jak zajistit, aby určitá data byla stále aktuální? Kupříkladu je na několika počítačích 
nainstalován účetnický program a je potřeba, aby se každá změna okamžitě objevila na 
všech počítačích (nová faktura, úbytek ve skladu, platba pokladnou ...). 
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• Jak přenést data z jednoho počítače na druhý? Jakýkoli způsob pomocí přenositelných 
médií je zbytečně komplikovaný a není automatizován.  
• Chcete něco vytisknout, ale tiskárna je připojená k jinému počítači. Nemá také smysl 
pořizovat ke každému počítači zvlášť tiskárnu.  
Řešení těchto problémů nabízí vzájemné propojení počítačů – vytvoření 
počítačové sítě. Dnes je tato technologie hojně používaná prakticky všude a její zřízení 
nepředstavuje u menších sítí žádné velké náklady (u větších je tomu naopak).  
Počítačová síť v podniku pak tedy umožňuje především:  
- Sdílet data - soubor, v němž máme důležitá data, je společný pro všechny uživatele 
sítě. 
- Snadno přenášet data - překopírovat data z jednoho PC do druhého není žádný 
problém.  
- Sdílet hardwarové prostředky - pro všechny počítače v síti stačí jedna tiskárna. Obecně 
však můžeme využívat pro společnou práci i jiné hardwarové prvky: modemy, skenery, 
disky pro ukládání dat apod.  
- Komunikace v síti - mezi jednotlivými počítači mohou putovat zprávy, či dopisy. Dnes 
je samozřejmostí propojování celých sítí k Internetu, všichni pak mají k dispozici služby 
Internetu (e-mail, prohlížeč ...).  
- Ochrana dat - spočívá v možnosti soustředit všechna důležitá data na jedno místo v síti 
(typicky na speciální počítač – server). Zde uložená data je pak možné zpřístupnit jen 
některým uživatelům a jiným je skrýt. Snazší a levnější je také pravidelné zálohování 
dat nahromaděných na discích serveru (Horák a Keršláger, 2006).  
Právě ochrana dat, ať už před útočníky či selháním hardwaru nebo softwaru 
bývá nejnákladnější položkou během budování a provozování sítě.  
Wi-fi 
Neméně významnou součástí informačních technologií jsou pak bezdrátové sítě. 
Svými vlastnostmi jako je rychlost přenosu, či odolnost proti rušení nemohou 
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standardním řešením konkurovat, avšak přinášejí nenahraditelné možnosti díky 
„neviditelnému“ připojení, bez nutnosti využít jakýkoli kabel.  
Tedy není třeba hledat fyzicky připojení k síti, není nutné ohlížet se na 
mechanické zajištění kabelu a uživatel může téměř bez omezení měnit svou pozici (v 
rámci dosahu wi-fi).  
Budoucností této technologie se zabýval také server HW.cz  
Wi-fi překonává dosavadní limity a pomáhá snižovat zátěž mobilních sítí. 
Klíčem k dalšímu rozvoji jsou také nově se rozvíjející služby a aplikace, založené na 
vyhodnocování polohy uživatele. 
Wi-fi technologie sice běžně používáme řadu let, ale teprve nyní u nich 
nastupuje nový silný trend. Na jedné straně prudký rozvoj využívání mobilních zařízení 
vyžaduje od firem a institucí, aby svým pracovníkům poskytly dostatečně kvalitní a 
bezpečné bezdrátové připojení. Na druhé straně dramaticky roste rozšíření a způsob 
využití veřejných wi-fi sítí. Zatímco dnes už existuje na řadě míst wi-fi připojení 
zdarma, klíčovou otázkou zůstává, jak může vlastník wi-fi sítě jejím prostřednictvím 
nabídnout nové služby svým klientům a získat tak další zdroj příjmu.  
Společnost Cisco v této věci představila novou platformu Connected Mobile 
Experiences, nabízející služby zaměřené na vyhodnocování polohy uživatele wi-fi sítě, 
analýzu získaných dat a vývoj souvisejících mobilních aplikací. Význam Wi-fi sítí roste 
v souvislosti s prudkým rozvojem mobilních zařízení, a ty tak mohou v oblasti datových 
přenosů částečně nahradit tradiční sítě mobilních operátorů, zejména na veřejných 
místech jako jsou letiště, hotely, obchody, stadiony a další.   
Uživateli se tak například dostane rychlé navigace v prostorách letiště, 
personalizované prohlídkové trasy v muzeu, případně si též usnadní nákupy v obchodě. 
Systém zároveň dokáže poskytnout analytická data o chování uživatelů, např. v oblasti 
jejich pohybu, díky nimž lze optimalizovat rozmístění personálu nebo vyhodnocovat 
nákupní zvyklosti zákazníků (Budoucnost bezdrátových sítí, 2012).  
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2.2.2 Software obecně 
Ať už podniku pomáhá jakékoli zařízení v zjednodušení jeho procesů nebo 
k jejich realizaci, musí být toto zařízení ovládáno nějakým softwarem. K dosažení 
komplexního náhledu je pak nezbytné, aby (přinejmenším ty klíčové) byly propojeny 
jedním informačním systémem.  
IS je pak základem všeho, co se v podniku po softwarové stránce děje. Díky 
tomu by měl být chopen agregovat data, nahlížet na ně v souvislostech s ostatními daty 
a vůbec celkově vše spojovat.  
Význam současných podnikových informačních systémů 
Informační systémy dnes podporují nejen všechny důležité podnikové funkce, 
jakými jsou například finance, personalistika, plánování, prodej, nákup, logistika včetně 
e-businessu a m-businessu, ale musí v současnosti také dokázat držet krok s businessem 
a jeho potřebami - tj. například s různými podnikovými fúzemi a trvalými požadavky na 
podporu elektivnosti, flexibility a inovace důležitých podnikových procesů, produktů a 
služeb.  
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Tabulka 1: Klasifikace ERP systémů podle oborového a funkčního zaměření  




V současnosti podnikové informační systémy tak již neřeší pouze úlohy spojené 
s automatizací a racionalizací činnosti a procesů v podniku. Zásadním způsobem se totiž 
změnil názor na výsledek, resp. užitek plynoucí ze zavedení podnikového IS. Zatímco v 
minulosti dominoval spíše technologický náhled, který se projevoval v důrazu na 
uvedení IS do provozu v rámci času a rozpočtu stanoveného projektem, dnes bývá 
situace odlišná.  
Dominantní se stal business přínos aplikací IS do podniku. Toho je dosahováno 
zaprvé snižováním nákladů v rámci integrovaných a optimalizovaných podnikových 
procesů, a za druhé stále více i podporou a rozšiřováním příjmů z prodejů nových, resp. 
inovovaných výrobků a služeb.  
Navíc životní cyklus podnikového IS se striktně neuzavírá tak jako v minulosti 
jeho symbolickým uvedením do provozu. Dnes je totiž velice podstatné i jeho efektivní 
provozování, údržba a další rozvoj, resp. opětovné inovace.  
Nové trendy v podnikových IS tak se stále větší intenzitou podmiňují a vyžadují 
nové modely podnikání. K tomu je podněcují i nové business modely dodavatelských IT 
firem, které se rovněž snaží o využití nových možností ICT při dodávce svých produktů.  
Aktuálním příkladem mohou být různé podoby informatických služeb, 
provozování aplikací podnikových IS nebo jejich přímé poskytování formou služeb 
(např. cloud Computing nebo SaaS - Soft-ware as a Service).  
Další změny nově iniciují i fenomény jako je Web 2.0, resp. Enterprises 2.0, 
nebo sociální sítě typu facebook, případně řešení podnikových IS postavená na open 
source principech (Basl a Blažíček, 2012).  
2.2.3 Visual studio a Visual Basic 
Jednou z možností jak programovat celý informační systém podniku nebo 
některé jeho součásti či jednotlivé aplikace, je využití jazyka Visual Basic a nástroje 






Dějiny tohoto programovacího jazyka jsou bezesporu velmi zajímavé. Vždyť to 
byl právě Visual Basic, který přinesl koncepci vizuálního programování (potažmo 
objektově orientované programování) a právem byl ve svém názvu hrdý na slovíčko 
visual.  
Od uvedení první verze Visual Basicu v roce 1991 se tento jazykm podobně jako 
jeho další kolegové, pozvolna vyvíjel tak, aby se mohl stát plnohodnotným vývojovým 
nástrojem pro platformu Windows společnosti Microsoft.  
Jednou z přelomových verzí byla čtyřka uvedená na softwarový trh v roce 1995. 
Visual Basic 4.0 byl zaměřen na tehdejší nejmodernější platformu, kterou se stal 
operační systém Windows 95. Ambice Visual Basicu byly vysoké, bylo totiž zapotřebí 
demonstrovat sílu tohoto nástroje při vývoji aplikací založených na pokročilém 
grafickém uživatelském rozhraní systému Windows 95.  
Je třeba konstatovat, že Visual Basic 4.0 tuto bitvu vyhrál, a to zejména díky 
prvotní implementaci základních objektově orientovaných prvků a pokročilým 
technologiím, mezi něž patřilo OLE a automatizace aplikací.  
Další verze Visual Basicu (5.0 a 6.0) přinesly kromě nesčetných vylepšení také 
komplexní vývojové prostředí pro rychlý vývoj aplikaci (jde o tzv. prostředí RAD - 
Rapid Application Development), v němž byla radost pracovat.  
Zatímco verze 5.0 a 6.0 Visual Basicu byly uvedený relativně rychle po sobě (v 
letech 1997 a 1998), po vydání šesté verze nastalo jakési pomyslné ticho před bouři, 
které věštilo, že vývojáři v Redmondu pracují tentokrát na něčem opravdu velkém 
(Hanák, 2004).  
Zmíněnou novinkou byl Visual Basic.NET.  
Microsoft Visual Studio 
Microsoft Visual Studio je balík nástrojů a služeb určený k vývoji softwarových 
aplikací pro primárně desktopové prostředí Windows, tedy práci s objekty (tlačítky, 
okny, formuláři, …).  
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V průběhu času se však Visual Studio rozvíjelo a dnes tak podporuje vývoj 
aplikací také pro dotykové prostředí, pro web, SharePoint, mobilní zařízení i cloud 
prostředí.  
Tento nástroj tak umožňuje vývoj všech typů aplikací pro prakticky všechny 
druhy koncových HW zařízení. Od mobilu až po cloud.  
S příchodem Windows 8 navíc lze sledovat snahu sjednotit základy těchto 
aplikací tak, aby bylo možné vyvinout jedinou aplikaci, fungující na všech koncových 
zařízeních bez ohledu na druh či způsob ovládání.  
Ve Visual Studiu lze tvořit např. také multiplatformní HTML5 aplikace.  
V rámci MSDN služeb obsahuje nástroje podpora řízení sw. projektů, testování a 
spolupráce v týmu.  
Existuje mnoho edic, Express pro začátečníky, Test pro testery až po Ultimate 
pro vývojáře a team leadery.  
Politika Microsoftu se také vydala cestou podpory studentů, kteří mají Visual 
Studio Professional zdarma s cílem poskytnout nové generaci programátorů možnost 
naučit se a v budoucnu pochopitelně také používat tento vývojový nástroj.  
Je pro něho také dostupné mnoho rozšíření a doplňků.  
Jedná se o nejrozšířenější vývojářské prostředí s dlouhodobou tradicí a garancí 
dalšího rozvoje (Microsoft visual studio, 2013).  
V současné době vychází nová verze Visual Studia (2013).  
2.2.4 Databáze  
Podstata databázové technologie  
Současné informační technologie umožňují uchovávat na jednom místě 
(například na disku počítače) velké množství informací. Tím vzrůstá potřeba najít 




Zároveň s tím se vyvíjejí specializované programy, které jsou schopné s údaji 
určitým způsobem organizovanými (strukturovanými) pracovat. Systémům 
organizovaných dat, ke kterým je přístup zajištěn pomocí speciálního počítačového 
programu, říkáme databáze (Kučerová, 2004).  
Definice databáze  
Nejčastěji používanými termíny jsou databáze (database), banka dat (data bank), 
báze dat (data base) či databázový systém (database system – DBS).  
Databázi lze pojmout dvěma způsoby.  
1) Databáze jako úschovna (banka). Tady soubor (souhrn, množina) dat uložených v 
paměti počítače, logicky uspořádaných ve formě záznamů (records), které jsou 
navzájem v určitém vztahu (relaci) a jsou přístupné s pomocí programového vybavení 
(databázového softwaru), určeného k ukládání, zpracování, vyhledávání a prezentaci 
velkých objemů dat.  
2) Databáze jako model (reprezentace) nějaké skutečnosti. Tedy datové zobrazení 
(model) řízených nebo zkoumaných objektů reálného světa.  
Databáze je pak systém sloužící k modelování objektů a vztahů reálného světa 
(včetně abstraktních nebo fiktivních) prostřednictvím digitálních dat uspořádaných tak, 
aby se s nimi dalo efektivně manipulovat, tj. rychle vyhledat, načíst do paměti a 
provádět s nimi potřebné operace jako zobrazení, přidání nových nebo aktualizace 
stávajících údajů, matematické výpočty, uspořádání do pohledů a sestav.  
Základními stavebními prvky databáze jsou samotná data a pak také program 
pro práci s nimi. Datový obsah tvoří množina jednotně strukturovaných dat uložených v 
paměti počítače nebo na jakémkoli záznamovém médiu, jež jsou navzájem v určitém 
vztahu (relaci) a tvoří určitý celek z hlediska obsažených informací.  
Data jsou přístupná výhradně pomocí speciálního programového vybavení, které 
se nazývá systém řízení báze dat (SŘBD). Na rozdíl od jiných souborů (např. texty, 
obrázky) uživatel nepracuje s databází jako s celkem, ale vybírá z ní jen její části 
prostřednictvím dotazů (Kučerová, 2004).  
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2.3 Aplikace pro koncové uživatele 
2.3.1 Uživatelsky přívětivá aplikace 
Dalším významným faktorem, ovlivňujícím celkový užitek IS je uživatelská 
přívětivost aplikací, se kterými pracují uživatelé. Tedy to, jak moc je přehledná, 
jednoduchá a jak snadno a rychle jsou její uživatelé plnit běžné úkony s ní spojené 
(např. vložení nové zakázky).  
Web podnikového softwaru Altus Vario vyjmenovává 18 základních pokynů, 
kterými by se měl řídit vývojář aplikace, která bude uživatelsky přívětivá.  
1. Řešte základní cíle 
Soustřeďte se na hlavní účel aplikace, základní důvod, proč lidi pracují s vaším 
programem, což je mnohem důležitější než okrajové scénáře, které lidi mohou, ale 
pravděpodobně nebudou vykonávat nebo je budou vykonávat málo.  
2. Buďte v něčem nejlepší 
Jak skuteční uživatelé (ne vaši obchodníci) popíší váš program? Představte si 
vaše budoucí zákazníky a ujistěte se, že řeknou: "Skvělý program! Dělá výborně A, B a 
C!". Pokud toto uživatelé říct nemohou, co jste vlastně vytvořili?  
3. Nelze vyhovět všem 
Program bude úspěšnější, pokud uspokojí cílové zákazníky, než kdyby se 
pokusil uspokojit každého.  
4. Nebojte se těžkých rozhodnutí 
Zamyslete se, zda opravdu potřebujete danou vlastnost, příkaz nebo volbu. Jestli 
ano, udělejte ji pořádně, pokud ne, odstraňte ji! Nezbavujte se klíčových rozhodnutí tím, 
že uděláte všechno volitelné a nastavitelné.  
5. Udělejte z používání programu přátelskou konverzaci 
Představujte si UI jako konverzaci mezi vámi a uživatelem. Představte si, že se 
díváte uživateli přes rameno a on se ptá: "Co tady mám dělat?". Jak byste mu to 
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vysvětlili (jaké kroky a v jakém pořadí je vykoná)? Zároveň si uvědomte, co byste 
neměli vysvětlovat a popisovat. Tak by měla vypadat používání vaší aplikace, jako 
konverzace mezi přáteli, spíš než nějaká šifra, kterou musí uživatel rozluštit.  
6. Korektní nastavení nabízejte jako výchozí 
Navrhujete přemíru uživatelských nastavení? Ale proč? Zvolte jednoduché, 
bezpečné a vhodné výchozí hodnoty a předložte tyto volby cílovým uživatelům. Nelze 
předpokládat, že si uživatel po prvním špatném dojmu nastaví aplikaci podle svých 
potřeb.  
7. Ať to zkrátka funguje 
Uživatelé chtějí s vaším programem pracovat, ne ho složitě konfigurovat a učit 
se jeho problémy obcházet. Vyberte jim výchozí nastavení a ukažte jasně, jak zvládat 
základní a důležité úlohy, která pravidelně používají.  
8. Ptejte se, jen když je to potřeba 
Omezte nepodstatné dotazy pomocí dialogových oken. Když už se musíte zeptat, 
vyjadřujte se v terminologii uživatelových cílů a úloh, ne terminologií technologie. 
Poskytněte volby, kterým uživatel rozumí (opět v terminologii cílů a úlohy, ne 
technologie) a jasně dokáže rozlišit, která ho dovede k požadovanému cíli. Ujistěte se, 
že poskytnete dostatek informací pro správné rozhodnutí.  
9. Pro uspokojení z používání 
Ubezpečte se, že program náležitě slouží svému účelu díky funkcím umístěných 
na správných místech. Věnujte pozornost detailům. Nepředpokládejte, že uživatelé 
nebudou zaskočeni maličkosti. Budou.  
10. Abyste potěšili vzhledem 
Použijte standardní Windows vzhled, včetně standardních oken, fontů, 
ovládacích prvků a dialogových oken. Vyhněte se nestandardnímu (vlastnímu) UI. 
Aplikujte běžné Windows ikony, grafiku a animace tam, kde je to vhodné (a legální). 
Grafiku podle svých představ svěřte profesionálům. Pokud si to nemůžete dovolit, 
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omezte se na jednoduchou grafiku, nebo ji vypusťte. Uživatelé se tak hned při prvním 
spuštění aplikace ocitnou ve známém prostředí.  
11. Ať program odpovídá, reaguje 
Reakce programu má zásadní vliv na celkový dojem – uživatelé považují 
zbytečně pomalé programy, případně programy bez (adekvátní) odezvy, za 
nepoužitelné. U každé vlastnosti, kde záleží na výkonu, se nejprve snažte porozumět 
cílům a očekáváním uživatele a potom zvolte postup, který povede k efektivnímu 
dosažení cíle.  
Obecně platí, že úlohy, které trvají déle, než 10 sekund, mají poskytnout více 
informací, jako např. ukazatel průběhu úlohy a možnost zrušení (Storno). Mějte na 
paměti, že uživatelovo vnímání rychlosti je důležité a primárně je ovlivňuje reakční 
odezva programu.  
12. Jednoduše 
Snažte se uživateli nabídnout co nejjednodušší design. Komplikovanější návrhy 
pouze, pokud je to vyžadováno okolnostmi. Nepředkládejte více způsobů řešení, pokud 
stačí jeden.  
13. Vyhněte se špatné zkušenosti 
Snadněji se řekne, než udělá, ale celkové vnímání vašeho programu je mnohem 
častěji ovlivněno počtem špatných zkušeností než počtem těch dobrých.  
14. Počítejte s běžnými problémy 
Program je dobře navržen, dokud uživatel neudělá chybu nebo se ztratí připojení 
k síti. Předpokládejte a ošetřujte běžné chyby a omyly. Zvažte případy jako pomalé 
připojení, nedostupnost sítě, nenainstalovaná nebo nedostupná zařízení a překlepy při 
zadávání nebo vynechání kroků.  
U každého kroku v programu se ptejte, jaká nejhorší věc se zde může stát. A 
potom se podívejte, jak dobře se s tím program vyrovná. Snažte se hledat všechny 
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nestandardní cesty, kterých budou uživatelé moci teoreticky využít. Ujistěte se, že 
všechny chybové hlášky jasně vysvětlují problém a navrhují řešení.  
15. Nebuďte otravní 
Pravděpodobně vše, co uživatelé rutinně odklepnou bez čtení, rozhodování nebo 
provedení nějaké akce, může být přepracováno nebo odstraněno. Toto platí zejména pro 
opakující se hlášky. Zvuk používejte hodně zřídka (lze jej připustit v případech 
týkajících se např. bezpečnosti či autorského práva).  
16. Omezte námahu a potřebu znalostí 
Omezte námahu a potřebné znalosti pro používání programu.  
Explicitní lepší implicitního. Umístěte informace, které uživatel potřebuje, přímo 
na obrazovku. Pečlivě formulujte hlavní instrukce v titulcích oken a v dialozích, aby 
jasně vysvětlily účel aplikace. 
Stručný lepší rozvleklého. Výstižně formulujte podstatu věci. Pište stručný text 
poutající oči, ne podrobné čtení, které stejně nikdo nepřečte, případně nepochopí. 
Používejte odkazy na pomocnou nápovědu, ale nikoliv na zásadní informace. 
Omezené lepší neomezených. Pokud volíte ovládací prvky, upřednostnění prvků 
omezených na platný vstup bude zpravidla nejlepší. Např. pokud má uživatel zadat 
pouze číslo a nikoli text nebo má mít text určitou maximální délku.  
Přístupný lepší nepřístupného. Nepřístupné (enabled = false) prvky jsou někdy 
matoucí, takže je používejte pouze, pokud může uživatel snadno vydedukovat, proč je 
prvek nepřístupný. V ostatních případech odstraňte prvek, který se neuplatní a nebo ho 
nechte přístupný.  
Odpověď je lepší než neinformovanost. Poskytněte jasnou zprávu, která sdělí, 
zda se úloha povedla nebo ne a že je již dokončena. Nenechte uživatele hádat a tápat.  
17. Dodržujte pravidla 
Považujte pravidla tohoto průvodce za minimum pro udržení kvality a 
konzistence programů pro Windows. Vezměte si z pravidel správné praktiky, založte na 
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nich rutinní rozhodnutí a prostě si s nimi usnadněte práci. Soustřeďte váš tvůrčí 
potenciál na důležité věci, ne na rutinu. Nedělejte divné programy, jejichž použití nikdo 
nerozumí.  
18. Testujte váš program 
Nebudete si jisti správným řešením, pokud váš program nevyzkouší skuteční 
cíloví uživatelé. Možná budete (nepříjemně) překvapeni výsledky. Vítejte kritiku – je 
potřebná, abyste udělali to nejlepší. Určitě sbírejte reakce uživatelů i po uvedení 
programu (Jak navrhovat uživatelsky přívětivé aplikace, 2013).  
2.3.2 Řízení přístupu k částem aplikace 
Prakticky každý program je využíván více uživateli. Ve chvíli, kdy je využíván 
také více druhy uživatelů, je nutno zabývat se také omezením přístupu jednotlivých 
skupin k různým částem aplikace.  
Zabránit v přístupu k určité části je otázka bezpečnostní politiky a zvyklostí dané 
firmy. Neméně důležitá je pak také autentizace uživatelů, tedy rozpoznání toho, kdo 
právě s aplikací pracuje. K tomu slouží tzv. autentizační metody.  
Základní přístupy a jejich vlastnosti 
Autentizační metody mohou být založené buď na něčem co daný uživatel zná, 
něčem co daný uživatel má, nebo něčem čím daný uživatel je. Typickým příkladem 
metod spadajících do první z těchto kategorií je nějaké tajemství, jako například PIN, 
heslo či přístupová fráze. Do druhé kategorie lze zařadit různé fyzicky existující 
objekty, mezi něž patří například platební karta nebo klíč (od dveří). A konečně, do 
kategorie třetí pak spadají různé charakteristiky daného jedince, jejichž typickým 




Graf 1: Způsoby autentizace (Vícefaktorová autentizace, 2010) 
 
Výhodou "něčeho, co daný uživatel zná" je, že se nejedná o fyzický objekt, ale o 
abstraktní znalost, kterou lze snadno přenášet, zadávat do počítače. Systém pro tuto 
metodu autentizace lze snadno ovládat a nevyžaduje složitou údržbu. Nevýhodou pak 
je, že tajná informace může být snadno zjištěna, a to dokonce bez vědomí uživatele. 
Navíc lidská paměť je ohledně zapamatování "náhodných" informací poměrně omezená 
(složitá hesla si lze jen velmi obtížně zapamatovat), což negativně ovlivňuje celkovou 
bezpečnost této autentizační metody.  
Oproti tomu "něco, co daný uživatel má" je fyzický objekt - v tomto kontextu 
často označován jako token. Jeho výhodou je, že ho lze jen velmi obtížně zkopírovat, 
jeho ztráta je snadno zjistitelná, a je schopen uchovávat a především pak i často 
zpracovávat náhodné informace s velkou entropií (míra informace). Naopak nevýhodu 
lze spatřovat v tom, že různé typy tokenů nejsou vzájemně kompatibilní a mohou být z 
hlediska fyzického provedení značně složité (jinak by je bylo možné snadno 
zkopírovat). K jeho použití musí navíc existovat příslušná čtecí zařízení, což zvyšuje 
náklady při zavádění systému do praxe. Dalším negativem je, že uživatel nemůže být 
bez tokenu rozpoznán a vytvoření náhradního předmětu (např. po ztrátě) je časově i 
procedurálně náročné (což z hlediska uživatele není příliš pohodlné). Token se také 




Zcela odlišným přístupem je využití "něčeho, čím daný uživatel je", tj. nějaké 
automatizovaně hodnotitelné biologické informace - tzv. biometriky. Typicky se jedná o 
část těla, či určitou charakteristiku osoby. Výhodou těchto autentizačních metod je, že 
biometriky nelze zapomenout či ztratit. Nevýhodou pak je, že biometrické informace 
jsou jen velmi obtížně měřitelné (značně ale závisí na tom, co je měřeno) a právě 
přesnost měření výrazně ovlivňuje celkovou bezpečnost mnoha biometrických systémů. 
Pokud chceme zachovat výhody těchto metod, ale zároveň co možná nejvíce 
eliminovat jejich nevýhody, je častým řešením jejich vhodná vzájemná kombinace. 
Použití metod ze dvou výše uvedených skupin se pak označuje jako dvou-faktorová 
autentizace a použití metod ze všech tří skupin jako tří-faktorová autentizace. V 
současné době se nejčastěji využívá dvou-faktorová autentizace a jejím nejběžnějším 
příkladem je personalizace mobilního telefonu pomocí SIM karty (token), jejíž obsah, 
resp. přístup k němu, je chráněn přístupovým PINem (tajemství). 
Procesem následujícím obvykle po autentizaci uživatele je pak autorizace 
uživatele - tj. přiřazení oprávnění (na základě identity a bezpečnostní politiky) pro práci 
v systému či aplikaci a specifikace co daný uživatel může, příp. nemůže, ať už měnit, 
číst, mazat atd.  
Ověřovat však můžeme nejen identitu uživatelů, ale i původ dat - pak mluvíme o 
tzv. autentizaci dat. V tomto případě ověřujeme, že data jsou autentická, tedy že známe 
autora či odesílatele daných dat. Autentizace dat do značné míry souvisí s ověřováním 
integrity. Obvykle je ověření integrity zprávy jedním z kroků, který je třeba udělat, 
abychom dokázali autentičnost dat či zprávy a tím určili autora nebo odesílatele. 
Hesla a PINy 
Autentizace pomocí hesla je nejjednodušším způsobem autentizace v současné 
době. Přesto, nebo právě proto, je používána ve velkém množství aplikací. Jako příklad 
můžeme uvést SMTP, POP3 a IMAP protokoly pro připojování k e-mailovým 
serverům, ICQ pro komunikaci přes Internet, apod. Protokol spočívá v tom, že uživatel 
pošle správci či serveru heslo, které je někde v databázi uloženo spolu s hesly všech 
ostatních komunikačních partnerů. Po příjmu hesla si správce najde příslušný záznam 
patřící uživateli a porovná zaslané heslo s kopií ve svém záznamu. 
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Heslo typicky bývá řetězec dlouhý 6-10 znaků, v ideálním případě netriviální 
(odolný proti možnému slovníkovému útoku, či útoku hrubou silou), ale uživatelem 
snadno zapamatovatelný. Uživatel předkládá systému heslo (sdílené tajemství) společně 
se svou identifikací - uživatelským jménem (loginem). Systém tyto autentizační údaje 
kontroluje s daty uloženými k danému uživateli. Prokázání znalosti tajemství je 
vyhodnoceno systémem jako korektní prokázání identity. 
Běžní uživatelé si většinou nejsou vědomi (ne)bezpečnosti, kterou jejich hesla 
reprezentují. Dnešní systémy spravující hesla proto často kontrolují bezpečnost 
vkládaných hesel (včetně populárních indikátorů vhodnosti), příp. uživateli vygenerují 
heslo s požadovanými parametry. Požadavky kladené na tato hesla jsou pak součástí 
bezpečnostních politik systému. Stinnou stránkou tohoto přístupu ale je, že uživatel si 
heslo bude obtížněji pamatovat a často zapomínat, díky čemž je často méně chráněné 
(např. uschované nejen v paměti člověka, ale i v paměti počítače) a tím snáze získatelné.  
Jako bezpečné heslo (jakkoliv je pojem relativní) lze považovat to, jehož 
prolomení obvyklými technikami je časově náročné. Typicky se jedná o řetězec s 
délkou 8-12 znaků, který obsahuje znaky z více různých skupin - malá i velká písmena, 
číslice, další tisknutelné znaky - a zároveň není v dostupných slovnících (seznam 
běžných hesel). Doporučovaným způsobem pro zvyšování bezpečnosti hesla je 
zvětšování základní množiny znaků (přidání číslic, velkých písmen apod.) před 
prodlužováním celkové délky hesla. Přidání množiny např. 10ti znaků totiž znamená 
zkoušet o 10 znaků více na každé pozici hesla, zatímco prodloužení o 1 znak znamená 
pouze nutnost prolomit o jednu pozici navíc.  
PINy poskytují jinou možnost posílení bezpečnosti. V tomto případě omezujeme 
počet pokusů, které máme k dispozici pro uhádnutí hodnoty PINu. Pokud se v daném 
počtu pokusů netrefíme, tak systém PIN zablokuje a je nutné použít nějaký složitější 
mechanizmus na odblokování PINu a tím vynulování počtu chybných pokusů. Tímto 
druhým mechanizmem může být mnohem delší PIN (někdy označován jako PUK), 
nebo často osobní kontakt se zákaznickým centrem, které bude vyžadovat předložení 
identifikačních dokladů či jiné ověření před tím, než bude PIN odblokován.  
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Díky tomuto omezení je možné značně zjednodušit formu a délku PINu v 
porovnání s heslem. Obvyklý PIN je složen pouze z číslic a jeho délka bývá 4-8 znaků. 
V mnoha případech si uživatelé mohou PIN sami měnit podle potřeby. U nás je to 
obvyklé např. u mobilních telefonů, v jiných zemích je možné měnit PIN i pro platební 
karty. 
Bohužel, mechanizmus omezení počtu pokusů není vhodné obecně použít pro 
hesla (zejména pak, je-li login veřejně známý či snadno odvoditelný), protože by reálně 
hrozil útok odmítnutí služby. Jestliže by vám chtěl někdo znemožnit přístup do systému, 
prostě by několikrát zadal správné stejné jméno a chybné heslo. To např. u platební 
karty nelze, protože útočník nevlastní vaši kartu.  
Nutným předpokladem pro fungování tohoto mechanizmu je tedy nutnost 
fyzického vlastnictví autentizačního předmětu (tokenu), jedná se vlastně tedy o tzv. 
dvou-faktorovou autentizaci. Bez vlastnictví autentizačního předmětu pak není možné 
PIN vůbec zadat. Tímto předmětem může být mobilní telefon, SIM karta, nebo kreditní 
karta (Krhovják a Matyáš, 2013).  
2.3.3 Oprava chyb a testování  
Především z hlediska času je velice významnou součástí testování aplikace a 
oprava chyb. To lze přitom provádět několika různými způsoby na více úrovních.  
Fáze a úrovně provádění testů 
Základní úrovně testování jsou definovány jako soubor testů, kterými je software 
testován na daném stupni podrobnosti. Podle toho v jaké fázi a s jakým časovým 
odstupem od sepsání kódu, se testování provádí, jej dělíme do pěti základních úrovní: 
• Testování programátorem (Developer testing) 
• Testování jednotek (Unit testing) 
• FAT – Funkční testy 
• Integrační testování (Integration testing) 
• SIT - Systémové testování (System testing) 
• UAT - Akceptační testování (Acceptance testing) 





Graf 2: V-model testování (Vývojové modely, 2012) 
 
Testování programátorem 
Ihned po vytvoření programového kódu, je tento kód prověřen programátorem. v 
praxi jsou tyto testy označovány jako „Assembly tests„. Většinou si však programátor 
netestuje svoji část kódu, ale realizuje se tzv. „test čtyř očí“. To znamená, že kód testuje 
jiný programátor, než ten který jej napsal. Program je v tomto stupni kontrolován na 
úrovni zdrojového kódu.  
V praxi je bohužel tento stupeň testování často podceňován. Přitom opravy 
chyby v této části testování software je nejméně nákladná, protože se nevracíme ve 
vývoji příliš hluboko.  
Sám jsem byl svědkem toho, jak vývojář, aniž by si po sobě jakkoliv 
zkontroloval kód, předal program k dalšímu testování. Tester se připravil k vlastnímu 
testování (nastuduje si dokumentaci, připraví testovací data apod.) a začal provádět 
testy. Záhy však zjistil, že program nelze spustit a nemůže tak ani začít samotné 
testování. Nahlásil tedy chybu tvůrci programu a ten ji posléze začal opravovat. Tester 
se tak zbytečně připravoval a začínal provádění testů. Kdyby si po sobě programátor 
zkontroloval kód dříve, zjistil by chybu mnohem rychleji než tester. Samotná oprava 
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chyby by tak zabrala výrazně méně času. Takovéto postupy zbytečně zabírají čas i 
ostatním členům týmu. 
Testování jednotek 
Po ověření kódu programátorem přichází na řadu test jednotek. U objektově 
orientovaného programování se jedná o testování jednotlivých tříd a metod. Testovanou 
jednotkou v tomto případě rozumějme samostatně testovatelnou část aplikačního 
programu. Testy těchto jednotek se zapisují ve formě programového kódu. Proto jej z 
pravidla obsluhují sami vývojáři.  
Testy jednotek se velmi špatně aplikují na již zaběhlých projektech. U již 
vytvořených aplikací se většinou musí provést kompletní re-faktoring kódu či dokonce 
mnohem hlubší úpravy. Takováto časová investice se u menších projektů většinou 
nevyplatí, ale ani u velkých projektů takovýto zásah není příliš šťastný a často se 
nesetkává s podporou u vedoucího projektu.  
Proto je vhodné zabývat se těmito testy již v etapě návrhu aplikace a v té době se 
rozhodnout, zda tyto testy budeme využívat. Obecně totiž platí, že čím dříve (v rámci 
životního cyklu software) chybu nalezneme a opravíme, tím méně času nad touto 
opravou strávíme a tím méně bude oprava stát peněz. Proto bych doporučoval této 
úrovni věnovat maximální pozornost a to již před samotným vývojem aplikace.  
FAT – Funkční testy 
Factory acceptance tests (FAT) je fáze, během které jsou testy prováděné na 
straně dodavatele. Během FAT jsou exekuovány především Funkční testy. Aplikace 
nemusí být testována na plně integrovaném prostředí. Splnění akceptačních kritérií na 
konci FAT je nutnou podmínkou pro vstup do následující fáze SIT.  
Integrační testování 
V době, kdy je vývojář hotov se svými testy, přichází na řadu testovací tým. 
Integrační testy tedy nepřipravuje programátor, ale především testovací tým. Někdy 
bývají označovány jako „testy vnitřní integrace“. Musí být ověřena bezchybná 
komunikace mezi jednotlivými komponentami uvnitř aplikace.  
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Integraci však lze ověřovat nejen mezi komponentami, ale také mezi 
komponentou a operačním systémem, hardwarem či rozhraním různých systémů. V této 
fázi se tak testuje integrace dosud jednotlivě ověřených částí. Postupně začínáme 
testovat integraci mezi dvěma komponentami a postupně přidáváme další. Integrační 
testy mohou být jak manuální, tak i automatizované. 
Úroveň integračního testování je svým způsobem obsažena ve většině 
testovacích postupů softwaru. Avšak u menších projektů je na tyto testy kladen velmi 
malý důraz. Má to své logické odůvodnění. Integrační testování lze v testovacím cyklu 
zcela vynechat. Na výslednou bezporuchovost softwaru to přitom nebude mít žádný 
vliv, tedy alespoň za předpokladu, že korektně provedeme následující úrovně testování.  
Chyba, kterou bychom odhalili během integračních testů, se zcela jistě projeví v 
průběhu dalších úrovní testování. Jak již bylo zmíněno dříve, během testování však 
platí: „čím dříve chybu objevíme, tím méně úsilí nás stojí její oprava“. Proto integrační 
testy mají svůj význam, nicméně nelze jejich použití nikterak přeceňovat. 
Systémové testování 
Spojení Integračních i Systémových testů je označována jako fáze SIT – System 
Integration Tests. Po ověření správné integrace nastává ten pravý čas na systémové 
testování.  
Během těchto testů je aplikace ověřována jako funkční celek. Tyto testy jsou 
používány v pozdějších fázích vývoje a ověřují aplikaci již z pohledu zákazníka. Podle 
připravených scénářů se simulují různé kroky a situace, které v praxi mohou nastat. 
Obvykle probíhají v několika kolech. Nalezené chyby jsou opraveny a v dalších kolech 
jsou tyto opravy opět otestovány. Součástí této úrovně jsou jak funkční tak nefunkční 
testy.  
Poslední úroveň testů, které se provádějí před předáním produktu zákazníkovi, 
jsou tedy systémové testy. Tato úroveň testů také většinou slouží jako výstupní kontrola 
softwaru. Systémové testování je obsaženo prakticky v každém procesu testování. Bez 
této úrovně by celé testování softwaru nemělo žádný význam, protože bezporuchovost 
výsledného produktu by byla významně ohrožena. Proto tuto úroveň testů považuji za 
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stěžejní v celém postupu testování software. Na realizaci těchto testů by se mělo myslet 
již v raném stádiu návrhu postupu testování, tak aby bylo možné obsahu testů co možná 
nejvíce přizpůsobit očekávanému softwaru. 
UAT – Akceptační testování 
User acceptance test (UAT) jsou akceptační testy na straně zákazníka. Pokud 
všechny předchozí etapy testů proběhly bez větších nedostatků, je možné předat 
aplikaci zákazníkovi. Ten si většinou se svým týmem testerů provede akceptační testy. 
Ty jsou často prováděny podle připravených scénářů, které společně připravil zákazník 
s dodavatelem.  
Testy probíhají na testovacím prostředí u zákazníka. Nalezené nesrovnalosti 
mezi aplikací a specifikací, jsou reportovány zpět vývojovému týmu. Opravené chyby 
jsou nasazeny na prostředí u zákazníka.  
V této úrovni je zřejmě nejdůležitější, definovat si předem jakou formou bude 
probíhat oznamování (reporting) chyb od zákazníka a jak zabezpečit opravení těchto 
chyb podle uzavřené smlouvy.  
Z vlastních zkušeností mohu konstatovat, že zákazník zpravidla očekává určitou 
chybovost software a je spokojen, když jeho testovací tým nějakou chybu objeví. Velmi 
nespokojen je však ve chvíli, pokud je takovýchto chyb mnoho nebo jsou to chyby, jež 
mají zásadní dopad na funkčnost celé aplikace. Pokud jsou již nějaké chyby v úrovni 
akceptačních testů objeveny, je nutné v co nejkratším čase tyto chyby opravit a předat 
zákazníkovi k dalším testům. Velké prodlevy v nalezení a opravení chyby (v akceptační 
úrovni testování) mohou vést ke zpoždění termínu nasazení softwaru do provozu. 
Taková situace může mít fatální dopad na úspěch celého projektu. 
Testy splněním a selháním 
Někdy se uvádí také pojmy pozitivní a negativní testy. U testů splněním jako 
vstupní hodnoty v aplikaci využíváme jen množinu dat, kterou musí aplikace vždy 
akceptovat. Kontrolujeme, zda získaný výstup je shodný s výstupem očekávaným v 
požadavcích od zákazníka. 
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Oproti tomu při testech selháním do aplikace zadáváme pouze nestandardní data. 
Naší snahou je aplikaci tzv. „shodit“ (způsobit nečekané ukončení běhu programu). 
Během testů ověřujeme, že výstupní data neobsahují nežádoucí hodnoty, tj. data, která 
neobsahuje množina očekávaných dat. Obě tyto kategorie se lze využívat v jedné sadě 
testů. Testy splnění a selhání se mohou prolínat.  
Testy splněním a selháním se využívají velmi často. Mnohdy zejména v 
kombinaci s použitím testů černé skříňky. V praxi se většinou nejprve spustí testy 
splněním. Teprve pokud jimi testovaný software projde, lze spustit testy selháním.  
Nic nám však nebrání v použití obou kategorií najednou, samozřejmě pokud je 
na to projekt dostatečně připraven (tzn., neobsahuje velké množství chyb, které by 
odhalily testy splněním).  
Při testech selháním se doporučují postupy jako např. dělení nulou, vkládání 
extrémních hodnot apod. Pozor si musíme dávat nejen na bezporuchové chování 
programu, ale i na správnost chybových hlášení. Oznámení typu: „chyba!“ nebo 
„operace se nezdařila“ nedávají uživateli moc šancí na zjištění, jaký krok dělá 
nesprávně.  
Tato kategorie testů se spouští zejména v systémové úrovni testování. Zde má na 
celkovou bezporuchovost produktu velký význam. Osobně v praxi kladu velký důraz na 
testy selháním, protože tyto testy v konečném důsledku výrazně zvyšují bezporuchovost 
software (Hlava, 2011).  
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3. Analýza problému 
3.1 Stávající stav 
Společnost byla založena v roce 1994, se sídlem v Brně, disponuje vlastním 
inženýrským centrem, logistickým zázemím.  
V  Brně se také nachází centrální sklad pro Českou republiku. Z důvodu 
uspokojení požadavků zákazníků a rostoucího podílu společnosti SMC na evropských 
trzích byl na ploše 13 000 m2 vybudován nový výrobní závod ve Vyškově nedaleko 
Brna (SMC Česká republika, 2006).  
V tomto závodě je evidována výroba pomocí IS, který sbírá data zadávaná 
pracovníky pomocí dotykových obrazovek, umístěných přímo ve výrobní hale.  
Tento systém zaznamenává čas zahájení a ukončení práce včetně stroje, který je 
použit a také konkrétního výkonu a člověka, který ho vykonává.  
Informace o výrobě jsou uchovávány v databázi odkud je možné je exportovat 
formou reportů v požadované struktuře.  
3.1.1 McFarlanův model 
V rámci McFarlanova modelu jsou aplikace rozděleny do částí podle jejich 
důležitosti. Tedy na aplikace nutné pro chod podniku a aplikace pro zajištění možného 
dalšího růstu (Basl, 2008).  
Strategické aplikace Potenciální aplikace 
Aplikace pro kontrolu výroby a výpočet 
efektivity a produktivity 
Skladová aplikace 
Aplikace pro evidenci brigádníků 
Aplikace pro urgence 
Aplikace pro zobrazení statistik výroby 





Aplikace pro řízení objednávek 
Aplikace pro kontrolu výroby 
 
 




3.1.2 Metoda HOS 
Cílem metody HOS je posouzení osmi klíčových oblastí zkoumaného 
informačního systému firmy a zjistit, zda všechny tyto oblasti jsou na stejné, či blízké 
úrovni. Nevyváženost jednotlivých částí většinou vede k neefektivnosti celého systému. 
Náklady u nevyváženého systému jsou vždy vyšší než u systému vyváženého. Málo 
efektivní části systému potom snižují úroveň celého systému. Osmi klíčovými oblastmi 
jsou:  
Hardware 
V této oblasti je zkoumáno fyzické vybavení ve vztahu k jeho spolehlivosti, 
bezpečnosti, použitelnosti se softwarem. 
Software 
Tato oblast zahrnuje zkoumání programového vybavení, jeho funkcí, snadnosti 
používání a ovládání. 
Orgware 
Oblast orgware zahrnuje pravidla pro provoz informačních systémů, doporučené 
pracovní postupy. Pojem Orgware v sobě zpravidla zahrnuje organizační strukturu a 
především pravidla pro výkon jednotlivých činností. 
Peopleware 
Oblast zahrnuje zkoumání uživatelů informačních systémů ve vztahu k rozvoji 
jejich schopností, k jejich podpoře při užívání informačních systémů a vnímání jejich 
důležitosti. Metoda HOS 8 si neklade za cíl hodnotit odborné kvality uživatelů či míru 
jejich schopností. 
Dataware 
Oblast zkoumá data uložena a používána v informačním systému ve vztahu ke 
jejich dostupnosti, správě a bezpečnosti. Metoda HOS 8 si neklade za cíl hodnotit 
množství dat uložených v informačním systému či jejich přesnost, ale to, jakým 




Předmětem zkoumání této oblasti je, co má informační systém zákazníkům 
poskytovat a jak je tato oblast řízena. Vymezení zákazníků: závisí na vymezení 
zkoumaného informačního systému. Mohou to být zákazníci v obchodním pojetí nebo 
vnitropodnikoví zákazníci používající výstupy ze zkoumaného informačního systému. 
Tato oblast si neklade za cíl zkoumat spokojenost zákazníků se stavem IS, ale způsob 
řízení této oblasti v podniku (tím prohlášením však není zpochybněn význam zkoumání 
spokojenosti zákazníků). 
Dodavatelé 
Předmětem zkoumání této oblasti je, co informační systém vyžaduje od 
dodavatelů a jak je tato oblast řízena. Vymezení dodavatelů: závisí na vymezení 
zkoumaného informačního systému. Dodavateli mohou být dodavatelé v obchodním 
pojetí nebo vnitropodnikoví dodavatelé služeb, výrobků a informací, které s těmito 
výkony souvisí. Tato oblast si neklade za cíl zkoumat spokojenost zkoumaného podniku 
s existujícími dodavateli, ale způsob řízení informačního systému vzhledem k 
dodavatelům. 
Management IS 
Tato oblast zkoumá řízení informačních systémů ve vztahu k informační 
strategii, důslednosti uplatňování stanovených pravidel a vnímání koncových uživatelů 
informačního systému. Metoda HOS 8 si neklade za cíl zkoumat v této oblasti znalosti 
managementu IS.  
V prvním kroku se hodnotí jednotlivé oblasti informačního systému. Úroveň 
každé z oblastí je ohodnocena pomocí čtyřbodové škály jako 1- špatná, 2 -spíše špatná, 
3 - spíše dobrá 4 - dobrá. 
Následně se hodnotí celkový stav systému. Celková úroveň systému je dána jeho 
nejslabším článkem. Jak již bylo zmíněno v úvodu, vycházíme z předpokladu, že 
optimální poměr nákladů k přínosu informačního systému je u systémů vyvážených, 
tedy takových, kde všechny části jsou přibližně na stejné úrovni, a nejvýše tři zkoumané 
oblasti se neodlišují od ostatních maximálně o jeden stupeň (Koch, 2011).  
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Obr. 5: Grafický výsledek metody HOS pro daný systém (Zdroj: Koch, 2011) 
 
3.2 Požadavky na vylepšení a nové funkcionality 
Základním požadavkem na vylepšení stávajícího systému je schopnost vypočítat 
efektivitu jednotlivých výrobních středisek (holonů). Tedy získat celkový počet 
člověkohodin odpracovaných v každém výrobním středisku. Ty budou následně 
srovnávány s normou pro dané výrobní středisko.  
Dále je požadováno sledovat využití jednotlivých strojů, tedy jak dlouho trvalo 
nastavování stroje nebo oprava a jak dlouho probíhala samotná výroba.  
Tyto informace budou následně poskytovány formou strukturovaných reportů, 
které si příslušní pracovníci vygenerují pomocí kancelářské aplikace.  
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V prvním kroku vývoje je proto nutno vytvořit výrobní aplikaci, která umožní 
pracovníkům ve výrobní hale zaznamenávat svou činnost a potom kancelářskou 
aplikaci, pomocí níž bude možno sledovat všechna data a generovat požadovaní reporty.  
Druhý krok vývoje rozšíří kancelářskou aplikaci o možnost editace surových dat 
vedoucími pracovníky či jejich mazání pro případy, kdy došlo k chybě programu, ale 
především k chybnému zadání ze strany uživatelů výrobní aplikace (např. neukončená 
práce apod). Aplikace by měla obsahovat také mechanizmy, které častým chybám 
zabrání a na nezvyklé záznamy automaticky upozorní nebo je nějak zvýrazní.  
Ve třetím kroku pak dojde k propojení systému s výrobním systémem, který 
eviduje vyrobené kusy, uzavřené zakázky apod. Z těchto dat pak již bude možné 
vypočítat požadovanou produktivitu (reálný čas vs. norma).  
3.2.1 Databáze 
Základním kamenem tvorby nové části IS bude vytvořené nové databáze. Ta by 
měla umožňovat ukládat všechna data o operacích pracovníků, o operacích strojů (z 
pohledu výroby a provozu) a také tabulku uživatelů, kteří budou mít přístup ke 
kancelářské aplikaci, včetně řešení přístupových práv.  
V rámci výrobní aplikace bude také nutné přidat do DB konfigurační tabulky, 
sloužící pro nastavení jednotlivých dotykových obrazovek umístěných ve výrobě.  
Datové typy a struktura DB obecně je nutno volit tak, aby umožňovaly budoucí 
rozšíření výroby (dostatečné velký rozsah ID, možnost přidání nových středisek atd.).  
3.2.2 Výrobní aplikace 
Ve výrobní hale je umístěno několik stanic s dotykovými obrazovkami. Zde 
bude trvale spuštěna aplikace, umožňující pracovníkům zaznamenávat zahájení a 
ukončení jednotlivých činností (např. nastavování stroje, výroba, …).  
Samotné zadávání vstupních dat bude možno jak pomocí tlačítek v aplikaci, tak 
za pomoci snímání čárových kódů (pro urychlení) nebo kombinací obou způsobů.  
48 
 
Je přitom nutné, aby aplikace sama rozpoznala, kdy je již vložen dostatečný 
počet údajů (např. jméno pracovníka a prostoj) k uzavření příkazu a kdy je nutno ještě 
na další data počkat.  
Aplikace bude zobrazovat informace o databázovém čase a o tom, zda je 
k dispozici připojení k databázi. Každá instance aplikace (na jednotlivých obrazovkách) 
bude nastavena konfiguračním souborem, který určí, která tlačítka zobrazit (různé stroje 
a různí uživatelé). K dispozici by měl být také seznam aktuálně probíhajících činností 
jak z pohledu strojů, tak z pohledu uživatelů.  
Vypnutí aplikace automaticky vypne také příslušnou stanici.  
3.2.3 Kancelářská aplikace 
Přístup do kancelářské aplikace je nutno organizovat za pomoci uživatelských 
účtů a přístupových práv jednotlivých uživatelů. Jejich hesla by měla být bezpečně 
ukládána.  
Aplikace bude rozdělena do několika částí, které umožní uživateli zobrazit 
seznam operací uživatelů a operací strojů, včetně filtrování záznamů, jejich editace či 
oprav a rychlého exportu v podobě csv souboru.  
V případě editace záznamu uloží aplikace také datum poslední změny a 
informaci o tom, který uživatel změnu provedl (tuto část záznamu nelze editovat).  
Dále pak umožní aplikace tvorbu předdefinovaných reportů, které lze částečně 
modifikovat (formát zobrazeného data, časové období, zobrazení jen některých sektorů, 
…).  
Hlavní report bude možno propojit s daty z výrobního systému a získat tak 
výpočet výsledné efektivity a produktivity.  
Součástí aplikace by měl být také modul, umožňující editaci a přidávání 
brigádníků spolu s přidělování uživatelských karet pro přístup těmto brigádníkům.  
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3.2.4 Modul urgencí 
Jako součást kancelářské aplikace je požadováno přidat také modul urgencí, 
který zobrazí uživatelům zadané úkoly. Pomocí modulu by mělo být možné urgence 
přidávat, převzít a také označit jako vyřízené.  
Jejich zobrazení bude možné filtrovat. Zobrazení využije pro přehlednost 
barevné rozlišení.  
Požadována je také možnost exportu hrubých dat urgencí a uživatelský report 
(rychlý přehled neukončených úkolů).  
Stejně, jako u přehledu strojů a uživatelů počítá návrh s evidencí poslední 
úpravy záznamu.  
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4. Vlastní návrhy řešení  
4.1 Databáze 
Pro ukládání sesbíraných dat bylo vytvořeno několik tabulek. Struktura databáze 
je tvořena pěti základními skupinami. Tabulkami pro záznam operací uživatelů a strojů, 
tabulkou s uživateli (včetně pomocných), tabulkami pro správu office uživatelů a pro 
urgence.  




Základní přehled uskutečněných 
operací jednotlivými uživateli.  
Zaznamenává mj. zahajovací a 
ukončovací čas, citovatelnou 
poznámku a záznam o datu, čase a 
uživateli, který provedl poslední 
úpravu.  
Součástí záznamů je také tag 
„deleted“, který umožňuje obnovit 
smazané záznamy.  
 
holons 
Seznam existujících holonů 
(středisek), obsahující mj. český 
název a tag, označující, zda je 
holon aktivní.  
 
holons-movex_holons 
Vazba mezi holony tohoto systému 
a systému Movex.  
 
holons-prestavky 





Seznam přestávek spolu časem, 




Seznam prostojů s možností 
zneviditelnění prostoje pro 
uživatele ve výrobě (např. již 
nepoužívaný prostoj) a českým 
ekvivalentem názvu.  
 
sectors 
Seznam sektorů, které jsou 
nadřazeny holonům. Obsahuje také 
tag, určující, zda se jedná o sektor, 
spadající pod dokusan systém.  
 
buttons 
Konfigurační tabulka pro tlačítka, 
zobrazovaná na jednotlivých 
obrazovkách ve výrobě.  
Obsahuje id stanice, pro kterou má 
být tlačítko použito, text, odesílaný 
kód a také barvu s pozicí, kde má 
být zobrazeno v rámci obrazovky.  




4.1.2 Operace strojů 
 
operace_stroj 
Základní seznam operací, 
vykonaných jednotlivými stroji.  
Obsahuje mj. záznam o tom, který 
uživatel operaci zahájil a ukončil, 
na které stanici byla operace 
zahájena a ukončena, dále pak čas 
zahájení a ukončení a také kdo a 
kdy záznam případně editoval.  
Opět je součástí také tag pro 
obnovu smazaných záznamů.  
 
stanice 
Seznam stanic, z nichž se sbírají 
data. Součástí je id sektoru, pod 
který daná stanice spadá.  
 
operace_typ 
Tabulka typů operací.  
 
stroje 
Tabulka strojů. Obsahuje tag, 
určující, zda se na stroj provádí 
sériová výroba.  





Seznam uživatelů, včetně jejich 
osobního čísla, iniciálů, vazby na 






Seznam pracovních smluv.  
 
work_fonts 
Tabulka pracovních fontů, které 
určují, podle jakého schématu daný 
uživatel pracuje (kolik hodin který 
den).  
Tabulka 5: Výčet databázových tabulek pro uživatele 
 




Seznam uživatelů kancelářské 
aplikace. Obsahuje mj. hashované 
přístupové heslo, případně login do 
systému movex pro předvyplnění.  
 
office_permissions 
Seznam přístupových práv.  
 
office_users-permissions 
Vazba mezi přístupovými právy a 
uživateli.  








Seznam všech urgencí. Obsahuje 
mj. termín, do kdy má být úkol 
splněn, středisko, pod které spadá, 
o jakou jde akci, zodpovědnou 
osobu, tag, označující, zda je úkol 
již splněn, čas a uživatele, který 
záznam  naposledy editoval, čas a 
uživatele, který záznam vytvořil a 




Seznam různých typů urgencí.  
 
urg_sablony 
Seznam šablon urgencí, které 




Seznam názvů šablon.  
 
urg_strediska 
Střediska pro urgence.  
 
urg_strediska-office_users 
Vazba mezi středisky pro urgence 
a uživateli kancelářské aplikace.  




4.1.6 Databázový diagram 
Obr. 6: Diagram hlavních tabulek databáze 
Schéma databáze je tvořeno hlavními tabulkami s operacemi uživatelů, strojů a 
tabulkami pro urgence a kancelářské uživatele.  
Na ně jsou pak navázány číselníky jako např. pracovní smlouvy.  
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Obr. 7: Diagram pomocných tabulek databáze 
Součástí databáze jsou pak také pomocné tabulky, uchovávající nastavení, jako 
například tabulka tlačítek, zobrazovaných na jednotlivých stanicích.  
4.2 Výrobní aplikace 
Cílem výrobní aplikace je zaznamenávat prováděné operace strojů a uživatelů. 
Ovládání je řešeno přes dotykové obrazovky tak, aby práce s ním zabrala uživatelům co 
nejméně času.  
Jsou také zavedeny kontrolní mechanizmy, bránící v zadání neúplných nebo 
nesmyslných informací (např. zahájení nové operace před ukončením předchozí).  
Obr. 8: Výrobní aplikace - hlavní obrazovka 
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Hlavní obrazovka se skládá z několika částí. V horním menu lze přepínat mezi 
touto obrazovkou, seznamem právě probíhajících operací uživatelů a seznamem právě 
probíhajících operací strojů.  
V prostřední části je rozloženo 49 tlačítek v sedmi sloupcích a sedmi řádcích, 
která umožňují zadat uživatele, stroj, typ práce, prostoje nebo ukončit činnost stroje.  
Rozložení, barva a účel tlačítek jsou nastavovány v databázi a jsou pro každou 
obrazovku (pracovní stanici) jiná.  
Níže se pak nachází tlačítka pro vymazání formuláře (při chybném zadání, 
sejmutí čárového kódu apod.), pro přepínání jazyka a zobrazení všech prostojů.  
Další část zobrazuje dosud zadaná data do čitelné a přehledné formy. Přidány 
jsou také informace o aktuálním serverovém čase, číslu stanice, s níž uživatel pracuje, a 
zadaném kódu (tlačítky nebo sejmutím čárového kódu).  
V nejspodnější části je pak umístěn status bar, kde je uvedena verze aplikace, 
zvolený jazyk a informace v jakém stavu se aktuálně nachází spojení s databází.    
Obr. 9: Výrobní aplikace - seznam prostojů 
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Tlačítkem vpravo dole lze vyvolat nabídku všech existujících prostojů, včetně 
těch méně používaných, které by po většinu času pouze rušili pozornost uživatelů, 
kdyby byly umístěny na hlavní stránce.  
Obr. 10: Výrobní aplikace -  seznam právě probíhajících operací uživatelů 
Po přepnutí na kartu probíhající práce se uživateli zobrazí seznam aktuálně 
probíhajících (dosud neukončených prací), které lze filtrovat jednoduchým filtrem. Tato 
data lze pouze prohlížet, nikoli editovat.  
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Obr. 11: Seznam právě probíhajících operací strojů 
Obdobný seznam nabízí karta spuštěné stroje, zobrazující seznam aktuálně 
pracujících strojů.  
Obr. 12: Výrobní aplikace - potvrzovací dialog 
Při nasbírání dostatečného počtu údajů (např. zadání uživatele a holonu) je 
spuštěn dialog, zobrazující zadané údaje. Po uběhnutí časového intervalu je dialog 
automaticky potvrzen.  
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4.2.1 Soubor config.cfg pro nastavení výrobní aplikace 
Ke každé kopii aplikace je vždy přidán také konfigurační soubor, uložený 
v kořenovém adresáři aplikace. Tento soubor obsahuje základní nastavení, nutné pro 
chod aplikace.  
Všechny položky jsou zapsány ve formátu „název=hodnota“.  
idstanice – nastavuje ID, pod kterým se bude hlásit daná stanice a zapisovat záznamy 
do databáze.  
server – adresa serveru, na kterém je přístupná databáze.  
db – název databáze.  
user – jméno uživatele pro přístup do databáze  
pw – heslo pro přístup do databáze 
windowsaut – „true“ nebo „false“ případně „t“ nebo „f“, nastavuje, zda se do databáze 
přihlašovat přes lokální windows účet nebo uživatelským jménem a heslem 
z předchozích dvou položek.  
exitbt – obsahuje hodnoty „restart“, „shutdown“, „log offo případně „log off“ nebo 
může být prázdný. Určuje, jak bude reagovat aplikace při ukončení (vypnutí PC, 
odhlášení, pouze zavření apliakce, …) 
lock – nastavuje, zda bude aplikace zamčená (bez možnosti minimalizace) nebo 
odemčená (pro účely testování).  
lang – výběr jazyka aplikace (czech nebo english).  
4.3 Kancelářská aplikace 
Kancelářská aplikace slouží uživatelům k zobrazení a editaci získaných dat. Na 





Obr. 13: Kancelářská aplikace – přihlášení 
Úvodní formulář slouží pro přihlášení uživatele. Umožňuje také změnu hesla.  
Obr. 14: Kancelářská aplikace -  operace uživatelů 
Základní obrazovka obsahuje seznam operací uživatelů, které lze filtrovat podle 
různých kritérií (uživatel, sektor, prostoj, datum zahájení a ukončení, apod.). 
K dispozici je také několik sestav přednastavených filtrů, které se používají nejčastěji.  
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Nad seznamem je několik funkčních tlačítek, sloužící pro přidání nového 
záznamu, odstranění záznamu, odstranění prostoje ze záznamu, úpravu přestávek, 
aktualizaci dat a pro jednoduchý export zobrazených dat do csv souboru.  
Lze také zaškrtnout položku „Zobrazit úpravy záznamů“, která zobrazuje datum, 
čas a uživatele, který daný záznam naposledy upravil.   
V případě změny času operace je mj. nutno zohlednit přestávky, které se do 
celkového času operace nepočítají. Funkce, která čas operace přepočítává, používá pro 
výpočet následující algoritmus:  
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Obr. 15: Výpočet celkového času operace 
Pod tabulkou je vypsán celkový počet nalezených záznamů spolu s celkovým 
časem vyfiltrovaných operací.  
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V horní části obrazovky se nachází menu pro přepínání mezi seznamem operací 
uživatelů, strojů a dalšími sekcemi aplikace.  
Dolní lišta obsahuje základní informace, jako je verze aplikace, aktuální čas a 
datum, informaci, zda je aplikace připojena k databázi, aktuálně přihlášeného uživatelé 
a další informace.  
Obr. 16: Kancelářská aplikace -  formulář 
pro přidání nového řádku 
 
 
Obr. 17: Kancelářská aplikace 




  Obr. 18: Kancelářská aplikace - operace strojů 
 
Obdobně je zobrazen seznam všech operací strojů.  
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Obr. 19: Kancelářská aplikace – reporty 
Nedílnou součástí aplikace je sekce pro vytváření reportů. Filtr umožňuje 
nastavit příslušné datum (od do), zobrazovaný formát času (např. pro výpočty, počet 
minut nebo běžně čitelný formát hodiny:minuty), dále pak nastavení, zda se má 
výsledný report rovnou uložit jako soubor aplikace MS Excel nebo pouze zobrazit.  
Formátování času je řešeno touto funkcí:  
    Function time_to_view(ByVal time As Double) As String 
        If main_screen.rep_zobrazeni_casu_formatovane.Checked = True Then 
            Dim sec As Integer = 0 
            Dim min As Integer = 0 
            Dim hod As Integer = 0 
            sec = time 
            hod = Int(sec / 3600) 
            sec = sec Mod 3600 
            min = Math.Round(sec / 60, 0) 
            sec = sec Mod 60 'sec. se nasledne ale nezobrazuji 
            If min > 59 Then 
                hod += 1 
                min -= 60 
            End If 
            If min < 10 Then 
                Return hod & ":" & "0" & min 
            Else 
                Return hod & ":" & min 
            End If 
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        ElseIf main_screen.rep_zobrazeni_casu_minuty.Checked = True Then 
            Return Math.Round(time / 60, 0) 
        ElseIf main_screen.rep_zobrazeni_casu_hodiny.Checked = True Then 
            Return Math.Round(time / 3600, 2).ToString.Replace(",", ".") 
        Else 'defaultni zobrazovani 
            Return Math.Round(time / 60, 0) 
        End If 
    End Function 
 
Ve spodní části obrazovky je zobrazen pro přehled součet záznamů v daném 
časovém období včetně počtu záznamů, které je nutno ještě opravit, aby uživatel věděl, 
zda již má report smysl generovat nebo je ještě nutno počkat na opravu dat.  
Obr. 20: Kancelářská aplikace -  reporty, detailní nastavení 
Po výběru reportu se zobrazí další nastavení v závislosti na vybraném typu 
reportu. U tzv. plného reportu jsou to např. všechny sloupce, u nichž lze nastavit, zda je 
do reportu zahrnout nebo ne.  
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Obr. 21: Kancelářská aplikace -  reporty, status bar 
Po spuštění generování reportu se v prvé dolní části obrazovky objeví 
procentuální průběh operace a ovládací prvky se pro dobu generování zamknou.  
Funkce pro zobrazení průběhu operace:  
    Sub proc_set(ByVal label As Label, ByVal counter As NumericUpDown, ByVal 
progress As ProgressBar) 
        Dim proc As Integer = Math.Round(counter.Value, 0) 
        If counter.Value = 100 Then 
            label.Text = proc & "%" 
            progress.Value = proc 
            label.Visible = False 
            progress.Visible = False 
        Else 
            label.Text = proc & "%" 
            progress.Value = proc 
            label.Visible = True 
            progress.Visible = True 
        End If 
    End Sub 
 
V jaké fázi se daná operace právě nachází, se pak počítá na základě získaného 
počtu záznamů např. takto:  






Obr. 22: Kancelářská aplikace -  factory report 
Factory report zobrazuje produkční, neprodukční a celkový čas podle 
jednotlivých sektorů, holonů a následně detailně i podle jednotlivých pracovníků.  
Obr. 23: Kancelářská aplikace -  users report 
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V rámci users reportu je zobrazen seznam pracovníků, rozdělených podle 
sektorů a pro každý den jejich doba práce. Celkový čas je pak porovnáván s časem 
z docházkového systému. Odchylky jsou označeny barevnou škálou.  
Obr. 24: Kancelářská aplikace -  editace uživatelů 
Oprávněným uživatelům aplikace také umožňuje editaci či přidávání nových 
pracovníků do databáze.  
4.4 Modul urgencí 
Poslední částí kancelářské aplikace je modul urgencí, sloužící pro organizace 
urgencí mezi jednotlivými odděleními a uživateli. Urgence lze vytvářet, editovat, 
zadané úkoly přebírat a v přehledu sledovat, které urgence již byly vyřízeny, kde 
vypršelo datum požadovaného vyřízení apod.  
V horní části jsou opět umístěna funkční tlačítka (stejně jako u ostatních sekcí 
aplikace), umožňující převzít daný úkol, označit ho jako ukončený, zobrazit si rychlý 
přehled jako sešit aplikace MS Excel, aktualizovat data nebo je exportovat do csv 
souboru.  
Pod funkčními tlačítky je umístěn filtr a box, sloužící pro vytvoření nového 
záznamu. Urgence lze také vytvářet pomocí předdefinovaných šablon, které se 




Obr. 25: Modul urgencí 
Pro lepší přehlednost jsou všechny urgence barevně rozlišeny podle toho, jestli 
je již převzala zodpovědná osoba nebo ne, případně vypršel termín jejich vyřízení.  
 Zaškrtnutím volby v pravém horním rohu lze také zobrazit informace o poslední 
úpravě záznamu.  
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5. Ekonomické zhodnocení  
5.1 Náklady 
5.1.1 Vývoj 
Z pohledu nákladů na vývoj této části informačního systému je nutno započítat 
v první řadě práci programátora a také analytika, který zpracovával zadání a požadavky 
na aplikace v závislosti na konzultaci především s vedoucím výroby.  
Druhotně je pak dobré brát v potaz čas strávený konzultací s uživateli a 
formulováním požadavků i následným testovacím provozem a to jak ze strany vývojáře 
a analytika, tak z pohledu samotných uživatelů.  
Dobu práce analytika, který je jinak stálým zaměstnancem společnosti lze 
odhadnout zhruba na 10%-20% času, který vývojem strávil programátor. Celkový čas, 
strávený vývojem nejlépe obrazuje následující tabulka (časy jsou uvedeny v hodinách).  
Výrobní aplikace  120 
návrh databáze 16 
jádro aplikace (jednotlivé obrazovky, menu, fullscreen, …) 2 
ovládací prvky (jaké budou, jaké bude jejich rozložení) 6 
funkce pro reakci na vložení činnosti pomocí tlačítek 8 
sestavení kódů operací (čárové kódy) 4 
funkce a prvky pro reakci na vložení čárového kódu 4 
skládání zadání pomocí tlačítek a čárového kódu 8 
kontrola validity dat, získávání dat ze serveru 4 
odeslání dat do DB (řešení výpadků) 4 
návrh struktury konfiguračního souboru 1 
inicializace aplikace pomocí konfiguračního souboru 3 
návrh databáze pro inicializaci tlačítek 3 
inicializace aplikace pomocí databáze tlačítek 5 
zobrazení aktuálně pracujících pracovníků (filtr. tabulka operace 
pracovníci) 4 
zobrazení aktuálně běžících strojů (filtr. tabulka operace stroje) 4 
opravy a ladění kódu 12 
zvýšení počtu tlačítek na 7x7 4 
rozpočet sériové výroby 2 
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jazykové verze aplikace 
      návrh souboru lang.txt 4 
     inicializace aplikace podle config.cfg 2 
     pole pro přepínání 2 
     přepnutí jazyka programu 
           přepnutí popisků tlačítek a prvků 8 
          přepnutí položek používaných v databázi 8 
     vytvoření anglického překladu 2 
Tabulka 8: Časový plán - výrobní aplikace 
 
Kancelářská aplikace  132 
databáze uživatelů a uživatelských skupin (různé úrovně oprávnění) 6 
jádro aplikace 2 
operace pracovníci (filtrování, kontrola, automatické záznamy, …) 
      ovládací prvky (výběrová pole apod.) 4 
     filtrování 6 
     filtrování seznamu uživatelů 2 
     kontrola časů, dopočítání celkového času 8 
     „mazání“ záznamů 2 
     export do .txt 2 
operace stroje 10 
exporty 18 
přihlašování uživatelů 4 
pomocná tlačítka (smazat prostoj, upravit přestávky, …) 8 
opravy a ladění kódu 8 
přidávání a editace uživatelů 12 
opravy a ladění kódu 2 
rozpočet sériové výroby 6 
urgence 
      návrh databáze 2 
     zobrazení a filtr  2 
     úprava záznamů 4 
     ostatní (barevné rozlišení, převzít úkol, upozornění na novou 
urgenci...) 4 
    rychlý přehled 10 
    šablony 10 
Tabulka 9: Časový plán - kancelářská aplikace 
 
Normová aplikace (reporty) 32 
přidané sloupce v databázi 4 
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kompletní tabulka norem a souhrnná tabulka 8 
tabulka přepočtu 8 
normová tabulka pro docházku 4 
volitelné zařazení Movex dat do reportu 4 
přidání docházky k reportu „user – report“ 4 
Ostatní 18 
přidání neaktivních holonů a sektorů 4 
sector report 10 
dodatečné opravy 4 
Tabulka 10: Časový plán – normová aplikace (reporty) a ostatní 
 
Celkový čas vývoje tedy činí 302 hodin programátora a 30 až 60 hodin práce 
analytika. Práce programátora byla ohodnocena tarifem 150Kč/hod. a práci analytika 
odhadem na 200Kč/hod.  
V součtu lze následně vyčíslit náklady na vývoj zhruba na 54 300 Kč.  
Jako další náklady lze zahrnout částečně i pořizovací cenu dotykových 
obrazovek, které již ovšem společnost využívala i v minulosti.  
5.1.2 Provoz 
 Během provozu je pak nutno počítat s běžnými náklady jako je elektřina nebo 
opravy zařízení a jejich opotřebení. Systém bude také dozorován pracovníkem IT, který 
bude zajišťovat jeho provoz a případné opravy či školení nových uživatelů a obecně 
bude působit jako podpora.  
 Při tarifu 200Kč/hod. a předpokládaném zajištění provozu systému 10 hodin 
měsíčně budou náklady na provoz 2 000Kč za měsíc.  
5.2 Přínosy 
Hlavním přínosem je schopnost vypočítat efektivitu a produktivitu vztaženou na 
konkrétního zaměstnance nebo konkrétní stroj ve vztahu k určeným normám. Tím získá 
společnost nyní i v budoucnu nové zakázky.  
Dalšími přínosy je pak možnost správy uživatelů, získání různých reportů (viz. 
kapitola 4.3 Kancelářská aplikace) a také celý modul urgencí, umožňující předávání a 
vyřizování urgencí.  
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Celkově v oblasti reportů jde tedy o snazší přístup k informacím potřebným 
k rozhodování nebo k plnění dalších pracovních povinností.  
Posledním nezanedbatelným přínosem je také možnost využít data v oblasti 
controllingu.  
Odhadem lze předpokládat ušetřený čas managmentu a vedoucích pracovníků na 
zhruba 20 hodin měsíčně (v součtu za 4 pracovníky), což by při sazbě 200Kč/hod. 
znamenalo 4 000Kč měsíčně.  
Podobné ušetření času můžeme odhadovat u uživatelů obou nových aplikací, 
zhruba 20 hodin měsíčně (v součtu za 20 pracovníků). Při průměrné sazbě 150Kč/hod. 






 Na základě požadavků podniku byl k stávajícímu informačnímu systému přidán 
blok, jehož hlavním sílem bylo získávání detailnějších informací z oblasti výroby, 
zaměřené na výpočet efektivity a produktivity vztažené na jednoho konkrétního 
pracovníka, stroj či výrobek.  
 Součástí řešení byla databáze pro ukládání dat, výrobní aplikace sbírající data od 
pracovníků ve výrobní hale a kancelářská aplikace umožňující pověřeným uživatelům 
data kontrolovat, opravovat případně doplnit a především získat požadované reporty.  
 V průběhu realizace byl přidán požadavek na rozšíření kancelářské aplikace o 
modul urgencí, který spravuje úkoly rozesílané mezi odděleními, umožňující zadávání, 
přebírání a dokončování úkolů v rámci přehledné obrazovky spolu s možností exportu 
dat.  
 Systém je v současné době plně funkční a v provozu. V průběhu využívání jsou 
nadále sbírána data pro vyhodnocení jeho kvality či návrhy případného rozšíření.  
6.2 Možnosti budoucího rozvoje 
 Spolu s dynamickými změnami ve společnosti lze v budoucnu očekávat 
požadavky na úpravu reportů či generování reportů nových.  
 Je také možné rozšířit pole sbíraných dat a tím získávat další údaje užitečné jak 
pro běžný přehled, tak pro podporu manažerského rozhodování.  
 Všechny části přidaného bloku jsou programovány dynamicky tak, aby plně 
fungovali i po vzniku nových sektorů a holonů v podniku během rozšiřování 
společnosti.  
 Další možností rozvoje je užší provázání vytvořené databáze s databází 
informačního systému s cílem odstranit případnou redundanci dat, nejednoznačnosti a 
umožnit pohlížet na data z obou částí systému jako na jednotný celek s volitelnou 
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 Příloha 1: Funkce pro konfiguraci aplikace podle konfiguračního souboru 
    Sub config()    'nacteni konfiguracniho souboru 
        Dim obsah As String = "" 
        Dim chyba As String = "" 
        Try 
            Using file As New StreamReader("config.cfg") 
                obsah = file.ReadToEnd() 
            End Using 
        Catch 
            chyba = "Nepodařilo se načíst konfigurační soubor." 
            MsgBox(chyba, MsgBoxStyle.Critical, "Chyba konfiguračního souboru.") 
        End Try 
        If chyba = "" Then 
            Dim radek() As String = obsah.Split(Chr(10) & Chr(13))  'rozdeleni obsahu config.cfg na radky 
            For i As Integer = 0 To radek.Length - 1 
                Dim part() As String = radek(i).Split("=")  'rozdeleni kazdeho radku podle "=" tedy na nazev 
atributu a jeho hodnotu 
                For j As Integer = 0 To part.Length - 1 
                    Dim atribut As String = part(0) 
                    Dim value As String = part(1) 
                    value = value.Replace(vbCr, "")     'odstraneni prebytecnych znaku 
                    Select Case atribut         'na zaklade nazvu atirubutu se hodnota ulozi do patricne promenne 
                        Case "idstanice" 
                            stanice_id = value 
                        Case "server" 
                            cfg_server = value 
                        Case "db" 
                            cfg_db = value 
                        Case "user" 
                            cfg_user = value 
                        Case "pw" 
                            cfg_pw = value 
                        Case "windowsaut" 
                            cfg_windowsaut = to_boolean(value) 
                        Case "exitbt" 
                            cfg_exitbt = value 
                        Case "lock" 
                            If to_boolean(value) = True Then    'nastaveni formularu podle atirubutu lock (zamceni - 
pro testovani je odemceny) 
                                sc_max = FormWindowState.Maximized 
                                main_screen.WindowState = FormWindowState.Maximized 
                                main_screen.FormBorderStyle = FormBorderStyle.None 
                                main_screen.ControlBox = False 
                                'main_screen.ShowInTaskbar = False 
                                main_screen.MinimizeBox = False 
                                prostoje.FormBorderStyle = FormBorderStyle.None 
                                prostoje.ControlBox = False 
                                prostoje.WindowState = FormWindowState.Maximized 
                                prace_screen.FormBorderStyle = FormBorderStyle.None 
                                prace_screen.ControlBox = False 
                                stroje_screen.FormBorderStyle = FormBorderStyle.None 
                                stroje_screen.ControlBox = False 
                                info.TopMost = True 
                                alert.TopMost = True 
                                confirm.TopMost = True 
                                confirm2.TopMost = True 
                             Else 
                                main_screen.FormBorderStyle = FormBorderStyle.Sizable 
                                main_screen.ControlBox = True 
                                sc_max = FormWindowState.Normal 
                                main_screen.WindowState = FormWindowState.Normal 
                                'hodnota standardne nastavena na true a pri lock=true se nastavi do false 
                                'opacne to delalo problemy 
                                'main_screen.ShowInTaskbar = True 
                                main_screen.MinimizeBox = True 
                                prostoje.FormBorderStyle = FormBorderStyle.Sizable 
                                prostoje.ControlBox = True 
                                prostoje.WindowState = FormWindowState.Normal 
                                prostoje.ShowInTaskbar = True 
                                prostoje.MinimizeBox = True 
                                prace_screen.FormBorderStyle = FormBorderStyle.Sizable 
                                prace_screen.ControlBox = True 
                                prace_screen.ShowInTaskbar = True 
                                prace_screen.MinimizeBox = True 
                                stroje_screen.FormBorderStyle = FormBorderStyle.Sizable 
                                stroje_screen.ControlBox = True 
                                stroje_screen.ShowInTaskbar = True 
                                stroje_screen.MinimizeBox = True 
                                info.TopMost = False 
                                alert.TopMost = False 
                                confirm.TopMost = False 
                                confirm2.TopMost = False 
                            End If 
                        Case "lang" 
                            cfg_lang = value 
                        Case Else 
                    End Select 
                Next 
            Next 
            lang_config()   'po nacteni configu je znam jazyka a tak se provede configurace jazyka 
            Try     'podle stanice se zjistuje nazev a id daneho sektoru z DB 
                sector_id = sql("SELECT sector_id FROM stanice WHERE id=" & stanice_id, 1, " ") 
                sector_name = sql("SELECT nazev_cz FROM sectors WHERE id=" & sector_id, 1, " ") 
            Catch 
            End Try 
        End If 
        If (cfg_windowsaut = False And (cfg_pw = "" Or cfg_user = "")) Or (cfg_server = "" Or cfg_db = 
"") Then 'kontrola, zda byly z config.cfg nacteny potrebne polozky 
            MsgBox("Konfigurační soubor byl buď chybně načten nebo obsahuje chyby.", 
MsgBoxStyle.Critical, "Chyba konfiguračního souboru.") 
        End If 
        main_screen.Timer_snychronizace.Enabled = True  'po konfiguraci se muze spustit timer, ktery 
zajistuje aktualizaci data a casu z DB 
        cas_synchronizace() 'spousti se automaticky poprve synchronizace casu (nasledne ji sam spousti 
timer) 
    End Sub 
 
 Příloha 2: Funkce pro synchronizaci času 
    Sub cas_synchronizace() 'synchronizace casu s DB 
        If cfg_db <> "" Then    'kontrola, zda je z configu ziskana cilova databaze 
            Try 
                Dim time As String = sql("SELECT CONVERT (datetime, GETDATE())", 1, " ") 
                'Synchronizace času s databází 
                'formát data: 17. 12. 2012 9:07:35 
                den = time.Substring(0, time.IndexOf(".")) 
                time = time.Substring(time.IndexOf(".") + 1, time.Length - time.IndexOf(".") - 1) 
                mesic = time.Substring(0, time.IndexOf(".")) 
                time = time.Substring(time.IndexOf(".") + 1, time.Length - time.IndexOf(".") - 1) 
                If time(0) = " " Then time = time.Substring(1, time.Length - 1) 
                rok = time.Substring(0, time.IndexOf(" ")) 
                time = time.Substring(time.IndexOf(" ") + 1, time.Length - time.IndexOf(" ") - 1) 
                Dim time_div_sub2() As String = time.Split(":") 
                hodiny = time_div_sub2(0) 
                minuty = time_div_sub2(1) 
                vteriny = time_div_sub2(2) 
                main_screen.connection_display.Text = lang(cfg_lang_index).text(44) 
            Catch   'pokud se synchronizace nezdarila, zobrazi se prislusna hlaska z lang.txt 
                main_screen.connection_display.Text = lang(cfg_lang_index).text(43) 
            End Try 
        Else 
            'Synchronizace času lokálně 
            main_screen.connection_display.Text = lang(cfg_lang_index).text(45) 
            rok = Now.Year 
            mesic = Now.Month 
            den = Now.Day 
            hodiny = Now.Hour 
            minuty = Now.Minute 
            vteriny = Now.Second 
        End If 
    End Sub 
 Příloha 3: Funkce pro výpočet celkového času operace 
Function get_total_time(ByVal operace_id As Integer, ByVal mode As String) As String 
        Select Case mode 
            Case "user" 
                Dim chyba As String = "" 
                Dim start_time As String = "" 
                Dim finish_time As String = "" 
                Dim odpoved As String = "" 
                Try 
                    start_time = sql("SELECT start_time FROM operace_user WHERE id = " & operace_id, 1, " 
") 
                    finish_time = sql("SELECT CONVERT (datetime, GETDATE())", 1, " ") 
                    odpoved = sql("SELECT id_prestavka FROM [holons-prestavky] WHERE id_holon = " & 
holon_code, 1, " ") 
                Catch 
                    info.Hide() 
                    chyba = lang(cfg_lang_index).text(43) 
                    MsgBox(chyba, MsgBoxStyle.Critical) 
                End Try 
                If chyba = "" Then 
                    Dim finish_date As String = finish_time.Replace(". ", ".") 
                    Dim start_date As String = start_time.Replace(". ", ".") 
                    Dim finish_time_only As String 
                    Dim start_time_only As String 
                    Dim part() As String 
                    part = finish_date.Split(" ") 
                    finish_date = part(0) 
                    finish_time_only = part(1) 
                    part = start_date.Split(" ") 
                    start_date = part(0) 
                    start_time_only = part(1) 
                    finish_date = finish_date.Replace(".", ". ") 
                    start_date = start_date.Replace(".", ". ") 
                    Dim prace As TimeSpan 
                    prace = Convert.ToDateTime(finish_time) - Convert.ToDateTime(start_time) 
                    If prace.ToString.IndexOf(".") > -1 Then 
                        Return "23:59:59" 
                    End If 
                    Dim odpoved_part() As String = odpoved.Split(Chr(10) & Chr(13)) 
                    For i As Integer = 0 To odpoved_part.Length - 1 
                        Dim cas As String = "" 
                        Try 
                            cas = sql("SELECT cas FROM prestavky WHERE id = " & odpoved_part(i), 1, " ") 
                        Catch 
                            info.Hide() 
                            chyba = lang(cfg_lang_index).text(43) 
                            MsgBox(chyba, MsgBoxStyle.Critical) 
                        End Try 
                        If chyba = "" Then 
                            Dim delka_prestavky As String = "" 
                            Try 
                                delka_prestavky = sql("SELECT delka FROM prestavky WHERE id = " & 
odpoved_part(i), 1, " ") 
                            Catch 
                                info.Hide() 
                                chyba = lang(cfg_lang_index).text(43) 
                                 MsgBox(chyba, MsgBoxStyle.Critical) 
                            End Try 
                            If chyba = "" Then 
                                cas = start_date & " " & cas 
                                ' x = doba mezi zacatkem prestavky a koncem prace 
                                Dim x As TimeSpan = Convert.ToDateTime(finish_time) - Convert.ToDateTime(cas) 
                                ' y = doba mezi zacatkem prace a zacatkem prestavky 
                                Dim y As TimeSpan = Convert.ToDateTime(start_time) - Convert.ToDateTime(cas) 
                                Dim finish_time_ticks = Convert.ToDateTime(finish_time).Ticks 
                                Dim start_time_ticks = Convert.ToDateTime(start_time).Ticks 
                                Dim cas_ticks = Convert.ToDateTime(cas).Ticks 
                                Dim konec_prestavky = Convert.ToDateTime(cas).Ticks + 
Convert.ToDateTime("1.1.0001 " & delka_prestavky).Ticks 
                                Dim prestavka As TimeSpan = Convert.ToDateTime(delka_prestavky) - 
Convert.ToDateTime("00:00:00") 
 
                                'Pokud operace začíná během přestávky, tak se odečte čas do konce přestávky. 
                                If (start_time_ticks >= cas_ticks And start_time_ticks < konec_prestavky) Then 
                                    If finish_time_ticks <= konec_prestavky Then 
                                        prace = Convert.ToDateTime("00:00:00") - Convert.ToDateTime("00:00:00") 
                                    Else 
                                        prace = prace - (prestavka - y) 
                                    End If 
                                End If 
                                'Pokud operace končí během přestávky a začíná před ní 
                                If (finish_time_ticks > cas_ticks And finish_time_ticks <= konec_prestavky) And 
start_time_ticks < cas_ticks Then 
                                    prace = prace - x 
                                End If 
                                'Operace začíná před přestávkou a končí po ní 
                                If (start_time_ticks < cas_ticks And finish_time_ticks > konec_prestavky) Then 
                                    prace = prace - prestavka 
                                End If 
                            End If 
                        End If 
                    Next 
                    If finish_date <> start_date Then 'Pokud zacala prace v jiny den, nez skoncila, provede se 
vypocet cely jeste znovu, tentokrat se u prestavek bude dosazovat druhe datum.  
                        For i As Integer = 0 To odpoved_part.Length - 1 
                            Dim cas As String = "" 
                            Try 
                                cas = sql("SELECT cas FROM prestavky WHERE id = " & odpoved_part(i), 1, " ") 
                            Catch 
                                info.Hide() 
                                chyba = lang(cfg_lang_index).text(43) 
                                MsgBox(chyba, MsgBoxStyle.Critical) 
                            End Try 
                            If chyba = "" Then 
                                Dim delka_prestavky As String = "" 
                                Try 
                                    delka_prestavky = sql("SELECT delka FROM prestavky WHERE id = " & 
odpoved_part(i), 1, " ") 
                                Catch 
                                    info.Hide() 
                                    chyba = lang(cfg_lang_index).text(43) 
                                    MsgBox(chyba, MsgBoxStyle.Critical) 
                                End Try 
                                If chyba = "" Then 
                                     cas = finish_date & " " & cas 
                                    ' x = doba mezi zacatkem prestavky a koncem prace 
                                    Dim x As TimeSpan = Convert.ToDateTime(finish_time) - 
Convert.ToDateTime(cas) 
                                    ' y = doba mezi zacatkem prace a zacatkem prestavky 
                                    Dim y As TimeSpan = Convert.ToDateTime(start_time) - 
Convert.ToDateTime(cas) 
                                    Dim finish_time_ticks = Convert.ToDateTime(finish_time).Ticks 
                                    Dim start_time_ticks = Convert.ToDateTime(start_time).Ticks 
                                    Dim cas_ticks = Convert.ToDateTime(cas).Ticks 
                                    Dim konec_prestavky = Convert.ToDateTime(cas).Ticks + 
Convert.ToDateTime("1.1.0001 " & delka_prestavky).Ticks 
                                    Dim prestavka As TimeSpan = Convert.ToDateTime(delka_prestavky) - 
Convert.ToDateTime("00:00:00") 
 
                                    'Pokud operace začíná během přestávky, tak se odečte čas do konce přestávky. 
                                    If (start_time_ticks >= cas_ticks And start_time_ticks < konec_prestavky) Then 
                                        If finish_time_ticks <= konec_prestavky Then 
                                            prace = Convert.ToDateTime("00:00:00") - Convert.ToDateTime("00:00:00") 
                                        Else 
                                            prace = prace - (prestavka - y) 
                                        End If 
                                    End If 
                                    'Pokud operace končí během přestávky a začíná před ní 
                                    If (finish_time_ticks > cas_ticks And finish_time_ticks <= konec_prestavky) And 
start_time_ticks < cas_ticks Then 
                                        prace = prace - x 
                                    End If 
                                    'Operace začíná před přestávkou a končí po ní 
                                    If (start_time_ticks < cas_ticks And finish_time_ticks > konec_prestavky) Then 
                                        prace = prace - prestavka 
                                    End If 
                                End If 
                            End If 
                        Next 
                    End If 
                    Return Convert.ToString(prace) 
                End If 
                Return "" 
            Case "stroj" 
                Dim chyba As String = "" 
                Dim start_time As String = "" 
                Dim finish_time As String = "" 
                Try 
                    start_time = sql("SELECT start_time FROM operace_stroj WHERE id = " & operace_id, 1, " 
") 
                    finish_time = sql("SELECT CONVERT (datetime, GETDATE())", 1, " ") 
                Catch 
                    info.Hide() 
                    chyba = lang(cfg_lang_index).text(43) 
                    MsgBox(chyba, MsgBoxStyle.Critical) 
                End Try 
                If chyba = "" Then 
                    Dim prace As TimeSpan 
                    prace = Convert.ToDateTime(finish_time) - Convert.ToDateTime(start_time) 
                    If prace.ToString.IndexOf(".") <> -1 Then 
                        Dim odpoved As String = "" 
                        Try 
                             odpoved = sql("SELECT seriova_vyroba FROM stroje s,operace_stroj os WHERE os.id 
= " & operace_id & " AND os.stroj_id=s.id", 1, " ") 
                        Catch 
                            info.Hide() 
                            chyba = lang(cfg_lang_index).text(43) 
                            MsgBox(chyba, MsgBoxStyle.Critical) 
                        End Try 
                        If chyba = "" And odpoved <> "" Then 
                            Dim seriova_vyroba As Boolean = to_boolean(odpoved) 
                            If seriova_vyroba = True Then 
                                'rozpocitani zaznamu do jednotlivych dni 
                                'If MsgBox("Vámi zadaný čas přesahuje celkovou dobu 24 hodin. Program ale může 
tento záznam automaticky rozdělit po dnech. Chcete pokračovat?", MsgBoxStyle.YesNo, "Rozpočítání 
záznamu") = MsgBoxResult.Yes Then 
                                Return rozpocet_zaznamu(operace_id, prace.ToString) 
                                'Else 
                                'Return "" 
                                'End If 
                            Else 
                                Return "23:59:59" 
                            End If 
                        Else 
                            Return "" 
                        End If 
                    Else 
                        Return Convert.ToString(prace) 
                    End If 
                Else 
                    Return "" 
                End If 
            Case Else 
                Return "" 
        End Select 
    End Function 
 Příloha 4: Funkce pro převod času do požadovaného formátu zobrazení 
Function time_to_view(ByVal time As Double) As String 
        If main_screen.rep_zobrazeni_casu_formatovane.Checked = True Then 
            Dim sec As Integer = 0 
            Dim min As Integer = 0 
            Dim hod As Integer = 0 
            sec = time 
            hod = Int(sec / 3600) 
            sec = sec Mod 3600 
            min = Math.Round(sec / 60, 0) 
            sec = sec Mod 60 'sec. se nasledne ale nezobrazuji 
            If min > 59 Then 
                hod += 1 
                min -= 60 
            End If 
            'While min > 59 
            '    hod += 1 
            '    min -= 60 
            'End While 
            If min < 10 Then 
                Return hod & ":" & "0" & min 
            Else 
                Return hod & ":" & min 
            End If 
        ElseIf main_screen.rep_zobrazeni_casu_minuty.Checked = True Then 
            Return Math.Round(time / 60, 0) 
        ElseIf main_screen.rep_zobrazeni_casu_hodiny.Checked = True Then 
            Return Math.Round(time / 3600, 2).ToString.Replace(",", ".") 
        Else 'defaultni zobrazovani 
            Return Math.Round(time / 60, 0) 
        End If 
    End Function 
 Příloha 5: Funkce pro úpravu přestávek v záznamu 
Sub breaks_update() 
        Dim chyba As String = "" 
        Dim odpoved As String = "" 
        Dim odpoved2 As String = "" 
        Dim prestavky() As Integer = Nothing 
        'Dim total_time As TimeSpan 
        Dim total_time As String = "" 
        Dim start_time As String = "" 
        Dim finish_time As String = "" 
        Try 
            Dim holon_id As Integer = sql("SELECT holon_id FROM operace_user WHERE id = " & 
breaks_operace_id, 1, " ") 
            odpoved = sql("SELECT id_prestavka FROM [holons-prestavky] WHERE id_holon = " & 
holon_id, 1, " ") 
            'odpoved3 = sql("SELECT total_time FROM [operace_user] WHERE id = " & 
breaks_operace_id, 1, " ") 
            odpoved2 = sql("SELECT start_time,finish_time FROM operace_user WHERE id = " & 
breaks_operace_id, 2, ";") 
        Catch 
            info.Hide() 
            chyba = "Spojení s databází se nezdařilo. " 
            MsgBox(chyba, MsgBoxStyle.Critical) 
        End Try 
        If chyba = "" Then 
            Dim odpoved_part() As String = odpoved.Split(Chr(10) & Chr(13)) 
            For i As Integer = 0 To odpoved_part.Length - 1 
                odpoved_part(i) = odpoved_part(i).Replace(vbCr, "") 
                Dim controls() = breaks.Controls.Find("break" & odpoved_part(i), True) 
                Dim checkbox As CheckBox = DirectCast(controls(0), System.Windows.Forms.CheckBox) 
                If checkbox.Checked = False Then 
                    If IsNothing(prestavky) = True Then 
                        ReDim prestavky(0) 
                    Else 
                        ReDim Preserve prestavky(prestavky.Length) 
                    End If 
                    prestavky(prestavky.Length - 1) = odpoved_part(i) 
                End If 
            Next 
            Dim odpoved2_part() As String = odpoved2.Split(";") 
            start_time = odpoved2_part(0) 
            finish_time = odpoved2_part(1) 
            total_time = get_total_time(breaks_operace_id, "user", finish_time, start_time, 
vynechat_prestavky:=prestavky) 
            Dim korekce As String = breaks.korekce.Text 
            korekce = korekce.Replace(" ", "") 
            Dim part() As String = korekce.Split(":") 
            Select Case part(0).Length 
                Case 0 
                    part(0) &= "00" 
                Case 1 
                    part(0) = "0" & part(0) 
            End Select 
            Select Case part(1).Length 
                Case 0 
                    part(1) &= "00" 
                 Case 1 
                    part(1) = "0" & part(1) 
            End Select 
            korekce = part(0) & ":" & part(1) 
            total_time = (Convert.ToDateTime(total_time) - Convert.ToDateTime(korekce)).ToString 
            If total_time.IndexOf("-") > -1 Then 
                info.Hide() 
                chyba = "Se zadanými parametry by byl celkový čas záporný. " & vbCrLf & "Vypočítaný čas: " 
& total_time 
                MsgBox(chyba, MsgBoxStyle.Exclamation, "Chybně zadaný čas.") 
            End If 
            If chyba = "" Then 
                Try 
                    odpoved = sql("UPDATE operace_user SET total_time = '" & total_time & "', last_editor= " 
& office_user_id & ", last_edit = GETDATE() WHERE id = " & breaks_operace_id, 1, " ") 
                Catch 
                    info.Hide() 
                    chyba = "Spojení s databází se nezdařilo. " 
                    MsgBox(chyba, MsgBoxStyle.Critical) 
                End Try 
                If chyba = "" Then 
                    Dim table = main_screen.operace_user_datagrid 
                    Dim pozition = table.FirstDisplayedScrollingRowIndex 
                    
main_screen.Operace_userTableAdapter.Fill(main_screen.TimeRecording_v2_DataSet.operace_user) 
                    main_screen.display_save.Text = "Poslední uložení: " & main_screen.display_time.Text & " 
| " & main_screen.display_date.Text 
                    If pozition > 0 Then 
                        table.FirstDisplayedScrollingRowIndex = pozition 
                    End If 
                    breaks.Close() 
                End If 
            End If 
        End If 
    End Sub 
 Příloha 6: Funkce tlačítka pro smazání prostoje 
       If IsNothing(operace_user_datagrid.CurrentCell) <> True Then 
            If MsgBox("Opravdu chcete smazat prostoj v aktuálně označeném řádku?", MsgBoxStyle.YesNo, 
"Odstranění řádku") = MsgBoxResult.Yes Then 
                Dim row As Integer = operace_user_datagrid.CurrentCell.RowIndex 
                Dim table = operace_user_datagrid 
                If row <= operace_user_datagrid.Rows.Count - 1 Then ' záhlaví + index od 0 + nový řádek => 
3 
                    Dim chyba As String = "" 
                    For i = 0 To table.Columns.Count - 1 
                        If table.Columns.Item(i).DataPropertyName = "id" Then 
                            Dim id_operace As Integer = table.Item(i, row).Value 
                            Dim odpoved As String = "" 
                            Try 
                                odpoved = sql("UPDATE operace_user SET prostoj_id = NULL, last_editor= " & 
office_user_id & ", last_edit = GETDATE() WHERE id = " & id_operace, 1, " ") 
                            Catch 
                                info.Hide() 
                                chyba = "Spojení s databází se nezdařilo. " 
                                MsgBox(chyba, MsgBoxStyle.Critical) 
                            End Try 
                        End If 
                    Next 
                    If chyba = "" Then 
                        Dim pozition = table.FirstDisplayedScrollingRowIndex 
                        Dim pozition2 = table.FirstDisplayedScrollingColumnIndex 
                        'MsgBox("Pozition:" & pozition) 
                        Me.Operace_userTableAdapter.Fill(Me.TimeRecording_v2_DataSet.operace_user) 
                        display_save.Text = "Poslední uložení: " & display_time.Text & " | " & display_date.Text 
                        If pozition > 0 And pozition2 > 0 Then 
                            table.FirstDisplayedScrollingRowIndex = pozition 
                            table.FirstDisplayedScrollingColumnIndex = pozition2 
                        End If 
                    End If 
                End If 
            End If 
        End If 
