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Seznam uporabljenih simbolov 
Kratica Angleško Slovensko 
HDL Hardware Description Language Strojno-opisni jezik 
VHDL 
Very High Speed Integrated 
Circuit Hardware Description 
Language 
Strojno-opisni jezik hitrih 
integriranih vezij 
ENIAC 
Electronic Numerical Integrator 
and Calculator 
Elektronski numerični integrator 
in kalkulator 
ASIC 
Application Specific Integrated 
Circuit 
Namensko integrirano vezje 
PLA Programmable Logic Array Programirljiva logična matrika 
FPGA Field Programmable Gate Array 
Programirljiva matrika logičnih 
vrat 
FPAA 
Field Programmable Analogue 
Array 
Programirljiva analogna matrika 
SoC System on a Chip Sistem na integriranem vezju 
CPU Central Processing Unit Centralno procesna enota 
ALU Arithmetic Logical Unit Aritmetično-logična enota 
NVIC 
Nested Vectored Interrupt 
Controller 
Gnezden vektorski prekinitveni 
krmilnik 
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UART 
Universal Asynchronous 
Receiver-Transmitter 
Univerzalni asinhroni sprejemnik-
oddajnik 
DMA Direct Memory Access 
Enota za neposreden dostop do 
pomnilnika 
I/O Input Output Vhod / izhod 
RAM Random Access Memory Bralno-pisalni pomnilnik 
SDRAM 
Synchronous Dynamic Random 
Access Memory 
Sinhrono dinamični bralno-pisalni 
pomnilnik 
EEPROM 
Electrically Erasable 
Programmable Read Only 
Memory 
Električno zbrisljiv programirljiv 
bralni pomnilnik 
ROM Read Only Memory Bralni pomnilnik 
LUT Look Up Table Vpogledna tabela 
PLL Phase Locked Loop Fazno zaklenjena zanka 
DSP Digital Signal Processor Digitalni signalni procesor 
FPU Floating Point Unit 
Enota namenjena računanju števil 
s plavajočo vejico 
GPU Graphical Processing Unit Grafično procesna enota 
DLL Dynamic Link Library Dinamično povezana knjižnica 
MIF Memory Initialization File 
Datoteka z opisom inicializacije 
pomnilnika 
HEX Hexadecimal Šestnajstiško 
ASCII 
American Standard Code for 
Information Interchange 
Ameriška standardna koda za 
zapis znakov 
CRT Cathode Ray Tube Katodna cev 
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LED Light Emitting Diode Svetlobno oddajna dioda 
USB Universal Serial Bus Univerzalno serijsko vodilo 
CAN Controller Area Network Krmilno omrežje 
VGA Video Graphics Array Video prikazovalni standard 
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Povzetek 
V diplomski nalogi je predstavljen razvoj in realizacija preprostega računalnika, 
oz. bolj točno mikrokrmilnika (več o definiciji tega v nadaljevanju) na vezju FPGA. 
Poleg opisa razvoja vezja, je predstavljen tudi razvoj vse potrebne programske opreme 
za delovanje. Cilj naloge je postopek prikazati na način, ki bo razumljiv ljudem, ki se 
zanimajo za to področje, vendar jim primanjkuje znanja za samostojen pričetek 
tovrstnega projekta, zraven pa tudi zanimiv za tiste, ki preprosto želijo osvežiti svoje 
znanje. 
V okviru naloge sta podrobno predstavljena tako strojni del sistema, kot 
programski del, opis preizkusnih postopkov, za zaključek pa še primer izvajanja 
preprostega programa. Strojni del predstavlja model sistema zapisan v jeziku VHDL, 
ki je realiziran z vezjem FPGA na razvojni plošči, medtem ko programski del 
predstavlja sestavo ukazov in orodje, ki omogoča vnašanje teh ukazov v sistem na 
človeku prijazen način. 
 
Ključne besede: računalnik, procesor, mikrokrmilnik, prevajalnik, VHDL 
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Abstract 
This thesis presents the development and realization of a simple computer or 
more accurately a microcontroller(more on the definition of this later) on a FPGA 
circuit. Additionally to describing the development process of the circuit, the 
development of all required software, that is needed for proper operation will be 
presented as well. The goal is to present the process in a way, which will be 
understandable by those, who are interested in this field, but lack the knowledge for 
an independent start of a similar project, yet still interesting for those who simply wish 
to refresh it. 
Within the scope of this thesis, the hardware, software, as well as the description 
of the testing procedures for the discussed system will be presented, ending it with an 
example of executing a simple program. The hardware presents the system model, 
written in VHDL and realized on a development board, while the software presents the 
instruction structure and a tool for inputting these instructions in a more human 
friendly manner. 
 
Keywords: computer, processor, microcontroller, compiler, VHDL 
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1  Uvod 
V zadnjih petdesetih letih so računalniki postali del našega vsakdana. Dandanes 
jih lahko najdemo praktično vsepovsod. Tvorijo tako nadzorne sisteme za jedrske 
elektrarne, kot naše mobilne telefone. Hitrost njihovega napredka je očitna, saj 
prinašajo številne prednosti, med drugim povečano učinkovitost, torej manjšo porabo, 
nižjo ceno in precej večjo mero nadzora nad našimi napravami. Z nadaljnjim razvojem,  
se poleg navedenih področjih uporabe, njihova uporaba uveljavlja tudi na novih 
področjih, kjer je bila prej nemogoča, bodisi zaradi zmogljivosti ali fizične velikosti. 
Vsakemu, ki se želi zelo podrobno spoznati z računalniki, verjetno ne bo dovolj 
razlaga, da računalniki delujejo na principu “enic in ničel”. Da bi prišel do pravega 
odgovora, se mora podobno kot za vsako drugo kompleksno temo, tudi v to krepko 
poglobiti. Čeprav so računalniki zgodovinsko gledano dokaj nov izum, to ne olajšuje 
raziskovanja. Računalniki se namreč razvijajo z neverjetno hitrostjo in v trenutni obliki 
še zdaleč niso več podobni prvotnim računalnikom. 
Če se je nekdo željan podrobno spoznati z računalniki, preprosto zaradi 
zanimanja ali pa zaradi novih potencialnih kariernih možnosti, ki jih lahko to področje 
prinese, obstaja več načinov za pridobitev takega znanja. Prvi način je, da razišče 
dosegljivo literaturo in spletne vodiče, ki jim pridejo v roke, ter se tako dokoplje do 
znanja na popolnoma teoretični ravni. Druga možnost je praktične narave, da poskuša 
računalnik ustvariti sam. Čeprav se tak podvig mogoče na prvi pogled zdi zelo težak 
oz. celo neizvedljiv, se z močno voljo in z nekoliko predznanja v programiranju hitro 
opazi, da je izvedljiv. Osebno menim, da je najbolje pri takem podvigu uporabiti 
kombinacijo obeh pristopov. Teoretični pristop služi kot osnova, praktični del pa za 
poglobitev in lažje razumevanje pridobljenega teoretičnega znanja. 
Pri izdelavi diplomske naloge sem uporabil oba načina. Posamezno temo sem na 
začetku obravnaval s teoretičnega vidika, nato sem podrobno opisal vse praktične dele 
predstavljenega sistema. 
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2  Procesor 
Procesor ali centralna procesna enota predstavlja možgane vsakega procesnega 
sistema, kot so mobilni telefoni in osebni računalniki. Naloga procesne enote je, da 
izvaja ukaze, ki so ji dani. Ukazi si običajno sledijo v logičnem zaporedju, ki ga 
imenujemo program in je v večini primerov namenjen izvajanju specifične funkcije, s 
katero želimo doseči določen cilj. 
2.1  Prvi procesorji 
Koncept prvega splošnega programirljivega računalnika je tako imenovani 
“analitični motor”, ki ga je leta 1837 predstavil Charles Babbage [3]. To je bil 
mehaničen stroj, ki se je lahko programiral s pomočjo preluknjanih lističev papirja. 
Luknje na papirju so tvorile vzorce, katere je stroj interpretiral kot ukaze. 
Na začetku vsi računalniki niso vsebovali procesorjev in zato niso bili 
programirljivi. Prvi računalniki so bili izumljeni z namenom olajšanja računanja 
zahtevnih matematičnih operacij, na kar nakazuje tudi samo ime “računalnik”. Charles 
Babbage je pred predstavitvijo analitičnega motorja, delal na projektu “diferencialnega 
motorja”, ki je bil namenjen izdelovanju logaritemskih in trigonometričnih tabel [4]. 
Prvi popolnoma električni, digitalni, ter programirljiv računalnik je bil ENIAC, 
izdelan leta 1946, na “University of Pennsylvania” [2]. Zasedal je skoraj 170 
kvadratnih metrov in skupno tehtal skoraj 50 ton. 
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2.2  Električni in logični pogled na procesor 
Električno gledano, je procesor sistem, zgrajen v integriranem vezju, ki ga 
sestavljajo skupine tranzistorjev in imajo v tem primeru vlogo električnih stikal. 
Tranzistorji tvorijo logične funkcije/vezja, ki se skupaj združujejo v posamezne enote, 
ki na koncu tvorijo sistem. 
V grobem poznamo dve vrsti logičnih vezij, kombinacijska in sekvenčna. V 
kombinacijskih vezjih se izhod vezja neposredno odraža glede na vhode, kar v 
sekvenčnih vezji ni nujno. Za razliko od kombinacijskih, se v sekvenčnih shranjujejo 
tudi notranja stanja, tako da izhod po navadi ni odvisen samo od vrednosti vhodov. 
Poleg vhodov, potrebujejo sekvenčna vezja tudi nekakšen neodvisen zunanji signal, 
ob katerem se nastavljajo notranja stanja. Tak signal imenujemo ura sistema, določa 
pa na kakšni frekvenci teče sekvenčno vezje, oziroma bolj poljudno rečeno, hitrost 
vezja. 
Za lažjo predstavitev in načrtovanje sekvenčnih vezij, uporabljamo stroje stanj. 
To so diagrami, ki pokažejo v kakšnem zaporedju se bo izvajala določena operacija. 
Načrtamo jih tako, da označimo posamezna stanja s krogi, jih med seboj povežemo s 
prehodi, tem pa pripišemo pod kakšnimi pogoji se izvajajo. 
Primer sekvenčnega vezja opisanega s strojem stanj je procesorsko jedro, kjer 
stanja predstavljajo trenuten korak pri nalogi upravljanja ukazov. 
Preprost stroj stanj je prikazan na spodnji sliki 2.1. Stroj stanj, je sestavljen iz 
dveh stanj. V začetku je aktivno »Stanje 1«. To je aktivno, dokler je vrednost »Pogoj1« 
enaka »0«. Ko se »Pogoj1« postavi na »1«, se aktivira »Stanje 2«. Neglede na 
»Pogoj1« je »Stanje 2« aktivno vse dokler se »Pogoj2« ne postavi na »1«. Takrat se 
aktivno stanje ponastavi nazaj na »Stanje 1« in cikel procesa je zaključen. 
 
Slika 2.1:  Primer preprostega stroja stanj 
  
Stanje 1 Stanje 2
Pogoj1=0
Pogoj1=1
Pogoj2=1
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2.3  Vrste digitalnih logičnih sistemov na integriranih vezjih 
Digitalne logične sisteme lahko delimo na programirljive in neprogramirljive. 
Neprogramirljive sisteme označimo kot ASIC, ki so namenjeni izvajanju samo 
določene funkcije. Programirljive logične sisteme delimo na mnogo različnih vrst. 
Med njimi gre izpostaviti zlasti dva. Prvi so klasični programirljivi sistemi, kot je 
procesor, ki sprejemajo in izvajajo ukaze. Druga vrsta programirljivih sistemov pa so 
programirljiva vezja. Glavna prednost teh je, da lahko z njimi predstavimo katerikoli 
logični sistem, pod pogojem, da je tako vezje zadosti zmogljivo. 
2.3.1  ASIC 
ASIC je namensko vezje, ki je največkrat namenjeno izvajanju ene operacije ali 
naloge. Ti sistemi se največkrat uporabljajo na področjih, kjer je potrebno hitro in 
zanesljivo izvajanje določene operacije ali je določena operacija tako pogosta, da je 
bolje zgraditi integrirano vezje, kot pa vedno znova graditi en in isti kos logike iz pred 
pripravljenih komponent. Primer takega vezja je kodirnik slik v fotoaparatu, ki znatno 
pohitri zajemanje fotografij in se uporablja skorajda na vseh fotoaparatih. 
2.3.2  FPGA 
FPGA so novejša različica programirljivih vezij [6]. Prva “programirljiva” vezja 
so bila PLA, ki so bila popolnoma kombinacijska. Vsebovala so logične elemente, med 
katerimi so se ustvarile ustrezne povezave, glede na želeno funkcijo. Značilnost vezij 
FPGA je, da omogočajo gradnjo tako kombinacijskih, kot sekvenčnih vezij [5]. 
Delujejo tudi nekoliko drugače kot vezja PLA, saj ne ustvarjajo samo povezav med 
elementi. Vezje vsebuje številne bloke, kjer se nahajajo pomnilniški elementi in 
pregledne tabele LUT, ki predstavljajo kombinacijske logične funkcije. Logični bloki 
se med seboj povezujejo podobno kot pri vezjih PLA. Tako nam vezja FPGA 
omogočajo, da z njimi predstavimo najrazličnejša digitalna logična vezja. Če želimo 
ustvariti analogna logična vezja na podoben način kot prej opisana digitalna, pa so na 
voljo vezja FPAA. 
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2.3.3  Mikroprocesor 
Gre za najbolj osnoven programirljiv sistem, ki ne vsebuje niti vseh enot, ki so 
potrebne za samostojno delovanje. Vsebuje samo enote, ki so potrebne za procesiranje, 
za minimalno samostojno delovanje potrebuje vsaj pomnilnik, ter I/O enoto. 
2.3.4  Mikrokrmilnik 
Mikrokrmilnik je samostojen sistem z vgrajenim mikroprocesorjem, 
pomnilnikom, vhodno/izhodno enoto, ter dodatnimi perifernimi enotami. Za delovanje 
se največkrat potrebuje samo ustrezno napajanje in zunanja ura sistema. 
2.3.5  SoC 
Z leti se je začela vse bolj uveljavljati praksa združevanja več sistemov skupaj, 
s ciljem, da bi zmanjšati velikost sistemov. Taki sistemi so poimenovani “SoC”. 
Najboljši primer so pametni telefoni, ki uporabljajo SoC sistem, katerega tvorijo 
mikrokrmilnik, mrežni vmesnik, avdio vmesnik, USB krmilnik, grafični procesor idr. 
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2.4  Osnovna zgradba procesorja - Von Neumannov model 
Za najbolj preprosto predstavitev procesne enote si lahko vzamemo v zgled Von 
Neumannov model. Imenovan je po madžarsko-ameriškem matematiku Johnu von 
Neumannu, ki je v prvi polovici 20. stoletja zasnoval temelje računalnika, kot ga 
poznamo danes. Predstavil je zelo preprost model procesne enote, ki sprejema, 
shranjuje in izvaja ukaze. Še danes se praktično vse procesne enote, vsaj v grobem, 
ravnajo po tem modelu na sliki 2.2. 
 
Slika 2.2:  Von Neumannov model 
V osredju se nahaja jedro, ki je namenjeno izvajanju ukazov. Jedro je povezano 
na pomnilnik, za povezavo z zunanjim svetom pa je odgovorna vhodno-izhodna enota. 
To so tudi vse potrebne sestavine, za realizacijo preprostega procesorja. 
2.4.1  Procesorsko jedro 
Procesorsko jedro je namenjeno izvajanju ukazov, ki jih pridobi iz pomnilnika 
po podatkovnem vodilu. Jedro izvaja ukaze, ki upravljajo s pomnilnikom, medtem ko 
se logični in aritmetični ukazi izvajajo v enoti ALU. 
  
POMNILNIK
CPU
JEDRO
ALU
IZHODNE
ENOTE
VHODNE
ENOTE
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2.4.2  Aritmetično-logična enota 
Ta enota je odgovorna za vse aritmetične in logične operacije. Primer 
aritmetičnih operacij so seštevanje, odštevanje, deljenje in množenje. Primer logičnih 
pa in, ali, negacija, zamik levo in desno, itd. 
2.4.3  Akumulator 
Kot izhaja iz imena, ta enota akumulira vrednost. Pri računskih operacijah se 
prvi operand naloži v akumulator, drugi pa se prenese neposredno iz pomnilnika. 
Uporaba tega, šele omogoča resnično izvajanje računskih operacij, saj v večini 
primerov, računske operacije vsebujejo več kot dva operanda. 
Danes se namesto akumulatorja uporabljajo splošni registri. Ti niso nič drugega, 
kot skupek akumulatorjev. To nam omogoča bolj učinkovito uporabo procesorja, saj 
je neprestano nalaganje vrednosti iz pomnilnika, nepotrebno. 
2.4.4  Glavni pomnilnik 
V glavnem pomnilniku je shranjen program, prav tako kot tudi vse 
spremenljivke, ki se uporabljajo v tem programu. V sedanjem času je glavni pomnilnik 
elektronsko največkrat eden izmed vrst pomnilnika RAM, kar omogoča enak dostopni 
čas, ne glede na to kje se nahaja podatek, ki ga želimo pridobiti. 
2.4.5  Podatkovno vodilo 
Prenašanje vseh podatkov v procesorski enoti poteka po podatkovnem vodilu. 
Vodilo povezuje vse enote v procesorju, njegova širina pove koliko bitov se lahko 
naenkrat prenese po njem. Širina tega vodila tudi zaznamuje “bitnost” procesorja. Na 
primer, 16-bitni procesor ima 16 bitov široko podatkovno vodilo in tako lahko prenese 
dva bajta v enem urinem ciklu. 
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2.5  Razvoj procesorjev skozi zgodovino 
Z eksponentno hitrim razvojem procesnih sistemov, so se razvile tudi nove 
tehnologije in sistemi. V nadaljevanju so predstavljene najbolj pogoste in pomembne 
procesorske tehnologije, ki se uporabljajo še danes [7]. 
2.5.1  Harvardska arhitektura 
Ena prvih pomembnih tehnologij je bila “Harvardska arhitektura” pomnilnika. 
Za razliko od arhitekture Von Neumann (imenovane tudi Princeton arhitektura), 
Harvard arhitektura uporablja dve vrsti pomnilnikov, enega ukaznega, ter enega 
podatkovnega. Zgled Harvard arhitekture je prikazuje slika 2.3. Tukaj se lahko hitro 
opazi znaten napredek v učinkovitosti procesiranja, saj ima tak procesor efektivno dve 
podatkovni vodili in lahko v enem urinem ciklu hkrati dostopa do ukaza in podatka. 
 
Slika 2.3:  Harvard arhitektura pomnilnika 
V obravnavanem sistemu sem se odločil za implementacijo tovrstne arhitekture 
pomnilnika, saj je to relativno preprost način za povečanje učinkovitosti sistema. 
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2.5.2  Prekinitve 
Prekinitev je preusmeritev trenutnega delovanja procesorja, z izvajanjem 
določene funkcije, kar prikazuje slika 2.4. Taki funkciji pravimo prekinitvena rutina. 
Za pričetek izvajanja prekinitve, se izda zahteva za prekinitev, ki jo v večino primerih 
procesor pridobi iz periferne enote. 
 
Slika 2.4:  Izvajanje prekinitvene rutine 
Primer prekinitve je časovna enota, ki smo jo nastavili, da vsako sekundo izda 
procesorju v telefonu ali ročni uri zahtevek za prekinitev. V prekinitveni rutini se nato 
posodobi čas na zaslonu. 
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2.5.3  Cevovod 
Kmalu je bilo znano, da je sistem zaporednega izvajanja ukazov neučinkovit, saj 
so se v vsakem stanju uporabljale samo določene enote, medtem ko so bile v drugih 
stanjih te nedejavne. Rešitev je bila v obliki paralelizacije posameznih faz izvajanja 
ukaza, kar je znatno povečalo učinkovitost delovanja jedra. Težava pri uporabi te 
tehnologije, se pojavi pri odvisnosti ukazov. Ukazi, kateri so odvisni eden od drugega, 
namreč potrebujejo počakati na ukaz od katerega so odvisni, da se izvede do konca, 
preden lahko nadaljujejo. Slika 2.5 prikazuje razliko med izvajanjem ukazov z in brez 
uporabe cevovoda. 
 
Slika 2.5:  Primer podajanja ukazov po cevovodu 
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2.5.4  Namenske enote 
Določene operacije v procesorju zahtevajo več procesorskega časa kot druge. Za 
operacije, ki porabijo znatno več časa, so se razvile posebne namenske enote. Primeri 
namenskih enot: 
• DSP: Pri operacijah, ki potrebujejo procesiranje raznovrstnih signalov se 
uporablja enota za procesiranje digitalnih signalov. Te enote omogočajo, 
poleg filtriranja, kompresiranja in merjenja signalov, tudi izvedbo 
matematičnih algoritmov. 
• FPU: Enote za procesiranje operacij na številih s plavajočo vejico, oz. 
decimalnih številih. 
• GPU: Poenostavljeno, je to velik skupek preprostih procesorskih enot, ki 
omogočajo izvajanje ogromnega števila operacij na enkrat. Skupaj z 
vmesnikom za video signal, tvorijo grafično procesno enoto. GPU je zlasti  
namenjena procesiranju in prikazovanje grafike, zelo uporabna pa je tudi pri 
izvajanju računskih operacij linearne algebre. 
2.5.5  Predpomnilnik podatkov 
V sistemih, ki uporabljajo počasnejši glavni pomnilnik, je pridobivanje podatkov 
časovno potratna operacija. To težavo se zelo olajša z implementacijo predpomnilnika, 
v katerega se naloži kos podatkov iz glavnega pomnilnika. Vrednost tega se posodobi, 
ko procesor zahteva podatek, ki se ne nahaja v tem predpomnilniku. 
Moderni procesorji že vsebujejo inteligentno predvidevanje zahtev za podatke, 
kar še dodatno zmanjša število dostopanj do glavnega pomnilnika. 
2.5.6  Parelalizacija z več jedri 
Paralelizacija je način izboljšave sistema, ki upravlja z veliko količino podatkov. 
Tako so začeli proizvajati procesorje z več procesorskimi jedri. Efektivno, se lahko 
tako izvajata dva programa naenkrat. V aplikacijah, ki uporabljajo več jeder, se 
običajno uporablja eno jedro za izvajanje glavne operacije (primer je posodabljanje 
elementov na zaslonu), medtem ko se vse težje operacije podaja na druga jedra. 
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2.6  Modeliranje sistemov v HDL jezikih 
Moderne tehnologije omogočajo načrtovanje obnašanja celotnih digitalnih 
procesnih sistemov, z uporabo strojno opisnega jezika (HDL). S pomočjo tega lahko 
napake pri delovanju predvidimo še preden izdelamo integrirano vezje. Z uporabo 
naprednih razvojnih okolij, skupaj z vezji FPGA, lahko načrtan sistem hitro 
preslikamo v dejansko vezje. Uporaba te tehnike omogoča še boljše preizkušanje, saj 
lahko sistem preizkusimo tudi fizično in tako težave, ki se pojavijo odpravimo, preden 
je vezje realizirano na siliciju. 
Najbolj popularna jezika HDL sta VHDL in Verilog. Verilog je bolj priljubljen 
na zahodu ter v Aziji, medtem ko se uporaba VHDL-a bolj pogosto pojavlja v Evropi, 
ter nekaterih azijskih državah. Iz tega lahko sklepamo, da je Verilog bolj razširjen kot 
VHDL. Ne moremo trditi, da je eden jezik boljši od drugega, saj je vsak jezik bolj 
uporaben v določenih primerih. VHDL omogoča boljše upravljanje nad knjižnicam in 
paketi in je zato bolj primeren za visokonivojsko modeliranje sistemov, medtem ko je 
Verilog s svojo deterministično sintakso in nizkonivojskimi funkcijami, bolj primeren 
za razvijanje integriranih vezij. 
V okviru pedagoškega procesa smo na Fakulteti spoznali jezik VHDL, zato sem 
se odločil za njegovo uporabo pri izdelavi diplomske naloge. 
2.6.1  VHDL 
Sintaksa jezika VHDL je podobna programskim jezikom, seveda z razliko 
specifičnih funkcij za načrtovanje logičnih vezij [8]. Vsebuje namreč funkcije, ki 
omogočajo tvorbo tako kombinacijskih, kot sekvenčnih vezij. Ker s tem jezikom 
načrtujemo logična vezja, moramo spremeniti način razmišljanja, ko opisujemo 
delovanje takšnega sistema. Namreč, v primeru kombinacijskih vezij se moramo 
zavedati, da se vsa logika izvaja paralelno in ne korak za korakom, kot se to dogaja pri 
programskih jezikih. Izjema tega je programiranje visoko parelariziranih sistemov kot 
so grafični procesorji. Pri sekvenčni logiki je stvar nekoliko bolj podobna programski, 
saj se določeni deli logike izvajajo en za drugim, toda še vedno se vsa logika znotraj 
enega koraka izvede paralelno. 
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library IEEE; 
use IEEE.numeric_std.all; 
use IEEE.std_logic_1164.all; 
library work; 
use work.INSTRUCTS.all; 
 
entity ALU is 
    port( 
        clk: in std_logic; 
        op, a, b: in unsigned(7 downto 0) := (others => '0'); 
        result: out unsigned(7 downto 0) := (others => '0'); 
        carry, zero: out std_logic := '0' 
    ); 
end ALU; 
 
architecture Malibu of ALU is 
    signal acu: unsigned(8 downto 0) := (others => '0'); 
begin    
    -- Handle Arithmetic & Logical operations 
    process(clk) 
    begin 
        if(rising_edge(clk)) then 
            case op(7 downto 4) is 
                when add => 
                    acu <= resize(a, 9) + b; 
                when sbt => 
                    acu <= resize(a, 9) - b; 
                when anda => 
                    acu <= resize(a and b, 9); 
                when ora => 
                    acu <= resize(a or b, 9); 
                when xora => 
                    acu <= resize(a xor b, 9); 
                when slla => 
                    acu <= resize(a sll to_integer(b), 9); 
                when srla => 
                    acu <= resize(a srl to_integer(b), 9); 
                when neg => 
                    acu <= resize(not a, 9); 
                when others => 
                    null; 
            end case; 
        end if; 
    end process; 
     
    result <= acu(7 downto 0); 
    carry <= acu(8); 
   zero <= '1' when acu = "000000000" else '0'; 
end Malibu; 
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V VHDL-u so komponente podobne objektom pri objektnem programiranju. To 
so modularni kosi logike, ki jih lahko dodajamo drugim komponentam v namen 
razširitve funkcionalnosti ali jih uporabimo samostojno. 
Načrtovanje sistemov si moramo predstavljati kot razvijanje blokov, ki jih nato 
povežemo skupaj. Ta način razmišljanja sicer lahko uporabimo tudi pri programskih 
jeziki, toda v tem primeru, če vezje realiziramo, povezave med bloki niso več samo 
logična predstavitev sistema, ampak tudi fizična. 
V zgornjem primeru je s VHDL-om opisano delovanje aritmetično-logične 
enote. Samo delovanje v tem poglavju nima bistvenega pomena, saj bo podrobno 
predstavljeno v naslednjem poglavju. Na tem mestu se bom posvetil izključno opisu 
sintakse kode. 
 
Preprosti primer kode sestavlja:  
• uvoz knjižnic 
• deklaracija komponente 
• definicija komponente 
 
Uvoz knjižnic 
Na vrhu skoraj vsakega opisa VHDL modela se nahaja seznam uporabljenih 
knjižnic. To so modularni kosi kode, kot so funkcije ali pa posebni tipi podatkov, kateri 
nam olajšajo razvijanje. To je praktično enako kot pri programskih jezikih. 
 
Deklaracija komponente 
Značka “entity” nakaže deklaracijo komponente, ki jo želimo načrtati. V tem 
bloku kode se napove vhode in izhode, s katerimi se bo komponenta povezala v sistem. 
Specifično je to opisano pod značko “port” oz. priključki. Priključek je lahko samo 
vhod, samo izhod ali oboje. V primeru, da je oboje, je potrebno njegovo smer določiti 
naknadno v arhitekturi. Vsakemu priključku je treba določiti tip, ki pove njegovo širino 
v bitih in določi operacije, ki se lahko nad njim izvajajo. 
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Definicija komponente 
Znotraj značke “architecture” se nahaja definicija oz. opis delovanja vezja. 
Začetek opisa delovanja je z značko “begin”, zaključi pa se z značko “end”. 
Pred značko “begin” se definira signale, ki se bodo uporabljali v opisu delovanja. 
Signal je v jeziku VHDL lahko tako povezava, kot register, ki je analogen 
spremenljivki v programskem jeziku. Njegova vloga se določi glede na kontekst 
uporabe. Tako kot pri priključkih, je treba signalom določiti tip. 
V opis delovanja imamo na voljo številne ukaze s katerimi lahko operiramo nad 
signali in priključki. Celotna logika, ki jo neposredno zapišemo pod značko “begin”, 
se prevede v kombinacijsko vezje. Za definicijo sekvenčne logike, potrebujemo 
uporabiti stavek “process”, ki mu je treba dodati signal, ki bo logiko vzbujal. 
2.6.2  Realizacija modela HDL na vezju FPGA 
Sistem, čigar model je opisan v jeziku HDL, je moč realizirati na vezju FPGA. 
Za realizacijo takega sistema potrebujemo prevajalno verigo, ki je sposobna iz opisa 
HDL razbrati logično vezje in ga nato preslikati v ustrezne povezave na vezju FPGA, 
ki tvorijo opisan sistem. Prvi korak, ki se mora izvesti je analiza in sinteza, kjer se 
preveri sintaksa opisa in preslikava v vezje, če je ta brez napak. Ko imamo vezje 
prevedeno, se to preslika na željeno vezje FPGA, kjer se lahko sistem tudi fizično 
preizkusi. Vse te funkcionalnosti se nahajajo v razvojnih okoljih. 
Razvoja okolja so programski paketi, ki vsebujejo veliko število orodji za 
načrtovanje ciljnega sistema. Poleg zgoraj omenjene funkcionalnosti za prevajanje 
opisa HDL v povezave na vezju FPGA, je na voljo veliko manjših orodij, ki 
pripomorejo k hitrejšemu in učinkovitejšem načrtovanju, ter razhroščevanju sistemov. 
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2.6.3  Razvojno okolje Quartus Prime 
VHDL, ki smo ga spoznali med študijem, smo pisali in prevajalni v razvojnem 
okolju Quartus Prime, podjetja Altera (danes del podjetja Intel). To okolje vsebuje 
urejevalnik besedila, ki podpira tako VHDL, kot Verilog. Poleg opisa sistemov v 
jeziku HDL, Quartus Prime podpira tudi opis sistemov v obliki logičnih bločnih shem. 
Za hitrejši pričetek načrtovanja kompleksnejših sistemov, nam razvojno okolje ponuja 
še knjižnico raznovrstnih že pripravljenih komponent in predlog, ki nam nudijo 
odlično osnovo za pričetek načrtovanja. Spodnja slika 2.6 prikazuje razvojno okolje 
Quartus Prime z odprtim urejevalnikom besedila, ter dodatnimi prikazovalnimi okni. 
 
Slika 2.6:  Razvojno okolje Quartus Prime 
Podjetje Altera je eden izmed največjih proizvajalcev vezji FPGA. Poleg vezji 
FPGA, ponujajo veliko število razvojnih kompletov, ki so zgrajeni okrog teh vezji. 
Nudijo osnovne komponente za lažje razvijanje, kot so gumbi, luči LED, zaslone, 
vmesnike USB, itd... 
Podjetje Altera nam tako ponuja celotno in preprosto rešitev za začetek 
razvijanja digitalnih sistemov. 
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3  Mikrokrmilnik 
3.1  Zgradba mikrokrmilnika 
3.1.1  Lastnosti sistema 
Mikrokrmilnik, imenovan NWI_108A1, poleg centralne procesne enote in 
pomnilnika vsebuje še dve periferni enoti. Podatkovno vodilo je širine osmih bitov. 
Zgradba pomnilnika se zgleduje po Harvardski arhitekturi in vsebuje 1 kB ukaznega 
in enako količino podatkovnega pomnilnika. Podpira nabor šestnajstih ukazov, ki 
operirajo nad štirimi vgrajenimi splošnimi registri, pomnilnikom, ter perifernimi 
enotami. Vsebuje še prekinitveni krmilnik s podporo za gnezdene prekinitve. 
3.1.2  Visokonivojski pogled sistema 
 
Slika 3.1:  Bločna shema celotnega sistema 
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Zgornja bločna shema prikazuje logično zgradbo procesorja in povezave med 
vsemi enotami. Vsak okvir opisuje eno enoto, povezava med enotami pa je 
predstavljena s puščicami, ki prikazujejo smer podatkovnega toka. Centralna procesna 
enota vsebuje še druge enote, ki so predstavljene s podokvirji. 
Kratek opis posameznih enot: 
• CPU: “Central Processing Unit” ali centralna procesna enota, ki izvaja 
ukaze, katere pridobi iz pomnilnika ROM, 
• ALU: “Arithmetical Logical Unit” je enota namenjena računskim 
operacijam in upravljanjem s pomnilnikom, 
• NVIC: “Nested vectored interrupt controller” je vgnezdeni vektorski 
prekinitveni krmilnik, odgovoren za nadzor in izvajanje prekinitev, 
• ROM: “Read only Memory” je vrsta pomnilnika, iz katere lahko samo 
beremo, ne moremo pa nanjo zapisovati podatkov med delovanjem, 
• Bus Master: “Nadzornik vodila” je odgovoren za prenašanje podatkov med 
procesorjem, pomnilniki in periferijo. 
• Bus Slave: “Podrejena naprava na vodilu” je odgovorna za prejemanje in 
predajanje podatkov, pridobljenih od nadzornika vodila. 
• RAM: “Random access memory”, je pomnilnik na katerega se lahko piše in 
bere med delovanjem, 
• Timer: “Časovnik” je enota, ki je odgovorna za merjenje časa v določenih 
intervalih in proženje časovnih prekinitev, 
• I/O: “Input/Output” enota je odgovorna za branje in nastavljanje stanj 
vhodov in izhodov sistema. 
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3.2  Centralno procesna enota 
Kot je bilo že prej omenjeno, je centralna procesna enota, ali krajše procesor 
namenjena izvajanju ukazov. Vsebuje enoto ALU, ki izvaja logične in aritmetične 
ukaze ter krmilnik NVIC, ki skrbi za izvajanje zunanjih prekinitev in prekinitev 
perifernih enot. Poleg teh dveh enot, procesor vsebuje še nekaj registrov, ki 
pripomorejo k sledenju trenutnega stanja procesorja in izvajanju ukazov. 
Procesor pridobi ukaze iz pomnilnika ROM po osem bitnem podatkovnem 
vodilu. To pomeni, da je med pomnilnikom in procesorjem osem povezav, od katerih 
lahko vsaka predstavlja vrednost “1” ali “0”. To podatkovno vodilo poteka po 
celotnem mikrokrmilniku. 
3.2.1  Delovanje 
Procesor deluje po principu stroja stanj. V svojem delovanju se uporabljajo štiri 
stanja, ki so prikazana na spodnji sliki 3.2. 
 
Pomen stanj: 
• Ponastavitev → Ponastavitev jedra, 
• Zajemi → Zajemanje ukaza, 
• Izvedi → Izvajanje ukaza, 
• Funkcija → Izvajanje funkcije ali prekinitve. 
 
Slika 3.2:  Stroj stanj jedra procesorja 
Ker se ukazi v procesorju ne izvajajo po principu cevovoda, sta za izvajanje 
posameznega ukaza potrebna vsaj dva urina cikla. V prvem ciklu se ukaz prenese iz 
pomnilnika, v drugem pa se izvede. Če je prišlo do klica funkcije, gre procesor po 
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izvedbi ukaza v stanje funkcije, kjer naloži vse vrednosti internih registrov v pomnilnik 
RAM, ter nadaljuje z izvajanje prvega ukaza v funkciji ukazom. 
3.2.2  Interni registri procesorja 
Hramba različnih stanj v procesorju in vodenje internih procesov, se izvaja s 
pomočjo internih registrov 3.1. 
Ime registra 
Naslov v programskem 
pomnilniku 
(decimalno) 
Opis 
R0 0 Splošni register 0 
R1 1 Splošni register 1 
R2 2 Splošni register 2 
R3 3 Splošni register 3 
STAT 4 Statusni register 
LINK 5 Povezovalni register 
PC 6 Programski števec 
SP 7 Kazalec na sklad 
CONT 8 Kontrolni register 
CONF 9 Nastavitveni register 
Tabela 3.1:  Procesorski interni registri 
Splošni registri R0-R3 
Namesto hranjenja podatkov v podatkovnem pomnilniku, so na voljo štirje splošnih 
registri. Uporabljajo se za hrambo rezultatov računskih ukazov, kar prihrani potrebo 
po uporabi zunanjega pomnilnika. 
Statusni register 
Statusni register se uporablja za hranjenje glavnih vrednosti, ki opisujejo trenutno 
stanje jedra. Tabela 3.2 opisuje pomen posameznih bitov v registru. Neopisani biti so 
neuporabljeni. 
Bit 7 6 5 2 0 
Opis 
vrednosti 
Zahteva za 
prekinitev 
1 ali 2 bajta 
dolg ukaz 
Napaka pri 
izvajanju 
funkcije 
Prenosna 
zastavica 
Ničelna 
zastavica 
Tabela 3.2:  Statusni register 
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Povezovalni register 
Ob vrnitvi iz funkcije ali prekinitvene rutine, je potrebno vedno vedeti, kje se je 
nahajal programski števec pred klicem funkcije, da se lahko procesor vrne na ukaz, 
ki je sledil klicu funkcije. Vrednost programskega števca se tik pred vstopom v 
funkcijo shrani v ta register, prejšnja vrednost pa se naloži na sklad. 
Programski števec 
Register je namenjen hranjenju naslova trenutnega ukaza, ki ga želimo pridobiti iz 
programskega pomnilnika. 
Kazalec na sklad 
Pri izvajanju funkcije/prekinitvene rutine, se vrednosti vseh internih registrov 
zapišejo v podatkovni pomnilnik, da je možno po izstopu iz funkcije, procesorsko 
jedro ponastaviti na prejšnje stanje. Naslov na katerega se shranijo vrednosti vseh teh 
registrov je, se nahaja v tem pomnilniku. 
Kontrolni register 
Vse vrednosti, ki so potrebne za izvajanje in vodenje internih operacij, se nahajajo v 
tem registru, ki je podrobno opisan v tabeli 3.3. 
Bit 7 6 5 4 3 2-0 
Opis 
vrednosti 
Pridobitev 
prvega 
ukaza 
Izhod iz 
gnezdenih 
prekinitev 
Prekinitev 
izvedena 
Podatki 
naloženi v 
sklad 
Nalaganje/ 
pobiranje iz 
sklada 
Števec 
prenašanja 
podatkov v 
sklad 
Tabela 3.3:  Kontrolni register 
 
Nastavitveni register 
Register predstavlja vse nastavitve jedra. Opisan je v tabeli 3.4. V tem primeru je 
edina nastavitev vključitev oz. izključitev prekinitev. 
Bit 7 6-0 
Opis vrednosti Vključitev/izključitev prekinitev Rezervirano 
Tabela 3.4:  Nastavitveni register 
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3.2.3  Aritmetično-logična enota 
V mikrokrmilniku se nahaja relativno preprosta enota ALU, katera podpira 2 
aritmetična in 6 logičnih računskih operacij. 
 
Podprte operacije: 
• Seštevanje 
• Odštevanje 
• Logična operacija IN 
• Logična operacija ALI 
• Logična operacija Ekskluzivni ALI 
• Zamik vrednosti v levo 
• Zamik vrednosti v desno 
• Negacija vrednosti 
 
Ob izvajanju operacij, se nastavljajo zastavice [16]. To so posamezne izhodne 
linije, katere povedo posebna stanja rezultata. Linije zastavic so neposredno vezane na 
statusni register, kar pomeni, da se pri spremembi stanja, njihova vrednost takoj 
odraža. 
 
Zastavice: 
• »Carry« → Prenosna zastavica, postavljena pri izračunu, ko je prišlo do 
rezultata, ki je večji kot širina procesorskega vodila. 
• »Zero« → Ničelna zastavica, postavljena, ko je vrednost rezultata je enaka 
nič. 
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3.2.4  Gnezdeni vektorski prekinitveni krmilnik 
»Gnezdeni« pomeni, da je mogoče izvajati prekinitev, čeprav se trenutno 
prekinitev že izvaja. Da pa bi preprečili gnezdenje pomembne prekinitve, katere 
izvajanje ne sme biti prekinjeno (primer, proženje AirBag-a v avtomobilu), pa so za to 
namenjene prioritete prekinitev, katere so definirane s postavitvijo v vektorski tabeli. 
Vektorska tabela je sklop klicev funkcij, ki se nahaja v samem začetku programskega 
pomnilnika. Vsak od vektorjev kaže na svojo prekinitveno rutino, katera pa ni nujno, 
da je definirana. Bolj proti začetku pomnilnika, kot se posamezen vektor nahaja, višja 
je prioriteta tega vektorja. 
Mikrokrmilnik podpira štiri vrste prekinitev, katere so opisane v tabeli 3.5. 
 
Ime vektorja 
Naslov v 
programskem 
pomnilniku 
(decimalno) 
Vzrok za proženje vektorja 
RESET 0 Pritisk tipke KEY0 na razvojnem sistemu 
PIN0 2 Sprememba stanja na priključku v I/O enoti 
PIN1 4 Sprememba stanja na priključku v I/O enoti 
Časovnik 6 
Preliv števca časovnika ali pa dosežena primerjalna 
vrednost 
Tabela 3.5:  Vektorska tabela 
 
Zahtevo za prekinitev lahko izdajo vse tri periferne enote. Vsaka periferna enota 
ima za vsako prekinitev posebej eno neposredno povezavo na prekinitveni krmilnik. 
Ko postavi periferna enota vrednost prekinitvene linije na visoko, prekinitveni 
krmilnik ovrednoti prioriteto prekinitve. Če je prioriteta višja od prioritete prekinitve, 
ki se trenutno izvaja ali pa se trenutno ne izvaja nobena prekinitev, se programski 
števec procesorja postavi na vektor, ki kaže na zahtevani prekinitveni vektor. Ta vektor 
vsebuje klic na skok v programu na mesto, kjer se nahaja prekinitvena rutina oz. 
funkcija. 
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3.2.5  Izvajanje funkcij in  prekinitvenih rutin 
Pri izvajanju funkcij in prekinitvenih rutin je potrebno shraniti trenutno stanje 
procesorja oz. vrednosti vseh splošnih registrov in registrov stanj, pred prehodom v 
funkcijo. Tako lahko funkcija mirno prepiše vrednosti splošnih registrov, brez da bi 
pri tem prišlo do prepisa vrednosti, katera se uporablja v prejšnji funkciji ali glavnem 
programu. 
Postopek se prične s prenašanjem internih registrov na sklad. Sklad je poseben 
prostor v pomnilniku, ki je namenjen hranjenju različnih stanj procesorja. Sklad ni 
fizično ločen prostor v pomnilniku, ampak je logično določen s kazalcem sklada. Ta 
kazalec določi kam se prenesejo, oziroma iz kje se jemljejo vrednosti iz sklada. Po 
prenesenih vrednostih v sklad, procesor poveča kazalec na sklad, skladno z velikostjo 
naloženih podatkov. Ob vrnitvi iz funkcije se proces izvede v obratno smer, torej 
vrednosti iz sklada se poberejo, kazalec na sklad pa se zmanjša. Slika 3.3 prikazuje 
stanje kazalca na sklad in vrednost sklada pred in po prenosu. 
 
Slika 3.3:  Primer nalaganja na sklad 
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3.3  Podatkovno vodilo 
V svetu mikrokrmilnikov in SoC sistemov obstajajo številna različna 
podatkovna vodila, ki pa se lahko drastično razlikujejo po delovanju. V tem primeru 
sem se odločil za implementacijo verižnega podatkovnega vodila (prikazan na sliki 
3.4), ki deluje na principu podajanja podatkov med perifernimi enotami od prve do 
zadnje v vedno enakem zaporedju. Vodilo nadzoruje gospodar vodila, kateri iz 
procesorja posreduje podatke perifernima enotam ali pa podatkovnemu pomnilniku. 
 
Slika 3.4:  Podatkovno vodilo 
3.3.1  Nadzornik vodila 
Nadzornik vodila ni nič drugega kot rahlo naprednejši izbiralnik. Glede na 
željeni naslov, ki mu ga poda procesor, usmerja podatke, ki prihajajo na vodilo in 
odhajajo iz njega. Izdelan je popolnoma kot kombinacijsko vezje, kar poenostavi 
delovanje in omogoči procesorju neposreden dostop do pomnilnika ali pa periferije, 
praktično takoj, ko ta zahteva drug naslov. 
Delovanje: 
1. Procesor prejme ukaz za branje ali pa pisanje registra in nastavi njegov naslov. 
2. Nadzornik glede na željeni naslov procesorja določi ali se register nahaja v 
procesorju, podatkovnem pomnilniku ali pa na periferiji. 
3. Nadzornik  prezre podatek, če se željeni register nahaja v procesorju, drugače 
pa ga prenese na podatkovni pomnilnik ali pa periferijo, odvisno od naslova. 
  
Nadzornik
vodila
I/O enota Časovnik
Podatki
Pisanje/brisanje
Naslov
44 3  Mikrokrmilnik 
 
3.3.2  Podrejene naprave na vodilu 
Vsaka periferna naprava se na vodilu predstavlja kot podrejena naprava. Za 
komunikacijo z vodilom vsebuje posebno logiko, katera je sposobna sprejeti podatke 
iz nadzornika. Tako kot pri nadzorniku, je logika podrejene naprave prav tako izvedena 
kot popolnoma kombinacijsko vezje. Vsaka podrejena naprava ima določen naslov, 
katerega nastavi nadzornik preko naslovnih signalov. 
Delovanje: 
1. Nadzornik vodila preda podatek na podatkovno vodilo periferije, nastavi 
naslov in način pisanja ali branja. 
2. Podrejena naprava na vodilu prejme podatek. 
3. Če se podani naslov ujema z naslovom za register v periferni enoti, v kateri se 
podrejena naprava nahaja, potem se preda podatek naprej enoti za nadaljnjo 
uporabo. Drugače pa se pridobljeni podatek vrne nazaj na vodilo in tako preda 
naslednji periferni enoti v verigi. 
4. Enota vpiše podatek v register ali pa vrne vrednost registra nazaj na 
podatkovno vodilo. 
Implementacija nove periferne enote: 
Vsaka na novo dodana periferna enota potrebuje vgrajeno komponento 
podrejene naprave vodila, ter dodeljen začetni in končni naslov registrov, ki jih nova 
periferna enota vsebuje. Sama komponenta enote potrebuje tudi logiko za branje in 
pisanje svojih registrov. Dodatno je potrebno, da je vstavljena v podatkovno verigo, 
zato da lahko posreduje pridobljene podatke iz nadzornika vodila naslednjim enotam. 
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3.4  Model pomnilnika 
Kot je že bilo omenjeno v osnovi zgradbi mikrokrmilnika, je arhitektura 
pomnilnika Harvardska, torej je pomnilnik fizično ločen na dve enoti. Prva enota je 
namenjena samo podatkom, medtem ko je druga samo ukazom. 
3.4.1  Več vratni pomnilnik 
Navadno so pomnilniki enovratni, kar pomeni, da lahko v enem urinem ciklu 
samo pišemo ali pa beremo iz pomnilnika, ne pa oboje hkrati. Taki pomnilniki se 
imenujejo enovratni pomnilniki, saj imajo izpostavljen samo en podatkovni vmesnik, 
k vsebuje podatkovno vodilo, naslovno vodilo in krmilni vhod za način uporabe 
(pisanje ali branje). 
Da bi omogočili pisanje in branje v enem samem urinem ciklu, so se razvili več 
vratni, oz. v tem primeru dvovratni pomnilniki. Taki pomnilniki imajo izpostavljena 
dva polna podatkovna vmesnika s podvojenim podatkovnim in naslovnim vodilom ter 
kontrolnim vhodom. Primerjavo med pomnilnikoma, prikazuje slika 3.5. 
 
Slika 3.5:  Eno in dvovratni pomnilnik 
Enovratni
pomnilnik
Vhodni
podatek
Naslov
Izhodni
podatek
Branje/Pisanje
Dvovratni
pomnilnik
Izhodni
podatek A
Vhodni
podatek A
Naslov A
Izhodni
podatek B
Vhodni
podatek B
Naslov B
Branje/Pisanje A
Branje/Pisanje B
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Ker oboje vrat ponuja enak vmesnik, je mogoče ne samo brati in pisati hkrati, 
ampak tudi brati, oz. pisati iz dveh mest hkrati. 
3.4.2  Ukazni pomnilnik 
Zaradi poenostavitve, je ukazni pomnilnik zgrajen kot ROM, kar pomeni, da 
spreminjanje njegove vsebine med delovanjem ni možno. Njegova vsebina se prenese 
ob samem prenosu opisa sistema na vezje FPGA, po tem pa je konstantna. 
Ukazni pomnilnik je neposredno povezan na procesor, kar poenostavi jedru 
dostop do ukazov in zmanjša število naslovnih povezav med perifernimi enotami in 
nadzornikom vodila. Pomnilnik je dvovratni, ker pa je to pomnilnik ROM, ta nima 
kontrolnih vhodov, saj ne podpira pisanja. Tako se uporablja oboje vrat izključno za 
branje. Specifično, je ta funkcionalnost v tem primeru uporabljena za pridobivanje 
željene in sledeče besede hkrati, kar omogoči prenos ukazov, ki so dolgi dva bajta v 
enem samem urinem ciklu. 
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3.4.3  Podatkovni pomnilnik 
Zaradi potrebe po spreminjanju podatkov, ki se nahajajo v podatkovnem 
pomnilniku med delovanjem, je nujno potrebna zgradba podatkovnega pomnilnika v 
RAM obliki. Pomnilnik je enovratni, na procesor pa je posredno vezan preko 
nadzornika vodila. Uporablja se za hranjenje sklada in vseh podatkov, tako 
programskih, kot vrednosti registrov. Naslovni prostor pomnilnika prikazuje tabela 
3.6. 
Naslov Del pomnilnika Vsebina 
0 → 15 
Registri 
Interni registri procesorja 
16 → 63 Registri, ki se nahajajo na periferiji 
64 → 767 
Programski podatki 
Prosti pomnilnik za spremenljivke 
768 → 1023 Sklad 
Tabela 3.6:  Naslovni prostor podatkov in registrov v sistemu 
 
Prvi del pomnilnika je rezerviran za naslavljanje internih registrov v procesorju 
in registrov periferije. V ta del se podatki fizično ne vpišejo, uporabijo se izključno 
samo naslovi. Tovrsten način zgradbe se uporablja zaradi poenotenosti prenašanja 
podatkov na podatkovnem vodilu, kar prihrani velik del logike, saj omogoča dostop 
do podatkov na periferiji in v pomnilniku, z enim ukazom. 
Drugi del je namenjen hranjenju programskih podatkov. V temu delu se nahajajo 
tako podatki, ki so bili neposredno shranjeni v pomnilnik, kot vrednosti internih 
registrov procesorja, ki se shranjujejo ob vstopanju v funkcije na sklad. 
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3.5  Periferne enote 
Resnična modularnost mikrokrmilnikov se pokaže z uporabno perifernih enot. Z 
dovolj dobro načrtanim podatkovnim vodilom, je moč razširiti delovanje 
mikrokrmilnika s praktično kakršnokoli dodatno funkcionalnost, ki si jo lahko 
zamislimo in jo znamo ustvariti. 
3.5.1  I/O enota 
I/O ali vhodno/izhodna enota je najbolj osnova in pomembna enota v sistemu. 
Brez te enote, bi sistemu podali neke vrednosti, sistem bi te vrednosti obdelal, s tem 
pa bi se zgodba tudi zaključila. Bistvo te enote je, da omogoči procesorju dostop do 
zunanjih priključkov na vezju, katerega načrtujemo in s tem dostop do zunanjega sveta. 
V obravnavanem sistemu lahko s to enoto spremenimo smer zunanjih 
priključkov na vhode ali pa izhode. Če izberemo priključek kot vhod, mu lahko 
programsko zamenjamo stanje, če pa ga nastavimo kot vhod, pa lahko preberemo 
kakšno je trenutno stanje na priključku. 
Dodatno, lahko nastavimo, da se ob spremembi stanja (če je priključek 
nastavljen kot vhod) proži prekinitev na procesorju. 
Z enoto je mogoče krmiliti do osem različnih priključkov, katere se definira v 
razvojnem okolju. Tabela 3.7 prikazuje opis registrov v enoti. Vsak bit v vsakem od 
registrov prikazuje svoj priključek. 
 
Ime registra Naslov (decimalno) Opis 
PIN 36 Vrednost izhoda priključka, ali pa vhoda 
DIR 37 Smer priključka, oz. ali je priključek vhod ali izhod 
IRE 38 Omogočanje/onemogočanje proženja prekinitev 
IR_TRG 39 
Prožilec prekinitve ob naraščajoči/padajoči 
spremembi stanja na priključku 
Tabela 3.7:  Registri I/O enote 
  
3.5  Periferne enote 49 
 
3.5.2  Časovnik 
Čeprav je ime te enote “časovnik”, ta enota pravzaprav ni nič drugega kot 
napreden števec urinih ciklov procesorja. Imenuje se tako, ker je z pravilnimi 
nastavitvami te enote mogoče izvajati operacije vsako milisekundo, sekundo ali 
kadarkoli to želimo. 
Za izvedbo takega delovanja, je potrebno poznati frekvenco ure procesorja in 
pravilno nastaviti delilnike ure v časovniku. Delilniki ure, kot že ime pove, delijo uro, 
tako da povečujejo števec ne ob vsaki fronti ure, temveč ob vsaki četrti ali pa 
dvaintrideseti fronti ure, oz. kakorkoli nastavimo delilnik. 
Spisek registrov je predstavljen v tabeli 3.8. TCON register je dodatno opisan v 
tabeli 3.9, saj praktično vsak bit predstavlja svojo vrednost. 
Če je potreben večji nadzor nad prelivom števca, uporabimo primerjalni register. 
S postavitvijo te vrednosti, časovnik nastavimo tako, da začne ponovno šteti pri 
vrednosti, ki je določena v primerjalnem registru. 
Kakor prejšnja enota, tudi ta podpira prekinitve. Tu je moč nastaviti proženje 
prekinitve ob prelivu števca ali pa, ko ta doseže določeno vrednost. Proženje ob 
določeni vrednosti se izvede z nastavijo primerjalnih registrov. 
 
Ime registra Naslov (decimalno) Opis 
T 16 Vrednost naraščajočega števca 
TCON 17 Konfiguracija števca 
TCMPA 18 Primerjalna vrednost števca A 
Tabela 3.8:  Registri časovnika 
TCON register 
Bit 7 6 5 2-0 
Opis vrednosti 
Vključitev 
časovnika 
Vključitev 
proženja 
prekinitve 
Uporaba 
primerjalne 
vrednosti A 
Delilnik števca 
Tabela 3.9:  Časovnik - TCON register 
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3.6  Ukazi 
3.6.1  Sestava ukaza 
Vsak ukaz je dolg en bajt, ki je sestavljen iz dveh delov, kar prikazuje slika 3.6. 
Oba dela sta enake dolžine štirih bitov. Prvi del od bita 7 do bita 4 je operacijska koda, 
ki pove vrsto ukaza. Drugi, preostali del, pa je operacijski podatek, ki se uporabi pri 
izvedbi ukaza, katerega namen se razlikuje za vsak ukaz posebej. 
 
Slika 3.6:  Sestava ukaza 
3.6.2  Vrste ukazov 
V grobem se ukazi delijo na dve skupine, katere predstavlja zadnji bit v 
operacijski kodi ukaza. Ko je ta bit “0”, spada ukaz pod pomnilniške ukaze, kateri so 
odgovorni za upravljanje z obema pomnilnika. Če je bit za vrsto ukaza “1”, pa je ta 
ukaz aritmetično - logični ter se uporablja za računske operacije nad splošnimi registri. 
Dodatno se pomnilniški ukazi delijo na dva dela katera zaznamuje predzadnji bit 
v operacijski kodi. Ta bit namreč pove ali je ukaz dolžine enega bajta ali dveh, kar pa 
je pomemben podatek za procesorsko jedro, saj potrebuje v primeru ukaza dolžine 
dveh bajtov pobrati iz pomnilnika dve besedi. Slika 3.7 dodatno prikazuje ločitev 
operacijske kode. 
 
Slika 3.7:  Sestava operacijske kode 
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3.6.3  Tabela ukazov 
Ime 
ukaza 
7-4 bit 
(OP 
koda) 
3-0 bit 
(Dodatni podatki) 
Drugi bajt Opis 
NOP 0000 ---- ---- ---- ---- Ukaz brez operacije (prazen cikel) 
RET 0001 ---- ---- ---- ---- Vrni se iz funkcije/prekinitve 
COPY 0010 ssdd ---- ---- 
Kopiraj vrednost prvega splošnega 
registra v drugega 
JEZR 0011 rrrr ---- ---- 
Pogojni relativni skok v programu, 
ki se izvede, ko je postavljena 
ničelna zastavica 
LDA 0100 dd-- SSSS SSSS Naloži iz podatkovnega pomnilnika 
STA 0101 --ss DDDD DDDD Shrani v podatkovni pomnilnik 
JMP 0110 ---- ---- PPPP PPPP Skoči na mesto v programu 
CALL 0111 ---- ---- PPPP PPPP Izvedi funkcijo/prekinitev 
ADD 1000 bbaa ---- ---- 
Seštej vrednosti v dveh splošnih 
registrih 
SBT 1001 bbaa ---- ---- 
Odštej vrednosti v dveh splošnih 
registrih 
ANDA 1010 bbaa ---- ---- 
Izvedi operacijo IN nad dvema 
splošnima registroma 
ORA 1011 bbaa ---- ---- 
Izvedi operacijo ALI nad dvema 
splošnima registroma 
XORA 1100 bbaa ---- ---- 
Izvedi operacijo Ekskluzivni ALI 
nad dvema splošnima registroma 
SLLA 1101 bbaa ---- ---- 
Zamakni vrednost registra v levo za 
en bit 
SRLA 1110 bbaa ---- ---- 
Zamakni vrednost registra v desno 
za en bit 
NEG 1111 bbaa ---- ---- Negiraj vrednost registra 
Tabela 3.10:  Spisek podprtih ukazov 
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Legenda: 
• »--«: Biti brez pomena. Število znakov »-« pove število bitov, ki so brez 
pomena, enaka logika velja za ostale označbe v legendi. 
• »dd«: Pove ciljni splošni register, kamor se bodo podatki shranili.  
• »ss«: Pove izvorni splošni register iz katerega se bo izvozila vrednost. 
• »DD«: Označuje naslov, iz katerega se bo podatke nalagalo, kateri se nahaja 
v podatkovnem pomnilniku. 
• »SS«: Označuje naslov, v katerega se bo podatke nalagalo, kateri se nahaja v 
podatkovnem pomnilniku. 
• »PP«: Označuje naslov iz katerega se bo bralo, kateri se nahaja v ukaznem 
pomnilniku. 
• »rr«: Označuje število mest za preskok pri relativnem skoku. 
• »aa«: Označuje naslov prvega operanda oz. splošnega registra, za uporabo pri 
računskih operacijah. 
• »bb«: Označuje naslov drugega operanda oz. splošnega registra za uporabo 
pri računskih operacijah. Rezultat operacije se shrani sem. V primeru, da ta 
operand ni uporabljen pri izračunu, se rezultat vseeno shrani v ta splošni 
register. 
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3.7  Rezultat sinteze vezja 
Iz sinteze na sliki 3.8 je razvidna vrsta vezja FPGA ter celotna poraba sredstev, 
ki jih sistem potrebuje. 
 
Opis rezultata sinteze vezja: 
• “Revision name”: Ime trenutne verzije sistema, 
• “Top level entity name“: Ime sistema 
• “Family”: Družina vezja FPGA 
• “Device”: Model vezja FPGA 
• “Timinga Models”: Časovni model sistema, v tem primeru je ta končni, oz. 
statični časovni model. 
• “Total logic elements”: Število porabljenih logičnih elementov v tabelah LUT. 
• “Total registers”: Število porabljenih pomnilniških registrov v vezju FPGA. 
• “Total pins”: Število porabljenih zunanjih priključkov v vezju FPGA. V tem 
vezju se uporablja 10 zunanjih priključkov, od tega jih je 8 vezanih na I/O 
enoto, eden je vezan na tipko za ponastavitev sistema, zadnji pa je sistemska 
ura. 
• “Total virtual pins”: Število virtualnih priključkov (priključkov, ki resnično ne 
obstajajo ampak so samo logične predstavitve pravih). 
• “Total memory bits”: Število porabljenih pomnilniških bitov v vezju FPGA. 
To so popolnoma različni pomnilniški elementi od registrov. Ta pomnilniških 
prostor je zgrajen po blokih, ter namenjen shranjevanju večjih količin 
podatkov. V tem sistemu se uporabljajo te bloki za zgradbo obeh pomnilnikov. 
Ker sta oba pomnilnika velikosti 1 kB, je mogoče izračunati dobljeno porabo 
v sintezi vezja. 
 𝑛𝑚𝑏 = 2 ∙ 𝑤𝑙 ∙ 𝑤𝑛 = 2 ∙ 8 ∙ 1024 = 16384 (3.1) 
• “Embedded multiplier 9-bit elements”: Število 9 bitnih množilnikov. 
• “Total PLLs”: Število enot PLL, ki se uporabljajo za dinamično spreminjanje 
in množenje frekvence ure. 
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Slika 3.8:  Rezultat sinteze sistema 
Porabo posameznih komponent, lahko razberemo iz tabele komponent (prikazuje 
jo slika 3.9), ki nam poleg hierarhije pove še točno število porabljenih logičnih in 
pomnilnih elementov, iz česar lahko v grobem razberemo kompleksnost in vrsto 
komponent. 
 
Slika 3.9:  Podrobnosti posameznih komponent 
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3.8  Primerjava predstavljenega sistema z drugimi v industriji 
Velik navdih za izgradnjo obravnavanega mikrokrmilnika je bil slavni 
ATmega328, podjetja Atmel, ki smo ga na Fakulteti podrobno spoznali. Uporablja se 
na popularnih razvojnih ploščah Arduino UNO. 
Drugi sistem, ki je prav tako navdih za ta sistem in smo ga prav tako spoznali na 
Fakulteti je LPC2134, podjetja NXP. Za razliko od ATmega328, ponuja dokaj večjo 
zmogljivost in funkcionalnost, saj je zgrajen na osnovi jedra ARM7. 
Največji navdih, ki pa je služil tudi kot osnova, je predstavljal 12 – bitni šolski 
procesor, ki smo ga razvili tekom vaj v zadnjem semestru šolanja [17]. 
3.8.1  Atmel ATmega328 
Družina mikrokrmilnikov ATmega podjetja Atmel (del podjetja Microchip), ki 
temelji na jedru AVR, je družina nižjega ranga po zmogljivosti in funkcijah, ki jih 
ponuja. Mikrokrmilniki v tej družini tečejo na nižjih frekvencah in so bolj primerni za 
preprostejše naloge. Te čipi pa so vseeno na voljo v velikih kvantitetah zaradi njihove 
popularnosti, saj imajo na voljo za razvoj programske opreme odličen in brezplačen 
Atmel Studio (razvit na podlagi Visual Studia, podjetja Microsoft) ali pa celo 
preprostejši Arduino IDE. 
Od obravnavanega sistema se ATmega328 razlikuje po dokaj bolj dovršeni 
paleti perifernih enot (UART, I2C, SPI, ADC...) in bolj razvitim procesorskem jedru. 
Implementacija dvostopenjskega cevovoda je kritično področje kjer je zmogljivost 
ATmega328 dokaj višja, saj lahko v enem urinem ciklu izvede celoten ukaz, za kar 
potrebuje obravnavani sistem dva urina cikla. 
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3.8.2  NXP LPC2134 
Mikrokrmilnik LPC2134 je del družine mikrokrmilnikov LPC2000. Vsi 
mikrokrmilniki v tej družini temeljijo na ARM7 jedru z 32 bitnim podatkovnim vodilo, 
ter do 512 kB pomnilnika Flash. 
Za razliko od sistema ATmega328 je dolžina podatkovnega vodila v ARM7 
procesorju kar 4x večja, torej lahko prenese v enem urinem ciklu 4 bajte, za kar 
porabita tako obravnavani sistem kot ATmega328 4 urine cikle. Pri arhitekturi 
pomnilnika pa se razlikuje, saj uporablja arhitekturo Princeton (ali Von Neumann), 
torej ima en pomnilnik za ukaze in podatke. 
Cevovod se tudi razlikuje, saj ARM7 uporablja 3 stopenjski cevovod, za razliko 
od 2 stopenjskega na ATmega328. Frekvenca na kateri operira je tudi skoraj 4x višja, 
saj ta teče na frekvenci 60 MHz. Povrhu pa ponuja (odvisno od modela) še kopico 
različnih perifernih enot kot so USB, CAN, Ethernet... 
 
3.8.3  12 - bitni šolski procesor 
Med izdelavo tega sistema smo spoznali osnovne principe in prakse, ki se 
pojavljajo pri načrtovanju digitalnih sistemov. 
Glavna razlika v šolskem in izdelanem sistemu je, uporaba splošnih registrov in 
upravljanje s podatki. Šolski procesor je enako kot obravnavani, uporabljal zadnje štiri 
bite za določitev ukaza, medtem ko je ostalih osem za podatek. Izhod iz aritmetično-
logične enote je bil neposredno vezan na akumulator, kar pomeni, da ni vseboval 
splošnih registrov. Ta način internega hranjenja podatkov, onemogoči izvajanje 
računskih operacij na različnih številih, brez dostopa do zunanjega pomnilnika, zaradi 
česar pa je bila to tudi ena izmed prvih izboljšav, ki sem jih implementiral. 
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4  Prevajalnik za zbirni jezik 
4.1  Vloga prevajalnikov skozi zgodovino 
Ob pojavitvi prvih programirljivih procesorjev še ni bilo razvitih programskih 
jezikov, tako da so se morali programi vnašati v strojni kodi, ki je bila v samem začetku 
opisana s stanjem skupine stikal, na traku papirja, itd... Strojna koda opisuje ukaze, ki 
se bodo izvajali na procesorju, ter je odvisna od arhitekture tega procesorja. 
Leta 1948 so na univerzi “Victoria University of Manchester” izumili prvi 
računalnik, imenovan “The Baby” [1]. Računalnik je imel shranjen program 
elektronsko, v obliki naboja na zaslonu CRT. To je bil tudi trenutek, ki mu lahko 
rečemo izum programske opreme. 
V izogib programiranja procesorjev v strojni kodi so se izumili višje nivojski 
jeziki, kateri so opisali programe v bolj človeku prijazni obliki. Toda te jeziki v 
neposredni obliki niso bili razumljivi za računalnike, kateri še vedno razumejo samo 
strojno kodo. Tukaj pa so se razvili prevajalniki, katerih naloga je bila, da prevedejo 
visokonivojske jezike v procesorju razumljivo strojno kodo. Takim prevajalnikom 
danes rečemo tudi zbirniki. Zaradi pojavitve velike zbirke programskih jezikov čez 
zgodovino, od katerih so nekateri bolj visokonivojski kot drugi ali pa zaradi 
združljivosti z drugimi sistemi, so nastale tudi druge vrste prevajalnikov, ki prevajajo 
striktno med različnimi jeziki. 
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4.2  Vrste in delitev prevajalnikov 
4.2.1  Zbirnik 
Najbolj osnovna oblika prevajalnika. Namenjen je prevajanju zbirniškega jezika 
v strojno kodo, ki je razumljiva računalniku. 
4.2.2  Prevajalnik 
V nekaterih primerih se visokonivojska koda prevede v zbirniško in šele nato v 
strojno. Drugič pa se prevede neposredno v strojno. 
4.2.3  Jezikovni prevajalnik 
Izvaja prevajanje med različnimi programskimi jeziki. Prevajanje se lahko izvaja 
iz visokonivojskih jezikov v nizkonivojske in obratno. 
4.2.4  Tolmač 
Prevaja visokonivojski jezik v vmesno kodo, katera se izvaja linija po linijo. 
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4.3  Prevajalnik za mikrokrmilnik 
Prevajalnik je izvajalni (“exe”) program, napisan v jeziku C za sisteme 
Windows. Namenjen je prevajanju zbirniških programov v strojno kodo. Trenutno 
podpira samo obravnavani sistem in eksperimentalni 32-bitni procesor, ampak 
omogoča dodajanje drugih naprav na relativno preprost način. 
4.4  Zbirnik (jezik) 
Zbirniški jezik je en nivo nad strojno kodo, saj predstavlja strojne ukaze, ki so v 
binarni kodi v človeški obliki [11]. Ker predstavlja ukaze specifičnega sistema je zato 
tudi jezik odvisen od sistema [9]. Če želimo, da je zbirniški program, ki se izvaja na 
nekem sistemu, združljiv z našim sistemom, moramo načrtati zbirnik tako, da se 
prevede zbirniški program, ki je bil napisan za drug sistem v strojno kodo, ki je 
združljiva z našim. Druga možnost pa je, da ustvarimo sistem, ki ima združljive stroje 
ukaze z drugim sistemom. V večini primerov to ni tako, saj je načrtovanje novih 
sistemov tako drago, da se to večinoma izvaja samo v primerih, v katerih potrebujemo 
računalnik za specifičen namen ali pa poskušamo razviti nov, bolj učinkovit sistem. 
Zbirniški programi se uporabljajo v delih, kjer se potrebuje dostop do 
posameznih enot v računalniku ali pa časovna kritičnost. V primerih kjer se 
uporabljajo za časovno kritičnost, je to zato, ker je njihov rezultat bolj determinističen 
od drugih jezikov. Slabost pa je, da je razvijanje in razumevanje takih programov dokaj 
bolj zahtevno in časovno potratno. 
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4.4.1  Sekcije 
Programska sekcija 
Vsi ukazi v programu se nahajajo v tej sekciji. Nabor ukazov je odvisen od 
sistema, za katerega je program napisan, toda formatiranje ostane enako in je 
neodvisno od sistema. 
Sintaksa je odvisna od vrste ukaza. Nekateri ukazi se uporabljajo samostojno 
brez kakšnih koli parametrov, medtem ko drugi sprejemajo N parametrov. 
Sekcija inicializiranih podatkov 
Podatki ali spremenljivke z inicializiranimi vrednostmi se vpisuje v to sekcijo 
[13]. Sintaksa za vpisovanje spremenljivke je sledeča: <ime> <tip> <vrednost> 
 
Podprti so štirje tipi spremenljivk: 
• “db”: Data byte (1 bajt) 
• “dw”: Data word (2 bajta) 
• “dd”: Double word (4 bajti) 
• “dq”: Quad word (8 bajtov) 
 
Vrednost spremenljivke se lahko vpisuje v decimalni, šestnajstiški ali pa 
binarni obliki. V decimalni obliki se vrednost vpiše neposredno, medtem ko se pri 
šestnajtiški potrebuje predpona “0x”, pri binarni pa “0b”. 
Primer definirane spremenljivke: var db 0x32 
4.4.2  Komentarji 
Komentarje se lahko piše kjerkoli v programu. Začetek komentarja se označi z 
notacijo “;”, od te točke vse naprej proti desni, bo v fazi filtriranje zavrženo in tako ne 
bo upoštevano v prevajanju. 
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4.4.3  Vrste ukazov 
Najbolj osnovna delitev ukazov, ki se uporabljajo za upravljanje s pomnilnikom, 
ter logičnih ukazov. Logične lahko še naprej delimo, glede na to s katero enoto v 
procesorju upravljamo. 
Kot osnovo pri načrtovanju ukazne strukture sem si izbral popularen ukazni 
nabor x86 [10]. Za uporabo tega sem se odločil, saj obstaja že vrsto urejevalnikov 
besedila, ki podpirajo pregledno formatiranje zbirniškega nabora ukazov x86. 
Pomnilniški 
V najbolj pogosti implementaciji, se uporabljajo za prenašanje podatkov med 
akumulatorjem ali splošnimi registri, podatkovnim pomnilnikom, programskim 
pomnilnikom, ter DMA-jem. 
Logično aritmetični 
Upravljanje z različnimi operacijskimi enotami, kot sta ALU in FPU, se izvaja s 
logičnimi ukazi. 
4.4.4  Makroji 
Makroji so kot ukazi za pred-procesor [14], v prevajalniku, ki je odgovoren za 
formatiranje napisanega programa. Pred-procesorji se najpogosteje uporabljajo v C in 
C++ prevajalnikih, ter so odgovorni za izključitev delov kode, vključitev drugih 
programov ali knjižnic, poenoteno vstavljanje konstant, itd. 
V mojem primeru, sem vgradil samo funkcionalnost vključevanja datotek, ter 
vstavljanje konstant. Makroji se pričnejo s črko “@”, slednje pa je odvisno od 
posameznega ukaza. 
Primer vstavljanja datoteke 
@include “funkcije.asm” 
 
Tukaj pred-procesor vzame ukaz vrednost pred ukazom “include”, katera je ime 
datoteke, ki jo želimo vstaviti. Datoteko nato prebere, ter si ustvari evidenco o 
razdelitvi sekcij. Na koncu pa prekopira kodo v glavni program, po sekcijah v katere 
spada ta koda spada. 
Primer vstavljanje konstante 
@define ŠTEVILO 10 
 
Za razliko od ukaza “include”, je pri tem ukazu potrebno določiti ime, katero bo 
dodeljeno konstanti, ter njeno vrednost. V tem primeru je operacija dosti bolj 
preprosta, saj pred-procesor preprosto zamenja besedo “ŠTEVILO” s številko 10. 
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4.5  Prevajanje programov za različne naprave 
Kot že omenjeno, je za prevajanje zbirnika potrebno vedeti vrsto sistema, ki ga 
prevajamo in kakšne ukaze sprejema. Obravnavani prevajalnik podpira vse naprave, 
katere smo mu opredelili. Željeno napravo se nastavi v parametrih zagona programa. 
4.5.1  Opredelitev naprav 
Naprava za katero želimo prevajati zbirniški program, mora biti opredeljena v 
obliki datoteke DLL [15], katera vsebuje ustrezne funkcije za prevajanje zbirniških 
ukazov v strojne, ter pridobitev podatkov o napravi. Ta način modularne opredelitve 
naprav omogoča preprosto dodajanje naprav, saj pri tem ni potrebno spreminjati logike 
prevajalnika. 
4.5.2  Definicija nove naprave 
Če želimo definirati novo napravo, je postopek tega preprost, sploh v primeru, 
da uporabljamo programsko okolje, kot je »Visual Studio«, ki ponuja kopico različnih 
orodji za gradnjo programske opreme, med katerimi so tudi orodja za gradnjo datotek 
DLL. 
Pri kreaciji datoteke DLL, je potrebo definirati določene funkcije, katere so 
nujne za komunikacijo s prevajalnikom (opisane v tabeli 4.1). Te funkcije morajo tako 
sprejemati, kot vračati podatke v spodaj predpisane obliki. 
Ime funkcije Parametri Vrnjena vrednost Opis 
sys_cmpl 
char *command, 
var_t *variables, 
unsigned int 
variable_number, 
char *parameters, 
unsigned int 
parameter_number, 
unsigned int 
compiled, 
unsigned int 
compiled_number  
int compile_code 
Prevede podani ukaz 
in parameter 
sys_bus Void int bus_size 
Vrne velikost 
podatkovnega vodila 
sys_size Void int mem_size 
Vrne velikost 
pomnilnika 
sys_mem Void int mem_type Vrne vrsto pomnilnika 
Tabela 4.1:  Predpisane funkcije za nove naprave 
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4.5.3  Nameščanje izbrane naprave 
Ob zagonu programa, prevajalnik poišče datoteko DLL glede na podano ime 
naprave, ter jo naloži v računalniški pomnilnik. Zatem se zgodi inicializacija, ter 
povezovanje funkcij knjižnice naprave, s prevajalnikom. Od te točke naprej, 
prevajalnik samo podaja ukaze v tekstovni obliki, knjižnica naprave pa jih vrača v 
strojni kodi. 
4.6  Postopek prevajanja zbirniškega programa v strojno kodo 
Prevajanje je postopek, ki se izvaja v sedmih fazah, od katerih so izvedene samo 
tiste, ki so potrebne. Če se med prevajanje zazna napaka, se prevajalni postopek 
zaključi, takoj ko je to mogoče. 
4.6.1  Faza 1: Filtriranje in pred-procesiranje 
Prvo se datoteka, ki jo želimo prevesti, naloži v pomnilnik. Ko je naložena, se ji 
določi število vrstic. Ta podatek se uporabi za dodelitev ustrezne količine pomnilnika, 
v katero bo moč shraniti celoten program. 
Po dodelitvi spomina se prične branje dejanske vsebine datoteke. Prebere se 
vsaka linija posebej katera se filtrira, kjer se odstrani komentar, če se ta nahaja v njej 
in drugi nepomembni znaki, kot so presledki in zamiki, vse do prvega uporabnega 
znaka. Vsi zamiki se tudi zamenjajo za presledke, tako da se olajša razbijanje besed v 
kasnejših fazah. Na koncu pa se vrstica poda pred-procesorju za obdelavo, če slučajno 
vsebuje kakšen makro. 
4.6.2  Faza 2: Iskanje sekcij 
Ko so vse vrstice filtrirane in pred-procesirane, se poišče indekse posameznih 
sekcij. Po uspešni identifikaciji sekcij, se zabeleži njihov indeks, dolžina, ter 
zaporedna številka. Vsi ti podatki so pomembni za združevanje sekcij pri vključevanju 
drugih datotek. 
  
64 4  Prevajalnik za zbirni jezik 
 
4.6.3  Faza 3: Vključevanje drugih datotek 
Ta sekcija se izvaja samo v primeru, če je pred-procesor zaznal makro za 
vključevanje datotek. Datoteke, ki so opisane v makrojih, se iterativno obdelajo, vsaka 
posebej. Kot pri prvi fazi je potrebno najprej izvedeti velikost datoteke, da lahko potem 
ustrezno povečamo količino pomnilnika, ki bo zdaj vključeval poleg osnovne kode, še 
kodo, ki bo na novo vključena. Zatem, se ponovita prva in druga faza za vse vključene 
datoteke. 
4.6.4  Faza 4: Sekcija inicializiranih podatkov 
Izvajanje te sekcije se zgodi samo v programih, ki imajo definirano sekcije 
inicializiranih podatkov. Prevajalnik oceni vse spremenljivke na katere naleti, ter si 
zabeleži njihov tip podatka, ime, ter vrednost. Tip podatka je pomemben pri 
naslednjem koraku, kjer se določiti naslov spremenljivke v pomnilniku, kjer je 
potrebno vedeti, kolikšen del pomnilnika potrebuje ta podatek. 
V sistemih, ki imajo 8 - bitno podatkovno vodilo in enako dolge pomnilniške 
besede, se spremenljivke preprosto razbijejo po bajtih, ter zaporedno vnesejo v 
pomnilnik. Pri sistemih s pomnilniškimi besedami višjimi od bajta, pa je potrebno 
podatke, ki so manjši od te besede zlagati skupaj, za optimalno uporabo pomnilnika. 
4.6.5  Faza 5: Generacija pomnilniške vsebine 
Potem, ko so vse spremenljivke zabeležene, se lahko prične z generacijo 
pomnilniške vsebine. Tu se glede na izbrani izhodni format, prevede vse spremenljivke 
v ustrezno obliko. Preveden podatek se vpiše v pomnilniški medpomnilnik, ki je 
dinamično dodeljen v računalniškem pomnilniku. Podatke se vpisuje v medpomnilnik, 
če pa se zazna, da prostora primanjkuje pa se medpomnilnik poveča po zlatem 
razmerju (~1.61, kar pa se zaokroži na 1.5). To je iterativni postopek, ki se ponavlja 
vse dokler niso vsi prevedeni podatki naloženi v medpomnilnik. 
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4.6.6  Faza 6: Iskanje naslovnih značk 
V izogib uporabi neposrednih naslovov za skok na drugo mesto v programu, se 
uporabljajo značke. To so poljubne besede, ki zaznamujejo določeno mesto v 
programu. Ko želimo skočiti na to mesto, ukazu za skok preprosto podamo značko, 
namesto programskega naslova. 
V tej sekciji se poišče vse te značke, ter se jih zabeleži za uporabo v zadnji fazi, 
ko bodo zamenjane z dejanskimi naslovi. 
4.6.7  Faza 7: Prevajanje programa 
Ko so vsi makroji procesirani, ter naslovi spremenljivk in značk določeni, se 
lahko končno prične prevajanje programa. Postopek je zelo podoben kot pri generaciji 
pomnilniške vsebine, kjer se vsaka vrstica prevaja posebej glede na izbrani izhodni 
format, nato pa se zapiše v medpomnilnik. V tem primeru je medpomnilnik drugačen 
od pomnilniškega, kar omogoča preprosto ločitev prevajanja za sisteme s Harvardsko 
in Princeton arhitekturo. 
4.7  Javljanje napak 
Napake, ki se pojavljajo ob prevajanju, so predstavljene s pomočjo različnih kod. 
Če prevajalnik naleti na napako, zapusti trenutno fazo prevajanja, takoj ko je možno, 
ter zaključi prevajanje z opozorilom on najdeni napaki v ukazni vrstici. 
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4.8  Zagon prevajanja 
Prevajalnik lahko zaženemo s pomočjo ukazne vrstice (CMD), pri tem pa 
potrebujemo podati ustrezne parametre (opisane v tabeli 4.2), kot so ime datoteke, ki 
vsebuje program, ki ga želimo prevesti, ime sistema, ter po želji še druge neobvezne 
parametre. 
 
Ime prevajalnika 
Vhodni 
program 
Sistem Izhodni program 
HEX 
format 
Dodaten 
izpis 
./NWI_Compiler.exe »prog.asm« NWI_108A1 »compiled.asm« -hex -v 
Tabela 4.2:  Parametri prevajalnika 
 
Prvi trije parametri so ukaza so obvezni in morajo biti podani v istem vrstnem 
redu, kot je prikazano v tabeli. Četrti parameter je neobvezen, toda če ga podamo, mora 
slediti neposredno za tretjim parametrom. Zadnje dva parametra sta dodatna. Njuna 
pozicija je poljubna, dokler sledita obveznim in neobveznim parametrom. 
Opis parametrov: 
1.  ./NWI_Compiler.exe: Ime programa, ki ga potrebujemo podati ukazni vrstici 
za izvajanje. 
2.  INPUT: Zbirniška datoteka, ki jo želimo prevajati. 
3.  SYSTEM: Ime sistema za katerega želimo program prevajati, ta pa mora biti 
enak njegovi datoteki DLL. 
4.  OUTPUT (Neobvezen): Ime prevedene datoteke (brez imena formata, format 
bo avtomatsko dodan). 
5.  -hex (Dodatni): Če je podan ta parameter bo strojna koda zapisana v Intel HEX 
formatu. 
6.  -v (Dodatni): Ob izvajanju prevajanja se bodo izpisale dodatne informacije. 
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4.9  Nameščanje prevedenega programa 
Strojno kodo, ki jo dobimo ob uspešno prevedenem zbirniškem programu, 
moramo nekako prenesti v sistem, na katere želimo program preizkušati. Prvo je 
potrebno strojno kodo zapisati v podatkovne formatu, ki je sprejemljiva za naš 
nalagalnik. Obravnavani prevajalnik podpira prevajanje v format “.mif”, ter v bolj 
široko uporabljen Intelov format “.hex”. Oba formata sta podprta s strani Quartus 
Studia, ter sta zapisana v kodi ASCII, tako da je njihovo urejanje lahko storjeno z 
preprostim urejevalnikom besedila. 
4.9.1  Format MIF 
Privzeti format za prevajanje zbirniške kode. Zaradi njegove strukture, ter glede 
na to, da zapisan v kodi ASCII, je to eden najbolj preprostih formatov za ročno urejanje 
s strani uporabnika. Format namreč podpira vnašanje podatkov v različnih načinih, kot 
so binarni, osmiški, šestnajstiški, decimalni, ter decimalni (nepredznačeni). Vsakemu 
podatku se pripiše tudi naslov v pomnilniku, ki podpira enake načine vnosa, kot 
podatki sami. Način vnosa podatkov se nastavi v “glavi” formata, tako da nalagalnik 
ve, kako prebrati podatke. Začetek zapisa podatkov predstavimo s ključno besedo 
“CONTENT BEGIN”, ter končamo z besedo “END”. 
 
Primer datoteke MIF: 
 
WIDTH = 32; 
DEPTH = 1024; 
ADDRESS_RADIX = HEX; 
DATA_RADIX = HEX; 
 
CONTENT BEGIN 
00:03000201; 
01:00000020; 
02:40060005; 
[03..3FF]:00; 
END; 
 
Podrobnosti o datotekah “.mif” lahko najdete na: 
https://www.intel.com/content/www/us/en/programmable/quartushelp/13.0/mergedPr
ojects/reference/glossary/def_mif.htm 
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4.9.2  Format Intel HEX 
Ne glede na to, da je format Intel HEX prav tako kot format MIF zapisan v kodi 
ASCII, njegovo ročno urejanje ni priporočljivo. Vsi podatki, ki se nahajajo v datoteki 
HEX, so zapisani v HEX formatu, na kar nakazuje že samo ime datoteke. Vsak podatek 
ali pa celo skupina podatkov se vpiše v svojo vrstico. Tem podatkom je potrebno 
navesti dolžino, naslov, tip, ter kontrolno vsoto. Vse to pa je tudi razlog, zakaj je HEX 
format eden izmed najbolj uvedenih formatov, saj določa zelo predpisan način vnosa, 
s kontrolno vsoto, ki omogoča preverjanje kredibilnosti podatkov. 
 
Primer datoteke HEX: 
 
:0100000020DF 
:0100010000FE 
:0100020000FD 
:0100030000FC 
:0100040010EB 
:0100050040BA 
:0100060030C9 
:010007006098 
:00000001FF 
 
Podrobnosti o datotekah “.hex” lahko najdete na: 
https://www.intel.com/content/www/us/en/programmable/quartushelp/15.0/me
rgedProjects/reference/glossary/def_hexfile.htm 
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5  Preizkušanje delovanja mikrokrmilnika 
5.1  Simulacija sistema 
Preverjanje delovanja sistemov, preden so te sistemi izdelani, se izvaja s 
postopkom imenovanim “simulacija”. To je postopek, pri katerem se sistemu poda 
različne začetne pogoje, oz. vrednosti, ki opisujejo njegovo stanje ob začetku 
simulacije, nato pa se preverja in ovrednoti odziv sistema. Simuliranje se ne uporablja 
samo za načrtovanje digitalnih vezji, ampak na veliko različnih področjih, ki pa segajo 
tudi ven iz inženirske stroke.  
Quartus Prime nam ne ponuja integrirane simulacijske rešitve, nam pa ponudi 
namestitev brezplačne različice programskega paketa “Modelsim”. Modelsim je 
razvojno okolje, ki je namenjeno opisovanju in simuliranju digitalnih sistemov. Za 
lažjo in hitrejšo uporabo, ima Quartus Prime vgrajeno komunikacijo s programom 
Modelsim, katera omogoča neposreden zagon simulacije sistema, katerega trenutno 
načrtujemo. 
5.1.1  Simulacijsko okolje Modelsim 
Modelsim nam omogoča opis in simulacijo sistemov, opisanih v jezikih VHDL 
in Verilog, pri tem pa je možna tudi mešana uporaba jezikov. Privzeto, nam ponuja 
knjižnico različnih sistemov in komponent, katere lahko uporabimo v našem projektu, 
podobno kot Quartus Prime. Vsebuje veliko orodji, ki pripomorejo k simulaciji, toda 
najbolj pomemben je pogled, ki prikazuje graf odzivov sistema imenovan 
“Waveform”. V tem pogledu se nahajajo tudi vsi signali, ki jih želimo opazovati pri 
simulaciji. Te signale je potrebno ročno dodati iz pogleda objektov, to pa zato, ker se 
velikokrat simulira samo določen del sistema. V spodnjem primeru (slika 5.1), se 
izvaja simulacija procesorskega jedra, kjer ni prisotnih signalov, ki imajo opravka s 
perifernimi enotami ali podatkovnim vodilom, preko katerega so te povezane. 
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Slika 5.1:  Primer simulacije jedra 
5.1.2  Nastavitev simulacije 
Pred simulacijo je potrebno izbrati in nastaviti signale sistema, katere želimo 
simulirati. Primer nastavljenih signalov je prikazan na sliki 5.2. 
Vsi signali, bodo obravnavani kot preprosti binarni signali, tako da jim je 
potrebno, glede na njihovo uporabnost določiti tip signala. Nekateri signali morda niso 
v več bitni obliki, toda vseeno predstavljajo več bitno vrednost. Take signale je 
zaželeno združiti v en sam signal, kar pa nam olajša verifikacijo simulacije. Za lažjo 
berljivost signalov, pa lahko signale še razdelimo s pomočjo distančnikov. 
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Slika 5.2:  Signali simulacije 
5.1.3  Zagon in verifikacija simulacije 
Pred zagonom simulacije moramo simulatorju podati vse začetne vrednosti in 
dinamične signale, ki pa so v tem primeru ura procesorja (izmenično se proženje s 
statično frekvenco) in signal ponastavitve (“Reset” signal). Podati je potrebno še 
dolžino simulacije, katera se poda v ustrezni časovni enoti, glede na pričakovan odziv 
simulacije. Za simuliranje operiranja jedra je dovoljšna že simulacija dolžine parih 
mikrosekund, bolj točno, pa je ta čas odvisen od frekvence ure, ki jo želimo emulirati. 
Ko določimo te vrednosti, lahko zaženemo simulacijo, to pa lahko storimo na 
dva načina. Prvi je, da uporabimo grafične elemente, ki so nam na voljo, ter vrednosti 
vnesemo tako. Drugi način pa je, da napišemo skripto, ki bo nastavila statične in 
dinamične vrednosti. Skripta nam ponuja veliko večjo fleksibilnost pri definiciji 
dinamičnih signalov, tako da sem se odločil za ta način vnosa vrednosti. Zagon skripte 
se izvede v komandni vrstici programa Modelsim. 
Po simulaciji, je potrebno odziv sistema še verificirati, oz. preveriti, če je skladen 
s tem, ki smo si ga zamislili. Če so kakršna koli odstopanja, moramo opis popraviti in 
ta postopek ponavljati, dokler ne dobimo ustreznega odziva. 
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5.2  Preizkus sistema na razvojnem sistemu 
Pri razvoju diplomske naloge sem uporabil razvojni komplet Altera DE0 Nano, 
skupaj z razširitveno ploščo, ki je bila razvita na Fakulteti (prikazan na sliki 5.3). 
 
Slika 5.3:  Razvojni komplet Altera DE0 Nano 
5.2.1  Razvojni komplet Altera DE0 Nano 
Razvojni komplet DE0 Nano vsebuje skupek različnih vmesnikov, ter 
komponent povezanih na vezje FPGA Cyclone IV (prav tako izdelek podjetja Altera), 
kar pa omogoča razvijanje najrazličnejših kombinacijskih in sekvenčnih digitalnih 
logičnih vezij. Ena izmed komponent, ki je na voljo je pomnilnik SDRAM, kapacitete 
32 MB. Takšen pomnilnik je zelo uporaben v aplikacijah, ki potrebujejo shranjevanje 
ali obdelavo večje količine podatkov med delovanjem (vrednost pomnilnika se ne 
ohranja po izklopu napajanja). Za primere, kjer se potrebuje ohranjanje vrednosti tudi 
po izklopu napajanja, pa je na voljo 2 kB pomnilnika EEPROM. Osnovne preizkusne 
in razvojne komponente v obliki dveh tipk, štirih stikal in osmih luči LED, so prav 
tako prisotne. Na voljo je še 3 osni 13 bitni pospeškometer, kateri se uporablja pri 
aplikacijah, katere potrebujejo informacijo o orientaciji sistema. Za zajemanje 
analognih signalov, pa skrbi osem kanalni, 12 bitni analogno - digitalni pretvornik. 
Dodatne razširitve so možne preko dveh priključkov s štiridesetimi povezavami.  
  
5.2  Preizkus sistema na razvojnem sistemu 73 
 
FPGA Cyclone IV 
Vezje FPGA Cyclone IV, sestavlja 22320 logičnih elementov, 594 kB 
vgrajenega pomnilnika in do 153 vhodno/izhodnih povezav. Frekvenca oscilatorja, ki 
diktira uro vezja, pa je 50 MHz. 
Razširitvena plošča 
Na razširitveni plošči se nahaja vmesnik VGA, štiri dodatne tipke, pikčasta 
matrika LED, drsnik in vmesnik UART, ki je emuliran preko povezave USB. 
Funkcionalnost plošče sicer ni bila uporabljena v tej diplomski nalogi, vendar je 
vitalnega pomena pri razširitvi naloge (več o tem v zaključku). 
5.2.2  Nastavitev in preslikava vezja 
Preden lahko opis sistema preslikamo na vezje, je potrebno nastaviti parametre 
preslikave. Bistvenega pomena je, da se izbere pravilno vezje FPGA na katerega 
preslikujemo logiko, saj se različna vezja med seboj zelo razlikujejo in ni možno 
preslikati logiko na nepodprte vezja. 
Nastavitev vezja 
Vhodne in izhodne signale, ki so definirani v glavni komponenti opisa sistema 
je potrebno povezati s fizičnimi povezavami na vezju FPGA. Na vezju se nahaja veliko 
vhodno/izhodnih povezav, katere pa se razlikujejo po funkciji, tako da je potrebno 
izbrati ustrezno povezavo. Poleg tega moramo pregledati shemo povezav na 
razvojnem kompletu in določiti vhodno/izhodne povezave, glede na to, katere 
komponente uporabljamo. Quartus Prime ima za nastavite povezav na voljo orodje 
imenovano “Pin planner” (slika 5.4). Orodje nam glede na izbrano vezje FPGA z 
grafičnim prikazom prikazuje vse povezave v vezju in njihove funkcionalnosti. 
V tej nalogi sem za vhode izbral uro in tipko za ponastavitev sistem, kot izhode 
pa luči LED, ki se nahajajo na razvojnem kompletu. 
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Slika 5.4:  Nastavitev priključkov vezja FPGA 
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Preslikava vezja 
Po uspešni sintezi, simulaciji in nastavitvi, je čas za preslikavo sistema na vezje 
FPGA. Spet nam razvojno okolje Quartus Prime, ponuja preprosto orodje za 
preslikavo opisa sistema na vezje (slika 5.5). Glede na konfiguracijo razvojnega 
sistema, se izbere ustrezen način programiranja. Najbolj pogost način pri razvojnih 
kompletih, ki vsebujejo vmesnik USB, je serijski JTAG. Če razvojni komplet ne 
vsebuje vmesnika USB, je potrebno pridobiti poseben programator, ter izbrati ustrezen 
način preslikave glede na tega. 
 
Slika 5.5:  Programator vezja FPGA 
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5.3  Primer programa 
Za demonstracijo delovanja sistema sem pripravil preprost program, ki utripa 
LED svetilko, ga prevedel na prevajalniku, ter ga naložil na razvojno ploščo Altera 
DE0 Nano. 
Rezultat demonstracijskega programa je na prvi pogled preprosto utripanje luči 
LED na razvojnem sistemu. Toda, kot bo kasneje prikazano, je to utripanje izvedeno 
s pomočjo praktično celotne funkcionalnosti, ki jo sistem podpira. 
V tem poglavju je opisan celoten postopek od kreacije programa, do prevajanja, 
sinteze in na koncu še preslikave vezja na razvojni sistem. 
5.3.1  Zapis programa 
Program se lahko zapiše v katerikoli aplikaciji za urejanje teksta. Jaz sem se 
odločil za uporabo aplikacije Notepad++, saj podpira označevanje zbirniške kode, kar 
pa olajša programiranje s povečanjem preglednosti programov. 
Pred pričetkom pisanja programa, je potrebno ustvariti datoteko v kateri bo 
program shranjen. V tem primeru je ime “blink.asm”. Ime datoteke ni pomembno, saj 
bo celotno kasneje vneseno v prevajalnik, toda jo je vseeno pametno shraniti s 
priponko “.asm”. 
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5.3.2  Prevajanje, sinteza in preslikava na vezje FPGA 
Ko je program napisan, ga lahko prevedemo s pomočjo prevajalnika. 
To lahko izvedemo po naslednjem postopku: 
1. Odpremo ukazno vrstico “CMD” in se postavimo v datoteko, kjer imamo 
napisan program shranjen. 
2. Prevajanje programa lahko pričnemo z ukazom: 
./NWI_Compiler.exe “blink.asm” NWI_108A1 “blink” 
3. Če je bilo prevajanje uspešno bo prevajalnik ustvaril datoteko “blink.mif”. 
 
Po končanem postopku prevajanja v strojno kodo, je program pripravljen za 
namestitev na razvojno ploščo. 
Nameščanje se izvede po sledečem postopku: 
1. Za namestitev datoteke moramo odpreti Quartus Prime, ter komponento 
“ROM:FLASH”. 
1. Odpre se okno z nastavitvami za komponento, za spremembo vsebino 
potrebujemo odpreti “Parameter Settings > Mem Init”. 
2. V spodnjem delu okna je prikazan gumb “Browse”. S klikom na ta gumb je 
možno poiskati in izbrati prej prevedeni program. 
3. Po vnosu programa je potrebno zagnati sintezo vezja z gumbom “Compile 
Design” 
4. Zadnji korak je preslikava sintetiziranega vezja na razvojno ploščo. 
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5.3.3  Podroben pogled izvajanja programa »blink.asm« 
Program: »blink.asm« 
; Prekinitvena tabela 
call 0x08 ; Skoči na inicializacijo programa "init" (Neuporabljeno) 
call 0x08 ; Skoči na inicializacijo programa "init" (Neuporabljeno) 
call 0x08 ; Skoči na inicializacijo programa "init" (Neuporabljeno) 
call 0x29 ; Skoči na prekinitveno rutino Časovnika 
; Inicializacija programa 
init: 
lda r0, 0x48; Naloži konfiguracijo za Časovnik (0100 1000) 
lda r1, 0x44; Naloži komparator za Časovnik (0100 0100) 
lda r2, 0x41; Naloži konfiguracijo smeri priključkov (0100 0001) 
lda r3, 0x42; Naloži nastavitve prekinitev za priključke (0100 
0010) 
sta r0, 0x11; Shrani konfiguracijo za Časovnik 
sta r1, 0x12; Shrani komparator za Časovnik 
sta r2, 0x25; Shrani konfiguracijo priključkov 
sta r2, 0x26; Shrani smeri priključkov 
lda r1, 0x47; Naloži 1 iz podatkovnega pomnilnika v R1 
; Glavni program "main" 
main: 
lda r0, 0x10; Naloži vrednost časovnika v R0 
add r0, r1; Povečaj R0 za 1(shranjena v R1) 
sta r0, 0x46; Shrani povečano vrednost v podatkovni pomnilnik 
jmp main; Skoči nazaj na začetek programa 
; Funkcija "blink" 
blink: 
lda r0, 0x24; Naloži trenutno stanje priključkov 
lda r1, 0x40; Naloži masko priključkov iz podatkovnega pomnilnika 
xor r0, r1; Negiraj vrednost priključkov z uporabo maske 
sta r0, 0x24; Shrani novo vrednost priključkov 
ret; Vrni se nazaj na glavni program 
; Prekinitven rutina Časovnika 
lda r0, 0x42; Naloži vrednost števca 
lda r1, 0x47; Naloži 1 iz podatkovnega pomnilnika v R1 
add r0, r1; Povečaj R0 za 1(shranjena v R1) 
sta r0, 0x42; store counter value 
jezr 2; Skoči 2 mesti naprej(na "call blink"), 
;če je bil izračun ALU enote enak 0, kar se zgodi ob prelivu števca 
ret; Vrni se nazaj na glavni program 
call blink; Pokliči funkcijo "blink" 
ret; Vrni se nazaj na glavni program po izhodu iz funkcije "blink" 
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Če povzamemo program “blink.asm”, se v glavnem delu programa neprestano 
povečuje števec (kateri nima posebnega pomena), dokler ne pridobi zahteve po 
prekinitvi od Časovnika. Ta je nastavljen, da izda zahtevo na vsako milisekundo. V 
prekinitveni rutini se povečuje drug števec, kateri ob prelivu skoči na funkcijo “blink”, 
v kateri se obrne vrednost luči LED na razvojnem sistemu. Ker so registri 8 bitni in se 
števec povečuje na 1 ms, pride do preliva vsakih 256 ms, oz. na vsakih 256 ms se obrne 
vrednost luči LED. 
Vrednosti, ki se jih nalaga v splošne registre se pridobi iz podatkovnega 
pomnilnika. Enako kot ukazni pomnilnik, je podatkovni pomnilnik prav tako zapečen 
z začetni vrednostmi, tako je mogoče naložiti pred pripravljene vrednosti že v začetku 
programa. 
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6  Zaključek 
Ob koncu semestra smo v okviru modula na Fakulteti dobili zaključno projektno 
nalogo, katere namen je bil razširiti delovanje preprostega procesorja, ki smo ga razvili 
tekom semestra. Namesto, da bi procesorju dodal samo kakšno komponento, sem se 
odločil, da začnem od začetka, ciljam pa na funkcionalnost prej omenjenega 
mikrokrmilnika Atmega328. 
Po zaključku projekta, sem se odločil, da zaključni projekt še dodatno razširim 
in iz njega naredim diplomsko nalogo, katere namen bi bil prikazati postopek izdelave 
mikrokrmilnika ljudem z zanimanjem za to področje. 
Praktično vso znanje, ki sem ga potreboval za izvedbo diplomske naloge izvira 
iz tistega, ki sem ga pridobil na Fakulteti. V okviru te naloge sem pridobljeno znanje 
razširil in nadgradil, nekaj pa sem pridobil tudi novega. 
Pri izvedbi strojnega dela sem pridobil največ znanja, saj sem moral raziskati 
delovanje modernih mikrokrmilnikov, da sem lahko naredil tehten napredek glede na 
sistem, ki smo ga zasnovali na Fakulteti. 
Za izvedbo prevajalnika sem moral še dodobra napeti svoje znanje 
programskega jezika C, da sem lahko izpeljal njegovo celotno zasnovo in izvedbo. 
Dodatno sem se naučil gradnje in uporabe knjižnic DLL za razširitev funkcionalnosti 
programov, zgrajenih za operacijski sistem Windows, ter s tem še dodatno razširil 
znanje o modernih programskih strukturah. 
Nalogo bi bilo mogoče razširiti na mnogo različnih načinov. Prva pomembna 
razširitev, ki bi povečala število izvedenih ukazov v enem ciklu sistemske ure, je 
implementacija cevovoda. Za povečanje pretočnosti podatkov čez vodilo, pa razširitev 
vodila na vsaj 32 bitov. Omenjeni razširitvi sem sicer že deloma pripravil, toda jih 
zaradi težav pri sintezi na žalost nisem uspel vključiti v končni izdelek. 
Bolj ambiciozna razširitev, ki sem jo imel namen dodati v samem začetku 
projekta, je enota GPU. Zaradi časovne omejenosti sem se kasneje odločil, da jo ne 
implementiram, saj bi lahko samo to trajalo več mesecev. 
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Priloga 
Celotna izvorna koda prevajalnika in opis VHDL mikrokrmilnika, sta na voljo 
na spletnem repozitoriju »GitHub«. 
 
• VHDL opis mikrokrmilnika 
https://github.com/ahrastnik/NWI_108A1 
• Izvorna koda jedra prevajalnika 
https://github.com/ahrastnik/NWI 
• Izvorna koda sistemov za prevajalnik 
https://github.com/ahrastnik/NWI_Systems 
