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CAPÍTOL 1: INTRODUCCIÓ 
 
En aquest capítol d’introducció primer s’explicarà la motivació d’aquest projecte, 
justificada per la clara aposta de la indústria de l’entreteniment i fabricants de hardware 
a les targetes gràfiques programables 3D. Aquestes permeten la creació d’aplicacions 3D 
amb efectes de visualització avançats i en temps real. 
 
Tot seguit es definiran els objectius concrets del projecte i el marc en que s’envolta: la 
creació d’un conjunt d’eines entorn al simulador ATTILA que li proporcionin dades de l’ús 
que fan de les targetes 3D aplicacions amb gràfics tridimensionals avançats 
(principalment jocs) sota la plataforma Microsoft Windows i amb la API Direct3D. 
 
A continuació es descriurà la planificació amb la que s’ha dut a terme el 
desenvolupament del projecte i, per finalitzar, s’estructurarà i resumirà el contingut dels 
capítols d’aquesta memòria. 
1.1. Motivació 
En els darrers anys s’ha vist una gran evolució i creixement de les aplicacions gràfiques 
3D, sobretot en el camp del software de l’entreteniment. El gran nombre de targetes 
gràfiques 3D en la plataforma PC aparegut al mercat, els èxits de ventes (en milions 
d’unitats) aconseguits per les anomenades consoles d’última generació (Playstation, 
XBOX, etc.), o fins i tot l’aposta a la creació d’interfícies gràfiques d’usuari amb 
característiques tridimensionals com les vistes en el sistema operatiu Windows Vista ho 
demostren. 
 
Des del grup d’investigació de targetes gràfiques 3D del Departament d’Arquitectura de 
Computadors es pretén seguir l’evolució d’aquestes targetes gràfiques d’última generació. 
Per a fer-ho s’ha desenvolupat ATTILA, un simulador parametritzable d’aquest tipus de 
targetes programables per estudiar com influeixen diversos paràmetres de l’arquitectura 
en el rendiment del hardware gràfic 3D. 
 
Per mirar de fer simulacions més completes, va sorgir la possibilitat de desenvolupar 
eines que subministressin al simulador dades reals. El simulador, igual que les targetes 
reals implementades en hardware, necessita i disposa d’un driver de baix nivell i per 
sobre una API gràfica que proporciona a l’aplicació crides per a la visualització 3D que 
utilitzen de forma transparent l’acceleració gràfica que proporciona el hardware. 
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Les dues APIs gràfiques 3D més utilitzades són OpenGL i Direct3D. Actualment només es 
disposa d’una implementació de la API gràfica OpenGL per sobre del driver del simulador 
i d’un conjunt d’eines de captura de dades d’aplicacions 3D que facin servir aquesta API 
(principalment jocs i aplicacions CAD/CAM). Degut a que la majoria d’aplicacions 3D que 
sorgeixen per la plataforma PC i sota el sistema operatiu Windows fan servir la API 
gràfica Direct3D, i per dotar d’un major ventall de possibilitats a l’obtenció de dades reals 
per al simulador, es va pensar en la creació d’aquest projecte. 
1.2. Definició i objectius del projecte 
Els objectius d’aquest projecte són mostrar el procés d’elaboració de diverses eines de 
suport al simulador d’un processador gràfic 3D avançat (GPU o Graphics Processor Unit) 
centrades en l’obtenció de dades d’ús reals d’aplicacions 3D que utilitzin la API gràfica 
Direct3D. 
 
Com ja s’ha indicat abans, en la introducció, el simulador disposa d’un driver de baix 
nivell que ens permet abstreure’ns de detalls de baix nivell del hardware (senyals). En el 
cas del hardware gràfic encara es necessita una capa intermèdia més d’abstracció entre 
una aplicació gràfica i el driver; aquest nivell és el que es coneix com API gràfica 3D. Les 
aplicacions fan ús de la API gràfica per beneficiar-se de manera “transparent” de 
l’acceleració gràfica via hardware. Per gràfics 3D les dues APIs (biblioteques) més 
utilitzades són OpenGL i Direct3D. En aquest projecte ens centrarem, com ja hem dit, en 
la API Direct3D. 
 
Però les aplicacions no s’executaran per sobre del simulador (de fet és molt probable que 
només ens interessi simular una quantitat de frames1 en particular). El que realment es 
vol d’una aplicació són les comandes Direct3D que efectua, volem obtenir la seqüència de 
comandes amb tots els seus paràmetres;  això és el que anomenem una traça Direct3D. 
Un cop haguem obtingut aquesta traça volem tornar a executar les comandes Direct3D 
per a reproduir-les en el simulador. Paral·lelament a la generació de traces seria 
convenient tindre un sistema de reproducció d’aquestes per a poder comprovar 
visualment que les traces generades són correctes. És el que anomenarem player. 
 
                                          
1  En aplicacions gràfiques animades, un frame representa cadascuna de les imatges que composen una 
animació. L’objectiu final de les targetes gràfiques és dibuixar ràpidament el color dels píxels de tants frames 
per segon com sigui possible, per aconseguir una animació fluïda. 
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Els objectius del projecte són la: 
 
? Construcció d’un tracer (tracejador) de Direct3D que capturi totes les dades que 
s’intercanvien entre una aplicació 3D i la API Direct3D (paràmetres de les crides a les 
funcions de la API, contingut dels buffers d’usuari i textures). Les traces capturades 
han de ser independents respecte a l’aplicació capturada, és a dir, reproduïbles de 
forma separada posteriorment a la sessió de captura. El sistema ha de ser fàcilment 
extensible a mesura que apareguin noves versions de la API Direct3D. Ha de ser 
possible, durant una sessió de captura des dades, enregistrar paràmetres estadístics 
d’interès. El projecte només es centrarà en la captura d’aplicacions que utilitzin la 
versió 9.0c de la API Direct3D. 
 
? Construcció d’un player (reproductor) de traces Direct3D per poder verificar 
visualment que aquestes siguin correctes. 
1.3. Planificació temporal 
A continuació es farà una definició dels passos necessaris per al desenvolupament 
d’aquest projecte i se’n farà una estimació prèvia del seu cost temporal. 
 
Els passos a seguir són: 
 
? Definició dels objectius del projecte: Elaborar una especificació funcional del 
projecte que detalli exactament tots els objectius a cobrir. 
 
? Estudi de la API Direct3D: Donat que el projecte es centra en aquesta API i l’ús que 
en fan les aplicacions, caldrà estudiar-ne a fons les seves característiques i sobretot 
com s’efectua la seva programació. 
 
? Estudi de la API MFC: Per a programar la interfície gràfica del player de traces 
s’utilitzarà la API MFC (Microsoft Foundation Classes), que és una de les més 
recomanades per a la creació d’interfícies gràfiques en aplicacions sota el sistema 
operatiu Windows. 
 
? Estudi d’eines similars ja desenvolupades: Consisteix en l’estudi d’aplicacions 
similars a les que volem desenvolupar i que ja estiguin construïdes. En el nostre cas 
han estat el tracejador OpenGL GLInterceptor, el tracejador Direct3D D3DBench i 
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l’eina PIX que distribueix Microsoft juntament amb el SDK (Software Development Kit) 
de DirectX. 
 
? Anàlisi de les diferents eines de suport a crear: S’elaborarà un especificació de 
les funcions que ha de proporcionar cadascuna de les eines de suport al simulador. 
S’enumeraran per cadascuna els requisits bàsics i els desitjables. 
 
? Disseny de les diferents eines de suport a crear: Consisteix en el disseny de les 
diferents eines de suport. S’elaborarà el disseny de classes d’acord als requisits de 
cadascuna de les eines. Es decidiran els patrons de disseny a emprar juntament amb 
el conjunt d’operacions de cada classe. 
 
? Implementació de les diferents eines de suport a crear: Després d’haver 
efectuat l’anàlisi i disseny de totes les eines es procedirà a implementar les diferents 
solucions proposades. 
 
? Control de qualitat i proves de funcionament: Finalment serà necessari 
comprovar que el funcionament de les eines s’ajusta al esperat. Serà necessari du a 
terme un pla de proves per cadascuna de les eines. 
 
A continuació es mostra un quadre amb l’estimació prèvia del temps a dedicar a cada 
tasca del projecte: 
 
Tasca
Definició del projecte
Estudi de l'eina D3DBench
Estudi de l'eina GLInterceptor
Estudi de l'eina PIX
Estudi de la API Direct3D
Anàlisi de DXInterceptor
Disseny de DXInterceptor
Implementació de DXInterceptor
Estudi de la API MFC
Anàlisi de DXPlayer
Disseny de DXPlayer
Implementació de DXPlayer
Control de qualitat i proves
Documentació
Juny Juliol Agost Setembre Octubre Novembre Desembre Gener Febrer
 
Quadre 1: Estimació prèvia del temps a dedicar a cada tasca del projecte 
 
Nota: Com més tard s’explicarà en el capítol 10, dedicat a l’anàlisi de costos del projecte, 
aquesta estimació prèvia de temps no es va poder complir. Aquesta estimació va ser 
creada en les primeres fases de desenvolupament del projecte i per diversos motius, com 
ja s’explicarà, es va haver d’alterar. 
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1.4. Resum de continguts i esquema de la memòria 
A continuació es farà un breu resum del contingut de la resta de capítols de la memòria. 
 
En el segon capítol es pretén situar al lector en el punt de partida en el que es va iniciar 
aquest projecte. En la primera meitat es descriuran les eines que s’han hagut d’estudiar; 
i en la segona es farà una introducció a la API Direct3D, ja que se’n faran moltes 
referències a ella al llarg de tota la memòria i pot resultar útil al lector per entendre 
millor alguns conceptes. 
 
El tercer capítol està dedicat a l’eina DXCodeGenerator, el generador de codi automàtic, 
que és un punt important d’aquest projecte. Justificarem els motius que ens han dut al 
seu desenvolupament i explicarem com ens ha ajudat a la creació de la resta d’eines del 
projecte. També se’n detallarà la seva arquitectura, capacitats i decisions de disseny. 
 
En el quart capítol es descriu en detall la biblioteca DXTraceManager. Aquesta és una 
biblioteca de suport a les eines DXInterceptor i DXPlayer i es considera prou important 
com per a dedicar-li un apartat individual. La biblioteca defineix un conjunt de funcions 
per a la manipulació del format dels arxius que utilitzem per emmagatzemar les traces 
Direct3D, creat especialment per aquest projecte. 
 
El cinquè capítol explica el funcionament de la biblioteca DXPlugin, utilitzada per a la 
generació de series de dades estadístiques durant la captura de traces Direct3D per part 
de DXInterceptor. El sistema de generació de dades estadístiques està basat en plugins 
que actuen de forma separada al propi sistema de captura de dades, i en aquest capítol 
també es fa una descripció de com crear nous plugins per aquest mòdul. 
 
El sisè capítol es dedica a l’eina de captura de traces DXInterceptor, la part central sobre 
la que gira tota la resta d’eines del projecte. Se’n descriurà la seva arquitectura, 
decisions de disseny i funcionalitats. 
 
En el setè capítol es parlarà de l’eina DXPlayer, que ens ajudarà a comprovar visualment 
la correctesa de les traces capturades amb DXInterceptor, però que també ens 
proporcionarà utilitats d’explotació de les dades contingudes dintre d’un arxiu de traça. 
Igual que en el capítol anterior, descriurem la seva arquitectura, decisions de disseny i 
funcionalitats. 
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El vuitè capítol es dedica a la descripció de petites eines de suport a la realització 
d’aquest projecte. Es parla de l’eina DXLoader, que va ser desenvolupada com ajudant a 
simplificar la creació de sessions de captura de dades, i de l’eina DXConsolePlayer, 
destinada principalment a la recollida de dades de rendiment de la reproducció per 
pantalla d’un arxiu de traça. 
 
En el novè capítol s’explicarà en profunditat com s’ha dut a terme la implementació de 
totes les eines del projecte. Es descriuran les eines utilitzades, optimitzacions efectuades 
i es faran anàlisis del rendiment aconseguit en comparació amb altres eines existents 
semblants a les desenvolupades. 
 
El desè capítol es dedica a la valoració del projecte pel que fa a costos temporals i 
econòmics. S’analitzarà el temps de realització del projecte, contrastant-lo amb el temps 
teòric esperat i es farà una valoració econòmica aproximada del cost total del projecte. 
 
En l’onzè capítol s’avaluaran els objectius aconseguits per aquest projecte i les 
conclusions que n’extraiem; es farà especial menció als objectius extra assolits. També 
s’enumeraran possibles vies de treball futures a partir de l’estat actual del projecte. 
 
L’últim capítol, el dotzè, enumera la bibliografia emprada en la realització d’aquest 
projecte: llibres, documents i pàgines web; recursos que s’han utilitzat tant per a la 
implementació i disseny, com per a la creació d’aquesta documentació. 
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CAPÍTOL 2: ANTECEDENTS I ESTUDIS PREVIS 
 
Aquest capítol està destinat a explicar tots els estudis previs que s’han hagut d’efectuar 
per a poder començar a desenvolupar el projecte. 
 
Es dedica un punt d’aquest capítol a cada estudi, que pot tractar-se, o bé d’un programa, 
del que interessa conèixer-ne les seves funcionalitats i capacitats, o bé de temes de 
lectura i APIs de programació. 
2.1. ATTILA 
ATTILA és un simulador desenvolupat pel grup d’investigació de targetes gràfiques 3D del 
Departament d’Arquitectura de Computadors. El simulador ATTILA pretén simular les 
arquitectures dels processadors gràfics 3D d’última generació. El nivell de detall de la 
simulació del hardware gràfic està situat a un nivell intermedi. La simulació no es realitza 
al nivell de portes lògiques (que seria una simulació de molt baix nivell) però si que es 
realitza al nivell dels components construïts sobre elles, això és: memòries cache, busos, 
registres de dades i instruccions, etapes (en parts segmentades), senyals principals 
(signals), pronosticadors de salts, etc. A aquest nivell ja es poden estudiar amb precisió 
els diferents factors que poden afectar al rendiment del hardware gràfic simulat. 
 
2.1.1. Arquitectura d’ATTILA 
L’arquitectura d’ATTILA suporta tant la divisió forta entre vertex i fragment shaders (la 
norma en les GPUs actuals) com el model de shaders unificat. En aquest apartat ens 
centrarem a explicar només l’arquitectura basada en el model de shaders unificat 
(mostrada en la Figura 1) ja que és en la que s’està treballant actualment al departament. 
 
A continuació descriurem breument cadascuna de les unitats de la GPU del simulador: 
 
? Streamer: Llegeix cadenes d’atributs de vèrtexs des de la GPU o el sistema de 
memòria i li proporciona al conjunt de Shaders per a que els il·luminin. 
? Primitive Assembly: Assembla conjunts de tres vèrtexs ja il·luminats en triangles. 
? Clipper: Efectua un test senzill a cada triangle per descartar ràpidament aquells que 
no siguin visibles. 
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Figura 1: Arquitectura d’ATTILA amb model de shaders unificat 
 
? Triangle Setup: Calcula les equacions de les arestes del triangle i la profunditat de 
l’equació d’interpolació. 
? Fragment Generation: Recorre tot el triangle generant mosaics de fragments. 
Suporta dos algoritmes per a generar els fragments: un analitzador de fragments 
basat en mosaics i un algoritme recursiu.  
? Hierarchical Z: Un cop tenim generats els fragments d’un triangle utilitzem el 
Hierarchical Z Buffer (de fet la seva cache) per descartar-los a partir del valor z de 
profunditat. La unitat de processament per a les fases següents serà el fragment 
quadrangular, un mosaic de 2x2 fragments. 
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? Z Test: Eliminem el més aviat possible els fragments no visible per reduir el cost 
computacional en els Fragment Shaders. En la figura només es mostra el camí ràpid, 
però existeix també un altre camí per efectuar el test després dels Fragment Shaders. 
? Interpolator: Utilitzem interpolació lineal amb perspectiva corregida per generar els 
atributs dels fragments a partir dels atributs del triangle. 
? Blend: Rep els fragments candidats de ser dibuixats, és a dir, que han superat tots 
els tests i els escriu en el buffer de color. També permet operar per combinar el color 
actual de la posició que anem a escriure en el buffer de color amb el color del 
fragment. 
? Memory Controller: Comunica entre l’àrea de memòria d’ATTILA i la memòria del 
sistema de l’ordinador sobre el que s’executa el simulador. La memòria d’ATTILA 
simula d’una forma simplificada la memòria de tipus DDR. 
 
Hi ha dos unitats més que no són mostrades en la figura: 
 
? Command Processor: S’encarrega de controlar tota la pipeline, processant les 
comandes rebudes del processador principal del sistema. 
? DAC: Produeix la imatge final d’un frame i la volca en un arxiu de tipus bitmap.  
 
2.1.2. El Driver d’ATTILA 
L’arquitectura del driver d’ATTILA (Figura 2) està dissenyada amb la finalitat de suportar 
una gran varietat d’aplicacions 3D en l’arquitectura ATTILA. Amb aquesta finalitat, la 
capa ACDL (ATTILA Common Driver Layer) suposa una capa d’abstracció del hardware 
amigable per construir-hi a sobre diferents implementacions APIs específiques, com per 
exemple, OpenGL i Direct3D. 
 
Arquitectura ATTILA
HAL
ACDL
ATTILA OpenGL Driver ATTILA Direct3D9 Driver
 
Figura 2: Arquitectura del driver d'ATTILA 
 
Actualment es disposa d’una implementació del driver OpenGL i s’espera poder 
desenvolupar la implementació del driver de Direct3D 9 per a poder reproduir els arxius 
de traça capturats amb l’eina DXInterceptor d’aquest projecte. 
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2.1.3. GLInterceptor 
GLInterceptor és un framework desenvolupat en una altre PFC  [9] de la facultat per crear 
eines de suport a ATTILA. De fet, en molts de sentits, es tracta d’un projecte d’objectius 
comprables als d’aquest. La única diferencia, salvant les distàncies, és que GLInterceptor 
està dedicat a la API OpenGL, mentre que aquest està dedicat a Direct3D. 
 
Dintre del conjunt d’eines de GLInterceptor s’inclou la implementació d’un driver per la 
API OpenGL en l’arquitectura de drivers d’ATTILA (que correspon al ATTILA OpenGL 
Driver que hem pogut veure en la Figura 2). Aquest permet poder efectuar simulacions 
de traces OpenGL en l’arquitectura del simulador. En aquest PFC, però, la implementació 
del driver per la API Direct3D (seria el ATTILA Direct3D9 Driver de la Figura 2) no està 
dintre dels objectius. 
 
2.1.4. Ubicació del projecte dintre del context d’ATTILA 
Com ja s’ha explicat breument en la introducció, l’objectiu d’aquest projecte és crear 
eines de suport al simulador ATTILA. En concret el nostre objectiu serà desenvolupar una 
eina que sigui capaç de crear traces de Direct3D. En el diagrama següent podem veure 
on es situen les eines principals a desenvolupar en aquest projecte (DXInterceptor i 
DXPlayer) dintre del context d’ATTILA. 
 
 
Figura 3: Integració de les eines d'aquest projecte dintre del framework ATTILA 
19 
2.2. D3DBench 
D3DBench és un tracejador Direct3D de les versions 8.1 i 9.0c creat per Ryan Nunn. 
L’objectiu principal de l’autor per a la creació d’aquesta eina és la captura de dades de 
rendiment d’una targeta (benchmark) en el moment de la reproducció d’un arxiu de traça. 
No és capaç de capturar el 100% de la API de cap de les dues versions que suporta, això 
fa que a la pràctica només es pugui utilitzar amb un conjunt d’aplicacions molt reduït (un 
petit conjunt de jocs comercials). 
 
Abans de començar a desenvolupar aquest projecte era necessari estudiar altres eines 
que fessin tasques semblants a les de les eines a desenvolupar en aquest. D3DBench era 
un bon candidat; en primer lloc perquè funcionava correctament en la majoria dels casos 
(motiu no tant obvi quan d’aquest tipus d’eines amateurs) i en segon lloc perquè es 
disposava del seu codi font per poder efectuar-ne un estudi més a fons. 
 
 
Imatge 1: Pantalla principal del reproductor de D3DBench 
 
D3DBench és un framework format per dues DLLs que implementen les versions 8.1 i 
9.0c de la API Direct3D, els tracejadors Direct3D, i d’una petita utilitat de reproducció de 
les traces capturades. 
 
En la Imatge 1 podem veure l’aspecte de l’eina de reproducció de traces que permet dos 
modes diferents d’execució: la visualització de l’animació continguda en la traça (Demo) 
o adquisició de paràmetres de rendiment en la reproducció de la traça (Benchmark). 
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2.3. PIX 
PIX és una eina que proporciona Microsoft amb el SDK de DirectX per a l’anàlisi de 
rendiment d’aplicacions que utilitzin la API Direct3D. Disposa d’un ampli ventall d’eines 
analítiques les més importants de les quals són: 
 
? Recol·lectar amb ajuda d’un gran nombre de comptadors informació de cada frame 
renderitzat per una aplicació. 
? Capturar seqüències de crides d’una aplicació a la API Direct3D per ajudar-nos a 
trobar ineficiències. 
 
Fou creada originalment com a eina per a facilitar el desenvolupament d’aplicacions sota 
la plataforma XBOX (el seu nom és en realitat un acrònim de Performance Investigator 
for XBOX), però finalment també ha estat adoptada com a eina de treball per part dels 
desenvolupadors d’aplicacions 3D sota el sistema operatiu Windows. 
 
 
Imatge 2: Pantalla principal de PIX 
 
Aquesta eina, entre moltes altres coses, es capaç de capturar la traça completa de crides 
a la API Direct3D per part d’una aplicació, com l’objectiu principal d’aquest projecte. Es 
podria pensar que no té sentit el desenvolupament d’aquest projecte si ja existeix una 
eina professional que fa exactament el mateix que nosaltres volem aconseguir, però PIX 
té una sèrie d’inconvenients que jo intentaré resoldre amb la meva implementació. 
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El primer inconvenient és que es tracta d’una eina de codi tancat, propietària de 
Microsoft i de la qual no hi ha informació pública del format de dades emprat per a 
emmagatzemar les traces1. 
 
L’altre inconvenient de PIX és el rendiment i el consum de recursos que efectua durant 
les sessions de captura. La mida de les traces creix desmesuradament en qüestió de 
segons depenent de l’aplicació capturada i els requeriments de memòria RAM són molt 
elevats, factor que s’ha de tenir en compte quan es capturen aplicacions com jocs, que ja 
per sí mateixos requereixen quantitats elevades d’aquest tipus de memòria. 
 
Malgrat els inconvenients anteriors, PIX s’ha pres com a eina de referència en tot el 
desenvolupament del projecte. Les opcions d’adquisició de comptadors durant una sessió 
de captura són infinites, aporta un sistema de plugins per a poder crear nous comptadors 
i suporta perfectament la captura d’aplicacions que utilitzin les versions 8.1 i 9.0c de la 
API Direct3D. 
2.4. ANTLR 
ANTLR (ANother Tool for Language Recognition), és una eina que proporciona un 
framework (disponible per una varietat de llenguatges de programació) per la construcció 
de reconeixedors, intèrprets, compiladors i traductors des de descripcions gramaticals 
que contenen accions. 
 
En les primeres fases de desenvolupament de l’eina DXCodeGenerator d’aquest projecte 
es va estudiar la possibilitat d’adaptar/crear un parser per al llenguatge C++. ANTLR va 
ser una de les eines que es van estudiar  [11] per a la creació dels primers prototipus de 
parser, ja que des de la seva pàgina web varem poder descarregar una implementació 
parcial d’una gramàtica del llenguatge C++. 
 
Finalment es va descartar la possibilitat de crear un parser de C++ (la gramàtica estava 
incompleta i el nivell de dificultat i temps disponible per corregir-la estaven fora de 
l’abast d’aquest projecte) i es va optar per la creació d’una solució ad hoc per la 
implementació de DXCodeGenerator. 
 
                                          
1 En un altre projecte del departament s’ha aconseguit obtenir amb l’ajuda de tècniques d’enginyeria inversa el 
format utilitzat en els arxius de traces de PIX i fer-ne lectures amb èxit. Hi ha el problema que si en una 
propera actualització de PIX es canvia aquest format, tot el sistema de lectura deixaria de funcionar. 
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2.5. Doxygen 
Una de les exigències d’aquest projecte era disposar d’una documentació precisa i 
actualitzada del codi font de totes les eines desenvolupades. Hauríem de poder, a més, 
disposar d’aquesta documentació en diversos formats per tenir més flexibilitat a l’hora de 
ser consultada. 
 
Generar documentació del codi font dels programes no ha estat senzill fins els darrers 
anys, amb l’aparició de diverses eines que automatitzen la tasca al programador. Un dels 
principals problemes és mantenir aquesta documentació consistent amb els canvis que 
van sofrint les fonts, tant al llarg del desenvolupament, com en les futures ampliacions o 
modificacions. Tradicionalment la documentació era tractada a banda del codi font. 
Aquesta situació produïa, habitualment, documentació desfasada degut a que molts cops 
es realitzaven canvis en les fonts que no es reflectien en la documentació corresponent. 
Una millor solució és tenir la documentació integrada amb les pròpies fonts i això és 
possible gràcies a les eines esmentades abans. Tot i que no es resol completament el 
problema (es depèn encara de la metodologia del programador, tot i que molt menys), és 
més fàcil actualitzar la documentació a mesura que es produeixen canvis, degut que 
ambdós es troben un al costat de l’altre. 
 
L’eina que s’emprarà per aconseguir aquests requeriments serà, per decisió dels 
responsables del grup de treball que dirigeixen aquest projecte i per ser la emprada en la 
documentació del codi font d’altres PFC relacionats amb el simulador ATTILA, el 
programa Doxygen. 
 
Doxygen és un sistema de documentació que suporta, entre d’altres, els llenguatges 
C/C++, Java, Python, Objective-C, IDL i C#. Només a partir del conjunt d’arxius del codi 
font, prèviament documentats, és capaç de generar documentació de referència en 
diversos formats. 
 
Doxygen pot ajudar-nos de dos maneres molt diferents: 
 
? Pot generar documents de referència en diversos formats a partir de la nostra 
documentació del codi font. Per exemple HTML, amb hiperenllaços entre tots els 
elements de la pròpia documentació i molt adient per a la consulta ràpida. O també, 
per exemple, documents en formats com Latex o PDF, més adients per a la lectura. 
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? Pot generar gràfics i esquemes de l’estructura de les fonts automàticament només a 
partir d’aquestes, sense haver documentat res manualment. És molt útil per entendre 
les relacions entre els diferents arxius del codi font, així com de les interaccions 
d’herència i referències entre classes en aquells llenguatges que siguin orientats a 
objectes. 
 
Per documentar el codi font amb Doxygen, haurem de fer servir blocs de text especials, 
introduïts com a comentaris del propi llenguatge de programació amb algunes marques 
addicionals. Abans de cada element del codi font podem col·locar un d’aquest blocs 
especials de comentari que Doxygen extraurà en el moment de generar la documentació. 
Per cada bloc podem indicar una descripció breu i una ampliada, el significat de cadascun 
dels paràmetres d’una funció o mètode d’una classe, que es retorna en el cas de les 
funcions, etc. 
 
A continuació es mostrarà un exemple de la sintaxi de Doxygen, agafat directament de la 
documentació existent d’una de les classes desenvolupades per aquest projecte. Amb 
negreta s’han destacat les marques addicionals dels blocs de comentari necessàries per a 
que Doxygen generi correctament la documentació. 
 
//////////////////////////////////////////////////////////////////////////// 
/// 
/// @class EnumExtractor 
/// @brief Parseja codi C++ i extrau totes les declaracions de tipus <i>enum</i> 
/// 
/// Aquesta classe cerca en una cadena de text amb codi C++ totes les 
/// declaracions de tipus <i>enum</i> i les extrau. Cada element trobat es 
/// guarda en una estructura de dades de tipus Items::EnumDescription. 
/// 
/// @version 1.0 
/// @date 2006/09/01 
/// @author David Abella - david.abella@gmail.com 
/// 
//////////////////////////////////////////////////////////////////////////// 
 
class EnumExtractor : public IExtractor 
{ 
public: 
  /*! 
   * @brief Constructor de la classe 
   * 
   * Crea una instancia de la classe i li associa la cadena de text amb codi 
   * C++ on cercarà i extraurà declaracions de tipus <i>enum</i>. 
   * 
   * @param[in]     config Referència a la configuració que volem emprar per 
   *                parsejar. 
   * @param[in,out] cadena Cadena de text amb codi C++ on volem cercar 
   *                declaracions de tipus <i>enum</i>. S'eliminaràn de la 
   *                cadena tots els blocs de codi de les definicions trobades. 
   */ 
  EnumExtractor(Config::ParserConfiguration& config, std::string& cadena); 
   
  /*! 
   * @brief Destructor de la classe 
   */ 
  virtual ~EnumExtractor(); 
   
  /*! 
   * @brief Obté una llista amb totes les enumeracions trobades 
   */ 
  const std::vector<Items::EnumDescriptionPtr>& GetEnums();       
}; 
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A partir del bloc de comentaris anterior, si generéssim la documentació en format HTML, 
obtindríem una pàgina amb l’aspecte següent: 
 
 
Imatge 3: Exemple de documentació generada amb Doxygen en format HTML 
2.6. Win32 i MFC 
Degut a que la API Direct3D és exclusiva del sistema operatiu Windows (a diferencia de 
OpenGL, que és multi-plataforma) totes les eines d’aquest projecte hauran de ser 
creades amb l’ajuda de la seva API. 
 
Les aplicacions del sistema operatiu Windows basades en finestres reben informació 
d’aquest amb l’ajuda d’un sistema de pas de missatges. Cada cop que el sistema 
operatiu ha de notificar un missatge a una aplicació li entrega un missatge a la seva cua 
de missatges. En realitat una aplicació pot atendre a diverses cues de missatges a la 
vegada, ja que a Windows cada finestra pot tenir la seva pròpia cua de missatges. La 
programació d’aplicacions Windows és molt complicada sense l’ajuda d’una API que 
abstregui al programador dels detalls més comuns. 
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Ja des de Windows 3.1 i les primeres versions del compilador Visual C++, Microsoft 
ofereix una API que encapsula amb classes C++ els detalls de la API del kernel, del pas 
de missatges, proporciona un conjunt de controls comuns, etc. Aquesta API s’anomena 
MFC (Microsoft Foundation Classes). 
 
Per totes les eines d’aquest projecte que es requeria la creació d’una interfície gràfica 
d’usuari s’ha utilitzat la biblioteca MFC, ja que és a través d’ella la forma més 
recomanable de crear aplicacions sota la plataforma Windows. A més la biblioteca 
proporciona un framework Document/Vista que permet crear arquitectures basades en 
Model-Vista-Controlador. Podeu consultar més informació sobre la programació i ús 
d’aquest API en  [14]. 
2.7. Microsoft® Direct3D® 
Totes les eines desenvolupades per a la realització d’aquest PFC tenen relació d’una 
manera o altra amb la API Microsoft Direct3D. Sembla convenient, doncs, fer-ne una 
breu introducció que pot ajudar al lector a entendre millor les explicacions d’apartats 
posteriors. 
 
L’aprenentatge d’aquesta API (i en concret de la versió 9.0, sobre la que s’ha centrat el 
projecte) ha estat un dels primers reptes a afrontar. Gràcies al projecte he assolit un bon 
nivell de coneixement d’aquesta, tant d’un punt de vista de pràctic, de programació, com 
d’un punt de vista tècnic, és a dir, de coneixement del seu disseny intern. 
 
2.7.1. Què és Direct3D? 
Per comunicar-se el sistema operatiu amb el dispositius existeixen el que s’anomenen 
drivers. Un driver és una interfície que publica el sistema operatiu per a que els 
programadors puguin accedir de manera unificada a tots els dispositius d’un mateix tipus, 
per exemple impressores, targetes de so, targetes gràfiques, etc. 
 
En el cas de les targetes gràfiques, l’accés a través del driver seria massa complicat 
degut a la gran quantitat d’operacions que cal realitzar per aconseguir mostrar una 
imatge d’alta qualitat. És aquí on entren en joc les anomenades APIs gràfiques, 
biblioteques de programació que afegeixen una interfície software per sobre el driver i 
faciliten la tasca, en gran mesura, als programadors d’aquests dispositius. 
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Figura 4: Esquema d'interacció entre interfícies software 
 
Les dues APIs gràfiques més esteses avui dia en el món dels ordinadors personals són 
OpenGL i Direct3D. Ambdós APIs ens faciliten la programació d’aplicacions per mostrar 
imatges d’alta qualitat tant en dos dimensions (2D) com en tres dimensions (3D). 
Aquests conjunts de comandes ens permeten mostrar per pantalla punts, línies, polígons 
i mapes de bits, així com, en el cas de les tres dimensions, definir fonts de llum, efectes 
a aplicar per sobre els mapes de bits, etc. 
 
2.7.2. Història de Direct3D 
Abans de l’any 1995 el sistema operatiu més estès en ordinadors personals era sens 
dubte el sistema operatiu (SO) MS-DOS de Microsoft. En aquesta època, i donades les 
característiques d’aquest SO, la majoria de programes accedien directament al hardware 
i incorporaven els seus propis drivers per donar suport als diferents dispositius que 
anaven apareixen al mercat. La possibilitat d’accedir directament al hardware per part 
dels programes oferia uns bons nivells de rendiment, sobretot en el cas particular dels 
jocs, programes que efectuen una gran nombre d’intercanvi de dades amb els dispositius 
de la màquina sobre la qual s’executen. 
 
Amb l’aparició l’estiu de 1995 del SO Windows 95 es va donar suport de drivers unificat 
per als dispositius per part del propi sistema operatiu. S’alliberava, així, als programes de 
la necessitat d’aportar ells mateixos drivers per accedir als dispositius i s’assegurava 
també el funcionament d’aquests amb els dispositius que poguessin aparèixer en el futur. 
Hi havia, però, encara un problema: el rendiment en l’accés als dispositius multimedia 
(targetes gràfiques i de so) era molt baix. Això feia que els desenvolupadors seguissin 
publicant els jocs per a MS-DOS. 
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Per solucionar el problema del rendiment i consolidar Windows 95 com la plataforma on 
desenvolupar els nous jocs que apareguessin al mercat, va ser durant l’any següent, el 
1996, quan Microsoft va publicar DirectX 2.0. DirectX és un conjunt de APIs que 
ofereixen una abstracció de tots els dispositius de l’ordinador destinades principalment al 
desenvolupament de jocs. 
 
API Descripció 
DirectDraw Per pintar gràfics en 2D 
Direct3D Per pintar gràfics en 3D 
DirectShow Per reproduir vídeo 
DirectSound Per reproduir sons 
DirectMusic Per reproduir melodies 
DirectInput Per gestionar dispositius d’entrada com teclat, ratolí i joysticks 
DirectPlay Per gestionar comunicacions de xarxa en els jocs 
Quadre 2: Conjunt de APIs que conformen DirectX 
 
Cada cert temps Microsoft ha anat publicant noves versions de DirectX, sempre coincidint 
amb el llançament d’un nou sistema operatiu o consola. 
 
Versió DirectX Sistema Operatiu Data Publicació 
DirectX 2.0 Windows 95, Windows NT 4.0 5 de Juny de 1996 
DirectX 3.0 Windows NT 4.0 SP3 15 de Setembre de 1996 
DirectX 5.2 Windows 98 5 de Maig de 1998 
DirectX 6.1 Windows 98 SE 3 de Febrer 1999 
DirectX 7.0 Windows 2000 22 de Setembre de 1999 
DirectX 8.0 XBOX 3 de Novembre de 2000 
DirectX 8.1 Windows XP 12 de Novembre de 2001 
DirectX 9.0c Windows XP SP2, XBOX 360 13 de Desembre de 2004 
DirectX 10.0 Windows Vista 30 de Novembre de 2006 
Quadre 3: Data de publicació de les principals versions de DirectX 
 
De totes les APIs, és potser Direct3D la que més canvis ha sofert al llarg de les diferents 
versions. Principalment s’ha anat simplificant-ne el seu ús i si han incorporat les darreres 
novetats en targetes gràfiques, que han estat moltes en els darrers anys, sobretot pel 
que fa a les tres dimensions. 
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Direct3D en DirectX 2 
És la primera versió que incorpora capacitats 3D, principalment gràcies a les aportacions 
de l’empresa anglesa RenderMorphics que Microsoft va adquirir a principis de 1996. Cal 
destacar que en aquells moments l’acceleració 3D hardware que oferien les targetes era 
molt poca. 
 
Direct3D en DirectX 6/7 
Una de les principals novetats va ser donar suport a la API per accedir a l’acceleració per 
hardware de transformacions i il·luminació (T&L) que oferien les targetes que ja es 
fabricaven en aquells moments. També es van reorganitzar el conjunt de classes 
d’aquesta API per simplificar-ne el seu ús. 
 
Direct3D en DirectX 8/8.1 
L’arribada d’aquesta versió va significar un dels majors avenços que ha sofert aquesta 
API. Es va refer tota la seva arquitectura, es va unificar amb la API 2D DirectDraw, i 
podem dir que és la primera versió que la deixa en una situació comparable amb OpenGL 
pel que fa a simplicitat d’ús i consistència. És important destacar també que aquesta 
versió ja comença a donar suport a una tecnologia que ja oferien les targetes gràfiques 
del moment: els vertex shaders i els pixel/fragment shaders. Més endavant, en l’apartat 
referent a la pipeline de Direct3D, es parlarà més sobre aquest tema, però per ara 
podem simplificar dient que es tracta de petits programes que permeten alterar diversos 
aspectes de com es calcula per part de la targeta la generació d’una escena 3D. 
 
Direct3D en DirectX 9 
Aquesta versió no afegeixen massa canvis a la API, que es manté pràcticament igual des 
de la versió anterior. Potser el més destacable d’aquesta versió sigui el suport per a les 
darreres versions dels llenguatges per programar els vertex i els fragment shaders, en 
concret vs_2_0, vs_2_x, vs_3_0, ps_2_0, ps_2_x i ps_3_0. Aquesta versió també 
afegeix una nova utilitat per escriure shaders d’una manera més eficient, amb la creació 
d’un nou llenguatge anomenat HLSL (High-Level Shader Language) que simplifica el 
desenvolupament d’aquests programes. 
 
Direct3D en DirectX 10 
Aquesta versió torna a significar una gran revisió en l’arquitectura i disseny d’aquesta API. 
S’unifiquen els llenguatges de vertex i fragment shaders en un de sol anomenat Shader 
Model 4.0 i s’incorpora un nou tipus de programes anomenat geometric shaders, que 
permet controlar una altra de les fases de la generació d’una escena 3D per part de la 
targeta. També s’elimina la fixed pipeline (més informació en l’apartat de la pipeline de 
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Direct3D) en favor d’una totalment programable amb la qual és possible emular el 
comportament anterior. 
 
2.7.3. Breu introducció a la renderització 3D 
En el camp del gràfics 3D històricament han existit dos aproximacions per a resoldre el 
mateix problema: aconseguir una visualització realista d’una escena 3D en el menor 
temps de càlcul possible. 
 
Per una banda tenim la visualització fotorealista 
(Photo Realistic Rendering), que intenta simular 
i aproximar amb els seus càlculs la interacció 
real de la llum amb els objectes. Per calcular 
cada punt de la superfície de l’escena s’ha de 
tenir en compte no només la il·luminació 
produïda per les fonts de llum, sinó també les 
contribucions de llum o oclusions de llum 
(ombres) dels altres objectes de l’escena. A 
aquest model se l’anomena model d’il·luminació 
global i destaca pel seu alt cost de càlcul recursiu. Alguns algoritmes que aproximen a 
una solució raonable aquest model són: Ray Tracing, Radiosity i Photon Map.  
 
L’alternativa al mètode de visualització anterior 
és la visualització interactiva directa (Direct 
Rendering) que utilitza un model simplificat 
d’il·luminació en el que tan sols es té en compte, 
per cada punt de la superfície de l’escena, 
l’aportació directa de les fonts de llum. A banda 
de reduir bastant els càlculs necessaris té 
l’avantatge de que podem calcular cada punt 
per separat, el que fa que el procés sigui 
altament paral·lelitzable. A aquest model 
d’il·luminació se l’anomena model d’il·luminació local i contràriament a l’anterior perd 
molt de realisme en la visualització. Les targetes gràfiques 3D actuals utilitzen aquesta 
aproximació i d’ara endavant a aquest procés l’anomenarem simplement renderització. 
 
Amb la renderització el que es pretén és dibuixar en una superfície plana, com per 
exemple la pantalla d’un ordinador, objectes tridimensionals situats a l’espai. Els objectes 
Imatge 4: Photo Realistic Rendering 
Imatge 5: Direct Rendering (joc Far Cry) 
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tridimensionals estan formats per conjunts de punts definits amb tres coordenades (x0, 
y0, z0) i per relacions entre aquests punts, anomenades arestes, que a la vegada 
defineixen polígons. Al procés de transformar les coordenades d’un punt en un espai 
tridimensional a un espai bidimensional se l’anomena projecció. Per efectuar la projecció 
dels punts d’un objecte 3D sobre una superfície 2D, a partir d’ara l’anomenarem viewport, 
hem d’aplicar a aquests uns càlculs que depenen del punt de vista de l’observador o 
càmera. Al final el que obtindrem són els mateixos punts però amb només dos 
coordenades (xw, yw). 
 
 
Figura 5: Projecció d’un punt 3D sobre el viewport 
 
La forma en que un grup de vèrtexs determina un polígon s’anomena primitiva gràfica. 
Per exemple, quan especifiquem vèrtexs d’una superfície amb la primitiva triangle estem 
considerant que cada tres vèrtexs es determina un triangle, que és la regió mínima plana 
en una superfície. Per reduir el volum d’informació a processar, les targetes suporten 
altres primitives gràfiques especials per especificar polígons adjacents (polígons que 
comparteixen vèrtexs) sense haver de repetir més d’un cop un mateix vèrtex. Per 
exemple la primitiva triangle strip permet construir n triangles adjacents amb tan sols 
n+2 vèrtexs: 
 
 
Figura 6: Especificació de triangles amb la primitiva triangle strip 
1 3 
4 
5 
2 6 
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Les propietats dels triangles (tots els vèrtexs d’un triangle sempre estan situats en el 
mateix pla i amb l’ajuda dels tres vèrtexs és molt fàcil fer càlculs dels seus punts 
interiors) ens ofereixen molts avantatges a l’hora de dur a terme l’etapa de rasterització. 
 
La rasterització consisteix en la discretització dels punts interiors del triangle projectat. 
Depenent de la resolució del viewport i de les pròpies dimensions del triangle a ulls de 
l’observador serà necessari dibuixar més o menys punts del triangle. 
 
 
Figura 7: Rasterització dels punts interiors d'un triangle projectat 
 
Cada punt de la superfície projectada que es rasteritza en aquesta etapa s’anomena 
fragment i podria ser equivalent al concepte de píxel a no ser perquè un fragment conté 
més informació apart del color de la posició que ocupa en el viewport. Aquesta informació 
extra s’obté a partir dels tres vèrtexs per interpolació i consisteix, per exemple, en certs 
paràmetres necessaris per aplicar textures al fragment. Amb l’ajuda dels atributs, la 
informació extra associada a cada vèrtex, podem obtenir resultats molts interessants 
durant la rasterització de fragments, tal i com podem veure en les imatges següents: 
 
Imatge 6: Flat Shading (esquerra) i Goraud Shading (dreta).  
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Les dues imatges es dibuixen a partir del mateix nombre de vèrtexs, però mentre que la 
imatge de l’esquerra “còpia” el color d’un vèrtex concret en el color del fragments 
interiors del triangle, la imatge de la dreta interpola el color dels tres vèrtexs en cada 
fragment. 
 
Una de les aplicacions més importants de l’algoritme de Goraud Shading que hem vist 
abans és la il·luminació de superfícies. La il·luminació local o interacció de absolutament 
tots els punts de la superfície amb les múltiples fonts de llum que poden definir-se en 
una escena representa un cost important en càlcul. Tanmateix, el model d’il·luminació 
aplicat en el procés de renderització simplifica la il·luminació de superfícies aplicant el 
càlcul tan sols en els vèrtexs i estenent l’efecte a cadascun dels punts interiors del 
polígon per interpolació de l’atribut de color. 
 
Per fer els càlculs d’il·luminació existeixen diferents algoritmes amb el corresponent 
nombre de paràmetres necessaris per a poder aplicar els seus càlculs i grau de realisme 
obtingut amb els seus resultats. En aquest apartat no s’explicaran, per tractar-se d’una 
introducció, però el lector pot dirigir-se a la nombrosa bibliografia existent sobre aquest 
tema per ampliar coneixements. També pot consultar el segon capítol del PFC de Jordi 
Roca  [10] on se’n fa una descripció bastant completa. 
 
Un altre dels processos importants en l’etapa de rasterització és com situar la informació 
geomètrica respecte d’un punt de vista concret, el punt de vista de la càmera o 
observador, que és el que es projecta al viewport. Mentre que els vèrtexs de l’escena es 
situen respecte a un sistema de coordenades propi anomenat comunament sistema de 
coordenades de “món” (world coordinate system), els vèrtexs corresponents projectats 
en el viewport responen a una transformació geomètrica o canvi de coordenades 
respecte al sistema de referència de l’observador (view reference coordinate system). 
 
La fase de transformació de vèrtexs consta de diverses etapes i en ella es tenen diverses 
consideracions com, per exemple, descartar aquells triangles que queden fora de l’àrea 
de visió. En la Figura 8 podem veure tots els elements necessaris per al càlcul de les 
transformacions a aplicar als vèrtexs de l’escena depenent de la posició de la càmera. 
 
La complexitat del model geomètric és un factor determinant en el temps de càlcul de la 
renderització, ja que suposa tractar més vèrtexs en les etapes d’il·luminació i 
transformació que hem descrit fins ara. Per aconseguir una quantitat de frames per 
segon acceptable necessitem limitar la quantitat de vèrtexs a processar sense renunciar 
a perdre realisme en els detalls superficials de l’escena. 
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En la renderització, per modelar petits detalls homogenis de la superfície dels objectes 
habitualment s’utilitzen textures, que són imatges 2D que es mapegen en la superfície de 
l’objecte com si es tractes d’embolicar una caixa amb paper de regal. 
 
VRP
VUP
VPN
near plane
far plane
pla de l’observador  
Figura 8: Vectors de referència del sistema de coordenades de l'observador o càmera 
 
Les textures poden proporcionar en aquest sentit mapejos de color amb materials com 
fusta, granit, gespa, etc., però poden mapejar altres tipus d’imatges, com per exemple, 
imatges que mapegin la reflexió de l’entorn (enviromental mapping) o imatges que 
descriguin irregularitats de la superfície per mostrar deformacions sense haver de 
modelar-les geomètricament (bump mapping). 
 
 
Imatge 7: Diferents mapejos de textures 
 
En la imatge anterior podem observar diferents mapejos de textures. En la imatge 
superior esquerra es mostra el mapeig de color o texturitzat habitual. En la imatge 
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superior dreta es mostra el mapeig de reflexió de l’entorn (enviromental mapping). I en 
la imatge inferior es mostra el mapeig d’irregularitats (bump mapping). 
 
No ho explicarem aquí, però cal dir que existeixen molts algoritmes de filtrat per millorar 
l’aplicació de les textures en el moment de generar el fragment d’un triangle i augmentar 
la qualitat de la imatge final. 
 
Finalment, quan ja tenim els fragments generats aquests s’envien al framebuffer o 
viewport per a ser presentats a pantalla. En aquesta darrera fase encara podem efectuar 
algunes operacions més per aplicar a efectes sobre els objectes, com per exemple el 
procés d’Alpha Blending que proporciona transparència als objectes. 
 
2.7.4. Fonaments de Direct3D 
La API Direct3D està implementada fent ús de la tecnologia COM (Component Object 
Model) de Microsoft. Això implica que es tracta d’una biblioteca orientada a objectes i que 
gràcies a aquesta tecnologia n’assegura la retro-compatibilitat de les aplicacions amb les 
diferents versions que han anat apareixent al llarg del temps. 
 
A continuació es mostra el seu diagrama de classes per la versió 9.0c: 
 
 
Figura 9: Diagrama UML de la API Direct3D 
 
Aquestes classes ens ajuden a gestionar i representar les dades necessàries per a la 
generació d’escenes 3D amb l’ajuda de la API Direct3D. Podeu trobar molta més 
informació de com funciona i de com programar aquesta amb aquesta API en les fonts 
 [5],  [6],  [7],  [8] i  [14]. 
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Per il·lustrar una mica millor com funciona el procés de generació d’escenes 3D amb 
aquesta API es mostra a continuació la seva pipeline1: 
 
 
Figura 10: Pipeline de Direct3D 
 
Cadascuna de les fases realitza les tasques següents: 
 
? Vertex Data: Els vèrtexs encara no transformats s’emmagatzemen en buffers de 
vèrtexs a memòria. 
? Primitive Data: Les primitives geomètriques, és a dir, punts, línies, triangles i 
polígons, fan referència als buffers de vèrtexs a través de buffers d’índexs. 
? Tesselation: Aquesta unitat converteix posiciona els vèrtexs de les primitives 
proporcionades segons el punt de vista de l’observador i els emmagatzema en buffers 
de vèrtexs. 
? Vertex Processing: Al conjunt de vèrtexs de la fase anterior se’ls apliquen 
transformacions Direct3D. 
? Geometry Processing: S’apliquen els processos de Clipping, càlcul de cares ocultes, 
avaluació dels atributs i rasterització al conjunt de vèrtexs. 
? Textured Surface: S’apliquen les coordenades de textura a les superfícies a través 
de la interfície IDirect3DTexture9. 
? Texture Sampler: S’apliquen filtres de nivell de detall a les textures. 
? Pixel Processing: Les operacions de pixel shader utilitzen la informació geomètrica 
per modificar els vèrtexs i textures d’entrada i generar els colors dels píxels de sortida. 
? Pixel Rendering: Els processos finals de rendering modifiquen els colors dels píxels 
amb l’ajuda de paràmetres alpha, altura, etc. o bé els apliquen alpha blending o boira. 
Tots els píxels resultants son mostrats en la pantalla. 
 
                                          
1 El terme pipeline (canonada en anglès) es refereix a la llista de processos que s’han de realitzar per generar 
una escena 3D. Aquests processos s’han d’executar sempre en un ordre lineal, on les sortides d’un procés 
esdevenen les entrades del següent. 
 36 
Finalment pot ser interessant destacar-ne les diferencies principals d’aquesta API 
respecte de la seva principal competidora, OpenGL. Tot i que poden haver-hi semblances 
entre totes dues APIs (amb les dues podem acabar fent el mateix ja que es tracta de 
biblioteques per a facilitar la programació d’aplicacions 3D) la seva arquitectura és molt 
diferent i està basada en paradigmes de programació diferents. OpenGL és una biblioteca 
dissenyada per la programació funcional, mentre que Direct3D està dissenyada per a la 
programació orientada a objectes. 
 
Una altra diferència important entre les dues APIs és que OpenGL ha mantingut sempre 
un subconjunt de funcions constant al llarg de la seva vida i defineix ampliacions com a 
extensions a aquest subconjunt base, el que fa que aplicacions antigues puguin ser 
compilades amb versions més actuals de la API. A Direct3D, en canvi, tenim diverses 
versions on els seus objectes canvien bastant d’una versió a l’altra. No podem 
transformar fàcilment una aplicació antiga per a que utilitzi característiques de versions 
més actuals i a la pràctica s’hauran de reescriure la majoria de parts des de zero. 
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CAPÍTOL 3: DXCODEGENERATOR 
 
Aquest capítol està dedicat a l’eina DXCodeGenerator. Aquesta eina permet la generació 
automàtica de codi font que serveix de suport a la implementació de la resta d’eines 
desenvolupades en aquest projecte. 
 
Molts dels conceptes explicats en aquest capítol no s’entendran si el lector no ha llegit 
abans els capítols dedicats a DXInterceptor i DXPlayer. És per això que en la primera 
lectura de la memòria es recomana al lector saltar aquest capítol o bé pot fer-ne una 
lectura molt per sobre i tornar-hi més tard com a referència. 
3.1. Motivació de la generació de codi automatitzada 
En les primeres fases de desenvolupament del projecte es va començar a implementar 
un subconjunt de la API fictícia a mà, és a dir, refent un per un alguns dels mètodes de 
les classes que formen Direct3D. Els primers prototipus funcionaven correctament però 
es van detectar limitacions que frenarien el desenvolupament en fases més avançades. 
És per això que es va pensar en el desenvolupament d’una eina que ajudés a la 
generació de codi automàtic. Els generadors de codi estan especialment destinats a 
donar suport al desenvolupament de les eines de captura (DXInterceptor) i reproducció 
(DXPlayer), tal i com s’explicarà més endavant. 
 
La motivació que ens porta al desenvolupament del generador de codi està justificada en 
els punts següents: 
 
? Un dels requeriments del projecte era donar suport només a la versió 9.0c de Direct3D, 
però s’esperava que el framework pogués ser reutilitzat per donar suport a futures 
versions, com per exemple l’actual versió 10.0 publicada amb la presentació de 
Windows Vista. Escriure a mà la recreació de totes les classes de la API de la versió 9 
implica no poder reutilitzar per la captura de, per exemple la versió 10, molta part de 
la feina realitzada, el que significaria començar pràcticament des de zero. Amb l’ajuda 
del generador de codi i algunes modificacions en les entrades d’aquest, podem tornar 
a aprofitar aquesta eina per a realitzar la captura de les futures versions de Direct3D. 
 
? Tot i que el volum de la API Direct3D9 no és excessivament gran en quant a nombre 
de classes i mètodes d’aquestes (veure Quadre 4), la implementació a mà era una 
feina molt mecànica. El codi de totes les funcions suplantades és molt semblant: desar 
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les dades passades com a paràmetre i/o retorn (varien d’un mètode a un altre en 
nombre i tipus) i cridar a la funció original suplantada. A més, la majoria de les 
funcions encarregades de la captura (wrapper) tenen una programació simètrica a les 
funcions encarregades de la reproducció (stub). 
 
? Amb l’ajuda d’un generador de codi podem accelerar molt el desenvolupament en el 
cas de que vulguem propagar un canvi en les parts autogenerades. Per a fer-ho 
només cal modificar la part pertinent del generador de codi i aquest s’encarregarà 
d’aplicar-ho en tots els arxius generats. 
 
? Sobretot en la fase inicial de desenvolupament del projecte era molt important poder 
consultar la correctesa de les dades capturades. Les captures s’efectuen en binari i era 
important poder transformar-les a llistats textuals per poder ser analitzades més 
ràpidament. Molts dels paràmetres de Direct3D són constants i n’hi ha centenars. Amb 
l’ajuda del generador es podia crear codi de manera automàtica amb taules per traduir 
de binari a textual. 
 
Classe Hereta De... Núm. Mètodes 
IDirect3D9 IUnknow 3+14 
IDirect3DCubeTexture9 IUnknow, IDirect3DResource9, IDirect3DBaseTexture9 3+8+6+5 
IDirect3DDevice9 IUnknow 3+116 
IDirect3DIndexBuffer9 IUnknow, IDirect3DResource9 3+8+3 
IDirect3DPixelShader9 IUnknow 3+2 
IDirect3DQuery9 IUnknow 3+5 
IDirect3DStateBlock9 IUnknow 3+3 
IDirect3DSurface9 IUnknow, IDirect3DResource9 3+8+6 
IDirect3DSwapChain9 IUnknow 3+7 
IDirect3DTexture9 IUnknow, IDirect3DResource9, IDirect3DBaseTexture9 3+8+6+5 
IDirect3DVertexBuffer9 IUnknow, IDirect3DResource9 3+8+3 
IDirect3DVertexDeclaration9 IUnknow 3+2 
IDirect3DVertexShader9 IUnknow 3+2 
IDirect3DVolume9 IUnknow 3+8 
IDirect3DVolumeTexture9 IUnknow, IDirect3DResource9, IDirect3DBaseTexture9 3+8+6+5 
Total  297 
Quadre 4: Recompte de mètodes en les classes de Direct3D 9 
 
A pesar d’haver ocupat una part important del temps de desenvolupament del projecte, 
els beneficis obtinguts gràcies a aquesta eina han estat molts i es detallaran més 
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endavant en els apartats corresponents. De forma introductòria podem dir que sobretot 
he guanyat temps i reduït esforços, he pogut afegir millores de rendiment en tot el 
sistema de captura amb pocs minuts, així com poder resoldre, amb molt pocs canvis, 
alguns problemes tècnics que venien donats per les peculiaritats de la API Direct3D. 
3.2. Entrades i sortides del generador de codi 
Un cop justificada la necessitat de la implementació i disseny del generador de codi calia 
pensar d’on obtenir la informació per indicar a aquesta eina com havia de fer el seu 
treball i com havia de presentar-se el codi generat, és a dir, definir les entrades i les 
sortides del programa.  
 
En el cas de la API Direct3D, i en concret la versió 9, sabíem que es trobava totalment 
definida en els arxiu de capçalera del llenguatge C++ d3d9.h, d3d9caps.h i d3d9types.h. 
Semblava lògic, doncs, basar-nos en les dades d’aquests arxius per poder extreure’n tota 
la informació necessària pel procés de generació de codi. 
 
Donat que es tractava d’arxius de capçalera de C++ en un principi es va pensar en 
l’aplicació de tecnologies de compiladors. Es va iniciar l’anàlisi d’alguns dels analitzadors 
gramaticals (parsers) existents per aquest llenguatge i preparar-ne la seva adaptació 
com a base del generador de codi. El fet d’utilitzar un parser per resoldre aquest 
problema oferia la possibilitat de disposar d’una estructura de dades amb la 
representació sintàctica de la informació dels arxius (Arbre de Sintaxi Abstracta o AST), 
el que facilitaria molt la generació automàtica de codi a partir del seu tractament. Però 
els problemes van començar a sorgir. El llenguatge C++ potser sigui el que té una de les 
gramàtiques més complexes de tots els llenguatges de programació. Els parsers són molt 
grans i estan plens de tracamanyes per donar suport a totes les seves funcionalitats. A 
més, tots els parsers de codi obert que es van estudiar estaven incomplerts o n’era molt 
difícil la seva adaptació per no estar correctament programats de forma modular, o bé 
obviaven parts importants de la gramàtica d’aquest llenguatge i que eren importants per 
l’anàlisi dels arxius de definició de Direct3D. 
 
Per resoldre els obstacles anteriors es va pensar en una altra via d’àtac al problema: 
construir un generador de codi ad hoc que funcionés correctament amb els arxius de 
definició de la versió 9 de Direct3D, però tenint en compte que pogués ser adaptat a 
l’anàlisi dels arxius de definició de futures versions de la API. Per a fer-ho el generador 
de codi analitzaria els arxius de definició amb l’ajuda d’expressions regulars, d’una 
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manera semblant a com ho fan els compiladors, però molt més senzilla i adaptada al 
nostre problema en concret. 
3.3. Esquema de funcionament 
El generador de codi actua en dues fases clarament diferenciades. En primer lloc 
s’executa la fase d’anàlisi, encarregada de llegir els arxius d’entrada amb la definició de 
la API Direct3D. En segon lloc, i amb l’ajuda de la informació extreta en la primera fase, 
s’executa la fase de generació de codi pròpiament dita, que genera els diversos arxius de 
codi font de suport al desenvolupament d’altres eines del projecte. 
 
En la fase d’anàlisi dels arxius de definició el generador de codi és capaç d’extreure, 
sense cap indicació manual, totes les definicions de classes (amb els seus mètodes i 
paràmetres), els tipus enumerats (constants) i estructures de dades utilitzades com a 
paràmetre per alguns dels mètodes de les classes. 
 
En canvi, la fase de generació d’arxius de codi font no pot aplicar-se sense algunes 
indicacions manuals de com el programa ha d’efectuar aquest procés. Per donar aquestes 
indicacions va caldre definir un arxiu de parametrització que permetés controlar-la de 
manera externa. Ja que era necessari utilitzar aquest arxiu de parametrització, es va 
aprofitar per incloure’n també una part dedicada al control de la fase d’anàlisi, on 
principalment es tractava de filtres per a reduir el volum, que era bastant gran, de les 
dades extretes ja que no totes elles eren necessàries. 
 
Arxius d’entrada
Extractors de 
classes, mètodes, 
constants i 
estructures
Generadors de 
codi font
Codi font 
C++
Primera Fase
Anàlisi
Segona Fase
Generació
Arxiu de 
parametrització
 
Figura 11: Esquema del funcionament del generador de codi automàtic 
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3.4. Disseny 
En aquest apartat es descriurà l’esquema de disseny del conjunt de classes que formen el 
generador de codi. Com que el propi generador ja defineix dues fases molt diferenciades 
el disseny s’ha separat en dos blocs. El primer correspon a la primera fase d’anàlisi del 
generador i que d’ara en endavant l’anomenarem parser. El segon bloc correspon a la 
fase de generació pròpiament dita i l’anomenarem generador. 
 
3.4.1. Disseny de classes del Parser 
 
Figura 12: Diagrama UML del disseny de classes del parser 
 
El conjunt de classes que formen el parser són les següents: 
 
? DXHParser: Aquesta classe crea instancies de les classes extractores que aplica sobre 
un o varis arxius de capçalera de ANSI C++. Cada arxiu es convertit a cadena de text 
i a aquesta cadena se li van aplicant els diferents extractors de forma seqüencial 
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invocant en cadascun el mètode Extract. Cada extractor elimina de la cadena la part 
extreta i la sortida d’un extractor esdevé l’entrada del següent. L’ordre d’execució és: 
 
1. CommentExtractor 
2. PreprocessorExtractor 
3. MacroExpander 
4. StructExtractor 
5. EnumExtractor 
6. ClassExtractor 
 
Un cop la cadena ha estat processada per tots els extractors, es recull de cada 
extractor la llista d’elements obtinguts. Aquesta llista serà utilitzada posteriorment 
com a entrada de la segona fase del procés de generació de codi font. 
 
? IExtractor: Classe abstracta de la que hereten tots els extractors. Defineix el mètode 
Extract que tots els extractors hauran d’implementar. 
 
? CommentExtractor: Aquesta classe extreu de la cadena d’entrada indicada tots els 
blocs de comentari vàlids en ANSI C++. Simplement actua com un netejador per 
simplificar la feina als extractors posteriors i no es guarda cap informació. Si per 
exemple la cadena d’entrada fos: 
 
interface ClasseExemple // Comentari de tan sols una línia 
{ 
  /* bloc de comentari en C++ 
     de mútiples línies */ 
  int MetodeExemple(char param1, float param2); 
}; 
 
/* un altre bloc de comentari enmig del codi */ 
#ifdef MSVC 
typedef unsigned int uint; 
#endif // ifdef MSVC 
 
enum ConstantsExemple { CONSTANT1 = MAKECODE(1), CONSTANT2 = MAKECODE(4) }; 
 
struct EstructuraExemple 
{ 
  unsigned int camp1; // primer camp de l’estructura 
  bool camp2;         // segon camp de l’extructura 
}; 
 
Aquest extractor només deixaria en la cadena el següents elements: 
 
interface ClasseExemple  
{ 
  int MetodeExemple(char param1, float param2); 
}; 
 
#ifdef MSVC 
typedef unsigned int uint; 
#endif 
 
enum ConstantsExemple { CONSTANT1 = MAKECODE(1), CONSTANT2 = MAKECODE(4) }; 
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struct EstructuraExemple 
{ 
  unsigned int camp1; 
  bool camp2;  
}; 
 
? PreprocessorExtractor: Aquesta classe extreu de la cadena d’entrada totes les 
directives ANSI C++ del preprocessador. Actua també com un netejador, per deixar la 
feina més fàcil als extractors posteriors i tampoc es guarda res. Si suposem com a 
cadena d’entrada el resultat del punt anterior, aquest extractor només deixaria en la 
cadena els elements següents: 
 
interface ClasseExemple  
{ 
  int MetodeExemple(char param1, float param2); 
}; 
 
typedef unsigned int uint; 
 
enum ConstantsExemple { CONSTANT1 = MAKECODE(1), CONSTANT2 = MAKECODE(4) }; 
 
struct EstructuraExemple 
{ 
  unsigned int camp1; 
  bool camp2;  
}; 
 
? MacroExpander: Aquesta classe no és un extractor pròpiament dit, ja que no extreu 
sinó que aplica transformacions a la cadena d’entrada d’una manera molt semblant a 
com ho fa ANSI C++ amb la directiva del preprocessador #define1. Actua també com 
una mena de netejador, per deixar la feina més fàcil als extractors posteriors i tampoc 
no es guarda res. Aquestes transformacions permeten facilitar la tasca d’extracció 
sense haver de modificar a mà els arxius d’entrada, que en principi s’haurien de 
considerar constants. Si suposem com a cadena d’entrada el resultat del punt anterior 
i que les transformacions a aplicar són: 
 
interface --> class 
MAKECODE(value) --> 1000+value 
 
Aquest extractor deixaria la cadena de la forma següent (en negreta els canvis): 
 
class ClasseExemple  
{ 
  int MetodeExemple(char param1, float param2); 
}; 
 
typedef unsigned int uint; 
 
enum ConstantsExemple { CONSTANT1 = 1000+1, CONSTANT2 = 1000+4 }; 
 
struct EstructuraExemple 
{ 
  unsigned int camp1; 
  bool camp2;  
}; 
                                          
1 Aquestes directives en l’argot del llenguatge C/C++ també es coneixen amb el nom de macros. És per això 
que he anomenat MacroExpander a aquesta classe. 
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? ClassExtractor: Aquesta classe extreu de la cadena d’entrada totes les definicions 
ANSI C++ de classe juntament amb tota la informació dels seus mètodes. Cada classe 
extreta queda emmagatzemada en una objecte del tipus ClassDescription. Un cop 
extretes totes les definicions de classe de la cadena es possible accedir a elles pel seu 
nom o bé iterant sobre la llista d’aquestes. Si suposem com a cadena d’entrada el 
resultat del punt anterior, aquest extractor només deixaria en la cadena els elements 
següents: 
 
typedef unsigned int uint; 
 
enum ConstantsExemple { CONSTANT1 = 1000+1, CONSTANT2 = 1000+4 }; 
 
struct EstructuraExemple 
{ 
  unsigned int camp1; 
  bool camp2;  
}; 
 
I en la seva llista interna de classes extretes tindria correctament emplenada una 
instancia de la classe ClassDescription amb tota la informació de la classe 
‘ClasseExemple’ detectada en la cadena d’entrada. 
 
Notar que amb l’ajuda de l’arxiu de parametrització podem aplicar filtres en el 
moment d’extreure les classes i ignorar-ne algunes de la cadena d’entrada en el cas 
de trobar-les. 
 
? EnumExtractor: Aquesta classe extreu de la cadena d’entrada totes les definicions 
ANSI C++ de tipus enumerats. Cada tipus enumerat extret queda emmagatzemat en 
un objecte del tipus EnumDescription. Un cop extretes totes les definicions de tipus 
enumerat de la cadena es possible accedir a elles pel seu nom o bé iterant sobre la 
llista d’aquestes. Si suposem com a cadena d’entrada el resultat del punt anterior, 
aquest extractor només deixaria en la cadena els elements següents: 
 
typedef unsigned int uint; 
 
struct EstructuraExemple 
{ 
  unsigned int camp1; 
  bool camp2; 
}; 
 
I en la seva llista interna de enumeracions extretes tindria correctament emplenada 
una instancia de la classe EnumDescription amb tota la informació de l’enumeració 
‘ConstantsExemple’ detectada en la cadena d’entrada. 
 
45 
Notar que amb l’ajuda de l’arxiu de parametrització podem aplicar filtres en el 
moment d’extreure les enumeracions i ignorar-ne algunes de la cadena d’entrada en el 
cas de trobar-les. 
 
? StructExtractor: Aquesta classe extreu de la cadena d’entrada totes les definicions 
d’estructures (ANSI C++). Cada estructura extreta queda emmagatzemada en un 
objecte de tipus StructDescription. Un cop extretes totes les definicions d’estructura 
de la cadena es possible accedir a elles pel seu nom o bé iterant sobre la llista 
d’aquestes. Si suposem com a cadena d’entrada el resultat del punt anterior, aquest 
extractor només deixaria en la cadena d’entrada els elements següents, que ja podem 
descartar perquè es tracta de definicions que no necessitem per a la fase de generació 
de codi: 
 
typedef unsigned int uint; 
 
I en la seva llista interna d’estructures extretes tindria correctament emplenada una 
instància de la classe StructDescription amb tota la informació de l’estructura 
‘EstructuraExemple’ detectada en la cadena d’entrada. 
 
Notar que amb l’ajuda de l’arxiu de parametrització podem aplicar filtres en el 
moment d’extreure les estructures i ignorar-ne algunes de la cadena d’entrada en el 
cas de trobar-les. 
 
? ClassDescription, 
MethodDescription i 
MethodDescriptionParam: 
 
La classe MethodDescriptionParam representa un paràmetre d’un mètode d’una classe 
i en tindrem una instància per cada paràmetre d’un mètode extret dels arxius 
d’entrada. De cadascun es guarda el seu tipus i nom. 
 
La classe MethodDescription representa un mètode d’una classe i en tindrem una 
instància per cada mètode d’una classe extreta dels arxius d’entrada. De cadascun es 
guarda el tipus de retorn, el nom i una llista de tots els seus paràmetres, en el cas que 
en tingui. 
 
La classe ClassDescription representa una classe, valgui la redundància, i en tindrem 
una instància per cada classe extreta dels arxius d’entrada. De cadascuna es guarda el 
seu nom i una llista amb els seus mètodes. 
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Aquestes tres classes sempre treballen juntes tal i com hem pogut veure en el 
diagrama UML. Continuant amb l’exemple iniciat en aquest apartat en el punt on 
s’explica la classe ClassExtractor, més amunt, l‘esquema següent descriuria la 
informació extreta i emmagatzemada en instàncies d’aquest grup de classes: 
 
 
Recordem que el text extret de la cadena d’entrada era: 
 
class ClasseExemple  
{ 
  int MetodeExemple(char param1, float param2); 
}; 
 
? EnumDescription i 
EnumDescriptionMember: 
 
La classe EnumDescription representa una enumeració (grup de constants) i en 
tindrem una instància per cadascuna de les extretes dels arxius d’entrada. De 
cadascuna es guarda el seu nom i una llista amb les constants. 
 
La classe EnumDescriptionMember representa una constant d’una enumeració i en 
tindrem una instància per cada membre d’una enumeració extreta dels arxius 
d’entrada. De cadascuna es guarda el seu nom. Notar que no cal guardar-nos el valor 
de la constant ja que aquest podem obtenir-lo en el moment de la compilació del codi 
generat gràcies al nom. 
 
Aquestes dues classes treballen juntes tal i com hem pogut veure en el diagrama UML. 
Continuant amb l’exemple iniciat en aquest apartat en el punt on s’explica la classe 
EnumExtractor, més amunt, l‘esquema següent descriuria la informació extreta i 
emmagatzemada en instàncies d’aquest grup de classes: 
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Recordem que el text extret de la cadena d’entrada era: 
 
enum ConstantsExemple { CONSTANT1 = 1000+1, CONSTANT2 = 1000+4 }; 
 
? StructDescription i 
StructDescriptionField: 
 
La classe StructDescription representa una estructura i en tindrem una instància per 
cadascuna de les extretes dels arxius d’entrada. De cadascuna es guarda el nom i una 
llista amb tots els seus camps. 
 
La classe StructDescriptionField representa un camp d’una estructura i en tindrem una 
instància per cada camp d’una estructura extreta dels arxius d’entrada. De cadascun 
es guarda el seu tipus i nom. 
 
Aquestes dues classes treballen juntes tal i com hem pogut veure en el diagrama UML. 
Continuant amb l’exemple iniciat en aquest apartat en el punt on s’explica la classe 
StructExtractor, més amunt, l‘esquema següent descriuria la informació extreta i 
emmagatzemada en instàncies d’aquest grup de classes: 
 
 
 
Recordem que el text extret de la cadena d’entrada era: 
 
struct EstructuraExemple 
{ 
  unsigned int camp1; 
  bool camp2; 
}; 
 
 48 
3.4.2. Disseny de classes del Generador 
DXHGenerator
IGenerator
ClassStubGeneratorMethodCallHelperGenerator EnumHelperGenerator StructHelperGenerator ClassWrapperGenerator
1
*
Classes dels elements 
extrets en la fase
d'anàlisi
Classes de les 
parametritzacions del 
generador
Tots els generadors fan servir com a
dades d'entrada instàncies de les
classes dels elements extrets en la fase
d'anàlisi i instàncies de les classes que
emmagatzemen les parametritzacions
de l'arxiu de configuració.
 
Figura 13: Diagrama UML del disseny de classes del generador 
 
El conjunt de classes que formen el generador són les següents: 
 
? DXHGenerator: Aquesta classe rep com a dades d’entrada les instàncies de les 
classes ClassDescription, EnumDescription i StructDescription obtingudes en la fase 
anterior. Crea diversos generadors i invoca en cadascun d’ells el mètode 
GenerateCode. Cada generador s’encarrega d’una tasca específica de la generació de 
codi font i genera un o varis arxius de codi font compilable o parcialment compilable 
del llenguatge ANSI C++. 
 
? IGenerator: Classe abstracta de la que hereten tots els generadors. Defineix el 
mètode GenerateCode que tots els generadors hauran d’implementar. També 
proporciona funcions bàsiques que utilitzen tots els generadors, com per exemple, la 
capacitat d’afegir un comentari al inici dels arxiu de codi font que creen amb 
comentaris indicant que l’arxiu ha estat generat automàticament. També inclou suport 
per a la gestió de la creació dels arxius de text on es guarda el codi font generat. 
 
? MethodCallHelperGenerator: Genera el codi font de la classe DXMethodCallHelper. 
El generador assigna a cada mètode de cada classe un identificador únic. Aquests 
identificadors es guarden com una llista de constants dintre la classe generada i es 
faran servir per tota la resta d’eines del projecte. També incorpora en aquesta classe 
dues taules de traducció. D’una s’obté la descripció textual del nom d’una classe a la 
que pertany el mètode, donat un identificador de mètode i de l’altra la descripció 
textual del nom d’un mètode, donat un identificador de mètode. A continuació podem 
veure un fragment d’exemple de la llista d’identificadors generada: 
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class DXMethodCallHelper 
{ 
public: 
 
  enum DXMethodCallToken 
  { 
    TOK_DummyCall = 1, 
    TOK_Direct3DCreate9 = 2, 
    TOK_IDirect3D9_QueryInterface = 11, 
    TOK_IDirect3D9_AddRef = 12, 
    TOK_IDirect3D9_Release = 13, 
    TOK_IDirect3D9_RegisterSoftwareDevice = 14, 
    TOK_IDirect3D9_GetAdapterCount = 15, 
    TOK_IDirect3D9_GetAdapterIdentifier = 16, 
    TOK_IDirect3D9_GetAdapterModeCount = 17, 
    TOK_IDirect3D9_EnumAdapterModes = 18, 
    TOK_IDirect3D9_GetAdapterDisplayMode = 19, 
... 
    TOK_IDirect3DStateBlock9_GetDevice = 150, 
    TOK_IDirect3DStateBlock9_Capture = 151, 
    TOK_IDirect3DStateBlock9_Apply = 152, 
    TOK_IDirect3DSwapChain9_QueryInterface = 153, 
    TOK_IDirect3DSwapChain9_AddRef = 154, 
    TOK_IDirect3DSwapChain9_Release = 155, 
    TOK_IDirect3DSwapChain9_Present = 156, 
... 
 
? EnumHelperGenerator: Genera el codi font de la classe DXEnumHelper. Aquesta 
classe implementa per cada tipus d’enumeració una taula de traducció bidireccional de 
les seves constants entre la representació textual i el valor d’aquesta. És a dir, donat 
el valor d’una constant podem obtenir la seva repr. textual i donada la seva repr. 
textual podem obtenir el valor de la constant. Per exemple, donada l’enumeració 
següent: 
 
enum ConstantsExemple { CONSTANT1 = 1001, CONSTANT2 = 1004 }; 
 
Disposarem d’un mètode en la classe que ens permetrà traduir, per exemple, el valor 
numèric 1004 de l’enumeració ConstantsExemple en la cadena de text “CONSTANT2” i 
també disposarem d’un altre mètode que donada la cadena “CONSTANT1” obtindríem 
el valor numèric 1001 de la constant. 
 
? StructHelperGenerator: Genera el codi font de la classe DXStructHelper. Aquesta 
classe implementa un mètode per cada tipus d’estructura que permet, donada la seva 
representació binària, obtenir una representació textual del valor de tots els seus 
camps. 
 
? ClassWrapperGenerator: Per cadascuna de les classes extretes pel parser, genera la 
implementació que actua com a “wrapper” 1 de la classe original de Direct3D. Una 
classe wrapper actua com a pont entre l’aplicació i la API Direct3D original. Per cada 
                                          
1 La nomenclatura “wrapper” i “stub” utilitzada prové de la tecnologia DCOM/COM+ on s’utilitza per indicar, per 
una mateixa classe, a la interfície que actua en la part servidor com wrapper i a la de la part del client com a 
stub. En el nostre cas, per una lleugera semblança a DCOM/COM+, hem utilitzat wrapper per indicar la interfície 
de la classe que s’encarrega d’escriure a disc i stub per a la que llegeix. 
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mètode genera codi que s’encarrega de desar a disc el valor de tots els paràmetres i 
efectuar altres operacions com l’actualització de comptadors. Finalment afegeix el codi 
que fa la crida al mètode original de Direct3D. 
 
Com s’explicarà millor en l’apartat dedicat a DXInterceptor, que és l’eina que farà 
servir el codi de les classes wapper, la captura del valor d’alguns paràmetres o la 
implementació d’alguns mètodes no pot ser generada automàticament. És aquí on 
entra en joc el que anomenarem “codi específic”, és a dir, excepcions a la generació 
automàtica de codi que s’hauran de corregir escrivint codi a mà. Les indicacions de 
com s’han de tractar aquestes excepcions es faran amb l’ajuda de l’arxiu de 
parametrització del generador de codi, que s’explicarà detalladament en el punt 
següent. 
 
? ClassStubGenerator: Per cadascuna de les classes extretes pel parser, genera la 
implementació que actua com a “stub” de la classe original de Direct3D. Els mètodes 
d’una classe stub recullen de disc el valors dels paràmetres desats per la classe 
wrapper en la fase de captura i criden al mètode original. 
 
El wrapper i stub d’una classe són complementaris i simètrics entre ells. Per exemple, 
si un mètode wrapper escriu cinc paràmetres a disc, el corresponent mètode stub en 
llegirà cinc des de disc. Degut a aquesta simetria entre aquests dos tipus de classes, 
quan indiquem al generador de codi que hem d’escriure codi específic per un mètode 
wrapper, indirectament també li estem dient que no generi codi automàtic per a el 
stub, ja que el generador no pot saber que guardarà a disc el codi específic del 
wrapper i, per tant, tampoc pot saber que tindrà que llegir el stub corresponent. 
 
La figura següent intenta explicar gràficament el funcionament i simetria dels mètodes 
wrapper i stub: 
 
 
Figura 14: Esquema de funcionament de les classes "wrapper" i "stub" 
51 
3.5. Descripció de l’arxiu de parametrització 
L'arxiu de parametrització de DXCodeGenerator permet indicar tota la informació 
necessària per a controlar tot el procés de generació automàtica de codi C++. Es tracta 
d’un arxiu definit amb el llenguatge XML i consta de dos seccions principals, la del parser 
i la del generador. 
 
DXCodeGenerator podríem considerar que es tracta d’un eina d’ús intern. Això fa que en 
l’arxiu de parametrització no s’indiqui exactament tota la informació necessària per a la 
generació de codi font. Per a entendre i saber exactament com funciona tot el procés es 
imprescindible l’estudi de les classes generadores de codi. De tota manera en aquest 
apartat s’intentarà fer una explicació genèrica de les diferents parts de l’arxiu de 
parametrització, intentant sobretot posar èmfasi en les parts menys obvies. 
 
3.5.1. Parametrització del Parser 
En aquesta secció definim quins arxius de definició de C++ haurà de processar el 
programa i quins dels elements del llenguatge C++, dintre d'aquests, haurà d'extreure i 
emmagatzemar en estructures de dades internes per aplicar la generació automàtica de 
codi C++ en la segona part de l'execució del programa. Consta de les cinc seccions 
següents: 
 
Secció Arxius (Files) 
 
Aquesta secció serveix per indicar al programa la llista d'arxius a parsejar. Disposa d'un 
atribut anomenat basepath que serveix per indicar el directori on cercarà el programa els 
arxius indicats en les subseccions files. Si l'atribut basepath no existeix, està buit o el 
directori no existeix, el programa suposarà el directori per defecte d'execució del 
programa. Si algun dels arxius no existeix, el programa mostrarà un error per pantalla i 
no continuarà. 
 
En l’exemple següent li estem indicant al programa que cerqui els arxius en el directori 
c:\dx8sdk_headers\ i parsegi els arxius d3d8.h, d3d8caps.h i d3d8types.h del seu 
interior. 
 
<?xml version="1.0" encoding="utf-8" standalone="yes" ?> 
<configuration> 
  <parser> 
    <files basepath="c:/dx8sdk_headers/"> 
    <file>d3d8.h</file> 
    <file>d3d8caps.h</file> 
    <file>d3d8types.h</file> 
    </files> 
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  </parser> 
</configuration> 
 
Seccions Enumeracions, Estructures i Classes (Enums, Structs and Classes) 
 
Aquestes seccions indiquen al programa quins elements del llenguatge C++ ha de cercar 
en els arxius d'entrada. Corresponen respectivament a enum, struct i class. 
 
Totes tres tenen la mateixa sintaxi i consta de dos sub-apartats: include i exclude. Per 
defecte el programa intenta cercar tots els elements possibles de cada tipus, però amb 
l'ajuda d'aquests apartats podem filtrar i seleccionar només aquells elements que ens 
interessen per a la generació de codi automàtica. 
 
L'apartat include és el filtre més restrictiu i el programa només cercarà els elements que 
estiguin dintre d'aquesta llista. En canvi l'apartat exclude indica la llista d'elements que 
no volem parsejar d'aquell tipus, deixant al programa que tracti tota la resta. Si un 
element es troba al mateix temps en les seccions include i exclude té preferència la 
secció exclude i per tant quedarà exclòs. 
 
Donat el següent arxiu d'entrada: 
 
enum Flags { FLAG1, FLAG2 = 1000 }; 
 
enum Types 
{ 
  OPEN  = 0x00000001, 
  CLOSE = 0x00000002, 
  READ  = 0x00000004, 
  WRITE = 0x00000008, 
}; 
 
struct Params 
{ 
  int   Field1; 
  long  Field2; 
  Types ParamsType; 
}; 
 
struct Options 
{ 
  int   Option1; 
  long  Option2; 
  Flags OptionsFlags; 
}; 
 
class A 
{ 
public: 
  A(int code); 
  int GetCode(); 
protected: 
  int m_code; 
}; 
 
class B 
{ 
public: 
  B(std::string name); 
  std::string& GetName(); 
protected: 
  std::string m_name; 
}; 
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I el següent arxiu de parametrització: 
 
<?xml version="1.0" encoding="utf-8" standalone="yes" ?> 
<configuration> 
  <parser> 
    <files> 
      <file>test.h</file> 
    </files> 
    <enums> 
      <exclude>Flags</exclude> 
    </enums> 
    <structs> 
     <include>Params</include> 
    </structs> 
    <classes> 
    </classes> 
  </parser> 
</configuration> 
 
El programa extrauria els elements: 
 
? Només enum Types perquè hem exclòs Flags 
? Només struct Params perquè és l'únic element en la llista include 
? Les classes A i B, ja que no hem aplicat cap filtre per als elements d'aquest tipus 
 
Secció Macros 
 
Aquesta secció permet al programa aplicar algunes transformacions senzilles sobre el 
codi a parsejar amb una sintaxi semblant a la directiva #define de C/C++. Amb aquesta 
eina podem evitar, en la majoria dels casos, haver de modificar a mà els arxius d'entrada 
per poder-los parsejar més fàcilment pel programa. També es fa servir per substituir 
algunes macros de C++ en els arxius d'entrada, tal i com ho faria un compilador de C++ 
en la fase del preprocessador. 
 
Cada secció consta de dos sub-apartats: left i right. Equivalen, més o menys, a la part 
esquerra i dreta de la directiva #define de C++. 
 
Donat el següent arxiu d'entrada: 
 
#define DECLARE_INTERFACE_(iface,baseiface) class iface : public baseiface 
#define STDMETHOD_(type,method) type method 
#define PURE =0 
 
DECLARE_INTERFACE_(A, A_Base) 
{ 
public: 
  A(int code); 
  STDMETHOD_(int,GetCode)(); 
  void SetCode() PURE; 
protected: 
  int m_code; 
}; 
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I el següent arxiu de parametrització: 
 
<?xml version="1.0" encoding="utf-8" standalone="yes" ?> 
<configuration> 
  <parser> 
    <files> 
      <file>test.h</file> 
    </files> 
    <macros> 
      <macro> 
        <left>DECLARE_INTERFACE_(iface, baseiface)</left> 
        <right>class iface : public baseiface</right> 
      </macro> 
      <macro> 
        <left>STDMETHOD_(type,method)</left> 
        <right>type method</right> 
      </macro> 
      <macro> 
        <left>PURE</left> 
        <right></right> 
      </macro> 
    </macros> 
  </parser> 
</configuration> 
 
Abans d'iniciar l'extracció dels elements el programa veuria1: 
 
class A : public A_Base 
{ 
public: 
  A(int code); 
  int GetCode(); 
  void SetCode(); 
protected: 
  int m_code; 
}; 
 
On les macros s'haurien aplicat de la manera següent: 
 
? DECLARE_INTERFACE_ ha substituït la definició de la classe per class A : public 
A_Base 
? STDMETHOD_ ha substituït la definició del mètode GetCode per int GetCode(); 
? PURE s'ha substituït per la cadena buida i per tant s'ha eliminat de la part del darrera 
de la definició del mètode SetCode 
 
3.5.2. Parametrització del Generador 
Amb la segona secció de l’arxiu de parametrització controlarem com s’efectuarà la 
generació de codi font  per part del programa. El programa, un cop acaba de parsejar els 
arxius indicats en la primera secció, proporciona en estructures de dades tota la 
informació dels elements trobats a els generadors de codi. Consta de tres seccions 
principals: types, structs i classes. 
 
                                          
1 Fixem-nos que el programa no parseja les diretives #define dels arxius d'entrada, per tant el programa no 
veurà les primeres línies de l'arxiu anterior. El programa només veu els elements enum, struct i class. 
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Secció Tipus (Types) 
 
Recordem que el codi font auto-generat utilitza sempre les funcionalitats de la biblioteca 
DXTraceManager per desar totes les dades a disc. En aquesta secció indicarem quins 
mètodes de les classes DXMethodCall i DXBuffer de la biblioteca DXTraceManager 
utilitzarem per guardar a disc cadascun dels diferents tipus de dades dels paràmetres 
d’una crida a una classe. 
 
En aquesta secció de l’arxiu de parametrització, per cada tipus dels que ens puguem 
trobar en les definicions de mètodes de les classes parsejades, haurem de crear un 
secció type diferent per indicar com es desarà a disc. Aquesta secció haurà d’indicar 
quatre atributs: name, savein, usemethod i passby. 
 
? name: Indica el nom del tipus. Ha de correspondre amb el mateix nom de tipus que 
ens puguem trobar en la definició d’un paràmetre d’un mètode, i és sensible a 
majúscules/minúscules degut a que C++ ho és. 
? savein: Indica com s’ha de salvar el valor del paràmetre i només accepta dos tipus: 
callstack i buffer. El tipus callstack indica que utilitzarem la classe DXMethodCall de 
DXTraceManager per salvar el valor del paràmetre mentre que el tipus buffer indica 
que utilitzarem la classe DXBuffer de DXTraceManager per salvar el valor del 
paràmetre. 
? usemethod: Indica el nom de mètode que utilitzarem per desar el valor d’un 
paràmetre de la classe DXMethodCall o DXBuffer, depenent del valor de l’atribut 
savein. 
? passby: Indica com li proporcionarem al mètode indicat en l’atribut usemethod la 
variable que emmagatzema un paràmetre d’un mètode. Accepta els tipus value, per 
valor, i reference, per referència. 
 
A continuació es mostrarà un exemple complet de com afecten les indicacions d’aquesta 
secció en la generació de codi font. Si considerem el fragment següent de l’arxiu de 
parametrització: 
 
<types> 
  <type name="float"      savein="callstack" usemethod="Push_float"     passby="value" /> 
  <type name="int"        savein="callstack" usemethod="Push_int"       passby="reference" /> 
  <type name="D3DMATRIX*" savein="buffer"    usemethod="Push_D3DMATRIX" passby="value" /> 
</types> 
 
I si suposem que haguéssim de generar el codi font per a la captura del mètode següent: 
 
void metode_exemple(float param1, int* param2, D3DMATRIX* param3) 
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Es generaria, més o menys1, el fragment de codi font següent per a capturar els valors 
dels paràmetres d’una crida a aquest mètode: 
 
void captura_metode_exemple(float param1, int* param2, D3DMATRIX* param3) 
{ 
  DXMethodCall call; 
call->Push_float(param1); 
call->Push_int(param2); 
 
DXBuffer buffer; 
Buffer->Push_D3DMATRIX(param3); 
} 
 
Les indicacions que hem donat al generador de codi amb aquest exemple ha estat: 
 
? Quan estiguem generant la captura d’un paràmetre de tipus float, el guardarem amb 
l’ajuda de la classe DXMethodCall i el seu mètode Push_float i el tipus de pas de 
paràmetre a aquest mètode serà per valor. 
? Quan estiguem generant la captura d’un paràmetre de tipus int, el guardarem amb 
l’ajuda de la classe DXMethodCall i el seu mètode Push_int i el tipus de pas de 
paràmetre a aquest mètode serà per referència, ja que si mirem a l’exemple el tipus 
de param2 és int* (una referència o punter al tipus int). 
? Quan estiguem generant la captura d’un paràmetre de tipus D3DMATRIX*, el 
guardarem amb l’ajuda de la classe DXBuffer i el seu mètode Push_D3DMATRIX i el 
tipus de pas de paràmetre a aquest mètode serà per valor. 
 
Per entendre una mica millor com funciona el pas de paràmetres per valor o referència 
en les crides a mètodes de DXMethodCall i DXBuffer, podeu dirigir-vos a la definició 
d’aquestes classes en el codi font i consultar quin tipus de pas de paràmetre esperen 
cadascun dels mètodes Push_XXX d’aquestes classes. 
 
També cal destacar que les indicacions per a la captura de paràmetres d’una crida a 
mètode destinades a les classes wrapper de DXInterceptor també serveixen de manera 
simètrica per a la recuperació del valor dels paràmetres en la generació del codi font de 
les classes stub de DXPlayer (en realitat DXPainter). Seguint l’últim exemple, es 
generaria el fragment de codi font següent per recuperar els valors dels paràmetres 
d’una crida guardada: 
 
void reproduccio_metode_exemple() 
{ 
DXMethodCall call; 
recuperar_valor_crida(call); 
                                          
1 Indico més o menys perquè en realitat la llista d’operacions necessàries per desar a disc els valors de la llista 
de paràmetres d’un mètode és molt més complex. El resultat s’ha simplificat moltíssim per a fer que l’exemple 
sigui més didàctic per al lector. En la part final d’aquest capítol sí que es mostra un exemple real i complet. 
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DXBuffer buffer; 
Recuperar_valor_buffer(buffer); 
 
float param1; 
call->Pop_float(&param1); 
 
int param2; 
call->Pop_int(&param2); 
 
D3DMATRIX param3; 
 
  Buffer->Pop_D3DMATRIX(&param3); 
} 
 
Si ens fixem, el generador de codi per recuperar valors utilitzarà els mètodes Pop_XXX 
de les classes DXMethodCall i DXBuffer en comptes dels Push_XXX que utilitza per 
guardar-los. 
 
Com hem vist, només amb aquesta primera secció, el generador de codi és una eina molt 
depenent d’altres parts del projecte i en concret de la biblioteca DXTraceManager. 
DXCodeGenerator no és una eina que es pugui fer servir de forma independent sinó que 
es tracta d’una eina d’ajuda i suport i té moltes peculiaritats en les indicacions de l’arxiu 
de parametrització que fan que haguem de saber molt bé com serà el codi font que 
volem que ens ajudi a generar, conèixer el funcionament intern de la biblioteca 
DXTraceManager i conèixer el codi de les pròpies classes generadores. 
 
Secció Estructures (Structs) 
 
Aquesta secció es utilitzada per canviar el tipus de dades d’alguns camps en les 
estructures trobades pel parser en la primera fase d’execució del programa. La seva 
finalitat principal és que el codi que converteix el contingut d’una estructura a la seva 
representació textual utilitzi uns tipus de dades en comptes d’uns altres per a mostrar 
més detalladament el seu valor. Les indicacions d’aquesta secció només són utilitzades 
per la classe StructHelperGenerator. 
 
Per cada camp que vulguem canviar-ne el tipus haurem de crear un apartat field diferent 
indicant els atributs name i policy i el nom del tipus que volem aplicar a aquest camp. 
 
? name: Nom del camp de l’estructura al que volem canviar el tipus. 
? policy: La política de canvi que volem aplicar, que només podrà ser changesavetype. 
 
A continuació es mostrarà un exemple complet de com afecten les indicacions d’aquesta 
secció en la generació de codi font. Si considerem el fragment següent de l’arxiu de 
parametrització: 
 
 58 
<structs> 
  <struct name="D3DPRESENT_PARAMETERS"> 
    <field name="Flags" policy="changesavetype">DXFlagsD3DPRESENTFLAG</field> 
    <field name="PresentationInterval" policy="changesavetype">DXFlagsD3DPRESENT</field> 
  </struct> 
</structs> 
 
I suposem l’estructura D3DPRESENT_PARAMETERS definida com: 
 
struct D3DPRESENT_PARAMETERS 
{ 
    UINT                BackBufferWidth; 
    UINT                BackBufferHeight; 
    D3DFORMAT           BackBufferFormat; 
    UINT                BackBufferCount; 
    D3DMULTISAMPLE_TYPE MultiSampleType; 
    DWORD               MultiSampleQuality; 
    D3DSWAPEFFECT       SwapEffect; 
    HWND                hDeviceWindow; 
    BOOL                Windowed; 
    BOOL                EnableAutoDepthStencil; 
    D3DFORMAT           AutoDepthStencilFormat; 
    DWORD               Flags; 
    UINT                FullScreen_RefreshRateInHz; 
    UINT                PresentationInterval; 
}; 
 
Quan la classe StructHelperGenerator estigui generant el codi font per convertir en 
cadena de text el valor d’una estructura d’aquest tipus, per a convertir a cadena de text 
el valor del camp Flags no farà servir la funció de conversió per als tipus DWORD de 
DXTypeHelper, sinó que farà servir la funció de conversió dels tipus 
DXFlagsD3DPRESENTFLAG. El mateix s’aplica a el camp PresentationInterval, que serà 
tractat com si fos del tipus DXFlagsD3DPRESENT. 
 
A la pràctica el que significa és que si, per exemple, en una estructura que vulguem 
convertir a cadena de text, el camp Flags pren per valor hexadecimal 0x14. I si tenim 
que el possibles valors per aquest camp són: 
 
D3DPRESENTFLAG_LOCKABLE_BACKBUFFER      0x00000001 
D3DPRESENTFLAG_DISCARD_DEPTHSTENCIL     0x00000002 
D3DPRESENTFLAG_DEVICECLIP               0x00000004 
D3DPRESENTFLAG_VIDEO                    0x00000010 
 
El codi que generaria la classe StructHelperGenerator per convertir en cadena de text 
aquesta estructura amb l’ajuda de DXTypeHelper mostraria: 
 
Estructura.Flags = D3DPRESENTFLAG_DEVICECLIP | D3DPRESENTFLAG_VIDEO; 
 
En comptes de: 
 
Estructura.Flags = 0x00000014; 
 
Que seria la conversió normal del valor del camp si no n’haguéssim canviat el seu tipus i 
s’hagués utilitzat el tipus DWORD original. 
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Secció Classes 
 
Aquesta secció és la més complexa i gran de tot l’arxiu de parametrització. Amb ella 
controlarem com es genera el codi font de les classes auto-generades wrapper i stub a 
partir de la definició de les classes Direct3D detectades pel parser. 
 
La secció disposa de quatre atributs que serveixen per: 
 
? wrappersuffix: Indica el sufix que s’afegirà a el nom de cada classe auto-generada. 
Si per exemple s’està generant el codi font wrapper de la classe “ClasseExemple” i 
hem indicat que volem com sufix “Wrapper”, llavors la classe auto-generada 
s’anomenarà “ClasseExempleWrapper”. 
? wrapperbaseclass: Indica la llista de classes de les que volem que heretin les 
classes auto-generades. Si per exemple indiquem “DXInterceptorWrapper”, en el codi 
de definició de les classes autogenerades es crearà la capçalera: 
 
class ClasseExemple : public DXInterceptorWrapper 
{ 
... 
}; 
 
? stubsuffix: Aquest atribut indica el mateix que l’atribut wrappersuffix, però per a les 
classes auto-generades stub. 
? stubbaseclass: Aquest atribut indica el mateix que l’atribut wrapperbaseclass, però 
per a les classes auto-generades stub. 
 
Per cada cadascuna de les classes que esperem haver detectat en la fase del parser, 
haurem de crear una secció class dintre de classes i posar el nom d’aquesta classe en 
l’atribut name. Per exemple, si volem controlar com es generarà el codi font de les 
classes ClasseExemple i ClasseAltreExemple, l’aspecte de l’arxiu de parametrització seria: 
 
<classes wrappersuffix="Wrapper" 
         wrapperbaseclass="DXInterceptorWrapper" 
         stubsuffix="Stub" 
         stubbaseclass="DXInterceptorStub"> 
   
  <class name="ClasseExemple"> 
    ... 
  </class> 
   
  <class name="ClasseAltreExemple"> 
    ... 
  </class> 
 
</classes> 
 
L’arxiu de parametrització anterior farà que el generador generi un fragment de codi 
semblant al següent: 
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class ClasseExempleWrapper : public DXInterceptorWrapper 
{ 
... 
}; 
 
class ClasseAltreExempleWrapper : public DXInterceptorWrapper 
{ 
... 
}; 
 
class ClasseExempleStub : public DXInterceptorStub 
{ 
... 
}; 
 
class ClasseAltreExempleStub : public DXInterceptorStub 
{ 
... 
}; 
 
Dintre de cada secció class a la vegada tenim tres sub-seccions més: attribs_add, 
methods_add i methods. 
 
Les sub-seccions attribs_add i methods_add serveixen per afegir atributs i mètodes extra 
en la definició d’una classe, a part dels detectats pel parser. A més aquestes seccions 
permeten afinar i podem dir si volem que un atribut només estigui definit en la classe 
auto-generada wrapper o en la stub. Donat l’arxiu de parametrització següent: 
 
<classes wrappersuffix="Wrapper" 
         wrapperbaseclass="DXInterceptorWrapper" 
         stubsuffix="Stub" 
         stubbaseclass="DXInterceptorStub"> 
 
  <class name="IDirect3DDevice9"> 
   
    <attribs_add> 
      <wrapper> 
        <attrib name="m_banner">DXInterceptorBanner*</attrib> 
      </wrapper> 
      <stub> 
        <attrib name="m_original">IDirect3DDevice9*</attrib> 
      </stub> 
    </attribs_add> 
   
    <methods_add> 
      <wrapper> 
        <method name="Banner_Draw" public="true">void Banner_Draw()</method> 
      </wrapper> 
      <stub> 
        <method name="FreeDeviceSurfaces" public="false">void FreeDeviceSurfaces()</method> 
      </stub> 
    </methods_add> 
 
</class> 
 
</classes> 
 
El codi que generaria DXCodeGenerator seria: 
 
class IDirect3DDevice9Wrapper : public DXInterceptorWrapper, public IDirect3DDevice9 
{ 
public: 
 
  (aquí aniria 
  la llista de mètodes 
  de la classe IDirect3DDevice9 
  detectats pel parser, 
  sempre declarats com a publics) 
 
  void Banner_Draw(); 
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protected: 
 
  DXInterceptorBanner m_banner; 
 
}; 
 
class IDirect3DDevice9Stub : public DXInterceptorStub 
{ 
public: 
 
  IUnknown* GetIUnknown() const; 
  HRESULT HandleCall(DXMethodCallPtr call); 
  HRESULT DoSpecific(DXMethodCallPtr call); 
   
protected: 
 
  IDirect3DDevice9* m_original; 
 
  void FreeDeviceSurfaces(); 
 
}; 
 
De l’exemple anterior s’ha de destacar algunes peculiaritats no trivials dels generadors 
de codi: 
 
? Fixem-nos que quan indiquem els mètodes podem utilitzar un atribut anomenat public. 
Aquest atribut s’utilitza per indicar si el mètode estarà declarat en la secció public: o 
protected: de la definició de la classe auto-generada. Si no s’indica aquest atribut es 
pren el valor de “false” i per tant el mètode s’assignaria a la secció protected:. Els 
atributs definits en la secció attribs_add sempre es defineixen en la secció protected:. 
 
? Fixem-nos que en la classe wrapper el codi auto-generat fa que hereti de la classe 
Direct3D original (en l’exemple IDirect3DDevice9) a més de les classes indicades en 
l’atribut wrapperbaseclass. 
 
? Fixem-nos que en la classe stub el codi auto-generat defineix els mètodes 
GetIUnknown, HandleCall i DoSpecific. Aquests tres mètodes s’afegeixen sempre 
automàticament pel generador de codi de les classes stub, ja que es tracta dels 
mètodes abstractes de la classe DXInterceptorStub que totes les classes filles han 
d’implementar. 
 
Secció Methods de Classes::Class 
 
La sub-secció methods indica com s’han d’aplicar excepcions al codi auto-generat per 
defecte de captura dels valors dels paràmetres d’un mètode d’una classe. Algunes de les 
indicacions també afecten al codi auto-generat de les classes stub, doncs en principi ha 
de ser simètric. 
 
El codi auto-generat per defecte de captura del valor dels paràmetres de crida a un 
mètode s’ajuda de les indicacions fetes en la secció types, explicada amb anterioritat, 
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basant-se amb crides als mètodes Push_XXX de les classes DXMethodCall i DXBuffer de 
DXTraceManager (Pop_XXX en el cas de les classes stub). 
 
Per cada mètode que vulguem aplicar una excepció haurem de crear una sub-secció 
method dintre de methods. L’atribut name indica el nom del mètode al que volem aplicar 
excepcions en la generació de codi font. 
 
Per cada paràmetre del d’un mètode podrem crear una sub-secció param dintre de 
method. L’atribut position ens serveix per indicar la posició d’aquest paràmetre en la 
llista de paràmetres del mètode. L’atribut policy indica la política de generació de codi 
font que s’utilitzarà per salvar aquest paràmetre. Tenim quatre polítiques diferents: 
 
? nocapture: Indiquem al generador de codi que no volem capturar el valor d’aquest 
paràmetre. Sempre es tractarà de paràmetres de sortida, dels quals no ens interessa 
emmagatzemar el seu valor ja que no ens serveixen de res per a la reproducció 
correcta d’una traça. 
 
? savespecific: Indiquem al generador de codi que no generi codi automàticament per 
a la captura d’aquest paràmetre. A diferencia de la política nocapture, en aquest cas 
es suposa que serà el codi específic d’aquest mètode qui emmagatzemarà el valor 
però que en cap cas s’haurà d’ignorar. Implica que s’utilitzi la secció specific de 
method amb l’atribut passcallsaver activat, explicada més endavant. 
 
? changesavetype: Indiquem que volem canviar el tipus d’aquest paràmetre per un 
altre. És imprescindible que els tipus intercanviats siguin traduïbles, doncs sinó el codi 
generat donarà errors de compilació per incompatibilitat de tipus. S’utilitza per 
categoritzar de manera més precisa el tipus d’un paràmetre, habitualment paràmetres 
de tipus “flags” on el conjunt possible de valors és limitat. 
 
? helpparams: Per salvar el contingut d’alguns buffers són necessaris els valors 
d’alguns altres paràmetres de la crida. Per exemple en el mètode següent: 
 
void PintarTriangles(int numTriangles, int midaUnTriagle, byte* bufferTriangles) 
 
Per conèixer la mida del buffer bufferTriangles hauríem de multiplicar numTriangles 
per midaUnTriangle. 
 
Aquesta política requereix l’ús de l’atribut params dintre de la secció method. En 
aquest atribut indicarem la llista de paràmetres que hem de proporcionar al mètode de 
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DXBuffer que s’encarregarà d’emmagatzemar el contingut del buffer. El nom del 
mètode de DXBuffer s’indicarà en el cos de la secció method. 
 
Seguint l’exemple, per salvar correctament el buffer indicaríem en l’arxiu de 
parametrització el següent: 
 
<method name="PintarTriangles"> 
  <param position="3" policy="helpparams" params="1,2">Push_LlistaTriangles</param> 
</method> 
 
El generador de codi suposa que el mètode Push_LlistaTriangles de DXBuffer accepta 
tres paràmetres, un amb el punter al buffer i dos més, els indicats a helpparams, del 
mateix tipus que els del mètode PintarTriangles. Per exemple, la definició del mètode 
s’espera que sigui com: 
 
Void Push_LlistaTriangles(byte* buffer, int param1, int param2) 
 
Hem vist un cop més que el codi auto-generat per DXCodeGenerator és molt depenent 
de les classes de DXTraceManager i que tot està ple d’excepcions i moltes 
consideracions. 
 
En la majoria dels mètodes, un cop generat el codi per a desar a disc els valors dels 
paràmetres, es crida a el mètode original de la classe Direct3D. Però hi ha alguns 
mètodes en els que encara hem de fer alguns passos més a mà. Aquest mètodes són els 
que anomenarem codi específic, és a dir, que el codi auto-generat no ens serveix o hi ha 
que acabar d’efectuar operacions. Normalment es tractarà d’aquells mètodes de Direct3D 
que creen objectes. Quan hi ha algun mètode de Direct3D que crea un objecte de la 
biblioteca Direct3D, haurem de crear una instancia wrapper del tipus corresponent, 
proporcionar-li una referència a l’objecte Direct3D original i retornar a l’aplicació la 
instància wrapper. 
 
Per indicar com tractarem el codi específic de la captura d’un mètode crearem una sub-
secció anomenada specific dintre de la secció method corresponent. Podem utilitzar dos 
atributs en la sub-secció specific: policy i passcallsaver. 
 
? policy: Indica la política de codi específic que s’aplicarà i els seus valors poden ser 
replacewrapperonly, que indica que només necessitem codi específic per a les classes 
wrapper, replacestubonly, que indica que només necessitem codi específic per a les 
classes stub o bé replaceboth, que indica que necessitem codi específic per a les 
classes wrapper i stub. 
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? passcallsaver: Indica si volem que al mètode encarregat d’executar codi específic li 
sigui proporcionada, a més de tota la llista de paràmetres de la crida a mètode original, 
una referència a la classe DXMethodCall utilitzada per salvar els paràmetres de la crida 
en el codi auto-generat. Com ja hem explicat abans, aquest atribut només té sentit 
activar-lo quan s’indica per alguns dels paràmetres la política savespecific. 
 
S’ha explicat per a que serveixen totes les opcions de l’arxiu de parametrització del 
generador de codi, però per entendre millor com s’apliquen en la realitat podeu dirigir-
vos a l’apartat dedicat al codi específic dels capítol de DXInterceptor i DXPlayer. 
 
3.5.3. Exemple de funcionament complet 
En els dos punts anteriors hem explicat amb petits exemples com funciona l’arxiu de 
parametrització que indica al generador de codi com ha de fer el seu treball. Però en cap 
moment s’ha mostrat cap fragment real de codi auto-generat utilitzat en DXInterceptor i 
DXPlayer. 
 
En aquest apartat he volgut anar més enllà i posar un exemple de funcionament real, 
amb les entrades i sortides corresponents. No s’espera que el lector pugui entendre tot el 
codi font presentat a continuació, però si que volem que pugui apreciar el grau de 
complexitat del codi font auto-generat. Per a fer-ho utilitzaré una versió retallada, però 
real, de l’arxiu de parametrització utilitzat per a generar el codi font de suport de les 
eines DXInterceptor i DXPlayer. De entre totes les classes de Direct3D he escollit la 
classe IDirect3DSurface9 i els seus mètodes SetPrivateData i LockRect perquè penso que 
són prou representatius i utilitzen la majoria de les funcionalitats del generador de codi. 
 
Així, donat el següent arxiu de parametrització de DXCodeGenerator: 
 
<?xml version="1.0" encoding="utf-8" standalone="yes" ?> 
<configuration> 
<parser> (...) </parser> 
 
<generator outputpath=" "> 
<types /> 
<structs /> 
 
<classes wrappersuffix="Wrapper" 
         wrapperbaseclass="DXInterceptorWrapper" 
         stubsuffix="Stub" 
         stubbaseclass="DXInterceptorStub"> 
 
  <class name="IDirect3DSurface9"> 
  <attribs_add> (...) </attribs_add> 
  <methods_add> (...) </methods_add> 
  <methods> 
    <method name="LockRect"> 
      <param position="1" policy="nocapture" /> 
      <param position="3" policy="changesavetype">DXFlagsD3DLOCK</param> 
      <specific policy="replaceboth">LockRect_Specific</specific> 
    </method> 
    <method name="SetPrivateData"> 
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      <param position="2" policy="changesavetype,helpparams" params="3">DXRawData</param> 
      <specific policy="replacestubonly" /> 
    </method> 
  </methods> 
  </class> 
</classes> 
</generator> 
</configuration> 
 
El generador de codi generaria els arxius: 
 
? IDirect3DSurface9Wrapper.h: 
 
#include "DXInterceptorWrapper.h" 
 
interface IDirect3DSurface9Wrapper : public IDirect3DSurface9, public DXInterceptorWrapper 
{ 
public: 
 
  HRESULT SetPrivateData(REFGUID refguid, CONST void* pData, DWORD SizeOfData, DWORD Flags); 
  HRESULT LockRect(D3DLOCKED_RECT* pLockedRect, CONST RECT* pRect, DWORD Flags); 
 
  ////////////////////////////////////////////////////////////////////////////// 
  // BEGIN Specific Code 
  ////////////////////////////////////////////////////////////////////////////// 
 
protected: 
 
  HRESULT LockRect_Specific(D3DLOCKED_RECT* pLockedRect, CONST RECT* pRect, DWORD Flags); 
 
  ////////////////////////////////////////////////////////////////////////////// 
  // END Specific Code 
  ////////////////////////////////////////////////////////////////////////////// 
 
}; 
 
? IDirect3DSurface9Wrapper.cpp: Fixem-nos que en el codi de captura de LockRect 
cridem a la funció LockRect_Specific que efectuarà un tractament especial de la 
captura d’aquest mètode. El codi font específic el podem trobar en l’arxiu 
IDirect3DSurface9WrapperSpecific.cpp. 
 
#include "DXInterceptorWrapper.h" 
 
HRESULT IDirect3DSurface9Wrapper::LockRect(D3DLOCKED_RECT* pLockedRect, 
                                           CONST RECT* pRect, 
                                           DWORD Flags) 
{ 
  // Save parameters 
  DXMethodCallPtr call = new DXMethodCall(TOK_IDirect3DSurface9_LockRect, m_objectID); 
  call->Push_DXIgnoredParameter(); 
  call->Push_RECT(pRect); 
  call->Push_DXFlagsD3DLOCK(Flags); 
 
  // Request specific code 
  HRESULT result = LockRect_Specific(pLockedRect, pRect, Flags); 
 
  // Save the return value 
  if (result != D3D_OK) 
  { 
    call->Push_HRESULT(result); 
    call->SetIsSavedReturnValue(true); 
  } 
 
  // Save statistics 
  if (g_statman) 
  { 
    g_statman->ProcessCall(call); 
  } 
   
  g_traceman->WriteMethodCall(call); 
 
  return result; 
} 
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HRESULT IDirect3DSurface9Wrapper::SetPrivateData(REFGUID refguid, CONST void* pData, DWORD 
SizeOfData, DWORD Flags) 
{ 
  // Save parameters 
  DXMethodCallPtr call = new DXMethodCall(TOK_IDirect3DSurface9_SetPrivateData, m_objectID); 
  call->Push_IID(&refguid); 
  if (pData != NULL) 
  { 
    DXBufferIdentifier buffer_id; 
    DXBufferPtr buffer = new DXBuffer(); 
    buffer->Push_DXRawData(pData, SizeOfData); 
    g_traceman->WriteBuffer(buffer, buffer_id); 
    call->Push_DXBufferIdentifier(buffer_id); 
  } 
  else 
  { 
    call->Push_DXNullPointer(); 
  } 
  call->Push_DWORD(SizeOfData); 
  call->Push_DWORD(Flags); 
 
  HRESULT result = m_original->SetPrivateData(refguid, pData, SizeOfData, Flags); 
 
  // Save the return value 
  if (result != D3D_OK) 
  { 
    call->Push_HRESULT(result); 
    call->SetIsSavedReturnValue(true); 
  } 
 
  // Save statistics 
  if (g_statman) 
  { 
    g_statman->ProcessCall(call); 
  } 
 
  g_traceman->WriteMethodCall(call); 
 
  return result; 
} 
 
? IDirect3DSurface9WrapperSpecific.cpp: 
 
#include "DXInterceptorWrapper.h" 
 
HRESULT IDirect3DSurface9Wrapper::LockRect_Specific(D3DLOCKED_RECT* pLockedRect, 
                                                    CONST RECT* pRect, 
                                                    DWORD Flags) 
{ 
  HRESULT hr = m_original->LockRect(pLockedRect, pRect, Flags); 
 
  if (FAILED(hr) || (Flags & D3DLOCK_READONLY)) 
  { 
    D3DLOCKED_RECT lockedRect; 
    lockedRect.pBits = 0; 
    m_lock.SetLockedRect(&lockedRect); 
  } 
  else 
  { 
    m_lock.SetLockedRect(pLockedRect); 
    m_lock.SetLock(m_original, m_level, pRect, m_format); 
  } 
 
  return hr; 
} 
 
? IDirect3DSurface9Stub.h: 
 
#include "DXInterceptorStub.h" 
 
class IDirect3DSurface9Stub : public DXInterceptorStub 
{ 
public: 
 
  IUnknown* GetIUnknown() const; 
  HRESULT HandleCall(DXMethodCallPtr call); 
  HRESULT DoSpecific(DXMethodCallPtr call); 
 
}; 
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? IDirect3DSurface9Stub.cpp: 
 
#include "IDirect3DSurface9Stub.h" 
 
HRESULT IDirect3DSurface9Stub::HandleCall(DXMethodCallPtr call) 
{ 
  switch (call->GetToken()) 
  { 
  case DXMethodCallHelper::DXMethodCallToken::TOK_IDirect3DSurface9_SetPrivateData: 
    return DoSpecific(call); 
    break; 
 
  case DXMethodCallHelper::DXMethodCallToken::TOK_IDirect3DSurface9_LockRect: 
    return DoSpecific(call); 
    break; 
  } 
 
  return E_NOTIMPL; 
} 
 
? IDirect3DSurface9StubSpecific.cpp: 
 
#include "IDirect3DSurface9Stub.h" 
 
HRESULT IDirect3DSurface9Stub::DoSpecific(DXMethodCallPtr call) 
{ 
  switch (call->GetToken()) 
  { 
  case DXMethodCallHelper::DXMethodCallToken::TOK_IDirect3DSurface9_LockRect: 
    { 
      DXIgnoredParameter param1; 
      CHECK_CALL(call->Pop_DXIgnoredParameter(&param1)); 
 
      RECT param2; 
      RECT* param2Ptr = &param2; 
      { 
        if (call->CheckNextPopType(DXTypeHelper::DXTypeType::TT_DXNullPointer)) 
        { 
          DXNullPointer checkNull; 
          call->Pop_DXNullPointer(&checkNull); 
          param2Ptr = NULL; 
        } 
        else 
        { 
          CHECK_CALL(call->Pop_RECT(param2Ptr)); 
        } 
      } 
 
      DXFlagsD3DLOCK param3; 
      CHECK_CALL(call->Pop_DXFlagsD3DLOCK(&param3)); 
 
      D3DLOCKED_RECT lockedRect; 
       
      HRESULT hr = m_original->LockRect(&lockedRect, param2Ptr, param3); 
 
      if (FAILED(hr) || (param3 & D3DLOCK_READONLY)) 
      { 
        lockedRect.pBits = 0; 
        m_lock.SetLockedRect(&lockedRect); 
      } 
      else 
      { 
        m_lock.SetLockedRect(&lockedRect); 
        m_lock.SetLock(m_original, m_level, param2Ptr, m_format); 
      } 
 
      CHECK_CALL_RETURN_VALUE_HRESULT(hr); 
    } 
    break; 
 
  case DXMethodCallHelper::DXMethodCallToken::TOK_IDirect3DSurface9_SetPrivateData: 
    { 
      IID refguid; 
      CHECK_CALL(call->Pop_IID(&refguid)); 
 
      char* pData; 
      DXBufferPtr pDataBuffer; 
      { 
        if (call->CheckNextPopType(DXTypeHelper::DXTypeType::TT_DXNullPointer)) 
        { 
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          DXNullPointer checkNull; 
          call->Pop_DXNullPointer(&checkNull); 
          pData = NULL; 
        } 
        else 
        { 
          DXBufferIdentifier buffer_id; 
          CHECK_CALL(call->Pop_DXBufferIdentifier(&buffer_id)); 
          CHECK_CALL(m_painter->GetBuffer(&pDataBuffer, buffer_id)); 
          CHECK_CALL(pDataBuffer->Pop_DXRawData(&pData)); 
        } 
      } 
 
      DWORD SizeOfData; 
      CHECK_CALL(call->Pop_DWORD(&SizeOfData)); 
 
      DWORD Flags; 
      CHECK_CALL(call->Pop_DWORD(&Flags)); 
 
      // Ignore if equal to the internal IReferenceCounter IID 
 
      if (refguid == IID_IReferenceCounter) 
      { 
        return D3D_OK; 
      } 
   
      HRESULT result = m_original->SetPrivateData(refguid, pData, SizeOfData, Flags); 
      CHECK_CALL_RETURN_VALUE_HRESULT(result); 
    } 
    break; 
  } 
 
  return E_NOTIMPL; 
} 
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CAPÍTOL 4: DXTRACEMANAGER 
 
Aquest capítol està dedicat a la biblioteca de funcions DXTraceManager. Aquesta és una 
biblioteca de suport a les eines DXInterceptor i DXPlayer, que es descriuran en apartats 
posteriors. DXInterceptor utilitza les funcions d’escriptura d’aquesta biblioteca, mentre 
que DXPlayer utilitza les funcions de lectura. 
 
S’ha creat aquest capítol en la memòria per una qüestió d’ordre, per no dividir la 
descripció d’aquesta biblioteca entre els capítols dedicats a cadascuna de les eines que 
l’utilitzen, i degut a que es considera un ens prou significatiu com per a disposar del seu 
propi apartat. Molts dels conceptes necessaris s’expliquen amb més detall en els capítols 
posteriors dedicats a DXInterceptor i DXPlayer. És per això que en la primera lectura de 
la memòria es recomana al lector saltar aquest capítol o bé pot fer-ne una lectura molt 
per sobre i tornar-hi més tard com a referència. 
4.1. Què és DXTraceManager? 
El projecte consisteix en la possibilitat de desar a disc tota la informació que una 
aplicació 3D envia a la API Direct3D i es desitja que aquesta informació sigui 
enregistrada d’una manera estructurada per tal de poder accedir-hi fàcilment i ràpida en 
consultes posteriors. 
 
El mètode més senzill per aconseguir aquest objectiu ha estat la creació d’un format 
d’arxiu propi que és capaç de suportar tots els requeriments imposats per les aplicacions 
DXInterceptor, que serà qui crearà i emplenarà aquests arxius, i DXPlayer (o altres 
programes, com per exemple el futur driver a desenvolupar per subministrar traces 
Direct3D a ATTILA), que serà qui els obrirà i n’extraurà les dades. 
 
En resum podem dir que DXTraceManager és una biblioteca de funcions i classes que ens 
ajuda a abstreure les aplicacions DXInterceptor i DXPlayer de l’accés al tipus d’arxius 
indicat abans. D’ara en endavant, en aquest capítol i en la resta de la memòria, ens 
referirem a aquests arxius de dades com a traces Direct3D o simplement traces. 
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4.2. Esquema de funcionament 
La biblioteca DXTraceManager permet a una aplicació crear un arxiu de traça i afegir-li 
recursos o bé obrir un arxiu de traça i llegir-ne recursos. 
 
Els tipus de recursos que admet la biblioteca ha vingut determinat pels tipus d’informació 
que l’aplicació DXInterceptor ha de ser capaç d’enregistrar. Considerem que una aplicació 
pot enviar informació a Direct3D de tres tipus: 
 
1. Valor dels paràmetres a crides de mètodes d’instàncies de classes Direct3D. Quan 
algun d’aquests paràmetres sigui un punter a un buffer d’usuari en diferenciarem 
de dos tipus: 
2. Punters a buffers de dades (vèrtexs, índexs, estructures de dades, etc.). 
3. Punters a buffers de textures (conjunt de dades on la mida depèn de les 
dimensions de la textura i del format de representació de píxel). 
 
Durant una sessió de captura de dades DXInterceptor és capaç de generar informació 
estadística i aquesta també hauria de poder ser enregistrada juntament amb les dades 
dels tipus anteriors. És per això que necessitarem que DXTraceManager admeti un quart 
tipus de dades, els paquets de dades estadístiques. 
 
Per resumir podem dir que la biblioteca DXTraceManager admet els tipus de recursos 
següents: 
 
? Crides a Mètode (valor del conjunt de paràmetres a un mètode) 
? Buffers (conjunts de dades genèrics) 
? Textures (conjunts de dades que representen textures) 
? Estadístiques (valors d’un conjunt de comptadors estadístics) 
 
Els recursos enregistrats en les traces, per sí mateixos, com a conjunts de dades, no ens 
eren útils en el moment de la lectura per part de DXPlayer. Calia encara, per cada tipus 
de recurs, assignar-ne meta-dades que ens ajudessin a identificar millor el tipus de 
dades contingut dintre d’un recurs. 
 
Per exemple, en el cas d’un recurs de tipus textura no en teníem prou en disposar de la 
seqüència de dades que composava la textura, feia falta guardar juntament amb 
aquesta: el tipus de textura (ja que n’hi ha diversos tipus), les seves dimensions i el 
format de píxel utilitzat. Amb l’ajuda d’aquesta informació (les meta-dades) si que era 
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possible extreure correctament els recursos de tipus textura per part de DXPlayer. La 
figura següent intenta exemplificar-ho: 
 
 
 
Un arxiu de traça consta d’una capçalera que descriu tot els recursos que conté, una 
taula d’índexs per accedir ràpidament a cada recurs, i llistes amb els propis recursos. Per 
simplificar la implementació, els recursos son enregistrats en els arxius de traça com a 
paquets de dades, d’una forma molt semblant a com s’encapsulen les dades en els 
paquets dels protocols de xarxa. Així, des del nivell superior, un recurs és tractat 
simplement com un conjunt de dades d’una determinada mida. Quan llegim aquest 
conjunt de dades, el desencapsulem i és llavors quan obtenim la seva capçalera amb les 
meta-dades i les pròpies dades del recurs. 
 
L’esquema següent mostra com es disposa el contingut d’un arxiu de traça amb recursos 
de tots els tipus i per cadascun la seva capçalera de meta-dades: 
 
 
Figura 15: Esquema del contingut d'un arxiu de traça de DXTraceManager 
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Una analogia gràfica que ens pot ajudat a entendre-ho més fàcilment pot ser pensar en 
una caixa que a la vegada conté en el seu interior altres caixes més petites. Si mirem 
dintre la caixa principal només veurem caixes més petites en el seu interior i no serà fins 
que no obrim una caixa interior (recurs) quan veiem el seu contingut (les meta-dades i 
les dades). Quan volem guardar una nova caixa només hem de posar el que volem en el 
seu interior i guardar-la dintre la principal, juntament amb les altres caixes. 
4.3. Disseny 
A continuació mostrarem el diagrama UML de les classes que composen la biblioteca i en 
farem una descripció de cadascuna d’elles: 
 
 
Figura 16: Diagrama UML del disseny de classes de DXTraceManager 
 
De totes les classes mostrades en el diagrama anterior, l’usuari de la biblioteca només 
pot utilitzar DXTraceManager, DXMethodCall, DXBuffer, DXTexture i DXStatistic, la resta 
són classes d’ús intern. 
 
? DXFileManagerBase: Aquesta classe abstracta defineix els mètodes bàsics d’accés a 
un arxiu de dades, és a dir, obrir un arxiu (per escriptura o lectura), escriure dades, 
llegir-ne, posicionar-nos en algun punt, etc. Disposa d’uns mètodes que han de ser 
definits per les classes filles que l’abstreuen de les operacions concretes de la API que 
finalment s’utilitzi per accedir al sistema d’arxius del sistema operatiu. Aquesta decisió 
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de disseny ens permetrà, com veurem en les descripcions de les classes 
DXFileManagerSTL i DXFileManagerW32 que el codi font de la biblioteca sigui portable 
a diferents sistemes operatius. 
 
? DXFileManagerSTL: Es tracta d’una especialització de la classe abstracta 
DXFileManagerBase que la seva implementació utilitzarà com a API per accedir al 
sistema d’arxius les funcions de la biblioteca estàndard de C++, la STL (Standard 
Template Library). 
 
? DXFileManagerW32: Es tracta d’una especialització de la classe abstracta 
DXFileManagerBase que la seva implementació utilitzarà com a API per accedir al 
sistema d’arxius les funcions del kernel de Windows. Es tracta d’una classe que no 
serà portable a altres sistemes operatius fora de la família Windows, com per exemple 
UNIX i derivats. 
 
? IDXIndexManager: Aquesta classe abstracta defineix tot el necessari per poder 
manipular la taula d’índexs d’un arxiu de traça. Defineix mètodes que ens permeten 
obtenir la posició exacta dintre l’arxiu de traça de cadascun dels recursos 
emmagatzemats. 
 
? DXIndexManagerNotOptimized: Per motius de rendiment durant la captura de 
dades, la taula d’índexs creada es troba dispersa i l’arxiu creat el definim com a no 
optimitzat. La classe DXTraceManager farà servir una instància d’aquesta 
especialització de IDXIndexManager quan obri per lectura arxius de traça no 
optimitzats. 
 
? DXIndexManagerOptimitzed: En el cas de que haguem aplicat un post-procés a 
l’arxiu de traça la taula d’índexs estarà unificada i a l’arxiu el definim com a optimitzat. 
La classe DXTraceManager farà servir una instància d’aquesta especialització de 
IDXIndexManager quan obri per lectura arxius de traça optimitzats. 
 
? DXTypeHelper: Com ja s’ha explicat abans, per cada tipus de recurs, juntament amb 
les dades, es guarden meta-dades. Aquesta classe proporciona una llista de tots els 
tipus que podem utilitzar en les meta-dades per categoritzar-ne les dades. A més 
disposa d’un conjunt de mètodes que ens permeten representar textualment tots els 
tipus de dades que suporta DXTraceManager donat el seu valor binari. 
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? DXMethodCall: Aquesta classe representa un recurs del tipus crida a un mètode. 
Disposa de mètodes per assignar l’identificador de quin tipus de mètode es tracta i 
altres per poder afegir el valor dels paràmetres de la crida a la que es vol representar. 
 
? DXBuffer: Aquesta classe representa un recurs del tipus buffer de dades genèric. 
Disposa de mètodes per assignar el tipus de buffer i altres per afegir-ne el contingut 
del buffer de dades que es vol representar. 
 
? DXTexture: Aquesta classe representa un recurs del tipus textura. Disposa de 
mètodes per assignar el tipus de textura, les seves dimensions, el format de 
representació de cada píxel de la textura i afegir les dades del buffer de píxels que es 
vol representar. 
 
? DXStatistic: Aquesta classe representa un recurs del tipus bloc de dades 
estadístiques. Disposa de mètodes per afegir els valors del bloc de comptadors 
estadístics que representa. 
 
? DXTraceManager: Aquesta és la classe principal de la biblioteca. A través d’ella 
podrem crear arxius de traça amb OpenWrite i escriure en el seu interior recursos amb 
crides als mètodes WriteMethodCall, WriteBuffer, WriteTexture i WriteStatistic. O bé 
podem obrir un arxiu de traça amb OpenRead i llegir recursos amb les crides 
ReadMethodCall, ReadBuffer, ReadTexture i ReadStatistic. Els mètodes 
WriteMethodCall i ReadMethodCall utilitzen instancies de la classe DXMethodCall, els 
mètodes WriteBuffer i ReadBuffer utilitzen instancies de la classe DXBuffer, els 
mètodes WriteTexture i ReadTexture utilitzen instancies de la classe DXTexture i els 
mètodes WriteStatistic i ReadStatistic utilitzen instancies de la classe DXStatistic. 
 
Per accedir als arxius s’utilitza una instància d’una especialització de la classe 
abstracta DXFileManagerBase. Per manipular la taula d’índexs la classe utilitza una 
instància d’una especialització de la classe IDXIndexManager. Un arxiu de traça pot 
ser optimitzat, com s’explicarà millor en el darrer punt d’aquest capítol. Depenent de 
si l’arxiu està o no optimitzat, DXTraceManager farà servir una instància de la classe 
DXIndexManagerNotOptimized o de la classe DXIndexManagerOptimized. 
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4.4. Implementació i funcionalitats 
4.4.1. Portabilitat 
En el disseny d’aquesta biblioteca es van tenir en compte diversos aspectes que 
proporcionarien a la implementació de diverses funcionalitats. Potser la més important 
sigui la capacitat de que el codi font de la biblioteca sigues fàcilment portable a altres 
sistemes operatius. Per executar el sistema de captura de DXInterceptor per crear arxius 
de traces s’ha d’utilitzar sempre el sistema operatiu Microsoft Windows perquè la API 
Direct3D i les aplicacions que l’utilitzen només funcionen en aquest. Però un cop hem 
creat un arxiu de traça, hem de ser capaços de poder-lo llegir en altres sistemes 
operatius, ja que bàsicament es tracta d’arxius de dades. En concret el simulador ATTILA 
funciona sota el sistema operatiu UNIX i tot i que no es tracta de l’objectiu d’aquest 
projecte, si que se n’han dissenyat degudament totes les parts per a que sigui possible 
llegir els arxius de traces en UNIX i enviar-ne les seves dades al simulador ATTILA. 
 
Per aconseguir que la biblioteca fos portable es va crear la classe abstracta 
DXFileManagerBase. Aquesta classe obliga a definir en les seves especialitzacions una 
sèrie de mètodes que abstreuen de l’accés a la API que es vulgui utilitzar per accedir al 
sistema d’arxius. 
 
En el moment de compilar la biblioteca disposem de dos classes per escollir a través de 
quin mode DXTraceManager accedirà al sistema d’arxius. La primera és 
DXFileManagerSTL i es tracta d’una especialització de DXFileManagerBase que utilitza la 
API de la biblioteca estàndard de C++ (la STL) per accedir al sistema d’arxius. El fer ús 
d’aquesta API ens assegura la portabilitat del codi font a qualsevol sistema operatiu 
degut a que en qualsevol d’ells disposarem sempre de la biblioteca estàndard. La segona 
especialització de DXFileManager, en canvi, no és portable i s’anomena 
DXFileManagerW32. Per aconseguir un millor rendiment durant les sessions de captura, 
aquesta classe utilitza crides al kernel dels sistemes operatius de la família Windows. La 
velocitat d’escriptura a disc és un dels factors més importants que afecten el rendiment 
del sistema de captura de dades i fer servir crides directes al sistema operatiu ens 
estalvia l’overhead de les crides a funcions de la biblioteca estàndard de C++. 
 
4.4.2. Meta-Dades 
La meta-informació, a més de facilitar l’accés a les dades de cada recurs, ens ha permès 
oferir funcionalitats avançades a DXPlayer, com s’explicarà més a fons en el capítol 
corresponent a aquesta eina, però que ja podem introduir aquí: 
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? Per cada crida a mètode emmagatzemada, tindrem la capacitat de transformar la llista 
de dades binàries que representa la seva llista de paràmetres a una cadena de text. 
Des de DXPlayer podrem obtenir un llistat de totes les crides que ha efectuat una 
aplicació a Direct3D amb una sintaxi molt semblant a la utilitzada en el llenguatge 
C++ per invocar aquests mètodes. 
 
? Per cada textura emmagatzemada, tindrem la capacitat d’exportar-la en el mateix 
format, i sense pèrdua de qualitat, al utilitzat per l’aplicació en el moment que va 
enviar-la a Direct3D. 
 
4.4.3. Compressió 
Una altra funcionalitat que ha estat afegida a la biblioteca per les necessitats de 
DXInterceptor ha estat la compressió de dades. Una aplicació 3D avançada, com per 
exemple un joc d’última generació, envia una gran quantitat d’informació a la API 
Direct3D que DXInterceptor, amb l’ajuda de DXTraceManager ha de ser capaç 
d’enregistrar el més ràpidament possible. Degut a que el volum de dades a enregistrar a 
disc pot arribar a ser molt gran (de l’ordre de centenars de megabytes) es va creure 
convenient, per reduir l’espai a disc, dotar a la biblioteca DXTraceManager de la capacitat 
d’afegir opcionalment compressió online1 a les dades enregistrades. 
 
4.4.4. Optimització de les Traces 
Per motius de rendiment durant la fase de captura de dades, mentre s’estan afegint 
recursos dintre d’una traça, la taula d’índexs de la traça queda emmagatzemada dispersa. 
L’arxiu de traça resultant diem que no està optimitzat. 
 
La biblioteca DXTraceManager disposa d’una funció que, donat un arxiu de traça no 
optimitzat, el re-escriu i unifica la seva taula d’índexs als recursos. Disposar de la taula 
d’índexs unificada millora molt el rendiment en els accessos de lectura als arxius de traça, 
capacitat que utilitzarà principalment DXPlayer. A més, durant el procés d’optimització, 
s’aprofita per eliminar redundància en les dades emmagatzemades, activar la compressió 
                                          
1 La compressió online, com el propi nom indica, actua de forma transparent a DXInterceptor, és a dir, quan 
creem un arxiu de traça, si se li indica a DXTraceManager que es vol que aquest disposi de compressió, tots els 
recursos que DXInterceptor vulgui enregistrar es desaran a disc comprimits. DXInterceptor no haurà d’aplicar 
prèviament cap procés o transformació als recursos a enregistrar perquè aquests siguin desats a disc 
comprimits. 
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de les dades (si no ho estava) i augmentar-ne el grau de compressió (durant la fase de 
captura i per motius de rendiment el grau de compressió és inferior per estalviar ús de 
CPU així com també és més petita la mida dels paquets de dades a comprimir), el que en 
la majoria de casos dóna lloc a arxius de traça més petits. 
 
La capacitat d’optimitzar una traça com a post-procés, després de finalitzar una sessió de 
captura de dades, ens permet aconseguir el màxim rendiment possible durant la sessió 
de captura de dades, enregistrant les dades mínimes necessàries i amb l’ordre d’arribada. 
A més proporciona flexibilitat i llibertat a l’usuari de la biblioteca ja que aquesta funciona 
indiferentment amb traces optimitzades o no optimitzades. 
 
4.4.5. Ús de Memòria 
Una altra de les decisions importants d’implementació d’aquesta biblioteca està 
relacionada amb el requeriment de memòria RAM durant la fase de captura de dades. 
 
En un primer moment les dades a enregistrar per part de la biblioteca eren copiades des 
de l’àrea de memòria de l’aplicació a una àrea de memòria de la biblioteca. Aquest 
tractament ens simplificava molt la programació de la biblioteca però tenia el 
desavantatge de que afegia un overhead innecessari per haver de copiar un gran nombre 
de dades entre espais de memòria (recordem que hem d’enregistrar centenars de bytes 
en pocs minuts). 
 
Una revisió del codi font de la biblioteca i una reorganització dels diferents processos va 
possibilitar que no fes falta copiar les dades entre espais de memòria i poder desar a disc 
directament les dades que l’aplicació a capturar envia a Direct3D des de la seva pròpia 
àrea de memòria. 
 
Més endavant, en el capítol dedicat a la implementació de totes les eines del projecte, 
s’amplia aquesta informació i es mostren estudis comparatius de rendiment abans i 
després d’aquesta decisió. 
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CAPÍTOL 5: DXPLUGIN 
 
Aquest capítol està dedicat a la biblioteca de funcions DXPlugin. Aquesta és una 
biblioteca de suport a les eines DXInterceptor i DXPlayer, que es descriuran en apartats 
posteriors. 
 
S’ha creat aquest capítol en la memòria per una qüestió d’ordre, per no dividir la 
descripció d’aquesta biblioteca entre els capítols dedicats a cadascuna de les eines que 
l’utilitzen, i degut a que es considera un ens prou significatiu com per a disposar del seu 
propi apartat. Molts dels conceptes necessaris s’expliquen amb més detall en els capítols 
posteriors dedicats a DXInterceptor i DXPlayer. És per això que en la primera lectura de 
la memòria es recomana al lector saltar aquest capítol o bé pot fer-ne una lectura molt 
per sobre i tornar-hi més tard com a referència. 
5.1. Què és DXPlugin? 
DXPlugin és un petita biblioteca que permet l’adquisició de dades estadístiques per part 
de DXInterceptor i DXPlayer utilitzant un sistema basat en plugins1. 
 
Tot i que no era un dels requeriments inicials d’aquest projecte, durant la fase 
implementació es va creure convenient afegir la capacitat de recollida de dades 
estadístiques durant la captura d’una traça o bé durant la reproducció. 
 
Els plugins recullen dades estadístiques que habitualment seran comptadors, però, 
donada la flexibilitat del sistema, en la pràctica pot ser qualsevol valor que siguem 
capaços de calcular amb les dades proporcionades per l’aplicació que fa de host. 
 
El fet d’haver separat el codi d’adquisició d’estadístiques del les eines que l’utilitzen 
permet de crear nous adquiridors de forma separada i independent de les eines que els 
utilizen. Així si, per exemple, es decideix crear un nou plugin que reculli dades d’interès 
per a un determinat experiment, només caldrà crear el plugin i col·locar-lo juntament 
amb DXInterceptor o DXPlayer per a que puguin utilitzar-lo. 
 
                                          
1 Un plugin és un petit programa o mòdul de codi que estén la funcionalitat d’un altre programa (host). Els 
plugins són carregats de manera dinàmica per part de l’aplicació que fa de host. 
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L’altra alternativa hauria estat inserir l’adquisició de dades estadístiques dintre del propi 
codi font, amb ajuda del generador de codi automàtic, però aquesta poció obligaria a 
recompilar el codi font de totes les eines cada cop que volguéssim afegir nous estadístics 
o modificar-ne d’existents. 
5.2. Esquema de funcionament 
Un plugin consisteix en una biblioteca dinàmica de Windows que publica una sèrie de 
mètodes concrets. Cada plugin ofereix un conjunt de comptadors, la llista dels quals 
podem consultar-la amb l’ajuda d’un dels mètodes que publica. 
 
Hi ha una classe encarregada de cercar en el directori indicat tots els plugins i consultar 
quins són els comptadors que ofereixen. Des de les aplicacions host i amb ajuda 
d’aquesta classe podem indicar al sistema de plugins quins comptadors volem fer servir 
en un moment determinat. 
 
Un cop s’inicia el sistema de captura (o de reproducció en el cas de DXPlayer) per cada 
crida a mètode de Direct3D processada li’n passaren una còpia a cadascun dels 
comptadors seleccionats. El comptador farà consultes a les dades de la crida i 
actualitzarà els valors dels seus comptadors interns. Al final de cada frame consultarem a 
cada comptador perquè ens retorni el valor resultant de tots els càlculs efectuats amb 
totes les crides d’aquell frame i tornarem a iniciar el procés. 
 
Veiem, per tant, que el sistema només proporciona estadístiques per frame, encara que 
no seria massa complicat permetre al sistema adquirir estadístiques amb altres polítiques, 
com per exemple per batch, per segon, etc. Seria qüestió de determinar correctament en 
quin moment hem de fer la consulta del valor resultant de tots els càlculs efectuats per 
un comptador. 
 
Com que a cada comptador, per cada crida a un mètode de Direct3D, li passem el valor 
de tots els paràmetres, podem efectuar molts tipus de càlculs diferents i de manera molt 
senzilla. Per exemple, si volem calcular el nombre de triangles processats en un frame, 
cada cop que ens trobem amb una crida que envia triangles a Direct3D, sumem a una 
variable el nombre de triangles que conté aquella crida i que sempre vindrà indicat en 
algun dels seus paràmetres. Quan arriba el final de frame proporcionem a l’aplicació host 
el valor d’aquesta suma i posem el comptador a zero per tornar a acumular dades fins al 
proper final de frame. 
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5.3. Disseny 
 
Figura 17: Diagrama UML del disseny de classes de DXPlugin 
 
El disseny de classes d’aquesta biblioteca és molt senzill, ja que tan sols està format per 
dues classes. La continuació fem la descripció de cada classe: 
 
? DXIntPluginManager: Aquesta classe gestiona tota l’adquisició de dades 
estadístiques per part de l’aplicació host. Per cada plugin que carrega a memòria crea 
una instancia de la classe DXIntPluginLoaded. El mètode BeginExperiment inicia una 
sessió de recollida d’estadístiques i EndExperiment la para. ProcessCall, donada una 
instancia de la classe DXMethodCall degudament emplenada per el codi de captura de 
les classes wrapper (o recuperada des del disc dur en el cas de DXPlayer), la 
proporciona a cadascun dels comptadors que haguem seleccionat en l’experiment 
actual per que actualitzin el seu valor. Quan l’aplicació host detecta que ha arribat un 
final de frame, amb l’ajuda de ProcessFrame recupera una instancia de la classe 
DXStatistic que conté tots els valors calculats per aquell frame de tots els comptadors 
utilitzats en l’experiment. 
? DXIntPluginLoaded: Aquesta classe representa un plugin carregat a memòria amb 
tots els seus comptadors. Disposa de mètodes per consultar el nom i tipus de 
cadascun dels comptadors. 
5.4. Com crear un plugin des de zero 
Per a la creació de plugins cal tenir coneixements prou avançats de C++. Com ja hem dit, 
un plugin és una biblioteca dinàmica de Windows que publica una sèrie de funcions 
concretes. La llista exacta de totes les funcions que hem d’implementar la podem trobar 
en l’arxiu de definició DXIntPlugin.h del codi font de la biblioteca DXPlugin. 
 
Quan es carrega un plugin el primer que fem es consultar-ne la seva informació global. 
Per a fer-ho utilitzem la funció GetPluginInfo que ens emplenarà una estructura del tipus 
DXINTPLUGININFO amb la seva informació. 
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BOOL GetPluginInfo(DXINTPLUGININFO* info); 
 
struct DXINTPLUGININFO 
{ 
  char*        Name;          // Name of the plugin 
  unsigned int Version;       // Version of this particular plugin 
  unsigned int SystemVersion; // Version of DXInterceptor's plugin system 
}; 
 
Els camps Name i Version d’aquesta estructura són simplement informatius i podem 
assignar-los els valors que creiem convenients. En canvi el camp SystemVersion si que 
és important, ja que en el cas de que el valor proporcionat no correspongui amb un valor 
compatible amb el sistema de plugins no el carregarem. Aquesta protecció evitaria poder 
carregar plugins antics en el cas de que féssim un canvi en el protocol del sistema de 
plugins en properes versions. 
 
Un cop carregat un plugin i comprovat que és vàlid, procedirem a consultar-ne la llista de 
tots els comptadors que publica. Per a fer-ho utilitzarem la funció GetCounterInfo que 
ens retornarà un punter a una llista d’elements del tipus DXINTCOUNTERINFO amb 
informació de cada comptador. 
 
BOOL GetCounterInfo(DWORD* countersCount, DXINTCOUNTERINFO** countersArray); 
 
struct DXINTCOUNTERINFO 
{ 
  DXINTCOUNTERID       ID;          // Used to uniquely ID this counter 
  char*                Name;        // Name of the counter 
  char*                Description; // Description of the counter 
  DXINTCOUNTERDATATYPE DataType;    // Data type returned by this counter 
}; 
 
Els camp ID indica l’identificador del comptador dintre del plugin per diferenciar-lo de la 
resta. El més habitual és utilitzar un número que anirem incrementant per cada 
comptador que anem afegint al plugin, on el primer comptador seria el 0, el segon el 1, 
etc. Els camps Name i Description simplement són informatius i podem assignar-los els 
valors que creiem convenients. El camp DataType indica el tipus de dades que 
emmagatzema el comptador i disposem dels tipus següents: 
 
Tipus Descripció 
DXICDT_UINT32  Enter positiu de 32 bits 
DXICDT_UINT64  Enter positiu de 64 bits 
DXICDT_FLOAT Real de precisió simple 
DXICDT_DOUBLE  Real de precisió doble 
DXICDT_STRING  Cadena de text de 32 caràcters com a màxim 
 
Depenent del valor que calculi un comptador haurem d’escollir el tipus que més escaigui. 
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Una sessió de recollida de dades estadístiques consistirà en un conjunt de comptadors 
que poden pertànyer a diferents plugins. 
 
Quan el sistema de plugins inicia una recollida de dades cridarà a la funció 
BeginExperiment del plugin corresponent per cadascun dels comptadors escollits. Aquest 
moment pot ser utilitzat pel comptador per efectuar inicialitzacions de variables, reservar 
buffers de memòria, etc. 
 
BOOL BeginExperiment(DXINTCOUNTERID counterID); 
 
Cada cop que l’aplicació host hagi processat una crida a mètode ens proporcionarà una 
referència a una classe DXMethodCall de la biblioteca DXTraceManager degudament 
emplenada amb el valor de tots els paràmetres d’aquesta crida. El sistema de plugins 
cridarà a la funció ProcessCall del plugin corresponent per cadascun dels comptadors 
escollits en la sessió de recollida de dades. En aquest moment el codi del comptador 
haurà d’actualitzar el valor de les seves variables depenent de les dades dels paràmetres 
de la crida. 
 
BOOL ProcessCall(DXINTCOUNTERID counterID, DXMethodCallPtr call); 
 
Cada cop que l’aplicació host hagi processat un frame preguntarà al sistema de plugins 
per la llista de valors de tots els comptadors de la sessió. El sistema de plugins cridarà a 
la funció EndFrame del plugin corresponent per cadascun dels comptadors escollits en la 
sessió de recollida de dades. En aquest moment el comptador haurà de proporcionar un 
punter a una variable que emmagatzemi el valor acumulat durant el processament de 
crides d’un frame. Les dades del punter hauran d’estar disponibles per ser consultades en 
qualsevol moment pel sistema gestor fins que es cridi altre cop a EndFrame o bé a 
EndExperiment, el que significa que el comptador del plugin no podrà modificar-ne el seu 
contingut durant aquest interval. El valor del paràmetre size s’espera que sigui igual a la 
mida del tipus de dades del comptador. 
 
BOOL EndFrame(DXINTCOUNTERID counterID, BYTE** data, UINT* size); 
 
Quan el sistema de plugins finalitza una recollida de dades cridarà a la funció 
EndExperiment del plugin corresponent per cadascun dels comptadors escollits. Aquest 
moment pot ser utilitzat pel comptador per alliberar buffers de memòria, etc. 
 
BOOL EndExperiment(DXINTCOUNTERID counterID); 
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5.5. Codi font d’un plugin d’exemple 
A continuació es mostrarà el codi font complert d’un plugin que implementa un 
comptador molt senzill, consistent en proporcionar la quantitat de crides a mètode que 
s’hagi produït en cada frame. 
 
//////////////////////////////////////////////////////////////////////////////// 
 
#include "DXTraceManagerHeaders.h" 
#define DXINTPLUGIN_IMPLEMENTATION // must be defined before the next include 
#include "DXIntPlugin.h" 
 
using namespace std; 
using namespace dxtraceman; 
 
#define DXINT_PLUGIN_STATS_VERSION 0x0100 
#define CTR_CALLSPERFRAME 0 
 
#ifndef ARRAY_LENGTH 
#define ARRAY_LENGTH(x) (sizeof(x)/sizeof((x)[0])) 
#endif 
 
//////////////////////////////////////////////////////////////////////////////// 
 
DXINTCOUNTERINFO countersSet[] = 
{ 
  { 
    CTR_CALLSPERFRAME, 
    "CallsPerFrame", 
    "# of processed calls at this frame", 
    DXICDT_UINT32 
  }, 
}; 
 
//////////////////////////////////////////////////////////////////////////////// 
 
dx_uint32 g_CALLSPERFRAME = 0; 
dx_uint32 g_CALLSPERFRAME_result = 0; 
 
BOOL CallsPerFrame_Begin() 
{ 
  g_CALLSPERFRAME = 0; 
  return TRUE; 
} 
 
BOOL CallsPerFrame_ProcessCall(DXMethodCallPtr call) 
{ 
  g_CALLSPERFRAME++; 
  return TRUE; 
} 
 
BOOL CallsPerFrame_Frame(BYTE** data, UINT* size) 
{ 
  g_CALLSPERFRAME_result = g_CALLSPERFRAME; 
  g_CALLSPERFRAME = 0; 
 
  *data = (BYTE*) &g_CALLSPERFRAME_result; 
  *size = sizeof(dx_uint32); 
  return TRUE; 
} 
 
//////////////////////////////////////////////////////////////////////////////// 
 
DLLEXP BOOL GetPluginInfo(DXINTPLUGININFO* info) 
{ 
  info->Name = "Statistics Plugin Example"; 
  info->Version = DXINT_PLUGIN_STATS_VERSION; 
  info->SystemVersion = DXINT_PLUGIN_SYSTEM_VERSION; 
  return TRUE; 
} 
 
//////////////////////////////////////////////////////////////////////////////// 
 
DLLEXP BOOL GetCounterInfo(DWORD* countersCount, DXINTCOUNTERINFO** countersArray) 
{ 
  *countersCount = ARRAY_LENGTH(countersSet); 
  *countersArray = &countersSet[0]; 
  return TRUE; 
} 
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//////////////////////////////////////////////////////////////////////////////// 
 
DLLEXP BOOL BeginExperiment(DXINTCOUNTERID counterID) 
{ 
  switch (counterID) 
  { 
  case CTR_CALLSPERFRAME: return CallsPerFrame_Begin(); 
  default: return FALSE; 
  } 
} 
 
//////////////////////////////////////////////////////////////////////////////// 
 
DLLEXP BOOL ProcessCall(DXINTCOUNTERID counterID, DXMethodCallPtr call) 
{ 
  switch (counterID) 
  { 
  case CTR_CALLSPERFRAME: return CallsPerFrame_ProcessCall(call); 
  default: return FALSE; 
  } 
} 
 
//////////////////////////////////////////////////////////////////////////////// 
 
DLLEXP BOOL EndFrame(DXINTCOUNTERID counterID, BYTE** data, UINT* size) 
{ 
  switch (counterID) 
  { 
  case CTR_CALLSPERFRAME: return CallsPerFrame_Frame(data, size); 
  default: return FALSE; 
  } 
} 
 
//////////////////////////////////////////////////////////////////////////////// 
 
DLLEXP BOOL EndExperiment(DXINTCOUNTERID counterID) 
{ 
  return TRUE; 
} 
 
//////////////////////////////////////////////////////////////////////////////// 
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CAPÍTOL 6: DXINTERCEPTOR 
 
En aquest capítol es descriu tot el procés de desenvolupament dut a terme per a la 
creació de l’eina DXInterceptor, la part central sobre la que gira tot aquest projecte. 
6.1. Què és DXInterceptor? 
L’objectiu principal del projecte és ser capaços de poder guardar a disc tot l’intercanvi de 
dades que es produeixi entre una aplicació que utilitzi la API Direct3D 9.0c i la pròpia API. 
L’eina encarregada d’efectuar aquesta tasca s’anomena DXInterceptor. 
 
 
Figura 18: Esquema bàsic de funcionament de DXInterceptor 
 
Tot i que no forma part dels requeriments d’aquest projecte, l’objectiu de capturar 
aquestes dades és poder recuperar-les per bolcar-les, amb l’ajuda d’un driver específic, 
contra el simulador ATTILA per poder simular el mateix intercanvi de dades que es va 
produir entre l’aplicació i Direct3D, però en un altre context hardware per fer-ne estudis i 
extreure’n conclusions. A continuació tornem a mostrar el diagrama de funcionament del 
framework ATTILA per recordar on s’ubica exactament DXInterceptor. 
 
 
 88 
DXInterceptor és, doncs, un “tracejador” de Direct3D i les seves característiques 
principals són: 
 
? Substitueix la biblioteca original de Direct3D del sistema, que a Windows s’anomena 
‘d3d9.dll’. 
 
? Pot generar traces de qualsevol aplicació que faci servir la versió 9.0c de la API 
Direct3D. 
 
? Les traces de les captures es guarden en un format d’arxiu binari, amb o sense 
compressió online1, creat especialment per utilitzar-se amb aquesta eina. L’opció de 
compressió en la majoria dels casos redueix en més de la meitat l’espai ocupat a disc 
de les traces degut a la elevada redundància de les dades enviades a Direct3D. 
 
? Les traces emmagatzemen tots els valors dels paràmetres de les crides als diferents 
mètodes de les classes de Direct3D, els buffers d’usuari i les textures juntament amb 
meta-dades per facilitar posteriorment l’extracció de tota aquesta informació. Una 
traça està formada per un únic arxiu que inclou les dades de tots els tipus anteriors 
degudament indexades, el que en facilita la distribució i manipulació. 
 
? És capaç de recollir en cada frame dades estadístiques durant la sessió de captura de 
dades. El sistema d’adquisició d’estadístiques està basat en plugins, separat el màxim 
possible del sistema de captura per no complicar-ne la seva arquitectura2. En cada 
sessió de captura de dades es poden escollir quins adquiridors de dades estadístiques 
es volen utilitzar. Les dades estadístiques generades s’emmagatzemen juntament amb 
la resta de dades de la captura en sí (textures, buffers, etc.) i poden ser exportades 
per ser tractades amb eines de plotting de tercers (Excel, GNUPlot, Harvard Graphics, 
etc.). 
 
? Durant la sessió de captura es disposa de l’opció de mostrar per pantalla informació 
útil, que es va actualitzant dinàmicament. Aquesta inclou dades de l’espai ocupat a 
disc per la traça, ràtio de compressió (en el cas de tenir-la activada), temps 
transcorregut des de l’inici de la captura, nombre de frames presentats a pantalla i la 
velocitat de presentació de dades a pantalla indicada en frames per segon. 
 
                                          
1 El terme online es refereix a que serà el propi sistema de captura qui desi les dades comprimides en el disc. 
2 Podeu obtenir més informació del sistema de plugins en el capítol dedicat a DXPlugin. 
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? Totes les opcions es poden indicar amb l’ajuda d’un arxiu de configuració, el que 
permet controlar el comportament de DXInterceptor sense que haver de recompilar el 
codi font. Aquest arxiu és llegit al inici d’una sessió de captura de dades. 
6.2. Esquema de funcionament 
DXInterceptor substitueix a la biblioteca dinàmica de la API Direct3D del sistema operatiu 
Windows, que s’anomena d3d9.dll. Quan una aplicació es compilada per a fer servir 
Direct3D queda vinculada a aquesta biblioteca del sistema i quan s’inicia, el sistema 
operatiu cerca la biblioteca d3d9.dll i la carrega dinàmicament a memòria. La cerca de la 
biblioteca es fa sempre en un ordre predeterminat pel propi sistema operatiu. Aprofitant 
aquest ordre 1 podem aconseguir que el sistema operatiu, quan s’inicia una aplicació 
Direct3D, carregui abans la biblioteca DXInterceptor que la d3d9.dll original. A partir 
d’aquest moment totes les crides a la API Direct3D que faci l’aplicació passaran a través 
de DXInterceptor i aquesta l’haurà de suplantar. Per a fer-ho DXInterceptor s’haurà 
d’encarregar de buscar la biblioteca d3d9.dll original per poder-li redirigir totes les crides 
que rebi un cop capturades les dades que ens interessin. 
 
De forma passiva, en el moment que l’aplicació faci la primera crida a Direct3D, 
s’executarà la rutina d’inicialització del sistema de captura de dades, que només es farà 
un cop. Aquesta inicialització consisteix en els passos: 
 
1. Cercar i carregar la biblioteca Direct3D original (d3d9.dll). 
2. Lectura de l’arxiu de configuració de DXInterceptor. 
3. Configurar el sistema d’escriptura de traces a disc. 
4. Inicialitzar el sistema de captura d’estadístiques, carregant els plugins necessaris. 
 
Com hem dit abans, totes les crides a la API Direct3D que faci l’aplicació passaran a 
través de DXInterceptor, però en realitat, en el cas de Direct3D, no serà així exactament 
com s’interceptaran les crides. A diferencia d’altres APIs, com per exemple OpenGL, 
Direct3D utilitza el paradigma de programació de l’orientació a objectes. En altres APIs la 
biblioteca consisteix en un conjunt de desenes de funcions que una aplicació ha de cridar 
en un ordre determinat. En Direct3D tenim classes i el que fa una aplicació és cridar als 
mètodes d’una instancia d’una classe. 
                                          
1 Hi ha una tècnica més sofisticada d’aconseguir que un programa utilitzi la biblioteca DXInterceptor en comptes 
de d3d9.dll sense haver d’aprofitar l’ordre de cerca de biblioteques per part del sistema operatiu. S’explica amb 
més detall en l’apartat dedicat a l’eina DXLoader, que la fa servir. 
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La biblioteca d3d9.dll només disposa d’una única funció que retorna una instancia d’una 
classe, la classe principal de Direct3D, la base. A partir d’aquesta instancia ja es poden 
anar creant instancies de tota la resta de classes de la API1. Es tracta d’un disseny molt 
jeràrquic. 
 
Per tant, el que en realitat s’ha de capturar són les crides que l’aplicació faci als mètodes 
d’una classe (d’una instància d’una classe s’entén). Per aconseguir-ho el que fa 
DXInterceptor és: 
 
1. Quan un programa demana crear una instancia d’una classe cal crear una 
instancia de la classe Direct3D original. 
2. Després cal crear una instancia de la classe de DXInterceptor que emula a la 
classe original, la classe wrapper, i proporcionar-li una referència a la classe 
original. 
3. Finalment hem d’entregar a l’aplicació l’instancia de la classe wrapper, que ella 
creurà que es tracta d’una instancia de la classe Direct3D original. 
 
Cada cop que l’aplicació cridi a un mètode de la classe wrapper haurem de guardar un 
conjunt de dades a disc i cridar al mètode de la classe de Direct3D original (gràcies a que 
la classe wrapper es guarda una referència a la classe Direct3D original). La llista 
d’accions que s’efectua en cada captura de crida a mètode és: 
 
1. Guardar el número d’instància de la classe. 
2. Guardar el nom del mètode (un identificador que és únic per cada mètode de cada 
classe). 
3. Guardar el valor de tots els paràmetres. En el cas de que algun paràmetre es 
refereixi a un buffer de dades, es guarda també tot el contingut d’aquest buffer. 
Es diferencien buffers de dos tipus, buffers de dades genèriques i buffers de dades 
de textura. El contingut dels buffers es desat a banda dels propis paràmetres d’un 
mètode i se’ls assigna un identificador. Com tenim buffers de dades i buffers de 
textura, tindrem identificadors separats per a cada tipus. 
4. Cridar al mètode original de Direct3D de la classe que estem capturant. 
5. Només en el cas de tenir activada la recol·lecció de dades estadístiques, 
actualitzar els valors de les dades estadístiques i guardar-los. 
6. Només en el cas de que el mètode cridat tingui paràmetre de retorn, guardar el 
valor del paràmetre de retorn. 
                                          
1 Per a més informació podeu dirigir-vos a l’apartat del segon capítol dedicat a Direct3D. 
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L’esquema que es mostra a continuació representa com funciona tot el procés de captura 
de dades per part de DXInterceptor: 
 
 
Figura 19: Esquema de funcionament de DXInterceptor 
6.3. Disseny 
Com ja hem explicat abans, el sistema de captura de dades funciona gràcies a que creem 
instancies de classes que emulen a les classes originals de Direct3D, el que anomenaré 
classes wrapper. Això implica que el nostre disseny de classes ha vingut donat pel propi 
disseny de classes de la biblioteca Direct3D, sense poder-ne modificar cap aspecte. 
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D3D9Wrapper
+Addref()
+Release()
+QueryInterface()
IUnknow
StateBlock9Wrapper Query9WrapperVertexShader9WrapperPixelShader9WrapperVertexDeclaration9WrapperSwapChain9Wrapper Volume9Wrapper
Texture9Wrapper CubeTexture9Wrapper VolumeTexture9Wrapper
Resource9Wrapper
BaseTexture9WrapperSurface9Wrapper VertexBuffer9Wrapper IndexBuffer9Wrapper
Device9Wrapper
+GetNewObjectID()
+GetOwnerIID()
+GetObjectID()
DXInterceptorWrapper
DXTraceManager
 
Figura 20: Diagrama UML del disseny de classes de DXInterceptor 
 
En el disseny de classes de DXInterceptor tindrem per cadascuna de les classes de 
Direct3D1 una classe wrapper que l’emula. Les hem anomenades amb el mateix nom que 
la classe original més el sufix “Wrapper”. Fixem-nos que en el diagrama s’indica que 
s’utilitza la biblioteca DXTraceManager, ja que totes les classes wrapper l’utilitzaran per 
desar a disc les dades capturades. 
 
A continuació fem una breu descripció de per a que serveix cada classe. Podeu trobar 
més informació de per a que serveix cada classe i el seu ús concret en l’apartat dedicat a 
Direct3D del capítol d’Estudis Previs d’aquesta memòria. 
 
? IUnknow: L’arquitectura de Direct3D està basada en la tecnologia COM (Component 
Object Model) de Microsoft. Tots els objectes COM sempre hereten d’aquesta classe i 
n’implementen els seus mètodes. 
? DXInterceptorWrapper: Totes les classes wrapper hereten d’aquesta classe. 
Defineix mètodes per assignar i consultar el número d’instància de cada classe creada. 
? D3D9Wrapper: És la classe principal de Direct3D. Ofereix mètodes per consultar les 
capacitats dels dispositius gràfics instal·lats a la màquina. A través d’ella podrem crear 
instancies de la classe IDirect3DDevice9. 
? Device9Wrapper: Representa un dispositiu gràfic virtual. És l’encarregada de recollir 
totes les dades que conformen una escena 3D i mostrar-les per pantalla. Permet la 
creació de la resta de classes de la API, això és, els recursos per manegar les dades 
necessàries per a la creació d’escenes 3D. 
                                          
1 Recordem que el nostre projecte només es centrarà en la captura de la versió 9.0c de la API Direct3D. En el 
cas d’altres versions, tot i seguir esquemes semblants, els diagrames canviarien bastant a aquest. 
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? SwapChain9Wrapper: Representa un dispositiu gràfic virtual al igual que 
IDirect3DDevice9. La diferencia és que aquest segon tipus de dispositiu està indicat 
per a la presentació a pantalla de més d’una escena 3D, és a dir, per poder pintar en 
més d’un viewport a la vegada. 
? VertexDeclaration9Wraper: Es tracta d’una classe que serveix per encapsular la 
declaració d’un vertex shader. 
? PixelShader9Wrapper: Encapsula les funcionalitats d’un pixel shader. 
? VertexShader9Wrapper: Encapsula les funcionalitats d’un vertex shader. 
? StateBlock9Wrapper: Encapsula els estats de renderització del dispositiu virtual. Un 
estat de renderització engloba tot un conjunt d’opcions de parametrització del 
dispositiu virtual per controlar com es renderitza un escena 3D. Amb l’ajuda d’aquesta 
classe podem guardar l’estat del dispositiu en un moment determinat i recuperar-lo 
més endavant. 
? Query9Wrapper: Permet efectuar consultes asíncrones al driver de la targeta gràfica. 
Per exemple, amb la seva ajuda podem avaluar l’estat de renderització d’una escena 
3D en el hardware de la targeta. 
? Volume9Wrapper: Representa una capa individual d’una textura volumètrica. 
? Resource9Wrapper: Aquesta classe representa un recurs gràfic 3D. Totes les classes 
que representen recursos hereten d’ella. 
? Surface9Wrapper: Representa una superfície. En Direct3D una superfície es 
considera a un conjunt de dades que representen un rectangle de píxels. Per exemple, 
una textura disposa d’una superfície i informació extra o el viewport on es mostren les 
escenes renderitzades pel dispositiu virtual també es tractat com una superfície. 
? IndexBuffer9Wrapper: Representa un conjunt d’índexs o punters a vèrtexs d’un 
conjunt de vèrtexs. 
? VertexBuffer9Wrapper: Representa un conjunt de vèrtexs. 
? BaseTexture9Wrapper: Es tracta d’una classe base de la qual hereten tots els 
recursos de tipus textura. 
? Texture9Wrapper: Representa una textura. 
? CubeTexture9Wrapper: Representa una textura cúbica, és a dir, formada per sis 
cares. La podem imaginar com un conjunt de sis textures una per cada cara d’un cub. 
? VolumeTexture9Wrapper: Representa una textura volumètrica. Les textures 
volumètriques les podem imaginar com un volum format per capes on cada capa és 
una textura habitual. 
 
Els mètodes de cada classe són els mateixos que existeixen en les classes Direct3D 
originals i alguns de més que hem hagut d’afegir com a suport al sistema de captura de 
dades. Amb l’ajuda d’un apartat de l’arxiu de configuració del generador de codi, com ja 
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s’explica en el capítol corresponent d’aquesta memòria, controlem els mètodes i tributs 
que volem afegir de més a la definició de cada classe. 
 
Les classes wrapper fan servir exhaustivament les classes de la biblioteca 
DXTraceManager. Per no complicar el diagrama no s’han afegit en el diagrama de classes 
anterior. Podeu dirigir-vos a l’apartat de disseny del capítol dedicat a aquesta biblioteca 
per obtenir-ne més informació. 
6.4. Implementació 
En aquest apartat explicarem els detalls més importants de la implementació de l’eina 
DXInterceptor. 
 
6.4.1. Codi auto-generat (classes wrapper) 
Gran part del codi de DXInterceptor és generat automàticament. Diversos components 
compartits per aquesta eina i DXPlayer es generen també de forma automàtica. En 
aquest capítol ens centrarem en la part pròpia de DXInterceptor deixant per a més 
endavant (en apartats posteriors) l’explicació detallada de la resta de components. 
 
Com ja hem explicat anteriorment, el sistema de captura de dades es basa en la creació 
de classes wrapper que emulen a les classes de Direct3D originals. La majoria del codi 
font d’aquestes classes wrapper es generat automàticament amb l’ajuda de l’eina 
DXCodeGenerator. 
 
El nombre de passos per efectuar una captura de dades per part d’una classe wrapper és 
sempre el mateix i es repeteix en tots els mètodes d’aquestes classes. Per a fer-ho el 
generador de codi crea per cada mètode la llista d’accions per efectuar-ne la captura i 
aquestes depenen del nombre de paràmetres de cada mètode i del seu tipus. 
 
A continuació mostrem un fragment de codi d’un mètode d’una classe wrapper concreta: 
 
HRESULT IDirect3DDevice9Wrapper::CreateTexture(UINT Width, 
                                               UINT Height, 
                                               UINT Levels, 
                                               DWORD Usage, 
                                               D3DFORMAT Format, 
                                               D3DPOOL Pool, 
                                               IDirect3DTexture9** ppTexture, 
                                               HANDLE* pSharedHandle) 
{ 
  // 1.1. Save parameter values 
  DXMethodCallPtr call = new DXMethodCall(TOK_IDirect3DDevice9_CreateTexture, m_objectID); 
  call->Push_UINT(Width); 
  call->Push_UINT(Height); 
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  call->Push_UINT(Levels); 
  call->Push_DWORD(Usage); 
  call->Push_D3DFORMAT(Format); 
  call->Push_D3DPOOL(Pool); 
 
  // 2. Call original method of Direct3D 
  HRESULT result = m_original->CreateTexture(Width, Height, Levels, 
                                             Usage, Format, Pool, 
                                             ppTexture, pSharedHandle); 
 
  // 1.2. Save the return value 
  if (result != D3D_OK) 
  { 
    call->Push_HRESULT(result); 
    call->SavedReturnValue(true); 
  } 
 
  // 3. Save statistics 
  if (g_statman) 
  { 
    g_statman->ProcessCall(call); 
  } 
 
  // 4. Save call values to disc 
  g_traceman->WriteMethodCall(call); 
 
  return result; 
} 
 
En el codi anterior en primer lloc podem veure que el mètode wrapper té una signatura 
idèntica al mètode de Direct3D de la classe IDirect3DDevice9 que “suplanta”. En el cos 
del mètode s’efectuen una sèrie d’accions que són les següents: 
 
1. Desem el valors dels paràmetres de la crida depenent del seu tipus. Per a fer-ho 
utilitzem una instància de la classe DXMethodCall degudament inicialitzada amb 
l’identificador del tipus de mètode que representa (constant 
TOK_IDirect3DDevice9_CreateTexture) i el número d’instància de l’objecte sobre el 
que hem invocat el mètode (per poder saber, en el cas de que tinguéssim diversos 
objectes del tipus IDirect3DDevice9, a quin en concret s’ha efectuat l’invocació). Com 
el mètode té paràmetre de retorn haurem d’esperar a cridar a el mètode original de 
Direct3D per a poder-lo guardar el seu resultat quan finalitzi, tal i com podem veure 
en fase 1.2 del codi anterior. 
2. Cridem al mètode original de Direct3D que estem “suplantant”. 
3. En el cas de que tinguem activada la recol·lecció de dades estadístiques la realitzarem 
en aquest punt, proporcionant-li al sistema gestor d’estadístiques una referència 
degudament emplenada de la classe DXMethodCall. 
4. Desem les dades dels valors dels paràmetres del mètode a disc, proporcionant-li al 
sistema gestor de traces una referència degudament emplenada de la classe 
DXMethodCall. 
 
En la figura següent podem veure el diagrama de seqüència que il·lustra el mecanisme 
de funcionament dels mètodes wrapper: 
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Figura 21: Diagrama de seqüència d’un mètode wrapper 
 
6.4.2. Inclusió de codi específic 
En l’apartat anterior hem vist que com el generador de codi genera el codi font necessari 
per a tots i cadascun del mètodes wrapper. El codi generat s’ajusta als objectius 
desitjats: captura del valor dels paràmetres, actualització dels comptadors estadístics, 
execució de la funció Direct3D original i emmagatzemament de les dades capturades a 
disc. 
 
Els problemes sorgeixen quan el generador de codi no pot generar el codi font per 
executar totes les accions que necessitem: 
 
? Quan el tipus d’un paràmetre és desconegut o és molt complicat automatitzar-ne la 
seva captura. 
? Quan per conèixer la mida d’un buffer hem de consultar el valor d’alguns paràmetres. 
? Quan hem d’efectuar accions especials en, per exemple, tots aquells mètodes que 
retornin instàncies de classes Direct3D, on haurem de crear una instancia de la classe 
wrapper i retornar la referència a aquesta en comptes de la referència a la original. 
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En tots els casos anteriors la generació de codi automàtica no és efectiva. Cal destacar, 
però, que aquests casos són la minoria i per tant la generació automàtica actua en la 
majoria eficaçment i eficient. Tanmateix, en les situacions excepcionals seria desitjable 
per al seu tractament poder integrar codi específic escrit manualment. 
 
Una possibilitat per implementar aquest mecanisme d’inclusió de codi específic seria 
modificar els arxius de codi font auto-generats i corregir aquells apartats on el generador 
de codi no actuï correctament. El problema d’aquesta solució és que limitaria molt el 
funcionament del generador de codi, que passaria a ser una eina d’un sol ús, ja que si 
tornéssim a utilitzar-la perdríem tots els canvis fets a mà. Per tant, un dels requeriments 
de la solució a aquest problema és imposar la restricció de no poder modificar cap dels 
arxius generats pel generador de codi. 
 
L’objectiu és que el codi escrit manualment no estigui ubicat en el mateix arxiu que el 
codi auto-generat sinó en altres arxius. Haurem de disposar d’algun mecanisme en el 
generador de codi per a poder-li indicar quan és necessari executar codi específic, 
obviant el codi que es generaria per defecte. 
 
L’arxiu XML de parametrització del generador de codi disposa d’una secció especialment 
dedicada a indicar-li en quins mètodes de quines classes, i fins i tot en quins dels seus 
atributs, s’haurà d’aplicar una excepció a la generació automàtica de codi font. En aquest 
apartat només es descriurà breument el funcionament i sintaxi de l’arxiu de 
parametrització del generador de codi. Podeu dirigir-vos al capítol corresponent 
d’aquesta eina per a obtenir la descripció completa de totes les seves opcions. 
 
En l’exemple de codi de captura de l’apartat anterior, el dedicat a la captura del mètode 
CreateTexture de la classe IDirect3DDevice9, havíem vist que un cop capturat el valor 
dels paràmetres del mètode cridàvem al mètode CreateTexture de la instància de la 
classe de Direct3D original. Recordem que la capçalera d’aquest mètode és: 
 
HRESULT IDirect3DDevice9Wrapper::CreateTexture(UINT Width, 
                                               UINT Height, 
                                               UINT Levels, 
                                               DWORD Usage, 
                                               D3DFORMAT Format, 
                                               D3DPOOL Pool, 
                                               IDirect3DTexture9** ppTexture, 
                                               HANDLE* pSharedHandle) 
 
Si en aquest codi de captura no apliquem codi específic, li estarem retornant a l’aplicació 
capturada, a través del paràmetre ppTexture, una instancia a una classe original de 
Direct3D, és a dir, no wrapper. Ja hem explicat abans que quan un mètode crea i retorna 
instàncies de classes de Direct3D hem d’aplicar una sèrie d’accions si volem poder 
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capturar totes les crides a mètodes de la classe instanciada, és a dir, seguir “enganyant” 
a l’aplicació que estem capturant. Haurem de crear una instancia de la classe wrapper 
corresponent a la classe que ha creat Direct3D, passar-li la referència a la instancia 
original i finalment retornar a l’aplicació una referència a la classe wrapper. 
 
Per aconseguir aquest objectiu haurem d’indicar al generador de codi que volem afegir 
codi específic per tractar aquesta situació a mà. El fragment següent de l’arxiu de 
parametrització de DXCodeGenerator mostra com fer-ho: 
 
<class name="IDirect3DDevice9"> 
<methods> 
  <method name="CreateTexture"> 
    <specific policy="replaceboth">CreateTexture_Specific</specific> 
</method> 
</methods> 
</class> 
 
Amb les indicacions anteriors estem dient al generador de codi que quan generi el codi 
font de captura del mètode CreateTexture no cridi al mètode CreateTexture de la classe 
original, sinó que ho faci al mètode CreateTexture_Specific. En el nostre codi específic 
haurem de ser nosaltres qui cridem al mètode de la classe original. El fragment de codi 
següent mostra el codi auto-generat de CreateTexture tenint en compte les indicacions 
de l’arxiu de parametrització. 
 
HRESULT IDirect3DDevice9Wrapper::CreateTexture(UINT Width, 
                                               UINT Height, 
                                               UINT Levels, 
                                               DWORD Usage, 
                                               D3DFORMAT Format, 
                                               D3DPOOL Pool, 
                                               IDirect3DTexture9** ppTexture, 
                                               HANDLE* pSharedHandle) 
{ 
  // 1.1. Save parameter values 
  DXMethodCallPtr call = new DXMethodCall(TOK_IDirect3DDevice9_CreateTexture, m_objectID); 
  call->Push_UINT(Width); 
  call->Push_UINT(Height); 
  call->Push_UINT(Levels); 
  call->Push_DWORD(Usage); 
  call->Push_D3DFORMAT(Format); 
  call->Push_D3DPOOL(Pool); 
 
// 2. Specific Code 
  HRESULT result = CreateTexture_Specific(Width, Height, Levels, Usage, Format, Pool, 
                                        ppTexture, pSharedHandle); 
 
  // 1.2. Save the return value 
  if (result != D3D_OK) 
  { 
    call->Push_HRESULT(result); 
    call->SavedReturnValue(true); 
  } 
 
  // 3. Save statistics 
  if (g_statman) 
  { 
    g_statman->ProcessCall(call); 
  } 
 
  // 4. Save call values to disc 
  g_traceman->WriteMethodCall(call); 
 
  return result; 
} 
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I el fragment següent mostra el codi específic escrit a mà: 
 
HRESULT IDirect3DDevice9Wrapper::CreateTexture_Specific(UINT Width, 
                                                        UINT Height, 
                                                        UINT Levels, 
                                                        DWORD Usage, 
                                                        D3DFORMAT Format, 
                                                        D3DPOOL Pool, 
                                                        IDirect3DTexture9** ppTexture, 
                                                        HANDLE* pSharedHandle) 
{ 
  HRESULT hr = m_original->CreateTexture(Width, Height, Levels, Usage, Format, Pool, 
                                         ppTexture, pSharedHandle); 
 
  if (SUCCEEDED(hr)) 
  { 
    // Create an IDirect3DTexture9 wrapper class instance and 
    // pass a reference to the original Direct3D instance (*ppTexture) 
    *ppTexture = new IDirect3DTexture9Wrapper(IID_IDirect3DTexture9, *ppTexture, this); 
  } 
 
  return hr; 
} 
 
Com veiem en el fragment de codi anterior el que fem és assignar al paràmetre de 
sortida ppTexture la referència a la classe wrapper de IDirect3DTexture9. D’aquesta 
manera l’aplicació seguirà treballant amb classes wrapper en les quals podrem seguir 
capturant el valor dels paràmetres cada cop que l’aplicació faci crides a algun dels seus 
mètodes. Només resta destacar que el fragment de codi anterior haurà d’estar definit en 
un arxiu diferent al del codi generat pel generador de codi i que haurà de ser indicat al 
compilador per a que el tingui en compte en el moment de la compilació del codi font. 
 
Com hem vist, gràcies a les indicacions de l’arxiu de parametrització del generador de 
codi podem tractar degudament les excepcions a la generació de codi automàtica amb 
petits fragments de codi font escrits a mà, el codi específic. 
 
6.4.3. Escriptura de traces a disc 
Com ja hem vist en els apartats anteriors, el codi font de les classes wrapper utilitza la 
biblioteca DXTraceManager per a desar les dades capturades a disc. Podeu dirigir-vos al 
capítol corresponent d’aquesta memòria per ampliar informació sobre el funcionament i 
capacitats d’aquesta biblioteca. 
 
6.4.4. Adquisició d’estadístiques 
Com ja hem vist en els apartats anteriors, el codi font de les classes wrapper utilitza la 
biblioteca DXPlugin per adquirir dades estadístiques durant la captura de dades. Podeu 
dirigir-vos al capítol corresponent d’aquesta memòria per ampliar informació sobre el 
funcionament d’aquesta biblioteca. 
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En aquest apartat només esmentarem els detalls més importants de la implementació de 
les classes wrapper pel que fa a l’adquisició de dades estadístiques. 
 
En primer lloc, com ja sabem, per a que l’adquisició funcioni correctament caldrà que en 
cada mètode de cada classe el codi font auto-generat proporcioni al sistema gestor 
d’estadístiques una instancia de la classe DXMethodCall degudament emplenada. Amb les 
seves dades els comptadors estadístics podran actualitzar degudament els seus valors. 
 
Els valors estadístics es recullen a cada frame. En Direct3D es volca tota la informació a 
pantalla quan s’executa una crida a el mètode Present de la classe IDirect3DDevice9. 
Serà, per tant, al final de la captura d’aquest mètode quan indicarem al sistema gestor 
d’estadístiques que volem recollir els valors de totes estadístiques calculades en el darrer 
frame. El sistema gestor d’estadístiques ens proporcionarà una instancia de la classe 
DXStatistic degudament emplenada amb aquests valors que la guardarem a disc amb 
ajuda de DXTraceManager, de la mateixa manera en com ho fem fer a les instancies de 
DXMethodCall. 
 
La decisió de separar l’adquisició de dades estadístiques del propi sistema de captura 
permet que en cada sessió de captura de dades puguem escollir quines dades 
estadístiques volem recollir. A més, en el cas de que ampliéssim el nombre de 
comptadors d’un plugin no haurem de recompilar el codi font de tot el sistema de captura. 
 
Amb l’ajuda de les dades estadístiques podem obtenir informació molt interessant sobre 
la forma en com utilitza la API Direct3D una aplicació determinada. Per exemple, 
imaginem que volem conèixer el nombre de triangles que mostra per pantalla un joc per 
cada frame. Per a fer-ho només haurem de crear un plugin amb un comptador que cada 
cop que detecti una crida a mètode que enviï triangles a Direct3D sumi el nombre de 
triangles enviats. 
 
En les gràfiques següents podem observar el nombre de triangles per frame de diferents 
jocs d’última generació, generades a partir de les dades obtingudes pel sistema 
d’adquisició de dades estadístiques de DXInterceptor. 
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6.5. Manual d’usuari 
DXInterceptor és una biblioteca dinàmica que emula el funcionament de la biblioteca de 
sistema de Direct3D. 
 
Per a que sigui utilitzada per una aplicació 3D cal aprofitar l’ordre de cerca de 
biblioteques dinàmiques de Windows. En concret, Windows sempre busca primer en la 
carpeta d’instal·lació del executable de l’aplicació 3D, és a dir, que si copiem la biblioteca 
DXInterceptor en la carpeta de l’aplicació i li donem el mateix nom que la biblioteca del 
sistema, d3d9.dll, quan s’iniciï l’aplicació s’utilitzarà DXInterceptor com a biblioteca 
Direct3D. Existeix un altre mode de canviar l’ús de biblioteques dinàmiques d’una 
aplicació amb l’ajuda de tècniques d’instrumentació. Podeu dirigir-vos a l’apartat 
d’aquesta memòria dedicat a l’eina DXLoader per a més informació. 
 
DXInterceptor accepta diverses opcions de configuració. Com DXInterceptor no és una 
aplicació interactiva, sinó una biblioteca que es carrega de forma explícita en el moment 
d’iniciar-se una aplicació, caldrà definir les opcions en un arxiu de configuració que 
DXInterceptor consultarà en el moment de la seva càrrega a memòria. L’arxiu de 
configuració està definit en el llenguatge XML. L’arxiu de configuració s’haurà d’anomenar 
amb el mateix nom que la biblioteca dinàmica però amb l’extensió “.config”. Per exemple, 
si la biblioteca s’anomena “d3d.dll”, l’arxiu de configuració corresponent s’haurà 
anomenar “d3d9.config”. 
 
A continuació podem veure un exemple del format d’aquest arxiu de configuració: 
 
<?xml version="1.0" encoding="utf-8" standalone="yes" ?> 
<configuration> 
    <destinationdir>G:\Traces\</destinationdir> 
    <storage compression="true" /> 
    <progressbanner show="true" position="top-left" color="#FF0080" /> 
        <statisticsplugins> 
        <plugin0 filename="dxstats.DXIntPlugin" counters="2,3,4" /> 
    </statisticsplugins> 
</configuration> 
 
L’arxiu de configuració consta de les parts següents: 
 
? <destinationdir>: En aquest tag indicarem el directori on volem que DXInterceptor 
guardi els arxius de traça generats. Els arxius de traça s’anomenaran automàticament 
amb el nom de l’executable principal que carrega DXInterceptor amb l’extensió 
“.DXIntRun”. Per exemple, si l’executable de l’aplicació que estem capturant 
s’anomena “programa.exe”, l’arxiu de traça generat en la carpeta indicada per aquest 
tag s’anomenarà “programa.exe.DXIntRun”. Si no s’indica cap directori o el directori 
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no existeix, DXInterceptor crearà l‘arxiu de traça en el directori de treball actual, és a 
dir, en la mateixa carpeta on estigui situada la biblioteca dinàmica de DXInterceptor. 
Si en la carpeta destí ja existeix un arxiu de traça amb el mateix nom, DXInterceptor 
el sobreescriu sense fer cap pregunta a l’usuari. Per tant s’ha de tenir cura de moure o 
renombrar els arxius de traça si volem repetir captures d’una mateixa aplicació i 
volem conservar els arxius de traça de cada captura. 
? <storage>: Aquest camp només disposa del camp compression que indica si volem 
activar la compressió de dades online en els arxius de traça generats. Els possibles 
valors són true o false, encara que també s’accepten els valors 0 i 1. 
? <progressbanner>: Aquest apartat ens ajuda a definir les opcions del banner de 
progress que pot mostrar DXInterceptor durant el progrés de captura en la mateixa 
pantalla on es mostren les escenes 3D de l’aplicació capturada. El camp show ens 
permet indicar si volem que es mostri o no aquest banner. En el cas de que si que es 
mostri, el camp position ens permet indicar en quina cantonada de la pantalla volem 
que es mostri, per exemple, per evitar tapar alguna àrea important de la pantalla de 
l’aplicació capturada. Els possibles valors de posició són: top-left (cantonada superior 
esquerra), top-right (cantonada superior dreta), bottom-left (cantonada inferior 
esquerra) i bottom-right (cantonada inferior dreta). Per últim, el camp color d’aquest 
apartat ens permet definir el color del textos del banner informatiu. La seva sintaxi és 
equivalent a la utilitzada per definir colors en el llenguatge HTML. 
 
Per exemple en la imatge següent podem observar l’aspecte del banner informatiu 
situat en la part superior dreta. La informació indica que la velocitat de captura 
s’efectua a 54 frames per segon, que ja s’han presentat a pantalla 6810 frames, que 
duem 91,7 segons de captura de dades i que l’arxiu resultant de la captura ocupa un 
espai a disc de 1,47 Mb amb compressió activada i un ràtio de compressió del 9,6%. 
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? <statisticsplugins>: En aquest apartat li indicarem a DXInterceptor els plugins 
d’adquisició d’estadístiques que ha d’utilitzar durant la sessió de captura i quins 
comptadors de cada plugin ha d’utilitzar. Per cada plugin tindrem una subsecció que 
definirà dos paràmetres: filename i counters. En filename indicarem el camí en el 
sistema d’arxius d’on es troba situat l’arxiu de plugin. En counters indicarem la llista 
d’identificadors dels comptadors que volem utilitzar del plugin. 
 
Tot i aquest arxiu de configuració pot ser editat a 
mà sense cap problema, doncs es tracta 
simplement d’un arxiu de text en format XML, es 
recomana utilitzar el botó “Options” de l’eina 
DXLoader per a l’edició gràfica del contingut 
d’aquest arxiu. En la part dreta d’aquest text 
podem veure una imatge de l’aspecte de la pantalla 
d’edició d’arxius de configuració de DXInterceptor 
de l’eina DXLoader. 
 
Durant la sessió de captura de dades DXInterceptor 
crea un arxiu de log que s’anomenarà amb el mateix nom que la biblioteca dinàmica però 
amb l’extensió “.log”, on guarda diverses dades del progrés de captura de dades que 
poden resultar útils per consultar en finalitzar una sessió de captura. 
 
A continuació es mostra un exemple del contingut d’aquest arxiu de log: 
 
01/01/2007 19:24:24.484 -------------------------------------------------------- 
01/01/2007 19:24:24.484 BEGIN 
01/01/2007 19:24:24.484 INFO: Writed by 'd3d9.dll' 
01/01/2007 19:24:24.484 INFO: DLL compiled with Detours Library Support 
01/01/2007 19:24:24.484 INFO: DLL compiled with Multithreaded Direct3D Support 
01/01/2007 19:24:24.484  
01/01/2007 19:24:24.484 DXTraceManager Options: 
01/01/2007 19:24:24.484 ----------------------- 
01/01/2007 19:24:24.484 Project Filename: G:\Traces\programa.DXIntRun 
01/01/2007 19:24:24.484 Compressed:       TRUE 
01/01/2007 19:24:24.484  
01/01/2007 19:26:22.250 DXTraceManager Counters: 
01/01/2007 19:26:22.250 ------------------------ 
01/01/2007 19:26:22.250 Frames:             6419 
01/01/2007 19:26:22.250 Method Calls:   21505143 
01/01/2007 19:26:22.250 Buffers:        12790989 
01/01/2007 19:26:22.250 Textures:          11574 
01/01/2007 19:26:22.250 Statistics:            0 
01/01/2007 19:26:22.250 Size Uncomp.:       1.06 Gb 
01/01/2007 19:26:22.250 Size Comp.:       268.11 Mb (24.62%) 
01/01/2007 19:26:22.250  
01/01/2007 19:26:23.000 END 
01/01/2007 19:26:23.000 -------------------------------------------------------- 
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CAPÍTOL 7: DXPLAYER 
 
En aquest capítol es descriu tot el procés de desenvolupament dut a terme per a la 
creació de l’eina DXPlayer. 
7.1. Què és DXPlayer? 
DXPlayer és un eina que permet reproduir en pantalla les traces generades per 
DXInterceptor per comprovar-ne visualment la seva validesa. A continuació tornem a 
mostrar el diagrama de funcionament del framework ATTILA per recordar on s’ubica 
exactament aquesta eina. 
 
 
 
DXPlayer obre un arxiu de traça de DXInterceptor i envia en el mateix ordre que es van 
capturar totes les comandes a la API Direct3D que contingui l’arxiu de traça. El resultat 
que visualitzem és una animació 3D del contingut de la traça. Funciona d’una manera 
semblant a un programa de reproducció de vídeo, ja que permet controlar la reproducció 
amb comandes com Play, Stop, Pause, etc. 
7.2. Esquema de funcionament 
Com ja hem dit, DXPlayer ha de reproduir totes les comandes contingudes en un arxiu de 
traça en el mateix ordre que van ser capturades. Per separar i simplificar, aquesta eina 
es recolza en una biblioteca encarregada de controlar l’estat de la reproducció 
anomenada DXPainter. 
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DXPainter és un interfície senzilla per executar les comandes Direct3D contingudes en un 
arxiu de traça. Quan iniciem DXPlayer creem una instancia de la classe principal 
d’aquesta biblioteca i la inicialitzem per a que sigui capaç de mostrar en l’interior de la 
finestra principal de DXPlayer les imatges generades per les comandes Direct3D de 
l’interior de l’arxiu de traça. 
 
Per a la seva implementació, DXPainter utilitza, de manera simètrica a les classes 
wrapper de DXInterceptor, classes stub de la API Direct3D. Tot el codi d’aquestes classes 
stub l’obtenim automàticament gràcies a DXCodeGenerator, excepte algunes parts que 
haurem d’escriure a mà (codi específic) degut a que no se’n pot automatitzar la seva 
creació. 
 
Per cada crida a mètode que vulguem reproduir en pantalla haurem de llegir un conjunt 
de dades del disc i cridar al mètode de la classe Direct3D corresponent. La llista d’accions 
que s’efectua en cada reproducció de crida a mètode és: 
 
1. Llegir el número d’instància de la classe. 
2. Llegir el nom del mètode (un identificador que és únic per cada mètode de cada 
classe). 
3. Llegir el valor del tots els paràmetres. En el cas de que algun paràmetre es refereixi a 
un buffer de dades, haurem de llegir el contingut d’aquest buffer. Recordem que 
diferenciem entre buffers de dades genèriques i buffers de dades de textura. 
4. Cridar al mètode Direct3D de la classe corresponent. 
7.3. Disseny 
Per no complicar massa l’esquema de disseny de classes, només es mostrarà el diagrama 
de classes de DXPainter, tot i que per construir DXPlayer ha fet falta crear moltes classes 
més. Les classes que s’han omès corresponen a la interfície gràfica d’usuari del programa 
i penso que no té massa rellevància mostrar-les en aquest apartat per no aportar cap 
valor en aconseguir els objectius d’aquest projecte. 
 
A l’igual que a DXInterceptor, el disseny de classes de DXPainter no l’hem creat nosaltres 
(excepte les classes DXPainter i DXInterceptorStub) sinó que ens ha vingut imposat pel 
propi diagrama de classes de Direct3D. 
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Figura 22: Diagrama UML del disseny de classes de DXPainter 
 
A continuació fem una breu descripció de per a que serveix cada classe. Podeu trobar 
més informació de per a que serveix cada classe i el seu ús concret en l’apartat dedicat a 
Direct3D del capítol d’Estudis Previs d’aquesta memòria. 
 
? DXPainter: Aquesta és la classe principal de l’eina de reproducció. Disposa de 
mètodes per controlar l’estat de reproducció de la traça (Play, Stop, etc.). És també 
l’encarregada d’iniciar la primera instància de la classe DXCreate9Stub. 
? DXInterceptorStub: Totes les classes stub hereten d’aquesta classe. Defineix tres 
mètodes abstractes que totes les classes filles hauran d’implementar, el més 
important dels quals és HandleCall. Aquest mètode, donada una instància degudament 
emplenada de la classe DXMethodCall, recupera les dades del seu interior i executa el 
mètode que representa. 
? DXCreate9Stub: Aquesta classe és la que inicia tota la jerarquia de classes del 
reproductor. Representa a la primera crida que hem de realitzar a la biblioteca 
Direct3D per obtenir una instancia de la classe Direct3D9Stub. 
? Direct3D9Stub: És la classe principal de Direct3D. Ofereix mètodes per consultar les 
capacitats dels dispositius gràfics instal·lats a la màquina. A través d’ella podrem crear 
instancies de la classe IDirect3DDevice9. 
? Device9Stub: Representa un dispositiu gràfic virtual. És l’encarregada de recollir 
totes les dades que conformen una escena 3D i mostrar-les per pantalla. Permet la 
creació de la resta de classes de la API, és a dir, els recursos per manegar les dades 
necessàries per a la creació d’escenes 3D. 
? SwapChain9Stub: Representa un dispositiu gràfic virtual al igual que 
IDirect3DDevice9. La diferencia és que aquest segon tipus de dispositiu està indicat 
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per a la presentació a pantalla de més d’una escena 3D, és a dir, per poder pintar en 
més d’un viewport a la vegada. 
? VertexDeclaration9Stub: Es tracta d’una classe que serveix per encapsular la 
declaració d’un vertex shader. 
? PixelShader9Stub: Encapsula les funcionalitats d’un pixel shader. 
? VertexShader9Stub: Encapsula les funcionalitats d’un vertex shader. 
? StateBlock9Stub: Encapsula els estats de renderització del dispositiu virtual. Un 
estat de renderització engloba tot un conjunt d’opcions de parametrització del 
dispositiu virtual per controlar com es renderitza un escena 3D. Amb l’ajuda d’aquesta 
classe podem guardar l’estat del dispositiu en un moment determinat i recuperar-lo 
més endavant. 
? Query9Stub: Permet efectuar consultes asíncrones al driver de la targeta gràfica. Per 
exemple, amb la seva ajuda podem avaluar l’estat de renderització d’una escena 3D 
en el hardware de la targeta. 
? Volume9Stub: Representa una capa individual d’una textura volumètrica. 
? Resource9Stub: Aquesta classe representa un recurs gràfic 3D. Totes les classes que 
representen recursos hereten d’ella. 
? Surface9Stub: Representa una superfície. En Direct3D una superfície es considera a 
un conjunt de dades que representen un rectangle de píxels. Per exemple, una textura 
disposa d’una superfície i informació extra o el viewport on es mostren les escenes 
renderitzades pel dispositiu virtual també es tractat com una superfície. 
? IndexBuffer9Stub: Representa un conjunt d’índexs o punters a vèrtexs d’un conjunt 
de vèrtexs. 
? VertexBuffer9Stub: Representa un conjunt de vèrtexs. 
? BaseTexture9Stub: Es tracta d’una classe base de la qual hereten tots els recursos 
de tipus textura. 
? Texture9Stub: Representa una textura. 
? CubeTexture9Stub: Representa una textura cúbica, és a dir, formada per sis cares. 
La podem imaginar com un conjunt de sis textures una per cada cara d’un cub. 
? VolumeTexture9Stub: Representa una textura volumètrica. Les textures 
volumètriques les podem imaginar com un volum format per capes on cada capa és 
una textura habitual. 
7.4. Implementació 
En aquest apartat explicarem els detalls més importants de la implementació de l’eina 
DXPlayer. 
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7.4.1. Reproducció de traces 
El funcionament de la reproducció de traces en DXPainter no és trivial. Per a entendre el 
principal problema utilitzarem un petit exemple. Imaginem que l’aplicació capturada per 
DXInterceptor crea tres textures i que en la segona textura creada li efectua una 
operació. DXInterceptor es guardarà les comandes de creació de les tres textures i el 
valor de tots els paràmetres de la crida a la operació de la segona textura. Quan 
DXPainter comença a reproduir el contingut de la traça, llegeix les comandes de la 
creació de les tres textures i les crea. Un cop creades haurà d’invocar en la segona 
textura creada la mateixa operació capturada indicant als seus paràmetres els mateixos 
valors que es van capturar per DXInterceptor. Però com pot saber DXPainter que ha 
d’invocar l’operació en la segona textura i no en la primera o la tercera? 
 
El problema és que hem d’indicar d’alguna manera, quan desem en DXInterceptor la 
crida a una operació, a quin objecte s’ha efectuat aquesta crida, en el nostre exemple la 
segona textura. Per a solucionar-ho només ha fet falta donar un identificador únic a cada 
objecte que es crea a DXInterceptor. Així, si seguim amb l’exemple, tindrem que la 
primera textura serà l’objecte 1, la segona l’objecte 2 i la tercera l’objecte 3. Quan 
DXInterceptor guardi la crida a l’operació ho farà indicant que aquesta s’ha efectuat 
sobre l’objecte 2. 
 
Quan DXPainter comenci a reproduir una traça, per cada nou objecte que creï, l’haurà de 
guardar en una llista d’objectes en l’ordre de creació. Quan llegim una operació, llegirem 
el número d’objecte al que l’hem d’invocar, buscarem aquest objecte a la llista d’objectes 
ja creats i invocarem en ell l’operació amb valor dels paràmetres continguts en l’arxiu de 
traça. 
 
Figura 23: Esquema de funcionament de DXPainter 
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7.4.2. Codi auto-generat (classes stub) 
Gran part del codi de DXPainter es generat automàticament per l’eina DXCodeGenerator. 
 
El nombre de passos per efectuar la reproducció d’una crida a mètode de Direct3D és 
simètric als vistos per DXInterceptor. El generador de codi, per cada mètode, crea la 
llista d’accions per efectuar-ne la seva reproducció. 
 
A continuació mostrem un fragment de codi d’un mètode d’una classe stub concreta: 
 
HRESULT IDirect3DDevice9Stub::HandleCall(DXMethodCallPtr call) 
{ 
  switch (call->GetToken()) 
  { 
  case DXMethodCallHelper::DXMethodCallToken::TOK_IDirect3DDevice9_CreateTexture: 
    { 
      // 1. Read param values 
      UINT param1; 
      CHECK_CALL(call->Pop_UINT(&param1)); 
 
      UINT param2; 
      CHECK_CALL(call->Pop_UINT(&param2)); 
 
      UINT param3; 
      CHECK_CALL(call->Pop_UINT(&param3)); 
 
      DWORD param4; 
      CHECK_CALL(call->Pop_DWORD(&param4)); 
 
      D3DFORMAT param5; 
      CHECK_CALL(call->Pop_D3DFORMAT(&param5)); 
 
      D3DPOOL param6; 
      CHECK_CALL(call->Pop_D3DPOOL(&param6)); 
 
      IDirect3DTexture9* param7; 
 
      // 2. Call to original Direct3D method 
      HRESULT hr = m_original->CreateTexture(param1, param2, param3, 
                                             param4, param5, param6, 
                                             &param7, NULL); 
       
      // 3. Specific code 
      if (SUCCEEDED(hr)) 
      { 
        new IDirect3DTexture9InterceptorStub(m_painter, param7, this); 
      } 
       
      return hr; 
    } 
    break; 
  } 
 
  return E_NOTIMPL; 
} 
 
En el cos del mètode podem veure que s’efectuen una sèrie d’accions que són les 
següents: 
 
1. Llegim el valor dels paràmetres de la crida que hem llegit des de disc, a través d’una 
instància de la classe DXMethodCall. 
2. Cridem al mètode original de Direct3D amb els valors dels paràmetres recuperats. 
3. En el cas de CreateTexture, si recordem d’ aquest mateix apartat però del capítol de 
DXInterceptor, havíem vist que necessitàvem codi específic. En la majoria de 
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mètodes que necessiten codi escrit a mà (codi específic) per la captura és molt 
probable que també haguem d’escriure codi a mà en la reproducció. 
 
7.4.3. Inclusió de codi específic 
Degut a la simetria que existeix entre el codi de les classes wrapper i el de les classes 
stub, la majoria d’indicacions en l’arxiu de parametrització de DXCodeGenerator serveix 
per a tots dos tipus. 
 
En el cas de que un mètode d’una classe stub necessiti codi específic, a diferencia de les 
classes wrapper, aquest haurà de ser escrit totalment a mà. Per peculiaritats dels 
sistema de reproducció i de l’ordre en com s’han d’executar les accions, és molt difícil en 
aquests casos poder generar automàticament el codi font. 
 
Finalment destacar que al generador de codi podem indicar-li, quan necessitem codi 
específic, si aquest només serà necessari en la classe wrapper, només en la classe stub o 
bé en ambos. Aquesta informació s’indica amb l’atribut policy i els valors 
replacewrapperonly, replacestubonly o replaceboth. 
 
7.4.3. Lectura de traces des de disc 
Com ja hem vist en els apartats anteriors, el codi font de les classes stub utilitza la 
biblioteca DXTraceManager per llegir des del disc les dades d’una traça. Podeu dirigir-vos 
al capítol corresponent d’aquesta memòria per ampliar informació sobre el funcionament 
d’aquesta biblioteca. 
 
7.4.4. Generació d’estadístiques 
Ja s’ha explicat en el capítol dedicat a l’eina DXInterceptor que som capaços d’adquirir 
dades estadístiques durant una captura de dades amb l’ajuda del valor dels paràmetres 
d’una crida a un mètode. 
 
L’eina DXPlayer és capaç de mostrar aquestes dades estadístiques contingudes dintre 
d’una traça a través de gràfiques. Però un altra de les capacitats que té aquesta eina és 
la de poder calcular dades estadístiques post-processant totes les dades de la traça, 
posteriorment a la captura. 
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Tot i que el sistema d’estadístiques permet que els comptadors puguin efectuar qualsevol 
càlcul, normalment la majoria de les estadístiques seran bàsicament comptadors que 
depenen només del valor dels paràmetres d’una crida. Aquestes dades, les del valor dels 
paràmetres d’una crida, també les tenim disponibles en la fase de reproducció, ja que les 
hem capturades. Per tant és possible que per determinats comptadors puguem aplicar 
exactament els mateixos càlculs a posteriori que a priori. Hi ha d’altres comptadors 
estadístics que no podrem calcular correctament des de DXPlayer, com per exemple els 
que siguin dependents de la velocitat de captura: frames per segon, temps necessari per 
mostrar el frame a pantalla, etc. 
 
Per adquirir les dades estadístiques amb DXPlayer iniciarem el sistema gestor 
d’estadístiques de la mateixa manera en com ho fem a DXInterceptor, és a dir, 
escollirem un conjunt de comptadors de entre la llista de plugins disponibles. Un cop 
iniciat caldrà recórrer totes les crides emmagatzemades en l’arxiu de traça i anar-li 
proporcionant al gestor d’estadístiques. En el moment que llegim una crida que indiqui 
final de frame, recollirem el valors dels comptadors estadístics activats i continuarem. 
 
Veiem un altre cop que la decisió de separar el sistema gestor d’estadístiques de les 
eines de captura i reproducció de traces ha ofert nombrosos beneficis al projecte. Per un 
costat tenim la separació del codi font, que el fa més senzill i mantenible. Per un altre 
costat tenim que podem escollir i ampliar de manera independent el nombre de 
comptadors que podem utilitzar durant una captura de dades. I ara hem vist que gràcies 
a aquesta independència és possible aprofitar el mateix sistema per recol·lectar 
estadístiques a posteriori d’una captura, tan sols post-processant totes les dades d’una 
traça. 
7.5. Manual d’usuari 
En aquest apartat descriurem l’ús de la interfície gràfica de l’eina DXPlayer i les seves 
funcionalitats. 
 
Pantalla Principal 
DXPlayer és un programa molt semblant a un reproductor de vídeo. En la part inferior de 
la pantalla principal disposa de la barra de control per controlar la reproducció d’una 
captura. 
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Imatge 8: Pantalla principal de DXPlayer 
 
? Pantalla principal on es reproduirà l’escena 3D capturada. 
? Iniciar la reproducció (Play) 
? Parar la reproducció (Stop) 
? Reproduir un frame i parar 
? Prendre una captura de l’escena 3D 
? Número de frame en reproducció respecte el total de la captura 
? Barra de menús 
 
Barra de Menús 
 
 
 
 
 
Statistics Viewer: Pantalla de gestió d’estadístiques de la traça 
Texture Viewer: Pantalla de visió de textures de la traça 
Trace Viewer: Pantalla de l’exportador de traces en mode text 
Open: Permet escollir l’arxiu de captura a obrir 
Project Information: Informació de l’arxiu de captura obert 
Options: Mostra la pantalla d’opcions del programa 
Exit: Tanca el programa 
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Statistics Viewer 
Aquesta pantalla ens permet gestionar de manera gràfica totes les dades estadístiques 
emmagatzemades en la traça oberta actualment per DXPlayer. 
 
 
Imatge 9: Pantalla per gestionar les estadístiques de la traça 
 
La part principal de la pantalla està formada per un eix de 
coordenades que mostra les gràfiques de les diverses 
series de dades de la traça. La unitat de l’eix de les 
abscisses és el frame, ja que totes les estadístiques són 
emmagatzemades per frame. L’eix de les ordenades, en 
canvi, no té assignada cap unitat de mesura ja que aquesta 
depèn de generador estadístic emprat per a generar la 
sèrie de dades. 
 
La part dreta de la pantalla conté quatre grups d’opcions 
que es descriuen a continuació: 
 
Curve Options 
Des d’aquest grup d’opcions podrem controlar tots els 
aspectes referents controlar la representació en la gràfica 
d’una sèrie de dades. La llista de la part superior mostra 
totes les sèries disponibles en la traça, amb un requadre de color a l’esquerra del nom de 
cada sèrie per identificar-la més fàcilment. 
115 
Per cada gràfica es pot escollir el color de la línia, l’estil i el gruix. Opcionalment es 
permet assignar-li a la línia un marcador per destacar-la de manera especial. Un petit 
requadre mostra també els marges mínim i màxim de la sèrie. 
 
En la part inferior hi ha tres botons que ens permeten: amagar totes les gràfiques 
excepte l’actual, amagar-les totes o bé mostrar-les totes. 
 
Graph Options 
Per cada eix se’ns permet indicar els rangs que volem 
utilitzar per mostrar la gràfica. També podem indicar-li al 
programa que sigui ell mateix qui esculli el millor rang, 
aquell que mostri en pantalla i sense talls totes les sèries 
de dades. En el cas de que escollim fer el control del rang 
de visió d’un eix manualment, la barra ens permetrà 
desplaçar-nos ràpidament al llarg d’aquell eix. 
 
Export Options 
Des d’aquest apartat podrem exportar les dades 
presentades a pantalla. El primer botó permet guardar una 
imatge amb el contingut de la gràfica, tal i com es mostra 
a pantalla. El segon botó exporta les dades de totes les 
series al format CSV (Comma Separated Values). Es tracta d’un format de text molt 
senzill utilitzat per representar series de dades. Les dades s’organitzen dintre de l’arxiu 
en línies i columnes, separant els valors de cada columna amb comes (d’aquí el seu nom). 
Es tracta d’un format molt popular que suporten la majoria de programes dedicats a la 
presentació de gràfiques, com per exemple Excel, GNUPlot, Harvard Graphics, etc. 
 
On the Fly Options 
Aquest apartat permet calcular noves sèries de dades a 
partir de les dades existents en la traça, aprofitant el 
mateix sistema de plugins que l’eina DXInterceptor.  
 
Si per exemple, posteriorment a la creació d’una traça de 
captura, es programa un nou plugin d’estadístiques que 
generar noves sèries de dades, d’interès per a un 
determinat estudi, amb aquesta opció podrem extreure’n aquesta sèrie de dades, sense 
haver de crear una captura nova. 
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En la llista es mostren tots els comptadors detectats en els plugins del directori actual de 
treball de DXPlayer i permet escollir quins es volen fer servir. El botó inicia el 
processament de totes les dades de la traça a traves del sistema de plugins per a fer-ne 
l’adquisició de les noves sèries de dades. 
 
Texture Viewer 
Des d’aquesta pantalla podrem visualitzar i exportar en diferents formats totes les 
textures emmagatzemades dintre d’una traça. 
 
 
Imatge 10: Pantalla per gestionar les textures de la traça 
 
? Llista amb les miniatures de totes les textures de la traça 
? Vista prèvia de la textura 
? Botó per desar al disc la textura seleccionada 
 
Trace Viewer 
Aquesta pantalla ens permet exportar a un arxiu de 
text la representació textual de les dades d’una 
traça. Aquesta representació inclou transformacions 
a cadena de text de les constants més habituals en 
els diferents mètodes de Direct3D. 
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El botó “Dump Trace” inicia el procés d’exportació. En la barra de títol es mostra la mida 
de l’arxiu resultant i es va actualitzant a mesura que avança el procés d’exportació. 
 
A continuació es mostra un exemple de l’aspecte d’un fragment d’una traça exportada: 
 
[1] DLL[0].Direct3DCreate9(32) = {obj_1} 
[2] IDirect3D9[1].GetAdapterDisplayMode(0, #IGNORED#) 
[3] IDirect3D9[1].GetDeviceCaps(0, D3DDEVTYPE_REF, #IGNORED#) 
[4] IDirect3D9[1].CreateDevice(0, D3DDEVTYPE_HAL, 0x00230698, 
D3DCREATE_SOFTWARE_VERTEXPROCESSING, {buf_0}, {obj_2}) 
[5] IDirect3DDevice9[2].CreateDepthStencilSurface(640, 480, D3DFMT_D16, D3DMULTISAMPLE_NONE, 
0, TRUE, {obj_3}, NULL) 
[6] IDirect3DDevice9[2].SetLight(0, {buf_1}) 
[7] IDirect3DDevice9[2].LightEnable(0, TRUE) 
[8] IDirect3DDevice9[2].AddRef() = 3 
[9] IDirect3DDevice9[2].GetDirect3D({obj_1}) 
[10] IDirect3DDevice9[2].CreateVertexDeclaration({buf_2}, {obj_4}) 
[11] IDirect3DDevice9[2].CreateIndexBuffer(1008, 0x00000000, D3DFMT_INDEX16, 
D3DPOOL_SYSTEMMEM, {obj_5}, NULL) 
[12] IDirect3DDevice9[2].CreateVertexBuffer(7840, 0x00000000, D3DFVF_NORMAL | D3DFVF_XYZ | 
D3DFVF_TEX1, D3DPOOL_SYSTEMMEM, {obj_6}, NULL) 
[13] IDirect3DDevice9[2].GetDeviceCaps(#IGNORED#) 
[14] IDirect3DDevice9[2].GetDirect3D({obj_1}) 
[15] IDirect3D9[1].GetAdapterIdentifier(0, 0x00000000, #IGNORED#) 
[16] IDirect3DDevice9[2].CreateQuery(D3DQUERYTYPE_VCACHE, NULL) = D3DERR_NOTAVAILABLE 
[17] IDirect3D9[1].Release() = 3 
[18] IDirect3DVertexBuffer9[6].Lock(0, 0, #IGNORED#, D3DLOCK_NOSYSLOCK) 
[19] IDirect3DIndexBuffer9[5].Lock(0, 0, #IGNORED#, D3DLOCK_NOSYSLOCK) 
[20] IDirect3DIndexBuffer9[5].Unlock({buf_3}) 
[21] IDirect3DVertexBuffer9[6].Unlock({buf_4}) 
[22] IDirect3DIndexBuffer9[5].Lock(0, 0, #IGNORED#, D3DLOCK_READONLY) 
[23] IDirect3DVertexBuffer9[6].Lock(0, 0, #IGNORED#, D3DLOCK_READONLY) 
[24] IDirect3DIndexBuffer9[5].Unlock(NULL) 
[25] IDirect3DVertexBuffer9[6].Unlock(NULL) 
[26] IDirect3DIndexBuffer9[5].Lock(0, 0, #IGNORED#, D3DLOCK_NOSYSLOCK) 
[27] IDirect3DVertexBuffer9[6].Lock(0, 0, #IGNORED#, D3DLOCK_NOSYSLOCK) 
[28] IDirect3DVertexBuffer9[6].Unlock({buf_5}) 
 
(...) 
 
Quadre 5: Aspecte del format d'una traça en mode text 
 
Project Information 
Aquesta pantalla mostra les dades de la traça 
d’un projecte de captura de dades. 
 
En la part superior de la pantalla es permet 
editar el nom del projecte i afegir-hi anotacions. 
En la seva part inferior es mostra un requadre 
amb informació d’interès del contingut de l’arxiu i 
de les opcions indicades en el moment de la seva 
creació. En el cas de que l’arxiu fos creat amb 
compressió de dades, és interessant el valor que 
indica la mida real de les dades contingudes 
dintre l’arxiu de traça i el ràtio de compressió aconseguit. 
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Options 
Aquesta pantalla permet editar les opcions 
globals de DXPlayer. De moment aquestes 
opcions es limiten a controlar el directori on 
volem que el programa desi les captures de 
pantalla creades amb l’ajuda del botó de la 
pantalla principal del programa durant la 
reproducció d’una traça i el format d’arxiu amb el que les volem desar. 
119 
CAPÍTOL 8: ALTRES EINES 
 
En aquest capítols es descriuran altres eines de suport desenvolupades en el projecte 
però que per la seva dimensió no es consideren tant rellevants com la resta. D’aquestes 
no se’n presentarà ni l’anàlisi ni el seu disseny. 
8.1. DXLoader 
Es tracta d’una petita utilitat per simplificar l’execució de sessions de captura de dades. 
Per iniciar una sessió de captura necessitem saber quin és l’executable de l’aplicació que 
volem capturar, així com definir les opcions que volem emprar amb DXInterceptor. 
 
8.1.1. Execució de sessions de captura de dades 
En el moment que iniciem l’aplicació a capturar hem d’aconseguir que Windows carregui 
la biblioteca dinàmica DXInterceptor, desenvolupada en el projecte, en comptes de la 
biblioteca Direct3D instal·lada al sistema. La cerca i càrrega de biblioteques dinàmiques 
(Dynamic-Link Libraries) en el sistema operatiu Windows s’efectua en diversos ordres, 
depenent de la versió del sistema operatiu Windows i també d’altres criteris que podem 
establir programàticament1. Aprofitant el coneixement d’aquest ordre de cerca podem 
aconseguir que l’aplicació utilitzi DXInterceptor en iniciar sessions de captura de dades. 
 
Però aprofitar l’ordre de cerca de biblioteques del sistema operatiu era bastant 
problemàtic durant la fase de desenvolupament del projecte. Cada cop que es 
recompilava la biblioteca DXInterceptor s’havia de recordar de copiar-la en el lloc 
adequat abans d’iniciar una nova sessió de captura. Arran d’aquestes molèsties i després 
d’una mica de recerca es va descobrir la possibilitat d’utilitzar tècniques d’instrumentació 
d’aplicacions per modificar el mode en que una aplicació efectua la càrrega de 
biblioteques dinàmiques. 
 
8.1.2. Instrumentació d’aplicacions 
El terme instrumentar s’aplica per a definir al conjunt de tècniques i mètodes de control i 
mesura dels que disposen els enginyers i tècnics. En el cas d’aplicacions informàtiques el 
                                          
1 En la documentació de Microsoft Visual Studio sobre biblioteques dinàmiques o bé en la MSDN es pot obtenir 
informació exacta de com s’efectua aquest procés. 
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seu ús principal és l’estudi o modificació del comportament de programes dels que no es 
disposa del codi font o que ja es troben en execució. 
 
Gràcies a l’ús d’aquestes tècniques podem, en el cas del sistema operatiu Windows, 
alterar la forma com un programa carrega una biblioteca dinàmica sense haver 
d’aprofitar l’ordre de cerca preestablert. Existeix diverses biblioteques per al llenguatge 
C++ per instrumentar aplicacions, però per a la realització del projecte hem optat per 
Detours, que és proporcionada pel propi departament d’investigació de Microsoft 
(Microsoft Research), ofereix un gran nombre de possibilitats i està molt ben 
documentada. 
 
Detours, entre moltes altres coses, ens permet i facilita iniciar el procés d’una aplicació i 
dinàmicament alterar la taula de traducció de biblioteques dinàmiques que tenen les 
aplicacions Win32. DXLoader fa ús d’aquesta capacitat per iniciar les sessions de captura 
de dades d’una aplicació. 
 
8.1.3. Manual d’usuari 
DXLoader és un petita eina que ajuda a crear sessions de captura de dades en 
aplicacions Direct3D. 
 
 
Imatge 11: Pantalla principal de DXLoader 
 
Des de la seva pantalla principal podem escollir l’executable de l’aplicació que volem 
capturar i la versió de la biblioteca DXInterceptor que volem utilitzar. El fet de poder 
escollir entre diverses versions de DXInterceptor ens pot ajudar, per exemple, a disposar 
d’una versió d’alt rendiment, per aplicacions a capturar ja provades i sense errors, i un 
altra versió que emet informació en un arxiu de log per detectar problemes en 
aplicacions en les que encara no tenim un suport 100%. 
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La biblioteca DXInterceptor disposa de diverses opcions de parametrització que són 
consultades en el moment en que l’aplicació a capturar efectua la primera crida a la API 
Direct3D. Aquest arxiu de configuració està definit en el llenguatge XML, i tot i que el seu 
format és molt senzill i intuïtiu, hem aprofitat en aquesta eina per incloure una pantalla 
per editar-lo consultar-lo. 
Des d’aquesta pantalla podem indicar: 
 
? La carpeta on volem que es creïn, per 
defecte, els arxius de traces capturades. 
? Si volem activar la compressió en 
l’escriptura de dades a l’arxiu de traça. 
? Si volem mostrar en la mateixa pantalla 
de l’aplicació capturada, imprès per sobre, un 
requadre amb informació d’utilitat del progrés 
de la sessió de captura. Per no entorpir o 
destacar de les dades de l’escena de 
l’aplicació capturada, podem escollir la 
cantonada de la pantalla on es mostrarà el 
requadre i el color del seus textos. 
? En la part inferior de la pantalla es mostra la llista amb tots els adquiridors estadístics 
detectats en el directori de treball actual. Podrem seleccionar aquells que voldrem 
emprar per adquirir dades estadístiques durant la sessió de captura, que recordem, 
quedaran emmagatzemades juntament amb la resta de dades que l’aplicació hagi enviat 
a la API Direct3D i que es podran consultar de forma gràfica o exportar amb l’ajuda de 
DXPlayer. 
8.2. DXConsolePlayer 
Es tracta d’una petita eina que permet la reproducció de traces des de línia de comandes. 
A diferència de DXPlayer, no disposem de cap control de reproducció de la traça en 
pantalla. 
 
8.2.1. Adquisició de paràmetres de rendiment 
Aquesta eina va ser desenvolupada especialment per a l’adquisició de paràmetres de 
rendiment de les diferents eines de captura de Direct3D semblants a les desenvolupades 
en aquest projecte. 
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Durant la reproducció d’una traça és capaç de registrar opcionalment, en el moment de 
la presentació a pantalla de cada frame, dades de rendiment i consum que es fa dels 
recursos del sistema operatiu. Aquestes dades poden ser emmagatzemades en un arxiu 
amb format CSV a la finalització de la reproducció. 
Les dades enregistrades son obtingudes amb comptatges interns i consultes al propi 
sistema operatiu. Els paràmetres de rendiment mesurats són: 
 
1. Temps d’ús de CPU en mode usuari 
2. Temps d’ús de CPU en mode kernel 
3. Ús total de memòria RAM 
4. Nombre d’operacions de lectura i la seva mida en bytes 
5. Nombre d’operacions d’escriptura i la seva mida en bytes 
6. Velocitat de presentació mesurada en “frames per segon” 
 
De la majoria d’aquests paràmetres a la vegada es presenten també pre-calculats els 
seus valors mitjos per segon i altres dades menys rellevants. 
 
8.2.2. Manual d’usuari 
DXConsolePlayer és una petita eina de línia de comandes que permet reproduir un arxiu 
de traça directament a pantalla, sense oferir cap possibilitat de control de la reproducció. 
Com ja és habitual en aquest tipus de programes la seva parametrització s’efectua 
totalment des de línia de comandes. 
 
Tecles 
 
Podem cancel·lar la reproducció d’una traça en qualsevol moment amb la tecla ESC. 
 
Paràmetres de línia de comandes 
 
La sintaxi dels paràmetres de la línia de comandes és: 
 
dxconsole [-w | -frmin <valor> | -frmax <valor>] <nom-arxiu-traça> [nom-arxiu-mesures] 
 
Els paràmetres indicats entre claudàtors són opcionals. 
 
-w : Per defecte la presentació de traces a pantalla s’efectua en el mode de pantalla 
completa. Especificant aquest paràmetre podem forçar que la presentació es faci dintre 
d’una finestra en el propi escriptori de Windows. 
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-frmin <valor> | -frmax <valor> : Si s’indica un nom d’arxiu on enregistrar les mesures 
capturades, amb l’ajuda d’aquests paràmetres podem filtrar la quantitat d’informació a 
enregistrar. Amb frmin indiquem el número de frame a partir del qual comencem a 
enregistrar dades (per defecte serà el número 1). Amb frmax indiquem el número de 
frame a partir del qual parem d’enregistrar dades (per defecte serà el últim de la traça). 
 
nom-arxiu-traça : Nom de l’arxiu de traça que volem reproduir. Es tracta d’un arxiu de 
traça generat amb l’eina de captura DXInterceptor, habitualment amb l’extensió 
DXIntRun. 
 
nom-arxiu-mesures : Nom de l’arxiu on volem desar les dades de rendiment 
enregistrades durant la reproducció d’una traça. La creació d’aquest arxiu és opcional i 
l’eina actuaria llavors simplement com a reproductor. El format de l’arxiu creat és CSV, 
d’ús molt estès i compatible amb la majoria dels fulls de càlcul existents. 
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CAPÍTOL 9: IMPLEMENTACIÓ 
 
En aquest capítol farem un repàs a tots els temes relacionats directament amb la 
implementació de les eines desenvolupades en aquest projecte. 
 
Descriurem les eines de tercers emprades per a crear les nostres i el requeriments per 
utilitzar-les. També explicarem els problemes i solucions aplicades durant la fase de 
proves. I finalment farem una avaluació del rendiment de DXInterceptor i el compararem 
amb altres eines de captura de traces Direct3D existents semblants. 
9.1. Eines utilitzades 
El llenguatge utilitzat per desenvolupar el codi de totes les eines del projecte ha estat 
C++. Es tractava d’un dels requeriments inicials del projecte, però també ha vingut 
donat perquè tot el projecte gira envers a la API Direct3D i és a través d’aquest 
llenguatge la manera més recomanable d’accedir-hi. Un altre motiu de pes és que tota a 
resta d’eines de suport a ATTILA desenvolupades en altres PFCs també estan 
desenvolupades amb aquest llenguatge. 
 
La plataforma de desenvolupament ha estat un portàtil amb processador Centrino de 2,0 
GHz, 1,25 Gb de memòria RAM i una targeta gràfica ATI Mobility Radeon X600 de 128 
MB de VRAM. La targeta gràfica dóna suport total a les funcionalitats de la versió 9.0c de 
Direct3D. 
 
Com a sistema operatiu s’ha emprat Windows XP, tot i que s’ha efectuat algunes proves 
de funcionament sota Windows 2000. 
 
Com a eina de suport al desenvolupament s’ha utilitzat Microsoft Visual Studio 2003, que 
incorpora un dels compiladors més compatibles en l’actualitat amb l’estàndard ANSI C++. 
A més el debugger que du incorporat ha estat de gran utilitat en la cerca d’errades en el 
codi font durant la fase de proves. 
 
Per facilitar el desenvolupament de les eines que formen el projecte s’han emprat 
biblioteques C++ de tercers. A continuació se’n fa un resum de les principals: 
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? TinyXML: Tots els arxius de configuració de totes les eines estan definits amb el 
llenguatge XML. Aquesta biblioteca facilita l’accés a aquest format de representació de 
dades textuals. 
? LZO: Les dades de les traces poden ser desades a disc comprimint-les opcionalment. 
Normalment els algoritmes de compressió requereixen molt de temps de càlcul, però 
es volia minimitzar el màxim possible l’overhead per part de DXInterceptor durant una 
sessió de captura de dades. Aquesta biblioteca disposa de diversos algoritmes de 
compressió on l’objectiu principal és obtenir uns ratis de compressió acceptables amb 
el mínim temps de càlcul possible. 
? Greta: El generador de codi fa ús d’expressions regulars per cercar determinats 
patrons en els arxius de text. Aquesta biblioteca permet fer ús d’expressions regulars 
amb la mateixa sintaxi que fa servir el llenguatge Perl, una de les més senzilles i 
acceptades arreu. 
? Detours: Una de les millors maneres de realitzar la intercepció de la biblioteca 
original de la API Direct3D és amb l’ajuda de tècniques d’instrumentació. Aquesta 
biblioteca proporciona ajuda per instrumentar processos sota el sistemes operatius 
Windows. L’eina DXLoader l’utilitza per injectar la biblioteca dinàmica DXInterceptor 
en les aplicacions a capturar. 
? XGraph:  El programa DXPlayer és capaç de mostrar gràfiques amb les sèries de 
dades estadístiques de les traces i ho fa gràcies a aquesta biblioteca dedicada a la 
presentació de gràfiques. 
? Visual Leak Detector (VLD): Aquesta és una biblioteca que, degudament linkada 
amb la nostra aplicació, emet durant una sessió de debug informació sobre problemes 
de memòria, principalment blocs de memòria no alliberats (també anomenats en 
anglès memory leaks). Els informes que crea un cop finalitzem l’execució d’una 
aplicació monitoritzada han estat consultats en tot moment durant la fase de proves i 
gràcies a ells s’han resolt tots els problemes de memòria de totes les eines. 
9.2. Requeriments d’execució 
Els requeriments per a l’execució de les eines DXInterceptor i DXPlayer són dependents 
de les característiques de l’aplicació que volem tracejar. 
 
Posem per exemple un joc 3D d’última generació. Si volem executar-lo, i crear una traça 
de totes les seves comandes Direct3D v9.0c, serà necessària una targeta gràfica que el 
seu driver suporti aquesta versió de Direct3D. Si volem que el rendiment del joc no 
caigui durant la sessió de captura de dades seria molt recomanable de disposar d’un 
processador i memòria RAM acceptables. Per reduir la quantitat d’informació a desar a 
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disc i augmentar indirectament el rendiment d’una sessió de captura podem reduir el 
nombre de frames per segon del joc a cert llindar. També, depenent del volum de dades 
a capturar és obvi que necessitarem disposar d’una quantitat d’espai a disc suficient com 
per a emmagatzemar totes les dades capturades i sobretot una unitat de disc dur el més 
ràpida possible i preferiblement desfragmentada, ja que el factor limitant o coll d’ampolla 
d’una captura sol ser la velocitat d’escriptura de traces a disc. 
 
A més, quan un joc inicia, normalment fa consultes a Direct3D per esbrinar les capacitats 
reals del hardware gràfic sobre el que s’executa. Depenent dels resultats d’aquestes 
consultes el joc inicialitzarà el seu motor gràfic amb unes determinades característiques 
que el faran compatible amb la nostra targeta gràfica (mida màxima de les textures, 
versions suportades dels llenguatges de vertex shaders i fragment shaders, algoritmes 
de filtrat de les textures, etc.). Per a poder reproduir una traça capturada en un 
ordinador en un altre ordinador caldrà que la targeta gràfica del segon suporti 
exactament les mateixes característiques que el de la font de la traça, sinó les comandes 
Direct3D emmagatzemades no podran ser executades. 
9.3. Jocs de proves 
En aquest apartat s’explica la metodologia de proves seguida durant el desenvolupament 
del projecte. Aquesta metodologia ha permès comprovar el correcte funcionament de 
totes les eines que formen part d’aquest projecte, així com l’acompliment dels 
requeriments inicials. 
 
La implementació i les proves s’han anat efectuant intercaladament i continuada durant 
tot el desenvolupament del projecte. Durant la part final del desenvolupament del 
projecte s’ha posat especial èmfasi en mesurar el rendiment de les eines durant les fases 
de proves. 
 
La comprovació del funcionament correcte de DXInterceptor i DXPlayer s’ha fet de forma 
simultània. De fet aquestes eines es complementen entre sí; recordem que la missió 
principal de DXPlayer és la comprovació visual de que les traces capturades amb 
DXInterceptor siguin correctes. 
 
Les aplicacions Direct3D utilitzades han anat evolucionant al llarg de tota la fase de 
proves de l’eina de captura. Podem considerar tres grups principals d’aplicacions: 
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1. En les primeres fases de desenvolupament, per a efectuar les proves, bàsicament 
s’utilitzaven petites aplicacions, la majoria d’elles escrites a mà, que fessin ús d’un 
petit conjunt de la API Direct3D concret i conegut. 
2. A mesura que el suport de captura a la API Direct3D va anar creixent i el codi era 
més robust les proves es van començar a efectuar en demostracions multimedia 
(també anomenades simplement demos1) que ja utilitzaven un subconjunt de la API 
bastant elevat, mostrant efectes avançats i amb requeriments moderats de hardware.  
3. Finalment, quan la cobertura de captura de Direct3D era molt elevat, les darreres 
fases les proves s’efectuaven directament sobre jocs comercials d’última generació. 
Entre alguns d’ells podem esmentar: Halo, Splinter Cell 3, Half Life 2, F.E.A.R, 
Oblivion, Far Cry, Call of Duty 2, Command and Conquer 3, Warhammer – Mark of 
Chaos, etc. 
9.4. Problemes, solucions aplicades i optimitzacions 
En aquest apartat s’explicaran els principals problemes amb els que em vaig trobar 
durant la fase d’implementació de les eines del projecte i les solucions aplicades. També 
s’explicaran algunes de les optimitzacions efectuades en el codi font per millorar-ne el 
rendiment. 
 
Velocitat d’escriptura a disc 
 
En les primeres captures de traces per part de DXInterceptor no es va tenir en compte la 
velocitat d’escriptura de dades a disc. Fer realitzar les captures s’utilitzaven programes 
senzills que enviaven a Direct3D un volum d’informació molt petit. Quan es van 
començar a fer proves amb programes més complexos, la velocitat d’escriptura de dades 
a disc va començar a esdevenir un problema greu. El framerate de captura era molt baix 
i es comportava de manera inestable, a salts. 
 
La causa del problema era el mode en com fèiem les escriptures de dades. En les 
primeres versions de DXInterceptor les dades a escriure a disc es guardaven en llistes 
que s’escrivien totes de cop en cada final de frame. 
 
Per solucionar el problema es van fer diverses proves i canvis. Una d’aquestes proves va 
consistir en eliminar la llista de dades a escriure i es va canviar per escriure les dades a 
                                          
1 Per a obtenir més informació sobre aquest tipus d’aplicacions podeu dirigir-vos a la pàgina web scene.org 
citada en la bibliografia. 
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disc sempre que n’hi havia alguna de disponible, directament, sense esperar-nos al final 
de frame. Aquest canvi va solucionar totalment el problema dels salts. L’explicació és que 
el fet d’anar fent les escriptures a mesura que anem capturant les dades afegeix una 
latència constant i progressiva, al contrari d’escriure-ho tot al final de frame, que depèn 
del volum de dades d’aquell frame en concret i que provoca una espera massa gran i 
apreciable durant la sessió de captura. 
 
Un cop resolt el problema dels salts encara teníem pendent de resoldre el problema del 
framerate, que continuava sent molt baix. En un principi es va arribar a pensar que 
aquest seria immillorable, doncs el fet d’haver de desar la informació al disc és ja de per 
sí un procés molt costós i inevitable en un sistema de captura de dades. Però, al igual 
que varem fer en el problema dels salts es va analitzar el codi font i es van fer diverses 
proves i canvis. 
 
Un primer canvi va consistir en reescriure tot el codi de la classe encarregada de guardar 
a disc les dades. Aquesta classe utilitzava la biblioteca estàndard de C++ per tractar amb 
el sistema d’arxius. L’avantatge de treballar amb la biblioteca estàndard és que 
t’assegures de que el teu codi és portable, però el desavantatge és que afegeix una capa 
software per sobre del sistema operatiu que redueix el rendiment en les operacions a 
disc. Es va canviar tot el codi d’accés al sistema d’arxius per fer ús de crides directes a la 
API de Windows. A més es va utilitzar una possibilitat que ofereix el sistema operatiu 
Windows d’efectuar escriptures asíncrones. En les proves de rendiment d’aquest canvi 
fam apreciar una millora notable i es va decidir deixar de banda l’ús de la biblioteca 
estàndard. 
 
El framerate de les aplicacions durant les sessions de captura de dades era encara un 
problema. El canvi de velocitat entre l’execució normal de l’aplicació i l’execució durant 
una sessió de captura era molt gran i apreciable. Varem pensar, doncs, en un sistema 
que permetés la reducció del volum de dades a escriure a disc i es va decidir dotar al 
sistema de captura de la possibilitat de comprimir les dades desades a disc dur. La 
implementació d’aquesta solució s’explica en el punt següent. 
 
Compressió de dades a disc 
 
Ja hem vist que calia millorar el rendiment de les sessions de captura i una de les 
solucions va ser la possibilitat de desar a disc les dades comprimides per reduir l’espai i 
el nombre d’operacions d’escriptura necessàries. 
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Per a dotar de compressió al nostre sistema d’escriptura de traces es van analitzar 
diverses biblioteques de codi obert que ofereixen implementacions d’algoritmes de 
compressió de dades. Es va provar amb ZLIB, que implementa l’algoritme de compressió 
DEFLATE, i LZO, que implementa diferents algoritmes de compressió tots basats amb 
LZW (Lempel-Ziv-Welch). 
 
Ràpidament varem descartar l’ús de ZLIB. Aquest algoritme no està dissenyat per oferir 
compressió de dades en temps real. El cost de CPU per comprimir les dades a escriure a 
disc era superior al temps en escriure aquestes mateixes dades sense comprimir-les. 
 
En canvi LZO si que implementava diversos algoritmes de compressió dissenyats per 
poder utilitzar-se en temps real. Després de fer diverses proves es va veure que el ràtio 
de compressió d’aquesta biblioteca era molt bo tenint en compte el poc ús de CPU que 
realitzava. 
 
Un cop decidit l’algoritme de compressió a utilitzar només va caldre integrar-lo en el 
propi sistema d’escriptura de dades de DXInterceptor. En un primer moment es va 
pensar en escriure sempre comprimides les dades a disc, però finalment es va optar 
perquè fos l’usuari qui decidís si volia o no desar comprimides a disc les dades d’una 
traça. 
 
Dades d’una traça en un únic arxiu o en varis 
 
Seguint en la línia de revisar tots els processos d’escriptura de dades a disc per part de 
DXInterceptor, es va analitzar una altra característica del sistema de captura: el nombre 
d’arxius en que s’organitzaven les dades d’una traça. Des del principi DXInterceptor 
desava les dades d’una captura repartides entre tres arxius: un primer arxiu amb la taula 
d’índexs als elements de la resta d’arxius, un segon arxiu amb el valor dels paràmetres 
de les crides a Direct3D i un tercer arxiu amb les dades de buffers i textures. 
 
Organitzar les dades en tres arxius es va establir així, des d’un principi, perquè facilitava 
la programació, tant de l’escriptura de dades com de la lectura. Però es va veure que el 
fet de tenir tres arxius diferents provocava lentitud en les escriptures. Cada cop que 
desàvem alguna dada, aquesta implicava, quasi bé sempre, escriptures en tots tres 
arxius i per tant triplicava el nombre d’operacions d’escriptura, encara que aquestes 
fossin petites. 
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... ... ...
 
 
Per solucionar-ho es van fer proves i es va comprovar que l’escriptura de dades en un 
únic arxiu millorava el rendiment del sistema de captura a la vegada que simplificava la 
gestió dels arxius generats. 
 
Però per poder desar totes les dades en un arxiu va caldre rumiar un sistema per 
emmagatzemar les dades que permetés, sense saber a priori el volum de dades a 
emmagatzemar, poder crear dinàmicament un taula d’índexs a mesura que anàvem 
desant les dades a disc. La solució va passar per complicar la lògica del sistema de 
lectura a canvi de simplificar moltíssim la del sistema d’escriptura, que és el que ens 
interessava optimitzar realment. 
 
Durant la captura, les dades es desen seqüencialment (com 
podem veure en la figura de la dreta) i en ordre d’arribada. Per 
cada nou paquet de dades que volem desar (crida, buffer o 
textura) guardem abans una petita capçalera que indica el tipus 
de paquet i el seu tamany. 
 
Quan en la fase de lectura volem construir la taula d’índexs de 
cada tipus de paquet, hem de començar a llegir per la primera 
capçalera de la traça i anar fent salts al llarg de l’arxiu de tants 
bytes com indiqui aquesta capçalera. Així, si en l’exemple de la 
figura de la dreta volguéssim llegir la crida 3, per anar a la 
posició de l’arxiu on es troba hauríem de llegir les capçaleres de 
crida1, crida2, buffer1, textura1 i finalment trobaríem la posició 
de la capçalera de crida3. 
 
El fet d’haver de reconstruir l’índex de l’arxiu dinàmicament en el 
moment de la lectura de dades de la traça fa que aquesta sigui més lenta, però la lectura 
Crida1
Crida2
Crida3
CridaN
Buffer1
Textura1
Buffer2
BufferN
...
TRAÇA
Crida1
Crida2
Buffer1
Textura1
Crida3
Buffer2
CridaN
BufferN
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de dades en principi no requereix una gran velocitat, bàsicament està destinada a 
comprovar visualment la validesa de la traça. En el cas de que les dades hagin de ser 
enviades a ATTILA la velocitat de lectura tampoc és un problema degut als alts 
requeriments de càlcul que li fa tindre un ritme de lectura molt baix. 
 
Però per no perdre rendiment en la lectura es va pensar un mode que permetés 
reescriure una traça posteriorment a una sessió de captura i li emmagatzemés en el seu 
interior una taula d’índexs pre-calculada per accelerar el màxim possible la velocitat en la 
lectura de dades. En el cas de que una traça tingui la taula d’índexs pre-calculada diem 
que es tracta d’una traça optimitzada, altrament la considerarem no optimitzada. La 
biblioteca DXTraceManager és capaç de treballar indiferentment amb els dos tipus de 
traça. 
 
Per tant hem aconseguit l’objectiu de simplificar al màxim el nombre d’operacions 
necessari per dur a terme la fase d’escriptura i aconseguir una millora de rendiment 
notable en les captures. 
 
Portabilitat del codi font 
 
Hem esmentat en un punt anterior que per motius de rendiment havíem passat de fer les 
escriptures a disc utilitzant crides a la biblioteca estàndard de C++ a fer-les utilitzant 
crides al kernel de Windows. 
 
La finalitat de la captura de traces és poder reproduir aquestes contra el simulador 
ATTILA. Aquest simulador, tot i que funciona correctament en Windows, habitualment 
s’executa en el sistema operatiu Linux. Si volem que el codi que llegeix un arxiu de traça 
pugui ser compilat i executant en el sistema operatiu Linux haurem de substituir totes les 
crides al kernel de Windows per crides al kernel de Linux per assegurar que el codi font 
sigui portable. 
 
Bé, la solució emprada ha estat crear en el codi font dos classes diferents però que 
comparteixen la mateixa interfície. Una classe utilitza crides al kernel de Windows per 
accedir al sistema d’arxius, mentre que l’altra ho fa a través de la biblioteca estàndard de 
C++, la STL. En el moment de compilar el codi font, depenent del sistema operatiu 
detectat, utilitzem una classe o l’altra. D’aquesta manera hem aconseguit que el codi font 
de la biblioteca DXTraceManager sigui portable a altres sistemes operatius fora de 
Windows. 
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Ús de memòria RAM i còpies de buffers 
 
Per millorar el rendiment de DXInterceptor i el seu impacte en el rendiment de l’aplicació 
capturada durant una sessió de captura de dades, es va analitzar l’ús que en fèiem de la 
memòria RAM. 
 
Després d’analitzar el mode de funcionament del codi font varem veure que efectuàvem 
còpies entre buffers de memòria innecessàries. Per cada paquet de dades que volíem 
desar a disc, en DXInterceptor creaven un buffer intern privat i copiàvem les dades del 
buffer de l’aplicació al buffer intern. 
 
Aquest mode d’operar tenia sentit quan les escriptures de dades a disc no es feien 
directament quan n’hi havia alguna disponible, sinó que les acumulàvem per escriure-les 
totes de cop al final de cada frame. Però si les dades a escriure no han d’esperar, podem 
aprofitar el mateix buffer de dades de l’aplicació i escriure les dades a disc des la pròpia 
àrea de memòria de l’aplicació i no de DXInterceptor. 
 
Gràcies a aquest canvi el consum de memòria RAM de DXInterceptor és pràcticament 
insignificant. La memòria RAM que reserva i utilitza l’aplicació és la que fa servir 
directament DXInterceptor, evitant així duplicitats i temps de còpies entre buffers. 
 
Multithreading a Direct3D 
 
Durant les fases finals de proves de funcionament de les eines DXInterceptor i DXPlayer 
es van començar a utilitzar demostracions de jocs comercials. Alguns d’aquests jocs, 
cada cop que n’efectuaven una captura de dades, creaven l’arxiu de traça corrupte, 
il·legible per part de DXPlayer. 
 
Després d’analitzar la causa d’aquesta corrupció i descartar alguna errada en el codi font 
del sistema de captura es va descobrir que el problema estava originat en el mode d’ús 
de Direct3D per part d’aquests jocs. Direct3D disposa d’un mode que permet que 
diversos threads li enviïn comandes a la vegada. Si això succeïa, podia passar que 
DXInterceptor estigués escrivint a disc les dades d’una crida en un thread i mentre això 
passava podia iniciar l’escriptura de dades d’una crida en una altre thread, guardant al 
disc mesclades les dades d’aquestes dues crides. 
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Per resoldre aquest problema es va crear un semàfor1 que obligava a que la captura de 
totes les crides fos atòmica, és a dir, si un thread iniciava una captura i un segon thread 
intentava iniciar una segona captura quan el primer encara no havia finalitzat, el segon 
havia d’esperar a que el primer thread acabés. Amb aquesta acció tan senzilla es van 
resoldre tots els problemes de corrupció de traces en aquelles aplicacions que activessin 
l’opció de multithread en Direct3D. 
 
Dades Thread1
(primera meitat)
Dades Thread1
(segona meitat)
Dades Thread2
THREAD1 THREAD2
ESCRIU
ESPERA
ESCRIU
 
 
Característiques indocumentades de la API Direct3D 
 
Durant la fase de proves algunes aplicacions no funcionaven correctament i presentaven 
errors només durant la sessió de captura. Els errors els produïa DXInterceptor en el 
moment de desar les dades de les operacions Lock, disponibles en les classes 
IDirect3DIndexBuffer9 i IDirect3DVertexBuffer9. 
 
                                          
1 El terme semàfor en sistemes operatius es refereix a una variable especial protegida que constitueix el 
mètode clàssic de restringir o permetre l’accés a recursos compartits en un entorn de multi-processament (en 
el que s’executaran diversos processos concurrentment). Van ser inventats per Edsger Dijkstra i es van utilitzar 
per primera vegada en el sistema operatiu THEOS. 
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Després d’analitzar el problema es va arribar a la conclusió de que Direct3D ignorava el 
valor d’alguns dels paràmetres d’aquesta operació i per a fer-ne la captura no ens 
podíem refiar del valor proporcionat per l’aplicació, doncs podien ser erronis però 
Direct3D seguia funcionant com si res. 
 
La sintaxi d’aquesta operació té dos paràmetres que indiquen, donada una regió de 
memòria, l’offset a partir del qual volem accedir-hi i el nombre de bytes als que voldrem 
accedir a partir d’aquest offset. Quan una aplicació efectua aquesta operació és perquè 
vol modificar-ne el contingut d’aquesta àrea de memòria i per tant, si canvia, 
DXInterceptor haurà de guardar a disc aquesta modificació. 
 
En teoria, si l’aplicació escriu més enllà de la zona de memòria que ha bloquejat, tots els 
canvis s’haurien d’ignorar per part de Direct3D. Però a la pràctica Direct3D ignora el 
valor d’aquests paràmetres i deixa que una aplicació pugui modificar tota l’àrea de 
memòria. L’exemple següent intenta mostrar-ho més gràficament: 
 
 
 
Alguns jocs, com per exemple Halo, el alguns moments efectuen crides a aquesta 
operació indicant que només volen modificar quatre bytes d’una zona de memòria però 
n’acaben modificant un altre nombre indeterminat. 
 
Per a solucionar-ho el que hem fet en el codi font és detectar aquest patró de 
comportament i en aquestes situacions guardar-nos el contingut de tota la regió de 
memòria, no només del tros bloquejat, ignorant el valor dels paràmetres d’offset i 
longitud. Perdem espai de disc però a canvi aconseguim poder capturar traces correctes 
d’aquestes aplicacions que fan ús d’una funcionalitat no documentada i incorrecta de 
Direct3D. En el cas d’aplicar algun d’aquests “hacks” es mostra un missatge per pantalla 
durant la sessió de captura de dades. 
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9.5. Avaluació de rendiment 
Un cop aconseguit l’objectiu de capturar correctament aplicacions Direct3D reals i 
avançades, com per exemple jocs comercials, es va dedicar gran part de la 
implementació a l’optimització del codi font i l’alteració de l’arquitectura interna per 
intentar aconseguir el major rendiment possible durant les sessions de captura de dades. 
 
El fet que el sistema de captura interfereixi el mínim possible a l’execució “normal” d’una 
aplicació capturada és molt important per assegurar-nos una bona qualitat de les traces 
obtingudes, especialment important si aquestes han de ser simulades en ATTILA. Com a 
factors per mesurar la qualitat considerem que el framerate de l’aplicació no es vegi 
especialment afectat durant una sessió de captura enfront a l’execució habitual, així com 
tampoc es vegin afectats el consum de recursos del sistema (principalment ús de la CPU i 
memòria RAM) que ja de per sí són elevats en les aplicacions 3D. 
 
Per mesurar el impacte en el rendiment de cada canvi significatiu realitzat en el sistema 
de captura durant la fase d’optimitzacions, es van utilitzar diversos indicadors d’ús intern 
i principalment creats ad hoc a mesura que s’anaven necessitant. Encara calia, però, 
crear un sistema més avançat que permetés obtenir dades exactes de l’impacte en el 
rendiment d’una aplicació durant una sessió de captura de dades. 
 
També consideràvem molt important per a l’avaluació del rendiment del sistema de 
captura la seva comparació amb el rendiment d’eines semblants existents. Com s’indica 
en el capítol d’estudis previs, les dues úniques eines conegudes que efectuen una captura 
completa de traces Direct3D són D3DBench i PIX. Per poder realitzar aquesta comparació 
era també necessària la creació d’un sistema de mesura precís que ens permetés avaluar 
i comparar correctament el rendiment d’aquestes eines. 
 
9.5.1. Adquisició dels paràmetres de rendiment 
Per a fer la comparació entre totes les diferents eines necessitàvem disposar de dades 
fiables i exactes de rendiment. D’una aplicació capturada, en concret, necessitàvem 
disposar de: l’ús que en fa de la CPU, consum de memòria RAM, quantitat de dades 
llegides i escrites de disc i sobretot, en el cas d’aplicacions 3D, de la velocitat de 
presentació de dades a pantalla mesurada en frames per segon. 
 
Era molt important que s’utilitzés la mateixa aplicació 3D per a efectuar la captura de 
dades d’ús de Direct3D amb totes les eines que volíem comparar. 
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En un principi es va fer ús d’un joc per fer les mesures. El problema dels jocs és que els 
resultats obtinguts entre dos execucions poden arribar a ser molt diferents. La justificació 
és que es tracta d’aplicacions que fan un ús molt elevat dels recursos de la màquina 
sobre la que s’executen, i a més, per controlar que la velocitat de presentació de les 
escenes a pantalla no depengui de la velocitat de la màquina, solen utilitzar tècniques de 
salt de frames. Això provoca que la informació presentada a pantalla en un frame durant 
l’instant n d’una sessió de captura no té perquè ser la mateixa que la del mateix instant 
en una execució posterior. Els resultats obtinguts d’aquestes execucions no podien ser 
comparats fàcilment i tot i observar tendències, la majoria de conclusions es basaven en 
opinions i interpretacions i no pas pel pes de les pròpies dades. 
 
El principal problema dels jocs és que es tracta d’aplicacions interactives i la diferencia de 
les interaccions de l’usuari entre sessions de captura de dades afegia encara més 
complexitat a l’anàlisi de dades. Va ser llavors quan es va pensar en fer servir una 
aplicació no interactiva 3D, que en totes les seves execucions presentés a pantalla les 
mateixes escenes en forma d’animació. En aquest cas les dades obtingudes eren bastant 
més comparables, ja s’observaven patrons i per tant es simplificava molt tot l’estudi. 
Aquesta animació 3D no interactiva tenia, però, encara el problema que utilitzava, al 
igual que els jocs, tècniques de salt de frames per controlar la velocitat d’execució. 
 
Les mesures s’efectuaven a intervals concrets de temps, però entre dos execucions d’una 
mateixa aplicació, per un mateix instant t de temps des del inici de l’execució, degut al 
salt de frames, la primera execució podia estar presentant a pantalla les dades del frame 
n i la segona en canvi les dades del frame m. A més, per motius de concurrència de 
processos del sistema operatiu, no podíem controlar que es respectessin exactament els 
mateixos intervals de temps entre l’adquisició de les mesures de dos execucions diferents. 
 
Va ser llavors quan es va decidir que s’havia de fer l’adquisició de dades per cada frame i 
no en intervals de temps. Però per a fer-ho correctament necessitàvem una aplicació que 
envies a pantalla sempre el mateix nombre de frames i en cadascun d’ells sempre 
exactament la mateixa informació. Es va buscar, sense èxit, una aplicació 3D que complís 
aquest requisit. 
 
El que necessitàvem era disposar de: 
 
1. Una aplicació 3D que fes ús de Direct3D de forma avançada, com per exemple un joc 
comercial. Amb efectes visuals, textures grans, ús de fragment i vertex shaders, un 
nombre elevat de polígons en cada escena, etc. 
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2. Que en totes les seves execucions reproduís exactament el mateix nombre de frames, 
i en cada frame presentés exactament la mateixa informació, independentment de la 
velocitat de la CPU i dels recursos disponibles de la màquina. 
 
Després de donar-hi moltes voltes es va trobar que ja teníem al davant exactament el 
que estàvem buscant. Una reproducció per part de DXPlayer d’una traça obtinguda a 
través de la captura d’un joc comercial ens solucionava els requeriments imposats. És a 
dir, només havíem d’efectuar captures de traces de la reproducció d’una traça, crear la 
captura d’una captura. Tècnicament això és possible ja que DXPlayer es comporta com 
una aplicació 3D més que fa ús de Direct3D, la única diferència és que les dades que 
envia a Direct3D provenen de l’arxiu de traça. Des del punt de vista d’un capturador és 
com capturar una aplicació 3D més. 
 
Finalment calia resoldre un últim requeriment. Com ja hem dit, volíem enregistrar els 
paràmetres de rendiment després de la presentació de cada frame a pantalla, no en 
intervals de temps que poden variar entre execucions diferents. Com que disposàvem del 
codi font de DXPlayer, podíem modificar-lo per a que fes aquesta adquisició de dades per 
cada frame. Per a fer més senzilles les sessions d’enregistrament de dades en realitat es 
va crear una versió simplificada de DXPlayer, executable directament des de línia de 
comandes i amb capacitat d’adquisició de paràmetres de rendiment, anomenada 
DXConsolePlayer. 
 
Fixem-nos que hem dit que serà DXConsolePlayer qui enregistrarà els paràmetres de 
rendiment, però el que nosaltres volem enregistrar exactament és el rendiment de 
DXConsolePlayer durant una sessió de captura de dades d’una de les seves execucions. 
Bé, tots els sistemes de captura de dades (DXInterceptor, D3DBench i PIX) funcionen 
gràcies a que simulen i implementen la biblioteca dinàmica d3d9.dll de Windows que 
encapsula la API Direct3D. Quan s’inicia una aplicació que fa ús de Direct3D juntament 
amb ella es carrega dinàmicament una còpia d’aquesta biblioteca (per això s’anomenen 
dinàmiques). En el cas del nostre player especial, quan ell es carregui (com una aplicació 
Direct3D més), també carregarà la biblioteca dinàmica del capturador corresponent. Si 
DXConsolePlayer fa mesures de rendiment, aquestes estan directament afectades per les 
modificacions en el seu comportament que provoqui la biblioteca del sistema de captura, 
ja que aquesta formarà part del propi procés1 capturat. Per tant si, per exemple, el 
sistema de captura durant una sessió de captura al programa DXConsolePlayer escriu 
dades a disc, el sistema operatiu considera que aquesta operació forma part del procés 
                                          
1 El terme procés es refereix al que es designa en sistemes operatius com un entorn d’execució, format per 
l’assignació d’un conjunt de recursos virtuals de la màquina sobre la que s’executa. 
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de DXConsolePlayer i en tot moment podem preguntar al sistema operatiu quin ús es fa 
dels recursos del sistema i mesurar aquestes escriptures. 
 
9.5.2. Definició de les mesures realitzades 
Per a efectuar les mesures de rendiment i la seva comparació s’ha pensat en el disseny 
de sis experiments. Tots ells es basen en l’adquisició de paràmetres de rendiment de 
l’aplicació DXConsolePlayer durant la reproducció d’un arxiu de traça. 
 
 
Imatge 12: Captura d'una escena de la traça de F.E.A.R. 
 
Com arxiu de traça he volgut utilitzar una captura representativa de la realitat, és a dir, 
d’una aplicació 3D avançada i d’alts requeriments, que serveixi com exemple de l’ús 
habitual al que es destinarà DXInterceptor. He escollit el joc comercial F.E.A.R., ja que fa 
un ús avançat de la API Direct3D, amb escenes amb molts polígons, efectes i textures 
detallades. 
 
Els experiments efectuats són: 
 
1. NORMAL: Farem les mesures sense utilitzar cap sistema de captura. Els seus 
resultats indicaran el rendiment normal de l’aplicació. Ens servirà com a punt de 
referència en la comparació de resultats de les mesures de la resta d’experiments. 
2. DXINT_NOCOMP: Farem les mesures utilitzant com a sistema de captura una versió 
antiga i sense optimitzacions de l’eina DXInterceptor, encara sense suport de 
compressió de les dades. Els seus resultats ens serviran per poder mesurar i 
comparar l’augment de rendiment obtingut en la versió actual de DXInterceptor. 
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3. DXINT: Farem les mesures utilitzant com a sistema de captura la versió final de 
DXInterceptor (entregada amb aquest projecte). Els seus resultats seran els més 
interessants, doncs mostraran el comportament d’aquesta eina durant l’execució 
d’una aplicació. El sistema de captura tindrà activada la compressió de dades i 
desactivada l’adquisició d’estadístiques. 
4. DXINT+STATS: Farem les mesures amb la mateixa situació que en l’experiment 3, 
però en aquest cas si que activarem l’adquisició d’estadístiques. Els seus resultats ens 
mostraran en quin grau es veu afectat el rendiment pel fet d’afegir aquest procés 
extra. 
5. D3DBENCH: Farem les mesures utilitzant com a sistema de captura l’eina D3DBench. 
Aquesta eina, tal i com s’indica en el segon capítol d’aquesta memòria, no és una 
aplicació finalitzada al 100%, però en les fases inicials de desenvolupament d’aquest 
projecte es va prendre com a referència. Aquesta eina aplica compressió a les dades 
desades a disc. Els seus resultats ens serviran per comparar DXInterceptor amb una 
altra eina semblant existent. 
6. PIX: Farem les mesures utilitzant com a sistema de captura l’eina PIX de Microsoft. 
Aquesta eina disposa d’un mode que efectua captures de traces de la mateixa manera 
a com ho fa l’eina DXInterceptor. Aquesta eina, a diferència de D3DBench, si que és 
una aplicació finalitzada 100%, d’ús habitual per part de les empreses dedicades al 
desenvolupament de jocs sota les plataformes Windows i XBOX. Els seus resultats 
ens serviran per comparar DXInterceptor amb una altra eina semblant existent. 
 
Per minimitzar els possibles errors en les mesures efectuades, de cada experiment es 
realitzaran tres execucions. Dels resultats de les tres execucions es calcularà la mitjana 
de cadascuna de les dades registrades i es treballarà, per tant, amb el valor mitjà de les 
tres execucions efectuades. Recordem que, com les dades son adquirides per frame i 
l’aplicació mesurada envia sempre el mateix nombre de frames en cada execució i en 
cada frame exactament la mateixa informació, podem efectuar sense problemes aquesta 
mitjana. 
 
L’adquisició de dades s’ha efectuat sota el sistema operatiu Windows XP. Per minimitzar 
les interferències en els resultats d’altres possibles aplicacions en execució dintre del 
sistema operatiu, s’ha desactivat el software antivíric, desconnectat l’ordinador de la 
xarxa, parat els serveis menys importants i només s’ha deixat en execució el programa 
DXConsolePlayer reproduint l’arxiu de traça. També s’ha efectuat prèviament una 
desfragmentació del disc dur per reduir al màxim els costos d’accés a aquest dispositiu 
per part dels programes. 
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9.5.3. Anàlisi de resultats 
Les mesures de rendiment efectuades contenen quatre tipus diferents d’informació per 
cada frame presentat a pantalla: 
 
1. Temps de CPU 
2. Ús de la memòria RAM 
3. Ús del disc dur 
4. Velocitat de presentació de dades a pantalla 
 
Sembla lògic, doncs, efectuar una comparació dels resultats entre experiments per 
cadascun d’aquests quatre paràmetres. 
 
Ús de CPU 
 
Per a realitzar la comparació de l’ús de CPU el que ens interessa observar és el cost 
addicional que afegeix el procés de captura durant la presentació d’un frame a pantalla. 
Aquest cost addicional és degut a que quan efectuem una captura de dades, per cada 
crida a mètode de Direct3D, s’han d’efectuar diverses operacions per poder guardar-les 
correctament. En els experiments on hi hagi activada la compressió de dades, per 
exemple, és d’esperar que els càlculs necessaris per a la compressió afegeixin encara 
més cost de CPU. 
 
Prendrem com a cost constant o base els resultats obtinguts en l’experiment 1, on es 
reprodueix la traça sense tenir activat cap sistema de captura de dades. Per la resta 
d’experiments calcularem el cost addicional (overhead) respecte de les mesures de 
l’experiment 1. 
 
 
 
Amb els càlculs efectuats, la gràfica següent mostra per cada experiment el cost 
addicional d’ús de CPU afegit pel sistema de captura. 
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Imatge 13: Ús de CPU addicional dels experiments de rendiment 
 
Abans de continuar amb la resta de l’anàlisi d’aquest apartat, hem de destacar un parell 
de dades molt importants de la gràfica anterior: 
 
1. En primer lloc podem veure que la gràfica només abraça dels frames 2726 al 4400. 
Per totes les gràfiques presentades en aquest apartat de la memòria només 
mostrarem les dades de les mesures d’aquest interval de frames, perquè és on 
s’efectua l’acció principal de les escenes capturades en la traça. Quan capturem una 
aplicació com un joc tenim escenes de pantalles amb menús que no ens interessen 
per observar les mesures. El que realment interessa és l’interval de frames en el que 
es desenvolupa l’acció principal del joc, on realment hi ha la presentació de dades 3D, 
que és el que efectivament volem mesurar. El rang de frames des de l’1 fins al 2725 
contenen captures de dades dels menús del joc i de la barra de progrés de càrrega. 
 
2. En segon lloc podem observar que tenim valors per sota del zero de la gràfica, el que 
hauria de ser impossible, doncs significa que en aquell frame tenim costos addicionals 
negatius. Es podria pensar que les mesures no han estat efectuades correctament. Bé, 
per efectuar les mesures s’han utilitzat les dades proporcionades per les crides al 
sistema operatiu Windows sobre ús de CPU d’un procés en un instant determinat. 
Aquests valors, com podem veure, no sempre són exactes, tenen petites 
irregularitats que podem atribuir a: la resolució dels timers utilitzats per a efectuar 
les mesures per part del kernel de Windows, a l’estat de la memòria cache del 
processador, a la fragmentació de la memòria RAM (que afecta en la velocitat de 
reserva de nous buffers de memòria), etc. El que en realitat ens interessa d’aquesta 
gràfica no són els valors absoluts sinó la tendència observada, és a dir, podem veure 
que la mitjana dels valors dels experiments DXINT, DXINT+STATS i D3DBENCH es 
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situa entorn al zero. El mateix podem dir per a les corbes dels experiments 
DXINT_NOCOMP i PIX, on veiem que tot i ser corbes molt dentades, la seva tendència 
mitjana mostra valors de temps molts superiors al zero. 
 
Una solució per evitar justificacions compromeses sobre les dades mostrades en la 
gràfica hauria estat enganyar amb valors modificats a mà, és a dir, treure de la 
gràfica tots els valors inferiors al zero. Penso que, de cara al lector, li és molt millor 
que enganyar-lo, presentar-li les dades obtingudes directament dels experiments de 
mesura i remarcar-li degudament les consideracions oportunes per interpretar-ne 
correctament els seus resultats. 
 
Un cop fets els aclariments oportuns podem donar pas a l’anàlisi dels resultats de la 
gràfica. De les dades de la gràfica podem observar dos grups diferents d’experiments. El 
primer grup estaria format per DXINT, DXINT+STATS i D3DBENCH i el segon grup 
estaria format per DXINT_NOCOMP i PIX. 
 
Del primer grup podem dir que es tracta de sistemes de captura que pràcticament no 
afegeixen overhead respecte a l’execució normal de l’aplicació capturada; la tendència 
dels seus valors en la gràfica es situa sempre en mitjana entorn al zero. Recordem que 
tots tres sistemes de captura de dades tenen activada la compressió de les dades 
desades a disc i que tots ells també utilitzen el mateix algoritme de compressió, el LZO. 
LZO és un algoritme de compressió on l’objectiu principal és la velocitat, però que ofereix 
uns bons índexs de compressió de dades si el comparem amb altres algoritmes molt més 
complexos com per exemple ZIP, RAR, 7Z, etc. Per tant, trobem molt encertat l’ús 
d’aquest algoritme per a efectuar la compressió de dades, pràcticament no incrementa el 
temps de CPU i al mateix temps reduïm l’espai a disc de les dades capturades. 
 
Del segon grup podem observar que realment afegeixen bastant overhead respecte a l’ús 
de CPU normal de l’aplicació capturada. En la gràfica següent mostrem les mesures de 
temps d’ús de CPU totals. Hem afegit les dades d’ús de CPU de l’experiment NORMAL per 
a poder observar més fàcilment quant de temps de CPU extra afegeixen aquests 
sistemes de captura. 
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Imatge 14: Ús de CPU dels experiments de rendiment 
 
Com podem observar en la gràfica anterior l’experiment DXINT_NOCOMP en alguns 
moment arriba a duplicar el temps de CPU. PIX en canvi, es mostra una mica més 
estable i fa un ús més limitat del processador de la màquina en les seves operacions. 
 
De l’anàlisi de l’ús de la CPU per part dels sistemes queda fer encara una observació 
important i a la vegada curiosa. Si observem les dades d’overhead dels experiments 
DXINT_NOCOMP i DXINT, podem veure que DXINT, a pesar d’afegir en el procés de 
recollida de dades els càlculs de compressió, que DXINT_NOCOMP no aplica, no 
consumeix més CPU, en realitat consumeix quasi bé gens de CPU respecte de NORMAL. 
L’explicació a aquest fet bé donada pel volum de dades a escriure a disc. En el cas 
d’activar compressió, a pesar de consumir una mica de CPU, reduïm molt el volum de 
dades a escriure a disc (com veurem més endavant, en alguns casos podem reduir fins a 
un quart el volum de les dades escrites a disc). De les operacions que efectua un 
programa en un ordinador, habitualment, les referents a disc són les més lentes, 
sobretot les escriptures. La memòria de disc és la memòria més lenta de tot l’ordinador 
perquè en ella hi intervenen parts mecàniques i ofereix persistència, a diferència de la 
memòria RAM formada per circuits digitals, molt més ràpida però volàtil. Podem 
concloure, doncs, que la velocitat d’escriptura a disc de les dades capturades és el factor 
limitant o coll d’ampolla de la velocitat de captura de dades i consum de CPU. Qualsevol 
modificació que puguem fer en el codi del sistema de captura per reduir el nombre 
d’escriptures a disc (com per exemple el fet d’afegir compressió) millorarà el rendiment 
global. 
 
Ja per acabar, farem una última anotació. Si observem la primera gràfica veurem que 
l’overhead de D3DBENCH i D3DPIX o D3DPIX+STATS és pràcticament el mateix. Hem de 
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destacar que DXINT afegeix meta-dades juntament amb les dades capturades i en el cas 
de DXINT+STATS també calculem i guardem dades estadístiques amb les dades 
capturades. En canvi D3DBENCH no fa res de les dus coses anteriors. Del cost total de 
CPU necessari per a presentar un frame a pantalla, l’adquisició de dades estadístiques i 
de meta-dades representa un percentatge molt petit, pràcticament insignificant. Els 
beneficis obtinguts pel fet de desar aquesta informació extra en el procés de captura de 
dades són molts i el fet de saber que no empitjoren en massa grau o pràcticament gens 
el comportament habitual de l’aplicació capturada ens dóna més autoritat encara per 
justificar-ne la seva adquisició. 
 
Ús de memòria RAM 
 
Un factor important de l’ús de recursos de la màquina per part del sistema de captura és 
la memòria RAM extra necessària per dur a terme la captura. Les aplicacions que 
principalment es capturaran són aplicacions 3D que en la majoria de casos fan un ús molt 
elevat de la memòria RAM lliure del sistema. Si el sistema de captura incrementa més 
encara les necessitats de memòria RAM podem veure molt afectat el rendiment de 
l’aplicació capturada. 
 
La taula següent mostra els consums de memòria de cada experiment en megabytes: 
 
Experiment Quantitat de Memòria Overhead 
NORMAL 189,69 Mb 0,00 Mb 
DXINT_NOCOMP 230,79 Mb 41,10 Mb 
DXINT 229,42 Mb 39,73 Mb 
DXINT+STATS 229,57 Mb 39,88 Mb 
D3DBENCH 226,27 Mb 36,58 Mb 
PIX 471,50 Mb 281,81 Mb 
Quadre 6: Ús de memòria dels experiments de rendiment 
 
Podem observar que els experiments DXINT_NOCOMP, DXINT, DXINT+STATS i 
D3DBENCH tenen un consum de memòria semblant i no massa elevat (±40 Mb), de fet 
bastant raonable. Pensem que el sistema de captura necessita crear estructures de dades 
internes per a poder fer correctament les captures de dades, que per cada objecte 
Direct3D el sistema de captura ha de tenir creat també el corresponent objecte wrapper i 
a més tenim que la pròpia biblioteca dinàmica del sistema de captura s’ha de carregar, a 
part de la biblioteca original de Direct3D, que és imprescindible. 
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En canvi, si observem els requeriments extra de memòria RAM per part del sistema de 
captura PIX si que veiem que requereix un volum molt elevat extra de memòria RAM 
lliure i no justificable tan fàcilment. Si comparem la memòria RAM necessària sense cap 
sistema de captura amb la necessària amb el sistema de captura PIX podem veure que 
PIX consumeix més memòria RAM encara que la pròpia aplicació a capturar (281,81 
respecte de 189,89). Això sembla demostrar que fa un malbaratament de recursos degut 
a que durant el disseny i implementació d’aquesta eina de captura no es van tenir gens 
en compte els requeriments de memòria RAM. 
 
Si l’eina de captura treu tanta memòria RAM a l’aplicació capturada pot veure’s afectat el 
seu rendiment. Si a això li afegim el cost extra de CPU necessari vist en l’apartat anterior, 
podem dir que PIX és un sistema de captura bastant intrusiu i que les traces capturades 
amb aquest sistema poden no tenir la qualitat desitjada per a efectuar-ne simulacions 
sobre ATTILA, com és l’objectiu principal de la captura de traces per part de 
DXInterceptor. 
 
Ja per acabar, recordem que de les mesures efectuades només hem considerat les dades 
recollides entre els frames 2726 i 4400. En aquest interval de frames és on s’efectua 
l’acció principal de la traça capturada i per tant només hem de fixar-nos en el consum de 
memòria RAM d’aquest interval. Hem observat que la memòria RAM d’aquest interval no 
varia gens des del principi fins al final en totes les mesures, per això hem fet servir una 
taula en comptes d’una gràfica. L’explicació de perquè no varia l’ús de la memòria RAM 
és que les aplicacions com els jocs habitualment només reserven memòria abans de 
començar a jugar, durant la pantalla amb la barra de progrés de càrrega. És en aquest 
moment quan creen totes les textures del joc, els buffers de dades que emmagatzemen 
els vèrtexs dels objectes, etc. 
 
Ús del disc dur 
 
Per mesurar l’ús del disc dur per part dels diferents sistemes de captura hem realitzat 
mesures del nombre d’operacions d’escriptura efectuades per l’aplicació capturada. La 
gràfica següent mostra l’evolució dels megabytes escrits durant la sessió de captura en 
l’interval de frames del 2726 fins al 4400. Les operacions son acumulades en cada frame. 
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Imatge 15: Nombre d'operacions d'escriptura dels experiments de rendiment 
 
Podem veure que el nombre d’operacions no comença en el zero, ja que en el frame 
2726 ja s’ha efectuat per cada experiment l’escriptura a disc de totes les dades que el joc 
carrega durant la pantalla de progrés de càrrega. 
 
Podem observar que els experiments DXINT, DXINT+STATS i D3DBENCH efectuen molt 
poques operacions d’escriptura a disc, i això és degut a que tots ells tenen activada la 
compressió de dades. En canvi els experiments DXINT_NOCOMP i PIX no efectuen cap 
compressió de dades i per tant el nombre acumulat d’operacions escriptura creix 
linealment al llarg de la sessió de captura. 
 
És també destacable l’escalonat que observem en la corba de PIX. Les mesures indiquen 
que entre cada salt hi ha una diferència de 64 Mb, el que ens demostra que aquest 
programa efectua escriptures a disc a ràfegues. Les escriptures a disc són molt costoses, 
i un volum de 64 Mb és prou considerable com per a que puguem de apreciar-lo. El fet 
d’utilitzar ràfegues pot provocar l’aparició de salts en la presentació de dades a pantalla 
durant una sessió de captura d’aquesta eina. Aquests salts, en canvi, no els observem 
quan analitzem la velocitat de presentació de dades a pantalla que farem en el punt 
següent. L’explicació potser que el sistema de captura utilitza un thread escriptor que en 
segon pla, i amb una prioritat més baixa que el propi sistema de captura, va efectuant 
l’escriptura de dades a disc. Cada cop que el sistema de captura té un bloc de 64 Mb de 
dades li passa al thread escriptor per a que el vagi guardant. Això pot explicar també l’alt 
consum de memòria RAM d’aquest sistema de captura. Si el thread escriptor no és prou 
ràpid, se li acumula la feina i, per tant, els blocs de 64 Mb que li va passant el sistema de 
captura van ocupant cada vegada més memòria RAM. 
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Si analitzem l’espai a disc de les dades capturades, fent la suma de tots els arxius de 
dades que crea cada sistema de captura, obtenim els resultats de la taula següent: 
 
Experiment Mida de la traça 
NORMAL 0,00 Mb 
DXINT_NOCOMP 1290,24 Mb 
DXINT 268,12 Mb 
DXINT+STATS 267,37 Mb 
D3DBENCH 185,17 Mb 
PIX 2017,28 Mb 
Quadre 7: Mida de l'arxiu de traça de cada experiment 
 
De la taula anterior podem observar que els sistemes de captura que utilitzen compressió 
de dades creen unes traces de mida molt inferior a DXINT_NOCOMP o PIX. Si comparem 
els experiment DXINT i DXINT+STATS amb D3DBENCH podem veure que tot i que tots 
tres afegeixen compressió a les dades, és D3DBENCH qui crea l’arxiu més petit. Com ja 
hem dit vàries vegades, D3DBENCH no afegeix meta-dades a les dades capturades ni 
crea cap taula d’índexs per accelerar els processos de lectura de les traces creades. 
Aquesta informació que sí que registrem amb DXInterceptor justifica aquest augment de 
la mida de les traces. 
 
Pel que fa a la mida de les traces de DXINT_NOCOMP i PIX podem dir que tot i que cap 
dels dos sistemes afegeix compressió de dades, PIX guarda moltes més dades a disc que 
el sistema DXInterceptor; la diferència és de quasi 750 Mb. PIX a banda de capturar en 
l’arxiu de traça totes les dades que una aplicació envia a Direct3D també guarda moltes 
dades estadístiques i comptadors que ajuden a analitzar totes les operacions efectuades 
amb Direct3D. La captura d’aquesta informació extra, però, no es pot desactivar, és a dir, 
sempre es registra encara que no vulguem fer-la servir i degut a això crea arxius de 
traça tant grans en comparació amb altres eines. Recordem que com ja hem dit en 
apartats anteriors, el coll d’ampolla de tots els sistemes de captura es localitza en les 
escriptures de dades a disc. Minimitzar al màxim el nombre d’escriptures pot ajudar a 
millorar el rendiment de l’aplicació durant una sessió de captura. Com veiem amb PIX ho 
tenim difícil per a millorar el rendiment de les seves sessions de captura de dades. 
 
Ja per acabar podem avaluar el ràtio de compressió de les dades aconseguit per les eines 
que utilitzen compressió de dades. Si prenem com a mida base la mida de l’arxiu que 
crea DXINT_NOCOMP, que no utilitza compressió i escriu un volum de dades comparable 
amb la resta d’eines que si realitzen compressió, obtenim els ràtios de la taula següent: 
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Experiment Ràtio 
DXINT_NOCOMP 100% 
DXINT 20,78% 
DXINT+STATS 20,72% 
D3DBENCH 14,35% 
Quadre 8: Ràtios de compressió dels arxius de traça 
 
Com podem veure la compressió de dades permet reduir fins a cinc o més vegades 
l’espai ocupat de les dades a disc. A banda de millorar el rendiment per la reducció de les 
escriptures a disc, també fa que els arxius de traça siguin més manejables.  
 
Velocitat de presentació de dades a pantalla 
 
En aquest apartat volem avaluar l’impacte en el rendiment de la velocitat de presentació 
de dades a pantalla durant una sessió de captura de dades. Les mesures realitzades han 
estat efectuades en frames per segon, és a dir, nombre de vegades per segon que 
l’aplicació és capaç de mostrar un frame a pantalla. 
 
La gràfica següent mostra la velocitat mesurada en cada experiment: 
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Imatge 16: Velocitat de presentació de dades a pantalla dels experiments 
 
La velocitat de presentació de dades a pantalla ha de ser directament proporcional a l’ús 
de CPU per part de l’aplicació, ja que a més dades mostrades per pantalla més càlculs a 
efectuar. Efectivament, en la gràfica anterior podem observar que els experiments 
NORMAL, DXINT, DXINT+STATS i D3DBENCH tenen una velocitat semblant sinó igual i 
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com ja havíem vist en l’apartat dedicat al consum de CPU, es tracta dels mateixos 
experiments que ja tenien un consum de CPU semblant. Es tracta, per tant, de sistemes 
de captura gens intrusius i que no afecten quasi bé gens al rendiment de l’aplicació 
capturada. En canvi, podem observar que DXINT_NOCOMP i PIX sí que presenten una 
reducció bastant important en la velocitat de presentació a pantalla de l’aplicació 
capturada. 
 
Cal observar que PIX, a pesar de tenir un consum de CPU bastant elevat, de consumir 
més memòria RAM que la resta, i de crear els arxius de traça més grans en diferència, 
ofereix un rendiment bastant bo i encara millor que DXINT_NOCOMP. 
 
9.5.4. Conclusions i consecució d’objectius 
Tot i que en l’apartat anterior poc a poc ja hem anat esmentant algunes conclusions 
sobre el rendiment dels diferents sistemes de captura, serà en aquest apartat on en 
farem un resum de totes elles però orientades a DXInterceptor, l’eina de captura 
desenvolupada en aquest projecte, dedicant especial atenció a esmentar els seus 
avantatges en comparació a la resta de sistemes de captura analitzats. 
 
Compressió de dades a disc 
 
En primer lloc podem parlar sobre la decisió d’afegir la possibilitat de comprimir les dades 
desades a disc durant una sessió de captura per part de DXInterceptor. Com hem vist el 
volum de dades a disc es veu reduït en una proporció molt gran, el que ens ofereix dos 
beneficis. Per una banda l’espai a disc que guanyem ens permetrà crear traces de més 
longitud i per un altra banda ja hem vist que les escriptures a disc afegeixen un impacte 
negatiu en el rendiment del sistema de captura i que gràcies a la compressió de dades 
intentem reduir al màxim. 
 
Comparació amb D3DBench 
 
Podem continuar dient que, les optimitzacions efectuades en diverses parts del codi font 
han permès que DXInterceptor, tot i escriure més dades a disc (recollint meta-dades i 
estadístiques), tingui un rendiment semblant o igual a l’eina D3DBench que només 
enregistra a disc les dades mínimes necessàries. Tenim, per tant, el benefici de disposar 
de traces més completes i amb un bon rendiment de captura. 
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Comparació amb PIX 
 
Comparant DXInterceptor amb PIX és on podem observar més diferències. PIX fa servir 
molta més CPU i sobretot requereix una quantitat de memòria RAM molt més elevada 
que DXInterceptor. La mida de les traces de PIX en comparació amb les que genera 
DXInterceptor és grandíssima. La velocitat de creixement de la mida de les traces de PIX 
fa que, per exemple, en jocs comercials avançats no puguem desar més de cinc o deu 
minuts de partida, i no sense apreciar greus reduccions en el rendiment de l’aplicació 
capturada. PIX és un sistema de captura molt intrusiu a pesar de les prestacions que 
ofereix. Tot i que les dades extra que registra PIX no es poden comparar amb les que 
registra DXInterceptor, el volum i la qualitat de les seves traces no el fa el sistema idoni 
de captura de dades per a les simulacions sobre ATTILA. A més hem d’afegir els 
inconvenients de que el format d’arxiu de les traces de PIX és desconegut i que PIX és 
una eina de codi tancat que no podem modificar i personalitzar per als nostres interessos. 
 
Conclusions 
 
Penso que els objectius de rendiment de DXInterceptor com a sistema de captura de 
traces d’aplicacions Direct3D per al simulador ATTILA han estat més que complits. L’eina 
és capaç de crear traces de jocs d’última generació amb unes velocitats més que 
correctes i sense afectar-ne notablement al rendiment habitual. La mida dels arxius de 
traça generats és correcta i manejable, tenint en compte l’elevat  volum de dades que un 
joc envia a la targeta gràfica a través de Direct3D. A més es tracta d’una eina amb el 
codi font disponible i que és ampliable a donar suport a les properes versions de la 
biblioteca Direct3D, el que li assegura el seu ús futur. 
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CAPÍTOL 10: VALORACIÓ DEL PROJECTE 
10.1. Cost temporal 
A continuació presentem una estimació de les hores destinades a la realització d’aquest 
projecte. Les dades s’intenten aproximar el màxim possible a la realitat, tanmateix 
assumim petites variacions en les estimacions. 
 
La taula següent mostra el temps de treball necessari per a l’analista, el programador i el 
grup de proves. La unitat de mesura emprada són hores. 
 
Tasca Analista Programador Grup Proves 
Definició del projecte 15   
Estudi de l’eina D3DBench 20   
Estudi de l’eina GLInterceptor 5   
Estudi de l’eina PIX 10   
Estudi de Direct3D19 30 30  
Estudi de MFC 5 15  
Estudi de DLL’s en Windows 1 12  
Anàlisi i Especificació de DXCodeGenerator 20   
Disseny de DXCodeGenerator 30   
Implementació de DXCodeGenerator  90  
Anàlisi i Especificació de DXInterceptor 15   
Disseny de DXInterceptor 25   
Implementació de DXInterceptor  140  
Anàlisi i Especificació de DXPlayer 20   
Disseny de DXPlayer 25   
Implementació de DXPlayer  200  
Proves i correcció d’errors DXCodeGenerator   10 
Proves i correcció d’errors DXInterceptor20   80 
Proves i correcció d’errors DXPlayer   100 
Documentació 126 54  
Quadre 9: Hores dedicades a cada tasca del projecte 
                                          
19 En les tasques d’estudi el temps de programador inclou el temps de prova dels diferents prototipus creats. 
20 Sumen també al temps d’aquesta eina els temps de prova de la biblioteca DXTraceManager. Tot i que 
d’aquesta biblioteca es van realitzar proves de funcionament per separat, la major part de les proves 
efectuades van ser amb l’ús que d’aquesta en fa l’aplicació DXInterceptor. 
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Tant l’analista com el programador han de realitzar un estudi del funcionament de la API 
Direct3D, de la API MFC (Microsoft Foundation Classes) i de com funcionen les 
biblioteques dinàmiques en el sistema operatiu Windows. 
 
L’estudi de la API Direct3D per part de l’analista és necessari per tenir un marc i un 
criteri sobre els quals construir els dissenys, doncs aquesta API és la base de totes les 
eines del projecte. Per al programador l’estudi d’aquesta API és una font d’informació 
imprescindible per dur a terme les diferents tasques d’implementació de les eines del 
projecte. 
 
La biblioteca MFC ha de ser estudiada per ambdós també. L’analista necessita conèixer 
les possibilitats que ofereix aquesta plataforma i el programador ha de familiaritzar-se 
amb les classes i components que li permetran implementar el disseny proposat per 
l’analista. 
 
El temps de documentació s’ha distribuït entre el programador i l’analista en un relació 
30% i 70% respectivament. Les parts de la documentació dedicades a la implementació 
s’han considerat redactades pel programador, mentre que tota la resta s’ha considerat 
redactat per l’analista. 
 
El temps de realització del projecte ha estat d’un any considerant un treball constant de 
quatre hores diàries els cinc primers dies de la setmana. Es disposava d’un total de 960 
hores per a la realització del projecte, temps que s’ha vist incrementat lleugerament per 
les tasques de redacció i proves de funcionament. 
 
Total hores analista:  347 hores 
Total hores programador: 541 hores 
Total hores provador/s: 190 hores 
Total hores:   1078 hores 
10.2. Canvis en la previsió de temps 
En el primer capítol mostràvem la planificació temporal prèvia al desenvolupament del 
projecte. Aquesta planificació inicial finalment no va poder ser respectada en la seva 
totalitat. Durant la fase de desenvolupament del tracejador es va trobar justificada la 
necessitat de crear una nova eina de suport a la implementació de DXInterceptor i 
DXPlayer. L’eina DXCodeGenerator, el generador de codi automàtic, va fer augmentar 
aproximadament tres mesos la duració total del projecte. 
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El quadre següent mostra un resum aproximat de les dates i temps dedicat finalment a 
cada tasca del projecte: 
 
Tasca
Definició del projecte
Estudi de l'eina D3DBench
Estudi de l'eina GLInterceptor
Estudi de l'eina PIX
Estudi de la API Direct3D
Estudi de la API MFC
Anàlisi de DXInterceptor
Disseny de DXInterceptor
Implementació de DXInterceptor
Anàlisi de DXCodeGenerator
Disseny de DXCodeGenerator
Implementació de DXCodeGenerator
Anàlisi de DXPlayer
Disseny de DXPlayer
Implementació de DXPlayer
Control de qualitat i proves
Documentació
Juny Juliol Agost Setembre Octubre Novembre Desembre Gener Febrer Març Abril Maig
Degut a DXCodeGenerator es refà des de zero 
l'anàlisi i disseny de DXInterceptor i DXPlayer
Durant els mesos d'Octubre i Novembre es desenvolupen en 
paral·lel les tres eines: DXCodeGenerator, DXInterceptor i 
DXPlayer, seguint el model de desenvolupament en espiral.
 
 
10.3. Cost econòmic 
En aquest apartat s’efectua un estimació del cost econòmic del projecte, tenint en 
compte el nombre d’hores dedicades per cada treballador del primer apartat. Per fer els 
càlculs s’utilitzaran els següents costos 21 per hora d’analista, programador i grup de 
proves. 
 
Analista:  45 €/hora 
Programador:  35 €/hora 
Grup de Proves: 25 €/hora 
 
El cost de cada tipus de treballador es calcula com el producte de la suma de les seves 
hores dedicades al projecte per el cost de cada hora. 
 
Cost Analista:  45 €/hora * 347 hores = 15615 €  
Cost Programador:  35 €/hora * 541 hores = 18935 € 
Cost Grup de Proves: 25 €/hora * 190 hores = 4750 € 
 
                                          
21 En els costos s’inclouen costos directes i indirectes (ordinadors, software, electricitat, etc.) 
Quadre 10: Calendari del temps dedicat a cada tasca del projecte 
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El cost total es calcula com la suma del cost del analista, el cost del programador i el cost 
del grup de proves. 
 
Cost Total:  Cost Analista + Cost Programador + Cost Grup de Proves = 
15615 + 18935 + 4750 = 
39300 € 
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CAPÍTOL 11: CONCLUSIÓ 
11.1. Objectius aconseguits 
Un cop finalitzat el projecte podem fer un estudi comparatiu dels objectius generals del 
projecte respecte dels objectius aconseguits. Inicialment es van plantejar els següents 
objectius: 
 
? Realitzar l’especificació, disseny i implementació d’una eina que permetés crear traces 
de qualsevol aplicació que utilitzes la versió 9.0c de Direct3D. Aquestes traces havien 
de ser completes i independents de l’aplicació capturada, és a dir, havien 
d’emmagatzemar totes les dades necessàries per ser capaços de reproduir-les amb 
posterioritat. S’esperava només donar suport al conjunt mínim necessari de la API per 
a que el sistema fos capaç de capturar almenys un joc comercial concret. 
 
? Realitzar l’especificació, disseny i implementació d’una eina que permetés llegir les 
traces prèviament capturades i reproduir-les novament per a comprovar-ne 
visualment la seva correctesa. 
 
La conclusió d’aquest projecte és que tots els objectius proposats s’han complert i 
superat, ja que a més se n’han afegit de nous. La llista següent mostra els objectius 
extres que s’han aconseguit: 
 
? Realitzar l’especificació, disseny i implementació d’una eina que ajudés a la generació 
de codi C++ automàticament a partir dels arxius de definició de Direct3D v9.0c. La 
creació d’aquesta eina no es tenia en compte en els objectius inicials del projecte. 
Aquesta eina ha permès accelerar el desenvolupament dels processos de captura i 
reproducció de traces. A més, amb la seva ajuda es permet donar suport més 
ràpidament a futures versions de la API Direct3D a totes les altres eines, ja que 
aquesta està pensada i preparada per poder treballar amb els arxius de definició de 
les properes versions de Direct3D. 
 
? Realitzar l’especificació, disseny i implementació d’un sistema d’adquisició de dades 
estadístiques durant la fase de captura de traces basat en plugins. Aquest objectiu no 
era prioritari o es considerava com inicial. El fet d’estar basat en plugins permet 
incorporar de manera fàcil i intuïtiva l’adquisició de noves estadístiques avançades al 
sistema de captura. 
 158 
? L’eina de reproducció de traces en un principi només havia de servir per a comprovar 
visualment la correctesa d’una captura. Degut a que es guarden meta-dades en la 
fase de captura existia la possibilitat d’explotar-ne millor la informació continguda en 
una traça. És per això que a aquesta eina se li han afegit funcionalitats avançades que 
no constaven en els objectius inicials d’aquest projecte, com poden ser: la 
visualització amb ajuda de gràfiques de les dades estadístiques, l’exportació de traces 
a mode text, l’exportació de les textures contingudes en una traça i la generació de 
noves series de dades estadístiques post-processant les dades contingudes en una 
traça. Aquesta última funcionalitat permet explotar més i millor encara la informació 
continguda en un arxiu de traça. 
 
? Tot i que no es va considerar en els objectius inicials, s’ha posat molt èmfasi en la fase 
d’implementació de les eines del projecte pel que fa a rendiment i ús de recursos. És 
especialment destacable la diferencia de rendiment apreciable en l’eina de captura 
respecte d’altres eines semblants ja existents. La velocitat aconseguida pel sistema de 
captura permet crear captures d’aplicacions d’alt rendiment, com jocs d’última 
generació, sense veure’s afectada la velocitat de presentació de dades a pantalla 
(framerate). 
 
Com hem vist, els objectius extres aconseguits amplien les funcionalitats de totes les 
eines, les preparen per ampliacions i adaptacions futures (escalabilitat del sistema) i 
ofereixen moltes capacitats que només podem trobar en eines professionals. 
11.2. Futures línies de treball 
Com s’indica en l’apartat anterior, aquest projecte ha complert tot els objectius inicials. 
Tanmateix, l’objectiu final pretén abastar molt més del que en aquest projecte es 
presenta. 
 
Hi ha diversos punts en els que seguir treballant. Un dels objectius a curt termini és 
incrementar el suport de captura a més mètodes de les classes de Direct3D. De tota 
manera, les proves efectuades en jocs d’última generació apareguts al mercat mesos 
abans de la finalització del projecte indiquen que la cobertura de classes oferta és més 
que suficient, doncs podem crear sense problemes traces complertes i reproduïbles ja 
que les aplicacions mai arriben a fer ús del 100% de la API Direct3D. 
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Un altre treball a realitzar potser seria el d’intentar optimitzar algunes parts del codi, tot i 
que ja se n’ha posat molt d’èmfasi durant la fase de desenvolupament i el rendiment 
aconseguit en situacions normals és correcte. 
 
L’eina de captura de traces podem considerar-la tancada pel que fa a funcionalitats i 
qualitat. En canvi l’eina de reproducció de traces pot ser ampliada per oferir més opcions 
d’explotar les dades contingudes en una traça, per exemple, pel que fa a l’anàlisi de 
dades estadístiques. Altres ampliacions podrien ser afegir-li funcionalitats avançades com 
les que podem trobar en l’eina professional PIX de Microsoft per l’anàlisi i visualització de 
les traces. Es podria crear també una eina de modificació del contingut de les traces 
posteriorment a una captura. Si es disposa de coneixement avançats en programació de 
Direct3D, l’anàlisi d’una traça pot revelar fragments que podem descartar i eliminar. Al 
mateix temps també seria útil la possibilitat de modificar el valor d’alguns paràmetres de 
les crides emmagatzemades per poder alterar la reproducció d’una traça i observar-ne el 
resultats directament. Totes les anteriors capacitats esmentades permetrien obtenir 
traces més precises que les capturades i poder efectuar simulacions en ATTILA dels 
fragments més interessants. 
 
El projecte es centra en la captura de traces d’aplicacions que utilitzen la versió 9.0c de 
Direct3D. Donar suport a la nova versió 10 apareguda amb la publicació de Windows 
Vista seria un treball interessat a realitzar de cara a un futur pròxim, ja que en els 
propers anys totes les aplicacions faran servir aquesta versió. Aquesta tasca, gràcies al 
generador de codi automàtic, no s’espera que sigui especialment costosa doncs es pot 
aprofitar molt del treball ja realitzat per la captura de la versió 9. 
 
Finalment l’objectiu final de la captura de traces Direct3D és poder reproduir-les sota el 
simulador ATTILA. Igual que ja es va fer anteriorment en un altre projecte centrat en 
OpenGL, un treball important encara per a realitzar és la programació d’una adaptació de 
la API Direct3D per sobre del driver del simulador. 
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