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Motivation
Today, a lot of very different applications exists, which use networks for communication tasks. To perform the communication tasks, applications use communication services offered by a communication subsystem of a particular platform. Communication services are implemented by protocol-stacks (also called service providers [1] ). Whereby several different service providers could implement the same or similar services. For example, the transport protocols TCP, RDP [2] , XTP [3] and SCTP [4] are all able to provide a reliable transport service. Thus, service providers with these protocols could offer services applicable for several applications. Nevertheless, the services provided would be different, so that one service provider would be more suitable than another. But how to find the most suitable service provider?
The following simple examples show, how different requirements and environmental conditions may influence the suitability of specific service providers:
• When accessing a file server, it is very common to use the TCP/IP protocols, which is a good choice if the properties of the network between the client and server are unknown. But when a local file server is accessed via a high bandwidth network, specialized high performance protocols will archive much better performance than TCP/IP. In this case, information about network capabilities has to be available to decide which service provider is most suitable.
• VoIP applications transport their voice data usually via RTP on top of UDP, which often results in acceptable quality and causes very low costs. But for business calls, one might request QoS guarantees from the network whenever this is possible, because a guaranteed high quality may be more important than a low cost phone call. In this case, the determination of the most suitable service provider depends on preferences of the user and the particular usage scenario.
• For the exchange of object messages, it is common to use the SOAP/HTTP/TCP/IP protocol stack. But using SOAP/BEEP/TCP/IP instead would be more efficient. So system administrators might prefer the usage of the later whenever this is possible, e.g. no firewall/NAT configuration prohibits the usage of the BEEP protocol [5] . In this case, the decision for the most suitable service providers depends on requirements of an administrator and possible limitations of the particular network environment.
In order to find the most suitable service provider, as accurate and complete information as possible about communication service requirements and the environmental conditions should be regarded.
Consider the process and the point in time of choosing appropriate protocols in practice today. Typically, protocols are chosen during the development phase of an application. This is often done implicitly by using a middleware which in turn has already been bound to specific service providers during its development. Otherwise the application developer explicitly selects appropriate protocols. The reason for that is, that the common transport layer interfaces (Sockets, TLI [6] , WinSock V2 [7] ) enforce the selection of specific protocols. These interfaces claim to be protocol independent. Unfortunately, this means that the interface itself is (more or less) protocol independent, but the application still has to deal with protocol specific details: host addresses (IP numbers), application addresses (port numbers), protocol specific options (e.g. for TCP: disable the Nagle [8] algorithm or enable selective acknowledgments [9] ), etc. (see also [10] and [11] )
When developing highly specialized applications, all requirements and all information about the environment may be available during the development phase of the application. But for applications usable for different purposes, by different users, and in different environments (network or platform) the requirements and environmental conditions are not available at the time the application is developed. This means, in order to be able to use the most suitable service provider, the protocols must be selected at run time when all information is available.
This work introduces a model providing a service oriented view to communication services where all service provider specific information is transparent for applications. This enables the selection of service providers at runtime. The model also considers requirements of users and processes information of the current environment.
The next section gives a brief overview of related work. The service oriented model for communication subsystems is introduced in section 3. An essential part of the model is the service oriented view to communication services, which requires a new interface concept. Basic concepts of such an interface are discussed in section 4. Implementation considerations for the interface will be presented in section 5. Finally a conclusion and an overview of future work is presented.
Related Work
The problem addressed in this work is the inflexibility that results from a fixed binding between an application and a specific protocol stack. There have been several approaches to achieve a higher degree of flexibility. Few of them are mentioned here in brief.
O'Malley and Peterson have introduced a new way to organize network software [12] . They propose to build protocol graphs of (many) micro protocols, instead of using few complex protocols in order to achieve a higher flexibility while building network software. Based on these ideas, projects like DaCaPo [13] and FuKSS [14] build protocol stacks dynamically at runtime according to application requirements.
Clark and Tennenhouse have introduced the Application Layer Framing (ALF) concept [15] that enables the definition of more generic protocols. For example the RTP [16] protocol is conform with the ALF concept.
Further there are protocols which are highly configurable like XTP or BEEP [17] in order to fulfill various application requirements.
Although these approaches achieve a higher degree of flexibility they are still limited to a fixed set of communication services. Moreover they are not designed to take into account conditions of the particular run time environment. Figure 1 shows the principle of the service oriented view:
• A user defines his requirements to the communication system • A service provider defines offerings describing communication services • A broker matches the users requirements and the offers given by a set of service providers to find the most suitable service provider. Both the requirements and the offers are specifications of communication services. A uniform format (e.g. XML) should be used for those specifications, because this enables to match offers with requirements without having to interpret these specification, i.e. the broker may have no knowledge about the handled services.
In order to find the most suitable service, the specifications of requirements and offers should be as accurate and complete as possible. Thus, it is important to consider different sources of information. In this model four contributing sources are considered, which are distinguished according to persons who are responsible for providing the information:
Figure 2:DANCE Model
• The application developer is responsible for describing the general requirements of the application, e.g. that a reliable transport service is required.
• The application user is responsible for describing requirements which depend on his specific preferences or the application area in which the application is used, e.g. that a low cost service is preferred.
• The host administrator is responsible for providing an appropriate communication subsystem, therefore he is responsible for specifying the offers of each service provider, e.g. whether a service provider offers secure transmission. He is also responsible for specifying requirements that derive from specific properties of the underlying platform, e.g. that using resource safe service providers is preferred.
• The network administrator is responsible for modifying the offers of service providers in accordance with specific properties of the network (LAN and WAN), e.g. that some protocols can be used within the local network only. Figure 2 shows all components of the suggested model. The information provided by a person must be stored and handled by a software component. Information about the application requirements will be included in the application. Information from other persons must be handled by special components (User, Host Admin, Net Admin). The requirement and offer specifications are forwarded to the broker, which will perform the matching. The specification made by the host and network administrator will change seldom, because this means that a service provider or some network properties have changed. Whereby the requirement specification of the users and the applications may be different for each communication relation.
After the broker has chosen a service provider, it is necessary to map the requirements to appropriate service provider parameters. This is done by the service provider adapter components which are specific for each service provider.
The model does not require any specific properties of service providers. To implement an interface that complies with this model, no modification of service providers and no specific protocols are required. Therefore, using such a service oriented interface is a local decision only.
Specification of Communication Services
Essential for a service oriented interface is the ability to describe all properties of a desired or offered communication service. A simple approach would be to define a set of services where each service has a unique name. But this prevents the specification of minor differences between services or leads to the definition of separate service names for each service provider.
Here it is proposed to define a communication service by a set of properties, in order to be able to compare services and to describe their differences. Also it is proposed to differentiate between inherent properties and qualitative properties.
Inherent properties do not contain any rating of a service. It must be clearly determinable whether a service has a specific inherent property or not. Examples of inherent properties are: reliable transport, secure transmission or the specification of the supported payload type (e.g. a byte array with a size of less than 2 16 byte). In a requirement specification inherent properties describe the necessary or irreducible service properties. Inherent service properties are considered to be mandatory because otherwise the functioning of an application can not be guaranteed.
Qualitative properties explicitly rate a communication service. Qualitative properties describe tendencies or preferences only, instead of defining limit values, which are often hard to determine. For example, an application developer can much easier specify that a low delay is required, instead of specifying an exact upper bound for that delay. Furthermore, it is easier to decide if a service implementation tends to produce low delay than to find out whether a given limit will be exceeded. Examples of qualitative properties are: loss rate, quality of encryption, and delay. In a requirement specification, qualitative properties describe desired but optional service properties. Qualitative service properties are considered to be optional because low qualitative properties do not prevent from using an application. For example, a telephony application will require a low delay, but the application will also function with a high transmission delay. In this case the user must decide if he is willing to use the application under these circumstances.
Inherent Pi i ⊂Pi j Let QM(Pqr, Pqo) be a measure for the compliance of quality of Pqo according to Pqr.
Two sets of properties specifying the services of two different services providers will be typically not identical -even if the services are considered to be "similar". But usually application developers or users are not interested in all properties a communication service may have. While the specification of offered services should be as accurate and complete as possible, the grade of accuracy and completeness of a requirement specification is left to application developers and users.
An offered service CSo matches a requirement specification CSr , if CSo is equivalent to or a refinement of CSr, i.e. the service specified by CSo fulfills all mandatory requirements of CSr. If more than one offered service matches with a requirement specification, then all matching CSo are ordered by level of compliance with required quality based on a measure QM. Thus it is possible to determine the service provider which is most suitable according to a given requirement specification.
Addressing
Address numbers like IP numbers for addressing hosts or port numbers for addressing services are highly protocol specific. The simple solution is to use names instead of address numbers. It is already common to use host names instead of host addresses [18] . But in the widely used TCP/IP suite services are usually still addressed by using (port) numbers. Though a mapping between names and port addresses exists [19] for wellknown service, it is rarely used. This fixed mapping is inappropriate for dynamic binding of service numbers as it is used for proprietary services and sometimes also for well-known services. Although the use of names for services is preferred, it is currently unavoidable to accept (port) numbers also for compatibility reasons.
Interface Components
A service oriented communication interface must enable applications and users to use the services without having to know which protocols are used. This is contrary to commonly used interfaces (e.g. the socket interface) which require the specification of protocol specific parameters.
Communication services may be highly specialized and could therefore offer very different services. For example, there are basic transport services, according to OSI layer 4, services for retrieving files (using HTTP, FTP, ...) or services for exchanging messages (using SOAP/HTTP/TCP/IP or SOAP/BEEP/TCP/IP). Thus it seems to be inappropriate to define a single API for all communication services. Instead it is suggested to classify communication services and provide separate interfaces for each class of services. In the following an object oriented API for transport services will be briefly introduced. Interfaces for other service classes may inherit this API and add several specific refinements (see also [20] ).
In order to keep the API simple and user friendly, only few objects should be defined:
• Service: is a specification of a service as defined above.
• User: is a description of a user, e.g. the user's name, IDs or encoded passwords.
• Application: is a description of an application, this may contain a name or classification of the application. • Address: contains a host name and a service name to uniquely address a remote service. The service name may be extended by a common port number in order to enable compatibility to existing services.
Specification of Communication Services in Practice
The realization of the service oriented model and the protocol independent interface requires the specification of services. The following sub sections present examples for inherent and qualitative properties as they were used in a prototype implementation.
Inherent properties
The following seven transport service providers were examined to derive a specification for transport services: TCP/IP, UDP/IP, RDP, RDP/IP, XTP, XTP/IP, and SCTP/IP. The influence of the OSI layer one and two was neglected completely. Here it is assumed that they provide a data delivery service that is not necessarily error-free but where the bit-error rate is rather low. The examination also distinguishes between IPv4 and IPv6, but due to the minor differences between both protocol versions according to service offered to applications, only IPv4 is considered here for simplicity. For all service providers, the utilized protocol mechanisms were determined. From these -in turn -the offered service properties were derived. Based on the list of all offered service properties, an XML schema for the specification of inherent properties has been defined (see Figure 3) . A detailed description of the protocol analysis and the derived service can be found in [21] Note the naming of services properties as well as the hierarchical classification is exemplary only. In order to support a wider range of (transport) service providers the schema may have to be extended. Some inherent properties shown in Figure 3 are related to other properties. There are properties which exclude each other and some properties describe more general service aspects than others. For example, from a users point of view GuaranteedDelivery implies that no loss occurs and therefore LossDectection is excluded, i.e. will not be offered to the application in the same specification. Obviously, a GuaranteedDelivery service requires that a loss detection mechanism is implemented within the service provider, but it will not be offered to the application. So there could never be a valid service description which contains two properties that exclude each others. This type of relation is currently not expressed by the XML schema. Also some properties are more general service aspects than others. For example a Bidirectional service can always be used for Unidirectional communication. Alike the data type Messages denotes a byte array of arbitrary size, which is delivered as a whole. This is more general then Datagrams which is nearly the same -but the size of a datagram is limited. An offer specification should always include all more specific properties. This way it is possible to match a requirement and an offer specification on a textual basis, without having knowledge of relationships between service properties.
The offered service of most service providers may also be modified by parameters. For example, XTP enables a fine granular definition of its Reliability service properties. Thus, some service properties are only offered optionally. If parameters are used to extend the offered service, i.e. increase the number of inherent properties, then it is sufficient to specify an offered service including all optional properties. Unnecessary service properties may still be switched off after a match with a requirement specification has been found. But if parameters change the service provided in a way that some properties are added and others are removed, then it is necessary to define several offer specifications for one service provider. The latter case did not occur with the seven service providers that have been examined here.
Qualitative properties
Defining qualitative properties for communication services is a highly subjective task. For a prototype realization we defined five qualitative properties to define ratings for expected behavior of a service provider:
• delay -transmission delay • flow setup delay -delay before a communication relation is established • network resource usage -efficiency of network resource usage • host resource usage -efficiency of host resource usage • quality -a general rating for the efficiency of the used protocol mechanisms. Only five levels for the specification of quality properties have been used: very good, good, normal, poor and very poor. Within a requirement specification the qualitative properties are used to express preferences. The values poor and very poor make no sense in a requirements specification and should not be used, since no application will ever require a poor service.
As described in the previous sub section, some service properties may be optional. The usage of such options may have an essential impact on the provided service. For example, when using reliable transmission with XTP this will have an impact on the average transmission delay. We therefore decided to specify the qualitative properties separately for each inherent property. This way it is possible to combine the qualitative properties according to the used inherent properties.
It is also possible that some parameters of service providers do not modify any inherent property. For example the "TCP_NODELAY" flag enables to switch off the Nagle algorithm in TCP. This may improve the achieved delay, but may also have a negative impact on the network resource usage. In order to express this option an empty inherent property will be defined. Since it is "empty" it can not be required by an applicationbut switching this property on or off reflects the impact on the service quality.
Matching Requirement Specifications with Offer Specifications
Finding best matches between the offered services CSoi and a given requirement specification CSr is the task of the broker. In a first step the broker decides which offer fulfills all mandatory i.e. inherent properties of the requirement specification. This is done by a simple comparison between the inherent property sets. Each offer containing all or more inherent properties than the requirement is a valid match according to the definitions in section 3.
The second step is to optimize the matching CSoi according to the qualitative properties of the CSr. Therefore all optional and empty properties are set if they improve the service quality. If a property would improve a quality property and would degrade another one, then the quality properties of CSr are used to determine which quality property is more important.
Since there are qualitative properties for each inherent property, in step three the qualitative properties of all used inherent properties are summarized. Finally, there is only one value for each qualitative property.
Step four is the ranking of the matching CSoi. The CSoi are sorted in accordance to the qualitative properties of CSr. First the CSoi are sorted only according to quality requirements which should be very good. Then a second and third level sorting is done according to good and normal quality requirements. This way, qualitative properties of CSr are taken as fixed priorities. Alternatively a ranking could be defined that allows a weighting of qualitative properties.
Conclusion and Future Work
In this work a model for a service oriented interface for communication sub systems has been introduced. Its goal is to become able to select a service provider (protocol stack) which is most suitable for a specific use case. In order to select a service provider, not only the requirements of an application should be taken into account, but also requirements of users as well as information about the underlying platform and network environment.
An essential problem is the flexible specification of services. This work has presented a concept for the specification of communication services requirements and offers. The specification is flexible and not limited to particular services. It also enables to use simple methods to find matches between requirements and offers while taking into account mandatory and optional/qualitative requirements.
Implementation considerations for a service oriented interface have been discussed as well as a practical example for the specification and selection of services.
The benefits of a service oriented interface for communication sub systems are to choose the most suitable communication service instead of always using widely used standard protocols only. Especially this will enable the utilization of new protocols and QoS aware services wherever such protocols are available and otherwise to use standard protocols. Furthermore, there is no need for application developers to deal with protocol specific details. Therefore developers are relieved of having protocol specific knowledge. It is even possible that applications benefit from new or proprietary protocols, without having to modify the application.
For a practical use of the presented service oriented concept, the XML schema for the definition of communication services should be extended and standardized. Whereby each implementation will be free to extend the schema to describe new service properties. To support the definition of an offer specification by administrators, there should be exemplary specifications for standard service providers like TCP/IP. To simplify the definition of a requirement specification, it will be helpful to predefine few sets of requirements for applications that have common demands to the communication services. Also the definition of qualitative properties should be based on more accurate examinations.
