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INTRODUCCIÓN 
Gestión de índices 
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¿CÓMO SE ALMACENA LA INFORMACIÓN EN UNA BD? 
█ Las tablas se almacenan en ficheros 
█ Un fichero no es más que una secuencia de bytes 
█ Filas de longitud fija 
 
 
█ Encontrar una fila: (i-1)*L, donde i es el número de fila 
█ Filas de longitud variable 
 
 
█ Hay que recorrer toda la tabla para posicionarse en una fila dada 
 
3 
FILA 1 FILA 2 






FILA n … 
nL 
FILA 1 FILA 2 






FILA n … 
? 
FILAS DE LONGITUD FIJA 
4 
FILA 1 FILA 2 






FILA n … 
nL 
CAMPO 1 CAMPO 3 CAMPO 2 CAMPO m … 
L 
FILA 1 
CAMPO 1 CAMPO 3 CAMPO 2 CAMPO m … FILA 2 
CAMPO 1 CAMPO 3 CAMPO 2 CAMPO m … FILA 3 
FILAS DE LONGITUD FIJA 
█ El acceso a un registro es inmediato 
█ Se requiere menos metainformación 
█ La longitud de la fila es la misma para toda la tabla 
█ Se puede referenciar a una fila por su número y no 
por su posición absoluta en bytes 
█ Se sabe exactamente cuántas filas se leen por cada 
proceso de lectura 
█ Suele ser más rápido el acceso 
█ Es la opción predefinida 
█ ¿Cómo se almacena colunmas varchar o varbinary? 
5 
CAMPO 1 CAMPO 3 PUNTERO CAMPO m … 
CAMPOS DE LONGITUD VARIABLE EN FILAS FIJAS 
6 
CAMPO 1 CAMPO 3 CAMPO VARCHAR 2 CAMPO m … FILA 1 
CAMPO 1 CAMPO 3 CAMPO VARCHAR 2 CAMPO m … FILA 2 
CAMPO 1 CAMPO 3 PUNTERO CAMPO m … FILA 1 
CAMPO 1 CAMPO 3 PUNTERO CAMPO m … FILA 2 
VALOR 1 VALOR 2 VALOR 3 … VALOR n 
FILA 1 FILA 2 FILA 3 FILA n 
FILA 3 
Archivo de tabla 




CAMPO 1 CAMPO 3 PUNTERO CAMPO m … 
POSICIÓN TAMAÑO 
(long) (int o long) 










33333333C PAS 62,6 2014-01-01 68,12 
22222222B PAS 33,15 2014-01-01 48,14 


















































BUSCAR EN UNA TABLA SIN ÍNDICES 
█ ¿Cuánto cuesta encontrar un DNI? 
8 
33333333C PAS 62,6 2014-01-01 68,12 
11111111A PAS 33,15 2014-01-01 48,14 
























































a una todos 
las filas de la 
tabla 
ÍNDICES EN MYSQL 
Gestión de índices 
9 
¿POR QUÉ USAR ÍNDICES? 
Eficacia en las consultas 
 
10 
¿PROBLEMAS DE LOS ÍNDICES? 
█ Ralentizan la inserción 
█ Ocupan más espacio 
█ Usar sólo los índices imprescindibles para 
nuestra aplicación 
11 
USO DE ÍNDICES 
█ Cuando más cardinalidad tenga una columna más 
efectivo será un índice 
12 
SELECT * FROM usuario 
WHERE dni = ‘1111111A’ 
SELECT * FROM pedidos 
WHERE fecha = ‘2014-01-01’ 
dni  
fecha 
SELECT * FROM usuario 





Determina la variabilidad de 
un valor en una columna 
13 
CUÁNDO USAR UN ÍNDICE 
█ Buscar una columna en el WHERE 
█ Ordenar una columna en el ORDER BY 
█ Al agrupar (GROUP BY) 
█ Hacer joins 
█ Al usar MIN() y MAX() 





¡Cuando tienen alta cardinalidad! 
14 
CUÁNDO NO USAR UN ÍNDICE 
█ En columnas donde no se busque ni se ordene 
█ En las columnas con baja cardinalidad (p. ej. sexo: 
cardinalidad 2) 
█ Cuando en las búsquedas u ordenaciones se 
acompañe de otra columna indexada con mucha 
mayor cardinalidad 
SELECT * FROM dni = ‘1111111’ AND letra = ‘A’ 
15 
Con índice Sín índice 
¿QUÉ ES UN ÍNDICE? 
Un campo especial que, a parte de su propio valor, 
tiene información sobre el orden de las filas 
16 
TÍPOS DE ÍNDICES 
ARBOL BINARIO 
17 
ant sig 50 
ant sig 35 
ant sig 25 ant sig 75 
ant sig 80 
ant sig 85 
EJEMPLO DE ÍNDICE BINARIO EN ARCHIVO 
18 
ant sig 50 otros campos 
ant sig 35 otros campos 
ant sig 25 otros campos 
CP 
ant sig 75 otros campos 
ant sig 80 otros campos 
ant sig 85 otros campos 
ARBOL BINARIO: PROBLEMA DEL BALANCEO 
19 
ant sig 50 
ant sig 35 
ant sig 25 
ant sig 75 
ant sig 80 
ant sig 85 
B-TREE 
20 
23 71 - - 
8 11 19 - 
34 44 56 57 
75 92 - - 
X < 23 
23 < X < 71 
71 < X 
M 
B-TREE: REGLAS 
1. Cada nodo tiene como máximo M hijos. 
2. Cada nodo (excepto raíz) tiene como mínimo (M-1)/2 
claves. 
3. La raíz tiene al menos 2 hijos si no es un nodo hoja. 
4. Todos los nodos hoja aparecen al mismo nivel. 
5. Un nodo no hoja con k hijos contiene k-1 elementos 
almacenados. 
6. Los hijos que cuelgan de la raíz (r1, ···, rm) tienen que 
cumplir ciertas condiciones:  
█ El primero tiene valor menor que r1. 
█ El segundo tiene valor mayor que r1 y menor que r2, etc. 


















1. Cada nodo tiene como máximo M hijos. 
2. Cada nodo (excepto raíz) tiene como mínimo 
(M-1)/2 claves. 
3. La raíz tiene al menos 2 hijos si no es un 
nodo hoja.  
- - - - - 
Nodo hoja 
Nodo no hoja 
B-TREE: CONSTRUCCIÓN 
23 













1. Cada nodo tiene como máximo M hijos. 
2. Cada nodo (excepto raíz) tiene como mínimo 
(M-1)/2 claves. 
3. La raíz tiene al menos 2 hijos si no es un 
nodo hoja.  
- 
Nodo hoja 
















1. Cada nodo tiene como máximo M hijos. 
2. Cada nodo (excepto raíz) tiene como mínimo 
(M-1)/2 claves. 
3. La raíz tiene al menos 2 hijos si no es un 
nodo hoja. 
4. Todos los nodos hoja aparecen al mismo 
nivel. 
17 30 50 70 89 
- - - - - - - - - - 
Nodo hoja 
















34 50 - - - 
17 30 - - - 70 89 - - - 
1. Cada nodo tiene como máximo M hijos. 
2. Cada nodo (excepto raíz) tiene como mínimo 
(M-1)/2 claves. 
3. La raíz tiene al menos 2 hijos si no es un 
nodo hoja.  
4. Todos los nodos hoja aparecen al mismo 
nivel. 
Nodo hoja 
















34 50 58 59 - 
14 17 30 - - 70 89 - - - 
1. Cada nodo tiene como máximo M hijos. 
2. Cada nodo (excepto raíz) tiene como mínimo 
(M-1)/2 claves. 
3. La raíz tiene al menos 2 hijos si no es un 
nodo hoja. 
4. Todos los nodos hoja aparecen al mismo 
nivel. 
Nodo hoja 
















34 50 58 59 - 
14 17 21 30 31 70 89 - - - 
1. Cada nodo tiene como máximo M hijos. 
2. Cada nodo (excepto raíz) tiene como mínimo 
(M-1)/2 claves. 
3. La raíz tiene al menos 2 hijos si no es un 
nodo hoja.  
4. Todos los nodos hoja aparecen al mismo 
nivel. 
5. Un nodo no hoja con k hijos contiene k-1 
elementos almacenados. 
Nodo hoja 
















30 31 34 50 - 
14 17 21 28 - 58 59 70 89 - 
1. Cada nodo tiene como máximo M hijos. 
2. Cada nodo (excepto raíz) tiene como mínimo 
(M-1)/2 claves. 
3. La raíz tiene al menos 2 hijos si no es un 
nodo hoja.  
4. Todos los nodos hoja aparecen al mismo 
nivel. 
5. Un nodo no hoja con k hijos contiene k-1 
elementos almacenados. 
Nodo hoja 
Nodo no hoja 
B-TREE: ALGORITMO DE INSERCIÓN 
1. Realizando una búsqueda en el árbol, se halla el nodo hoja en el 
cual debería ubicarse el nuevo elemento. 
2. Si el nodo hoja tiene menos elementos que el máximo número de 
elementos legales, entonces hay lugar para uno más. Inserte el 
nuevo elemento en el nodo, respetando el orden de los 
elementos. 
3. De otra forma, el nodo debe ser dividido en dos nodos. La 
división se realiza de la siguiente manera:  
1. Se escoge el valor medio entre los elementos del nodo y el nuevo 
elemento. 
2. Los valores menores que el valor medio se colocan en el nuevo nodo 
izquierdo, y los valores mayores que el valor medio se colocan en el 
nuevo nodo derecho; el valor medio actúa como valor separador. 
3. El valor separador se debe colocar en el nodo padre, lo que puede 












FILA 1 FILA 8 FILA 5 
FILA 2 FILA 4 
FILA 3 
FILA 7 FILA 6 
Clave 
Hash o MD5 
Módulo N 
Posición 











FILA 1 FILA 8 FILA 5 FILA 2 FILA 4 FILA 3 FILA 7 FILA 6 
CLAVES PRIMARIAS VS ÍNDICES 
SECUNDARIOS 
Gestión de índices 
32 
CLAVES PRIMARIAS VS ÍNDICES SECUNDARIOS 
█ Las CP se almacenan junto los datos mientras que 
los índices alternativos lo hacen en archivos 
separados 
33 
ant sig 50 otros campos 
CP 
ant sig 25 otros campos 
ant sig 2014-01-01 25 PUNCT 
CP Valor Puntero 
Inf. 
orden 
ant sig 2014-01-02 80 PUNCT 
ant sig 2014-01-03 35 PUNCT 
ant sig 2014-01-04 50 PUNCT 
ant sig 2014-01-05 85 PUNCT 
ant sig 2014-01-06 75 PUNCT 
ant sig 35 otros campos 
ant sig 75 otros campos 
ant sig 80 otros campos 
ant sig 85 otros campos 
Sólo en InnoDB 
CLAVES PRIMARIAS 
█ Los datos de las tablas se organizan físicamente para 
que hacer búsquedas y ordenamientos ultra-rápidos 
basados en las columnas de la claves primarias 
█ Se optimiza también al no permitir valores NULL 
█ Si tu tabla es grande pero no tiene una clave 
primaria obvia es muy aconsejable utilizar como 
clave primaria una columna AUTO_INCREMENT para 
permitir las referencias de CAj. 
34 
ÍNDICES SECUNDARIOS 
█ Tienen el valor de la columna indexada 
█ En InnoDB tiene también el valor de las CP 
█ Información sobre el orden y un puntero a la fila 
█ Solicitar sólo columnas del índice es más rápido 
SELECT * FROM usuarios 
WHERE fecha = ’2014-01-01’ 
 
 
SELECT dni, fecha FROM usuario 
WHERE fecha = ‘2014-01-01’ 
 35 
ant sig 2014-01-01 25 PUNCT 
CP Valor Puntero 
Inf. 
orden 
ant sig 2014-01-02 80 PUNCT 
ant sig 2014-01-03 35 PUNCT 
ant sig 2014-01-04 50 PUNCT 
ant sig 2014-01-05 85 PUNCT 
ant sig 2014-01-06 75 PUNCT 
Sólo en InnoDB 
Covering index 
ÍNDICES SECUNDARIOS 
█ Índice prefijo 
█ Índices de una columna 
█ Normalmente los índices son de una columna 
█ El número máximo por tabla es normalmente de 16 
(aunque depende del motor) 
█ Índice multicolumna 
█ Intervienen más de una columna 
█ El orden de las columnas en el índice es muy importante 
█ Determinan la combinación de campos que podrán buscarse 
con el índice 
█ Índice fulltext 
36 
ÍNDICE DE UNA COLUMNA 
CREATE TABLE usuario ( 
 id INT NOT NULL,  
 nombre CHAR(60) NOT NULL,  
 PRIMARY KEY (id),  





CREATE TABLE usuario ( 
 id INT NOT NULL,  
 apellidos CHAR(30) NOT NULL, 
 nombre CHAR(30) NOT NULL,  
 PRIMARY KEY (id),  
 INDEX name (apellidos,nombre)  
); 
█ Se usa el índice: 
█ SELECT * FROM usuario WHERE apellidos=‘Gómez'; 
█ SELECT * FROM usuario WHERE apellidos='Gómez' AND 
nombre=‘José M.';  
█ SELECT * FROM usuario WHERE apellidos='Gómez' AND 
(nombre=‘José M.' OR nombre=‘José Manuel'); 
█  SELECT * FROM usuario WHERE apelldios=‘Gómez' AND 
first_name >=‘J' AND first_name < ‘L';  
38 
ÍNDICE MULTICOLUMNA 
EL ORDEN SÍ IMPORTA 
█ CREATE TABLE tbl_name ( 
 …, 
 INDEX (col1, col2, col3) 
) 
█ Se usa el índice: 
█ SELECT * FROM tbl_name WHERE col1=val1;  
█ SELECT * FROM tbl_name  
WHERE col1=val1 AND col2=val2; 
█ No se usa el índice: 
█ SELECT * FROM tbl_name WHERE col2=val2;  
█ SELECT * FROM tbl_name  
WHERE col2=val2 AND col3=val3; 
39 
BÚSQUEDA MULTICOLUMNA CON MD5 
█ Alternativa rápida con textos largos 
█ CREATE TABLE usuario ( 
 id INT NOT NULL, 
 hash_col BINARY(16), 
 apellidos CHAR(30) NOT NULL, 
 nombre CHAR(30) NOT NULL,  
 PRIMARY KEY (id),  
 INDEX name (hash_col)  
); 
█ SELECT * FROM usuario  
WHERE hash_col=MD5(CONCAT(val1,val2)) AND 
 apellidos=val1 AND nombre=val2; 
40 
ÍNDICE DE COLUMNA: ÍNDICE PREFIJO 
█ CREATE TABLE test ( 
 blob_col BLOB, 
 INDEX(blob_col(10)) 
); 
█ Se puede crear un índice menor que su columna 
█ Hasta un máximo de 767 bytes en InnoDB y 1000 bytes en 
otros motores 
█ En columnas CHAR y VARCHAR con la codificación UTF-8 el 
tamaño es 255 (pues un character en esta codificación puede 





ÍNDICE DE COLUMNA: ÍNDICES FULLTEXT 
█ Sólo funciona en InnoDB y MyISAM 
█ Sólo para tipos de columna CHAR, VARCHAR y TEXT 
█ Creación: 
CREATE TABLE articles ( 
 id INT UNSIGNED AUTO_INCREMENT NOT NULL PRIMARY KEY, 
 title VARCHAR(200),  
 body TEXT, 
 FULLTEXT (title,body) 
); 
█ Consulta: 
SELECT * FROM articles 
WHERE MATCH(title, body) AGAINST  (‘Gestión Información’) 




Gestión de índices 
43 
DIRECTRICES PARA LA CREACIÓN DE ÍNDICES 
█ Si es posible, crear claves primarias de aquellas 
columnas que van a ser más frecuentemente 
buscadas 
█ Crear un índice para columnas que no son la 
primera de una CP o índice multicolumna si esa 
columna va a ser accedida individualmente 
█ Crear un índice para las claves ajenas si son 
accedidas frecuentemente 
█ El índice se creará para la columna y tabla destino 
█ Crear un índice para atributos que aparecen en la 
cláusula WHERE, ORDER BY o GROUP BY de una 
sentencia SQL 
44 
NO USAR ÍNDICES 
█ En atributos booleanos o que comparten sólo unos pocos 
valores distintos 
█ Mejor crear tablas especializadas 
█ No crear índices para relaciones pequeñas 
█ Utilizar tablas MEMORY 
█ Evitar indexar atributos cuyo dominio sea una cadena larga de 
caracteres 
█ Utilizar códigos HASH o MD5 
█ Evitar indexar columnas con baja cardinalidad, es decir, que la 
consulta devuelva una parte importante de la relación 
atendiendo al número total de filas de la misma (25%) 
█ Comparaciones con NULL 
█ Este es el mismo problema que columnas con atributos booleanos 
45 
SEPARAR COLUMNAS 
█ Si tu tabla tiene muchas columnas y las consultas se 
suele realizar con distintas columnas, entonces es 
aconsejable separar la tabla usando FOREIGN KEYS 
 
46 
OPERADORES QUE PUEDEN AFECTAR NEGATIVAMENTE 
A LOS ÍNDICES 
█ Buscar mediante operaciones aritméticas (col/3>45) 
█ Mejor rescribirla por (col > 45 * 3) 
█ Usar columnas con valores calculados 
█ Comparaciones aritméticas entre atributos de 
diferente tamaño y precisión (integer con smallint) 
█ Comparaciones con subcadenas (like) 
█ Mejor utilizar motores de recuperación de información o 
índices FULLTEXT 
█ Funciones de columna 
█ En caso necesario usar columnas con valores calculados 
47 
CREAR TABLAS PARA LISTADOS 
█ Listados necesitan ejecutarse de forma rápida 
durante el día 
█ Listados cuyos datos no requieren estar actualizados 
al último momento 
█ Crear una tabla que contenga la información 
necesaria para el listado 
█ Crear un proceso batch que inserte la información 
necesaria en la tabla a partir de las tablas origen 




Gestión de índices 
52 
DESNORMALIZACIÓN 
█ La normalización obtiene como resultado un esquema 
lógico estructuralmente consistente y sin redundancia 
█ Algunas veces la normalización impide que se cumplan 
algunos requisitos de rendimiento 
█ Perder los beneficios de un esquema normalizado en 
favor del rendimiento 
█ Esto no significa que la fase de normalización pueda ser 
obviada durante el diseño lógico de la base de datos 
█ Desnormalización 
█ Hace la implementación más compleja 
█ Sacrifica flexibilidad 
█ Acelera consultas pero ralentiza actualizaciones 
53 
TIPO DE DESNORMALIZACIÓN 
█ Combinar relaciones 1:1 
█ Duplicar atributos no clave en relaciones 1:M 
█ Duplicar atributos que son clave ajena en relaciones 
1:M 
█ Duplicar atributos en relaciones M:N 
█ Añadir atributos multivaluados 
█ Crear tablas para listados 
█ Partir relaciones (particionamiento) 
54 
COMBINAR RELACIONES 1:1 
█ Normalmente la información de las entrevistas es 
consultada junto con la información sobre el texto 
simplificado y muy esporádicamente de forma individual 
█ Combinar ambas relaciones en una 
█ Gran cantidad de información nula en función del número de 
entrevistas que se lleven a cabo 
 
55 
select texto, fecha 
from texto t, entrevista e 
where t.texto=e.texto 
select texto, fecha 
from texto 
DUPLICAR ATRIBUTOS NO CLAVE EN RELACIONES 1:M 
█ Normalmente cuando se accede a la información de 
un usuario se accede también al nombre de su 
cuidador 
█ Duplicar el atributo del nombre en la relación que 
contiene la información de los usuarios 
█ Mantenimiento de la información duplicada 
█ Aumento del espacio requerido 
 
56 
select u.usu, cuida, pais 
from usuario u, cuidador c 
where cuida=c.usu  
and u.usu=‘XX’ 
select usu, ncuida, pais 
from usuario 
where usu=‘XX’ 
DUPLICAR ATRIBUTOS QUE SON CLAVE AJENA EN 
RELACIONES 1:M 
█ Consultar con frecuencia qué usuarios acceden a 
textos de una determinada temática 
█ Añadir relación entre usuario y temática 
█ Opción sólo operativa si la relación a añadir es 1:M 
█ Mantenimiento de la información añadida 
57 
select t.usu 
from texto t, tema c 





DUPLICAR ATRIBUTOS EN RELACIONES M:N 
█ Importante conocer para qué operaciones aún no se 
han indicado las preferencias 
█ Duplicar el nombre de la operación en la tabla que 
representa la relación 
█ Mantenimiento de la información duplicada 
█ Aumento del espacio requerido 
58 
select oper 
from operación, usuario, preferencia 
where …. 
select texto, fecha 
from usuario, 
preferencia 
AÑADIR ATRIBUTOS MULTIVALUADOS 
█ Las posibles lenguas sobre las que se pueden 
realizar análisis se reducen a 3 
█ Añadir tres atributos en la relación análisis 
█ Número concreto de lenguas 
█ Número fijo de lenguas 




from analisis, lenguas 
where … 
select leng1, leng2, leng3 
from analisis 
IMPLICACIONES DE DESNORMALIZAR 
█ Disparadores 
█ Transacciones para atomizar operaciones sobre 
información duplicada 
█ Procesos batch de “reconciliación” para detectar y 
eliminar inconsistencias 
█ Ralentiza modificaciones de los datos 
█ Soluciones específicas para cada caso 
█ Necesidad de revisión en caso de cambios en el 
esquema 
█ Aumento de las necesidades de espacio 
█ Implementación más compleja  y menos flexible 
60 
CONSEJOS 
Gestión de índices 
61 
CONSEJOS 
█ Siempre que se pueda se utilizará InnoDB 
█ Asegura la integridad referencial 
█ MyISAM cuando las operaciones de lectura y escritura 
no se suelen ejecutar simultáneamente (MyISAM 
bloquea toda la tabla en los procesos de escritura) 
█ Conocer qué consultas SELECT se van a realizar y crear 
índices en las columnas con más cardinalidad utilizadas 
en el WHERE. 
█ Si es posible, crear índices multicolumnas si siempre se 
va a buscar por las dos columnas o por la primera. 
█ Si se usan rangos en el WHERE que pueden devolver 
muchas filas mejor incluirlas en último lugar. 
62 
CONSEJOS 
█ Si está claro que una consulta sólo va a devolver un 
resultado en un índice no único, mejor añadir 
“LIMIT 1” al final de la consulta. 
█ A veces es mejor hacer dos consultas simples que 
una compleja que implique muchos JOINS. 
█ Columnas con textos extremadamente largos, usar 
MD5 o índices FULLTEXT. 
63 
OPTIMIZACIONES EMPÍRICAS 
Gestión de índices 
64 
OPTIMIZACIONES EMPÍRICAS 
█ No se puede predecir 
█ Las mismas soluciones no funcionan igual: 
█ En distintas tablas 
█ Con distinta cardinalidad 
█ Con distintos índices 
█ Con distintos motores 
█ Con distintos datos o distintos tipos 




█ Use cláusulas de subconsulta que afecten al número u orden 
de los registros en la subconsulta. Por ejemplo: 
SELECT * FROM t1 WHERE t1.column1 IN 
(SELECT column1 FROM t2 ORDER BY column1); 
SELECT * FROM t1 WHERE t1.column1 IN 
(SELECT DISTINCT column1 FROM t2); 
SELECT * FROM t1 WHERE EXISTS 
(SELECT * FROM t2 LIMIT 1); 
█ Reemplace un join con una subconsulta. Por ejemplo, pruebe: 
SELECT DISTINCT column1 FROM t1 WHERE 
t1.column1 IN (SELECT column1 FROM t2); 
█ En lugar de: 
SELECT DISTINCT t1.column1 FROM t1, t2 





█ En algunos casos, incluso en MySQL 5.0, convertir una subconsulta 
en un join puede mejorar el rendimiento 
█ Mueva las cláusulas desde fuera hacia dentro en la subconsulta. 
Por ejemplo , use esta consulta: 
SELECT * FROM t1 
WHERE s1 IN (SELECT s1 FROM t1 UNION ALL SELECT s1 
FROM t2); 
█ En lugar de: 
SELECT * FROM t1 
WHERE s1 IN (SELECT s1 FROM t1) OR s1 IN (SELECT 
s1 FROM t2); 
█ Otro ejemplo. Use esta consulta: 
SELECT (SELECT column1 + 5 FROM t1) FROM t2; 
█ En lugar de: 




█ Use una subconsulta de registro en lugar de una 
subconsulta correlacionada . Por ejemplo, use: 
SELECT * FROM t1 
WHERE (column1,column2) IN (SELECT 
column1,column2 FROM t2); 
█ En lugar de: 
SELECT * FROM t1 






█ Use NOT (a = ANY (...)) en lugar de a <> ALL (...). 
█ Use x = ANY (table containing (1,2)) en lugar de x=1 OR 
x=2.  
█ Use = ANY en lugar de EXISTS.  
█ Para subconsultas no correlacionadas que siempre 
retornan un registro, IN siempre es más lento que =. Por 
ejemplo, use esta consulta: 
SELECT * FROM t1 WHERE t1.col_name 
= (SELECT a FROM t2 WHERE b = some_const); 
█ En lugar de: 
SELECT * FROM t1 WHERE t1.col_name 
IN (SELECT a FROM t2 WHERE b = some_const); 
 
 69 
█ MySQL mejora expresiones de la siguiente forma 
con una expresión que involucre MIN() o MAX(), a 
no ser que hayan involucrados valores NULL o 
conjuntos vacíos: 
value {ALL|ANY|SOME} {> | < | >= | <=} 
(non-correlated subquery) 
█ Por ejemplo, esta cláusula WHERE: 
WHERE 5 > ALL (SELECT x FROM t) 
█ puede tratarse por el optimizador como: 
WHERE 5 > (SELECT MAX(x) FROM t) 
 
 74 
