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Abstract
ULYSSES is a python package that calculates the baryon asymmetry produced from lepto-
genesis in the context of a type-I seesaw mechanism. The code solves the semi-classical Boltz-
mann equations for points in the model parameter space as specified by the user. We provide
a selection of predefined Boltzmann equations as well as a plugin mechanism for externally
provided models of leptogenesis. Furthermore, the ULYSSES code provides tools for multi-
dimensional parameter space exploration. The emphasis of the code is on user flexibility and
rapid evaluation. It is publicly available at https://github.com/earlyuniverse/ulysses.
1. Introduction
The two leading theories that explain the excess of matter over antimatter are leptogen-
esis [1] and electroweak baryogenesis [2, 3]. The latter theory has attracted much attention
given its close relation with Higgs physics and much of the model parameter space has been
explored. The former, in its various manifestations, appeals to many given its connection to
neutrino masses and mixing. Although the mechanisms which generate the baryon asymme-
try in both scenarios are vastly different, a common feature is the need to solve Boltzmann
equations (BE) for points in the relevant model parameter space. ULYSSES is a python
package that solves the semi-classical BE for leptogenesis in the context of a type-I seesaw
mechanism and, to the authors knowledge, is the first publicly available code for this task.
The provided momentum-averaged BEs are based on the out-of-equilibrium decays of
right-handed neutrinos and resonant leptogenesis. Effects such as lepton flavour, scatterings
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and spectator processes are also provided if the user wishes to apply them. For a given point
in the model parameter space, ULYSSES calculates the final baryon asymmetry (provided
in terms of the baryon-to-photon ratio, ηB, the baryonic yield, YB, and the baryonic density
parameter, ΩBh
2) and plots the lepton asymmetry number density as a function of the
evolution parameter. For the user who wishes to undertake a multi-dimensional exploration
of the parameter space, we provide instructions on how to use Multinest [4] in combination
with ULYSSES. This allows visualisation of the multi-dimensional parameter space which
is consistent with the measured baryon-to-photon ratio [5, 6]. We have designed the code
in a modular fashion, separating the physics of the baryon asymmetry production from the
parameter space exploration.
As this paper is a manual on how to use the ULYSSES code, we refrain from discussing
the different regimes and subtleties of the leptogenesis mechanism and instead refer the
reader to Refs. ([7, 8, 9]) for broad reviews on various aspects of thermal and resonant
leptogenesis.
The paper is organised as follows: in Section (2) we discuss the parametrisation and nor-
malisation conventions ULYSSES applies. In Section (3), we describe the preprovided BEs
and follow in Section (4) with installation instructions and a discussion of code dependen-
cies. In Section (5), we explain the structure of the code and show the user how to calculate
the baryon asymmetry for a point in the model parameter space. Scripts and examples
of multi-dimensional parameter space exploration, as well as user options, are presented in
Section (6) and finally we make concluding remarks in Section (7).
2. Conventions
We begin in Section (2.1) by providing details on our parametrisation of the Yukawa
matrix and then follow in Section (2.2) with a discussion of our applied normalisation of the
BEs.
2.1. Yukawa matrix
One of the simplest extensions of the Standard Model (SM) that explains small neutrino
masses is the type-I seesaw mechanism [10, 11, 12]. Leptogenesis can be regarded as a
cosmological consequence of the seesaw mechanism and provides an elegant way of explaining
tiny neutrino masses and the baryon asymmetry of the Universe.
This mechanism introduces a set of heavy right-handed Majorana neutrino fields Ni and
2
augments the SM Lagrangian to include the following terms
L = iNi/∂Ni − YαiLαΦ˜Ni − 1
2
MiN ciNi + h.c. , (1)
where Y is the Yukawa matrix and Φ the Higgs doublet, ΦT = (φ+, φ0) and Φ˜ = iσ2Φ
∗,
and LT =
(
νTL , l
T
L
)
is the leptonic doublet. For convenience and without loss of generality,
we have chosen the basis in which the Majorana mass term is diagonal. After electroweak
symmetry breaking, at tree-level, the light neutrino mass matrix (at first order in the seesaw
expansion) is
mtree ≈ mDM−1mTD , (2)
where mD = Y v is the Dirac mass matrix that develops once the Higgs acquires the vacuum
expectation value, v. We use the conventions that v = 174.0 GeV and mtree does not have
a minus sign. We parametrise the Yukawa matrix in analogy with Casas and Ibarra [13]:
Y =
1
v
U
√
mˆνR
T
√
MR , (3)
where U is the leptonic mixing matrix, mˆν is the diagonal light neutrino mass matrix, R
is a complex, orthogonal matrix and MR is the diagonal mass matrix of the heavy right-
handed neutrinos. Using this parametrisation the model parameter space is 18 dimensional
where nine parameter are associated to the low-energy scale physics and the remaining nine
parameters are associated to the high-scale physics of the right-handed neutrinos. This
parametrisation has the benefit that neutrino masses and mixing from oscillation data are
recovered1.
We apply the PDG convention [5] to parametrise the PMNS matrix:
U =
1 0 00 c23 s23
0 −s23 c23

 c13 0 s13e−iδ0 1 0
−s13eiδ 0 c13

 c12 s12 0−s12 c12 0
0 0 1

1 0 00 eiα212 0
0 0 ei
α31
2
 , (4)
where cij ≡ cos θij, sij ≡ sin θij, δ is the Dirac phase and α21, α31 are the Majorana phases
which vary between 0 ≤ α21, α31 ≤ 4pi. The R-matrix has the form:
R =
1 0 00 cω1 sω1
0 −sω1 cω1

 cω2 0 sω20 1 0
−sω2 0 cω2

 cω3 sω3 0−sω3 cω3 0
0 0 1
 , (5)
1While the Casas-Ibarra parametrisation is convenient and widely used, ULYSSES allows the user to
provide their own Yukawa matrix and we detail how to do this in Section (5).
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where cωi ≡ cosωi, sωi ≡ sinωi and the complex angles are given by ωi ≡ xi + iyi for x, y
free, real parameters.
The above parametrisation does not account for the radiative corrections to the light
neutrino masses from the Z, W and Higgs boson. In some regions of the parameter space
these corrections can be sizeable, such that the tree and one-loop contributions to the mass
are comparable in magnitude [14]. As the tree and one-loop level contributions enter with
different signs, a small neutrino mass compatible with data may be the consequence of
cancellation between these two contributions. Such fine-tuning was quantified in [15] and
depending on the user specified fine-tuning tolerance2, the correction to the Casas-Ibarra
parametrisation can be implemented in ULYSSES using [16]
Y =
1
v
U
√
mˆνR
T
√
f(M)−1 , (6)
where
mν = m
tree +m1-loop , (7)
with
m1-loop =
−mD
 M
32pi2v2
 log
(
M2
m2H
)
M2
m2H
− 1 + 3
log
(
M2
m2Z
)
M2
m2Z
− 1
mTD
= − 1
32pi2v2
mDdiag (g (M1) , g (M2) , g (M3))m
T
D ,
(8)
and
g (Mi) ≡Mi
 log
(
M2i
m2H
)
M2i
m2H
− 1
+ 3
log
(
M2i
m2Z
)
M2i
m2Z
− 1
 . (9)
The contribution from two-loop corrections is usually small as these will be suppressed by
an extra factor of the Yukawa couplings squared and a further factor O(10−2) from the loop
integral. The matrix mν is rewritten in the factorised form using the leptonic mixing matrix:
mν = UmˆνU
T , (10)
where mˆν is the positive diagonal matrix of light neutrino masses. The inclusion of the loop
effect is a command line argument that we detail in Section (5).
2One can check that the two-loop contribution to the light neutrino mass is not larger than the one-loop
contribution. This procedure is outlined in [15].
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2.2. Normalisation and conversion of lepton to baryon asymmetry
The baryon asymmetry may be parametrised by the baryon-to-photon ratio, ηB, which
is defined to be
ηB ≡ nB − nB
nγ
, (11)
where nB, nB and nγ are the number densities of baryons, anti-baryons and photons, re-
spectively. This quantity can be measured using two independent methods that probe the
Universe at different stages of its evolution. Big-Bang nucleosynthesis (BBN) [5] and Cosmic
Microwave Background radiation (CMB) data [6] are given by
ηBBBN = (5.80− 6.60)× 10−10 ,
ηBCMB = (6.02− 6.18)× 10−10 ,
(12)
at 95% CL, respectively. As the uncertainties of the CMB measurement are smaller than
those from BBN, this is the value taken in the code for the MultiNest scans. For com-
pleteness, ULYSSES also returns the baryonic yield and baryonic density parameter which
follow from the baryon-to-photon ratio:
YB = ηB · 45ζ(3)
pi4g∗,s(trec)
, ΩBh
2 = ηB · mpnγ
ρch−2
, (13)
where g∗,s(trec) = 43/11 are the entropic effective degrees of freedom at present, mp is the
proton mass and ρc is the critical density of the Universe [5].
The ULYSSES code solves BEs in terms of number densities of particles, or particle
asymmetries, normalised to a comoving volume which contains one photon. This is equiv-
alent to choosing the normalised equilibrium abundance of the right-handed neutrino to
be N eqN (z) = 3/8 · z2K2(z) which is the same convention applied in [17]. Therefore, the
conversion from the B − L number density to the baryon-to-photon ratio is as follows:
ηB ≡ NB
N recγ
= asph
NB−L
N recγ
=
28
79
1
27
NB−L = 0.013NB−L , (14)
where NB−L is the final B − L asymmetry, asph = 28/79 is the Standard model sphaleron
factor and the 1/27 factor derives from the dilution of the baryon asymmetry by photons
for our choice of normalisation3. New physics can change the sphaleron factor, for instance
in the supersymmetric Standard Model, asph = 8/23. This will alter the overall normal-
isation factor, referred to as “normfact”, which multiplies NB−L. To allow for such new
physics, normfact can be altered by the user through a command line option as detailed in
Section (6.1).
3We note that another common convention is to normalise to one ultrarelativistic right-handed neutrino
per comoving volume, see for example Ref. [18].
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3. Built-in Boltzmann equations
In this section, we list and briefly discuss the preprovided BEs that are shipped with
ULYSSES. We refer to BEs that incorporate off-diagonal flavour oscillations as density
matrix equations (DME). The density matrix equations solved can be found in Ref. [19] while
in the resonant case we solve the equations of Ref. [20]. Finally, the model which includes
scattering is based on Ref. [17]. We provide example parameter cards for each model. They
are located in the examples folder of the source tree. A quick overview of the contents of
this section can be found in Table (1). The information about currently available models
is also accessible by invoking the command uls-models which is available after installation
of ULYSSES. We note that for all of the preprovided BEs, we have assumed a standard
cosmology. From this assumption, the Boltzmann equations can be written in terms of the
scale factor a which can be converted to an evolution in time, t. The time variable can be
exchanged for a more convenient evolution parameter z = M/T where M is the mass of
the light right-handed neutrino and T is the plasma temperature. If the Hubble expansion
rate evolved according to standard cosmology this is a convenient approach. We provide one
example (1BE1Fsf) where the Hubble expansion rate is explicit and the evolution parameter
is the scale factor. This would be a starting point for the user interested in implementing
their own non-standard cosmology.
• 1DME provides the semi-classical density matrix equations (DME) for one decaying
right-handed neutrino:
dNN1
dz
= −D1
(
NN1 −N eqN1
)
dNB−Lαβ
dz
= 
(1)
αβD1
(
NN1 −N eqN1
)− 1
2
W1
{
P 0(1), NB−L
}
αβ
− Γτ
2Hz

 1 0 00 0 0
0 0 0
 ,

 1 0 00 0 0
0 0 0
 , NB−L


αβ
− Γµ
2Hz

 0 0 00 1 0
0 0 0
 ,

 0 0 00 1 0
0 0 0
 , NB−L


αβ
,
(15)
where NB−L, D1 and W1 are the (negative) lepton asymmetry number density, decay
and washout respectively. This equation accounts for the transitions between the
1, 2 and 3-flavour regimes by promoting the lepton asymmetry number density to a
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Model example input file Description
1DME 1N3F.dat DME 1 RHN
2DME 2N3F.dat DME 2 RHN
3DME 3N3F.dat DME 3 RHN
1BE1F 1N1F.dat one-flavoured BE 1 RHN
1BE2F 1N2F.dat two-flavoured BE 1 RHN
1BE3F 1N3F.dat three-flavoured BE 1 RHN
2BE1F 2N1F.dat one-flavoured BE with 2 RHN
2BE2F 2N2F.dat two-flavoured BE with 2 RHN
2BE3F 2N3F.dat three-flavoured BE with 2 RHN
3DMEsct 3N3F.dat DME 3 RHN including scattering effects
1BE1Fsf 1N1F.dat 1BE1F evolving in scale factor
2RES Res.dat 2BE3F in the resonant regime
2RESsp Res.dat 2RES including spectator processes
Table 1: Overview of built-in plugins. We abbreviate density matrix equations, Boltzmann equations and
(decaying) right-handed neutrino as DME, BE and RHN respectively. The evolution variable is z = M1/T
for all plugins other than 1BE1Fsf which evolves in the cosmological scale factor.
density matrix and adding the appropriate commutators for flavour effects involving
the interaction widths, Γ, of the leptons. The initial conditions for RH neutrino and
lepton asymmetry number densities are set to zero initial abundance; however, this
can be easily modified by the user.
• 2DME provides the DMEs for the decay of two heavy neutrinos. This is the same as
Eq (15) but with subscript 1 replaced with a dummy index i that is summed over two
heavy mass states.
• 3DME provides the DMEs for the decay of three heavy neutrinos.
• 1BE1F provides the semi-classical BE for one decaying right-handed neutrino, N1,
with number density NN1 in the single flavour approximation. The BE is given by
dNN1
dz
= −D1
(
NN1 −N eqN1
)
dNB−L
dz
= (1)D1
(
NN1 −N eqN1
)−W1NB−L , (16)
This is the simplest possible Boltzmann equation for thermal leptogenesis.
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• 1BE2F provides the semi-classical two-flavoured BE for one decaying right-handed
neutrino with flavour effects due to tau leptons. The kinetic equations solved are
dNN1
dz
= −D1
(
NN1 −N eqN1
)
dNαα
dz
=
∑
α=βτ
(
(1)ααD1
(
NN1 −N eqN1
)− p1αW1Nαα) , (17)
where p1α are projection probabilities between the mass and flavour states. The state
β is the coherent e/µ superposition that is left after τ decoheres.
• 1BE3F provides the semi-classical three-flavoured BE for one decaying right-handed
neutrino. This BE is accurate for M1 . 109 GeV and the differential equations solved
are
dNN1
dz
= −D1
(
NN1 −N eqN1
)
dNαα
dz
=
∑
α=e,µ,τ
(
(1)ααD1
(
NN1 −N eqN1
)− p1αW1Nαα) , (18)
where p1α are projection probabilities between the mass and flavour states, computed
from the ciα elements in lines 14 to 16.
• 2BE1F provides the semi-classical BE for two decaying right-handed neutrinos in the
single flavour approximation. The solved equations are
dNNi
dz
= −Di
(
NNi −N eqNi
)
dNB−L
dz
=
2∑
i=1
(
(i)Di
(
NNi −N eqNi
)−WiNB−L) , (19)
where i ∈ {1, 2}.
• 2BE2F provides the semi-classical BE for two decaying right-handed neutrinos in the
two-flavour approximation.
• 2BE3F provides the semi-classical three-flavoured BE for two decaying right-handed
neutrinos.
• 3DMEsct provides the three heavy neutrino density matrix equations including ∆L =
1 scattering effects. These are the same as Eq (15) but with three heavy neutrinos
and the replacement
D1 → D1 + S1 , (20)
where S1 incorporates the effects of ∆L = 1 scatterings involving N1.
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• 1BE1Fsf is based on the same set of Boltzmann equations as 1BE1F but rather than
evolving in z = M/T evolves in the scale factor. This BE is useful if the user wants to
implement a non-standard cosmology which modifies the Hubble expansion rate which
is given explicitly in this code (for examples see Refs. [21, 22]). We note that in this
BE we use the normalisation convention of Section (2.2), namely the particle number
density is normalised to a comoving volume which contains a single photon.
• 2RES provides two heavy neutrino Boltzmann equations for the resonant case. These
are the same equations as for 2BE3F, however the CP asymmetries are modified for
accuracy in resonant scenarios in which M2−M1 ∼ Γi. The modified CP asymmetries
used are [20]
−(i)αα =
∑
j 6=i
Im
[
Y †iαYαj
(
Y †Y
)
ij
]
+ Mi
Mj
Im
[
Y †iαYαj
(
Y †Y
)
ji
]
(Y †Y )ii (Y
†Y )jj
(
fmixij + f
osc
ij
)
,
fmixij =
(
M2i −M2j
)
MiΓj(
M2i −M2j
)2
+M2i Γ
2
j
, f oscij =
(
M2i −M2j
)
MiΓj(
M2i −M2j
)2
+ (MiΓi +MjΓj)
2 det[Re(Y †Y )]
(Y †Y )
ii
(Y †Y )
jj
.
(21)
• 2RESsp provides the equations for resonant leptogenesis with the lowest temperature
scale spectator effects included through the factors CΦ and C l [23] by promoting the
washout terms to
−p1αW1
∑
β
(
C lαβ + C
Φ
β
)
Nββ . (22)
The current implementation includes spectator effects accurate for T  108 GeV.
4. Installation
The code is hosted on https://github.com/earlyuniverse/ulysses. Once the git
repository is pulled, the basic installation steps are shown in Listing (1). In addition,
releases are packaged and available to install with pip from pypi.org.
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Listing 1: Minimal installation steps.
# Installation from within the source tree
git clone https://github.com/earlyuniverse/ulysses.git
cd ulysses
pip install . −−user
# Installation with pip or pip3 from pypi.org
pip install ulysses −−user
4.1. Core dependencies
The code is written in python3 and heavily uses the widely available modulesNumPy [24,
25] and SciPy [26]. We accelerate the computation with the just in time compiler provided
by Numba [27] where meaningful. At its core, ULYSSES solves a set of coupled differ-
ential equations. To undertake this task we use odeintw [28] which provides a wrapper
of scipy.integrate.odeint that allows it to handle complex and matrix differential equations.
The latter is redistributed with ULYSSES and does not need to be downloaded separately.
These dependencies for ULYSSES are automatically resolved during the install process
with pip. They provide the minimal functionality for solving Boltzmann equations for a
given point in the model parameter space.
4.2. Additional requirements for multidimensional scans
Listing 2: Installation of libMultiNest
git clone https://github.com/JohannesBuchner/MultiNest
cd MultiNest/build
cmake ..
make
cd ..
export LD LIBRARY PATH=$PWD/lib:$LD LIBRARY PATH
For multidimensional parameter space exploration with the aim of finding regions com-
patible with the experimentally measured ηB we provide a script, uls-nest, which invokes
MultiNest [29, 30, 4]. MultiNest efficiently scans a parameter space to find regions of max-
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imum likelihood. uls-nest implements a simple log-likelihood for that purpose:
logL(x|~p) = −0.5 ·
(
ηB(~p)− x
∆x
)2
, (23)
where x ±∆x are the experimentally measured values ηBCMB = (6.10 ± 0.04) × 10−10. We
denote the baryon asymmetry parameter as calculated by ULYSSES for a point ~p of the
currently loaded model as ηB(~p).
MultiNest is a code written in C and FORTRAN that can optionally be compiled
with support for message passing interface (MPI) to enable parallel computing on a sin-
gle workstation or potentially many network connected computers. The usage of Multi-
Nest in python is made possible with the additional pip installable package pymultinest
(https://github.com/JohannesBuchner/MultiNest). pymultinest requires a shared li-
brary of MultiNest to be be available in the users environment. MPI parallelism is available
through mpi4py [31, 32, 33]. It should be noted that mpi4py and pymultinest are auto-
matically installed when using pip to install ULYSSES. The compilation of the MultiNest
library cannot be automated in that fashion. An example of how to obtain the source code
and how to compile the shared library using cmake is given in Listing (2). Furthermore,
cmake detects if MPI is available on the system and triggers the compilation of the library
libmultinest mpi in addition to the serial libmultinest.
5. Computing model
We designed ULYSSES to be easily extensible in such a way that users can focus on the
physics. The module contains a single base class, ULSBase, which has all the infrastructure
needed to solve the problem at hand. This includes machineries to set global constants, pa-
rameters of the physics models and the ODE solver as well as commonly used computations,
such as the calculation of the PMNS matrix in the Casas-Ibarra parametrisation. The base
class itself is devoid of any concrete physics but contains a dummy function, EtaB, which
must be overwritten in classes which are derived from ULSBase that implement the actual
Boltzmann equations. We further provide a plugin mechanism that allows the seamless us-
age of user developed models with the run-time scripts of ULYSSES — as long as the new
model also derives from ULSBase and implements its own version of EtaB. An example of the
code structure can be seen in Listing (3).
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Listing 3: A skeleton for an externally provided plugin model for the calculation of ηB
# Content of myplugin.py
import ulysses
class EtaB plugin(ulysses.ULSBase):
"""
My new plugin
"""
def RHS(self):
"""
Right hand side of ODE system goes here
"""
rhs = ...
return rhs
@property
def EtaB(self):
"""
Invoke e.g. odeintw, calculate and return etab.
"""
y0 = np.array([0+0j,0+0j], dtype=np.complex128)
ys, = odeintw(self.RHS, y0, self.zs)
nb = self.normfact∗(ys[−1,1]+ys[−1,2]+ys[−1,3])
return np.real(nb)
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Parameter variable name default unit
Higgs VEV, v vev 174.0 [GeV]
Higgs mass, MH mhiggs 125.0 [GeV]
Z boson mass, MZ mz 91.1876 [GeV]
Planck mass, MPL mplanck 1.22× 1019 [GeV]
Neutrino cosmological mass, m∗ mstar 10−12 [GeV]
Degrees of freedom, g∗ gstar 106.75
Normalisation factor normfact 0.013
Solar mass square splitting, m2SOL m2solar 7.4× 10−23 [GeV
2
]
Atm. mass squared splitting (normal), m2ATM m2atm 2.515× 10−21 [GeV
2
]
Atm. mass squared splitting (inverted), m2ATM,inv m2atminv 2.483× 10−21 [GeV
2
]
Table 2: Overview of global parameters and their defaults values.
5.1. Setting parameters
Listing 4: Example
input for uls-calc.
m −1.10
M1 12.10
M2 12.60
M3 13.00
delta 213.70
a21 81.60
a31 476.70
x1 90.00
x2 87.00
x3 180.00
y1 −120.00
y2 0.00
y3 −120.00
t12 33.63
t13 8.52
t23 49.58
Listing 5: Example input for
uls-scan.
m −1.10
M1 6.00 12.00
M2 12.60
M3 13.00
delta 213.70
a21 81.60
a31 476.70
x1 90.00
x2 87.00
x3 180.00
y1 −120.00
y2 0.00
y3 −120.00
t12 33.63
t13 8.52
t23 49.58
Listing 6: Example parameter card
for uls-nest.
m −4.00 −1.00
M1 6.00
M2 7.00
M3 7.50
delta 0.00 360.00
a21 0.00 720.00
a31 0.00 720.00
x1 0.00 180.00
x2 0.00 180.00
x3 0.00 180.00
y1 −180.00 180.00
y2 −180.00 180.00
y3 −180.00 180.00
t12 33.63
t13 8.52
t23 49.58
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Listing 7: Example
input for uls-calc.
Y11 mag 0.01
Y12 mag 0.01
Y13 mag 0.01
Y21 mag 0.01
Y22 mag 0.03
Y23 mag 0.05
Y31 mag 0.01
Y32 mag 0.03
Y33 mag 0.05
Y11 phs −1.11
Y12 phs 2.89
Y13 phs 1.32
Y21 phs 2.88
Y22 phs −0.23
Y23 phs −1.80
Y31 phs −1.72
Y32 phs 2.96
Y33 phs 1.39
M1 12.0
M2 12.5
M3 13.0
Listing 8: Example input for
uls-scan.
Y11 mag 0.01
Y12 mag 0.01
Y13 mag 0.01
Y21 mag 0.01
Y22 mag 0.03
Y23 mag 0.05
Y31 mag 0.01
Y32 mag 0.03
Y33 mag 0.05
Y11 phs 0.00 3.14
Y12 phs 2.89
Y13 phs 1.32
Y21 phs 2.88
Y22 phs −0.23
Y23 phs −1.80
Y31 phs −1.72
Y32 phs 2.96
Y33 phs 1.39
M1 12.00
M2 12.50
M3 13.00
Listing 9: Example parameter card
for uls-nest.
Y11 mag 0.01
Y12 mag 0.01
Y13 mag 0.01
Y21 mag 0.01
Y22 mag 0.03
Y23 mag 0.05
Y31 mag 0.01
Y32 mag 0.03
Y33 mag 0.05
Y11 phs −3.14 3.14
Y12 phs −3.14 3.14
Y13 phs −3.14 3.14
Y21 phs −3.14 3.14
Y22 phs −3.14 3.14
Y23 phs −3.14 3.14
Y31 phs −3.14 3.14
Y32 phs −3.14 3.14
Y33 phs −3.14 3.14
M1 12.0
M2 12.5
M3 13.0
All global constants are defined in the init function of the base class. We allow the
user to set their values per the standard python keyword argument formalism using the
variable names shown in the second column of Table (2). The required input from the
user is the model parameters which derive from the Casas-Ibarra parametrisation of the
Yukawa matrix, Y, as shown in Eq (3). The parameters which may be explored by the user
are shown in Table (3). The lightest neutrino mass (m) is fixed by the user and the two
heavier neutrino masses are fixed at the best-fit values from global fit data [34] which can
be changed in ulsbase.py. In the example shown in Listing (4), the lightest active neutrino
mass is m1 = 10
−1.1 eV and the right-handed neutrino masses are N1,2,3 = 1012.1,12.6,13 GeV
respectively. We note that the masses of both the light and heavy neutrinos are provided
by the exponent to base 10.
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Parameter Unit Code input example
δ [◦] delta 270
α21 [
◦] a21 0
α31 [
◦] a31 0
θ23 [
◦] t23 48.7
θ12 [
◦] t12 33.63
θ13 [
◦] t13 8.52
x1 [
◦] x1 45
y1 [
◦] y1 45
x [◦] x2 45
y2 [
◦] y2 45
x [◦] x3 45
y3 [
◦] y3 45
log10
(
m1/3
)
[eV] m -0.606206
log10 (M1) [GeV] M1 11
log10 (M2) [GeV] M2 12
log10 (M3) [GeV] M3 15
Table 3: Overview of input parameters in the Casas-Ibarra parametrisation.
As discussed before, the method of Casas and Ibarra is one popular way of parametrising
the Yukawa matrix. However, ULYSSES also allows the user to provide their own Yukawa
matrix, in polar coordinates, and calculate the resultant baryon asymmetry. We note that
the user will need to independently ensure that oscillation data is satisfied. The input logic
is such that each element of the Yukawa matrix, Yij, is determined by two independent
parameters Yij mag and Yij phs:
Yij = Yij mag · exp (i Yij phs) (24)
An example parameter card is shown in Listing (7).
6. Run time scripts and examples
To display the preprovided BEs, as detailed in Section (3), and the strings needed to
load them from the command line the user can call:
# display list of available models
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uls−models
The output is similar to Table (1); the shorthand for the models will be printed to screen
in the leftmost column.
For convenience, we ship three runtime scripts which use the ULYSSES module for the
evaluation of ηB at a single point as well as in one-dimensional and in multi-dimensional
parameter space explorations:
• uls-calc
• uls-scan
• uls-nest
which are discussed in Sections (6.2-6.4) respectively. The only mandatory argument to all
of these scripts is a parameter input card. We allow the user to apply the Casas-Ibarra
parametrisation as well as specifying the Yukawa matrix explicitly. The former has a total
of 16 free parameters, while the latter has 21. The structure of the parameter files is slightly
different for each script and is explained below. It should be noted that we decided against
setting the physics parameters to default values. This means that in all scripts, the full set
of 16 (21) input parameters must be provided. The physics and computational setup can
further be steered with a set of command line options and switches.
6.1. Common options
We first describe the command line options that are common to all three scripts. All
scripts allow the user to set the global constants given in Table (2) on the command line.
The syntax is always key:value. For example, to set the normalisation factor to 0.015, the
user would input to the command line:
# Use one of the built−in plugin
uls−calc −m 1DME examples/1N3F.dat normfact:0.015
Boltzmann equation selection, -m The command line argument “-m” is used to select
a Boltzmann equation. For the built-in BEs this can be any string as given in Table (1).
For the plugin system the syntax is slightly different. The absolute or relative path to the
file containing the plugin implementation needs to be specified, together with the name of
the class. Both are separated by a colon:
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# Use one of the built−in plugins
uls−calc −m 1DME examples/1N3F.dat
# Use an externally provided plugins
uls−calc −m myplugin.py:EtaB plugin examples/1N3F.dat
Inverted mass ordering, loop corrections By default, the normal mass ordering is
applied in the calculations. To explore the parameter space in the context of an inverted
mass ordering, the command line switch “–inv” must be added. Similarly, to implement
loop corrections which by default are off, as detailed in Section (2.1), can be enabled by
adding the switch “–loop” to the command line.
uls−calc −m 1DME examples/1N3F.dat −−inv
uls−calc −m 1DME examples/1N3F.dat −−loop
uls−calc −m 1DME examples/1N3F.dat −−inv −−loop
Integration range, - -zrange To set up the integration range and steps, we use the
following syntax:
uls−calc −m 1DME examples/1N3F.dat −−zrange 0.1,50,300
This example sets the integration range to be between 0.1 and 50, using 300 steps as opposed
to the default of 1000 steps between 0.1 and 1000.
6.2. uls-calc
This code calculates and prints the baryon asymmetry parameter for a given point and
selected BE:
uls−calc −m 3DME point.txt
The required positional argument is the parameter point in question in a simple text
file with parameter name value pairs. An example parameter card is given in Listing (4)
for the Casas-Ibarra parametrisation and the free format in Listing (7). For convenience,
we provide the functionality to write out the evolution of the lepton asymmetry number
densities if the command line option “-o” is provided. Depending on the ending of the file
17
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Figure 6.1: Example output of uls-calc (left) and uls-scan (right).
name this is either in the form of a plot (see left plot of Fig (6.1)) or as an array of numbers
stored in a text file.
# Produce a plot of the evolution
uls−calc −m 3DME examples/3N3NF.dat −o evolution.pdf
# Write evolution data to a text file
uls−calc −m 3DME examples/3N3NF.dat −o evolution.txt
6.3. uls-scan
To perform a one-dimensional scan of ηB for a certain model, uls-scan can be used. We
again use the command line option “-o” to specify the output file name. An example plot of
the output from uls-scan is shown in the right plot of Fig (6.1). The range of the parameter
to be scanned is taken from the input file (see Listing (5) and (8) for an example). The
number of points to run the scan for can be selected with “-n”:
uls−scan −m 3DME scan x2.txt −o scan x2.pdf −n 40
6.4. uls-nest
uls-nest is a multidimensional likelihood sampler using MultiNest.
The output of uls-nest is the standard output of MultiNest which is a text file that con-
tains the sampled points and corresponding likelihood and posterior values. Visualisation of
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Figure 6.2: Visualisation of uls-nest output with SuperPlot.
the output can, for instance, be undertaken with SuperPlot [35] (see Fig (6.2)) or the plot-
ting tools that are provided by pymultinest. The parameter space to scan can be defined
by supplying a simple text file with key value pairs. We use the following logic: A parameter
name followed by two numbers is interpreted as boundaries on that particular parameter’s
subspace while a single number is interpreted as fixing the corresponding parameter to the
supplied value. An example can be found in Listing (6) and (9).
The command line to run the code on a single CPU may look like this:
# Single core run
uls−nest −m 3DME scan x2 y2.ranges −o 2Dscan
As the computational cost increases with the number of free parameters in the scan the
run-time may become quite large. If MultiNest is compiled with MPI enabled and mpi4py
is installed, uls-nest can be executed in parallel. We note that the parallel computation is
already beneficial on a workstation or laptop.
# The same physics setup but distributed over 256 CPUs
mpiexec −np 256 uls−nest −m 3DME scan x2 y2.ranges −o 2Dscan
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Option Default Parameter name in pymultinest
--mn-points 400 n live points
--mn-tol 0.5 evidence tolerance
--mn-eff 0.8 sampling efficiency
--mn-imax 0 max iter
--mn-resume False resume
--mn-multimodal False multimodal
--mn-no-importance False not importance nested sampling
--mn-seed -1 seed
--mn-update 1000 n iter before update
Table 4: MultiNest specific parameters and their defaults available in ULYSSES. The third column identifies
the parameter name as used in pymultinest.
MultiNest parameters We provide access to all commonly used MultiNest parameters
through command line options. To separate them from the rest of the options, we use the
pattern --mn-OPTION. Table (4) gives an overview of various switches and their defaults. For
a thorough discussion of their meaning we direct the reader to the official documentation at
https://johannesbuchner.github.io/PyMultiNest/
7. Summary and Discussion
ULYSSES is the first publicly available code to calculate the baryon asymmetry in
the framework of a type-I seesaw mechanism. Currently the code provides momentum-
averaged Boltzmann equations for the out-of-equilibrium decays and resonant leptogenesis
with examples on how to incorporate lepton flavour, scatterings and spectator effects. The
ULYSSES code structure also allows the user to calculate the baryon asymmetry from their
own externally defined plugin. Additional effects, which would refine the baryon asymmetry
calculation, are of interest for future code development. These include thermal production
rates at finite temperature [36, 37], next-to-leading-order corrections for the source term
[38, 39, 40] and inclusion of partially equilibrated spectator processes [41, 42]. Furthermore,
inclusion of a plugin for leptogenesis via oscillation [43] is of interest given its close connection
with a number of experimental probes. Finally, we view this as a community project and
invite users to add their own plugins to share with others. This is implemented via issues
and pull requests on our GitHub repository.
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