Determinant computation is the core procedure in many important geometric algorithms, such as convex hull computations and point locations.
Introduction
Determinantal predicates are in the core of many important geometric algorithms. Convex hull and regular triangulation algorithms use orientation predicates, the Delaunay triangulation algorithms also involve the in-sphere predicate. Moreover, algorithms for exact volume computation of a convex polytope rely on determinantal volume formulas. In general dimension d, the orientation predicate of d+1 points is the sign of the determinant of a matrix containing the homogeneous coordinates of the points as columns. In a similar way, the volume determinant formula and in-sphere predicate of d + 1 and d + 2 points respectively can be defined. In practice, as the dimension grows, a higher percentage of the computation time is consumed by these core procedures. For this reason, we focus on algorithms and implementations for the exact computation of the determinant. We give particular emphasis to division-free algorithms. Avoiding divisions is crucial when working on a ring that is not a field, e.g., integers or polynomials. Determinants of matrices whose elements are in a ring arise in combinatorial problems [Kra05] , in algorithms for lattice polyhedra [BP99] and secondary polytopes [Ram02] or in computational algebraic geometry problems [CLO05] .
Our main observation is that, in a sequence of computations of determinants that appear in geometric algorithms, the computation of one predicate can be accelerated by using information from the computation of previously computed predicates. In this paper, we study orientation predicates that appear in convex hull computations. The convex hull problem is probably the most fundamental problem in discrete computational geometry. In fact, the problems of regular and Delaunay triangulations reduce to it.
Our main contribution is twofold. First, we propose an algorithm with quadratic complexity for the determinants involved in a convex hull computation and linear complexity for those involved in point location problems. Moreover, we nominate a variant of this algorithm that can perform computations over the integers. Second, we implement our proposed algorithms along with divisionfree determinant algorithms from the literature. We perform an experimental analysis of the current state-of-the-art packages for exact determinant computations along with our implementations. Without taking the dynamic algorithms into account, the experiments serve as a case study of the best implementation of determinant algorithms, which is of independent interest. However, dynamic algorithms outperform the other determinant implementations in almost all the cases. Moreover, we implement our method on top of the convex hull package triangulation [BDH09] and experimentally show that it attains a speed-up up to 3.5 times, results in a faster than state-of-the-art convex hull package and a competitive implementation for exact volume computation, as well as giving a speed-up of 78 times in point location problems.
Let us review previous work. There is a variety of algorithms and implementations for computing the determinant of a d × d matrix. By denoting O(d ω ) their complexity, the best current ω is 2.697263 [KV05] . However, good asymptotic complexity does not imply good behavior in practice for small and medium dimensions. For instance, LinBox [DGG + 02] which implements algorithms with state-of-the-art asymptotic complexity, introduces a significant overhead in medium dimensions, and seems most suitable in very high dimensions (typically > 100). Eigen [GJ + 10] and CGAL [CGA] implement decomposition methods of complexity O(n 3 ) and seem to be suitable for low to medium dimensions. There exist algorithms that avoid divisions such as [Rot01] with complexity O(n 4 ) and [Bir11] with complexity O(nM (n)) where M (n) is the complexity of matrix multiplication. In addition, there exists a variety of algorithms for determinant sign computation [BEPP99, ABM99] . The problem of computation of several determinants has also been studied. TOPCOM [Ram02] , the reference software for computing triangulations of a set of points, efficiently precomputes all orientation determinants that will be needed in the computation and stores their signs. In [EFKP12] , a similar problem is studied in the context of computational algebraic geometry. The computation of orientation predicates is accelerated by maintaining a hash table of computed minors of the determinants. These minors appear many times in the computation. Although, applying that method to the convex hull computation does not lead to a more efficient algorithm.
Our main tools are the Sherman-Morrison formulas [SM50, Bar51] . They relate the inverse of a matrix after a small-rank perturbation to the inverse of the original matrix. In [San04] these formulas are used in a similar way to solve the dynamic transitive closure problem in graphs.
The paper is organized as follows. Sect. 2 introduces the dynamic determinant algorithms and the following section presents their application to the convex hull problem. Sect. 4 discusses the implementation, experiments, and comparison with other software. We conclude with future work.
Dynamic Determinant Computations
In the dynamic determinant problem, a d × d matrix A is given. Allowing some preprocessing, we should be able to handle updates of elements of A and return the current value of the determinant. We consider here only non-singular updates, i.e., updates that do not make A singular. Let (A) i denote the i-th column of A, and e i the vector with 1 in its i-th place and 0 everywhere else.
Consider the matrix A , resulting from replacing the i-th column of A by a vector u. The Sherman-Morrison formula [SM50, Bar51] states that (A + wv
. An i-th column update of A is performed by substituting v = e i and w = u − (A) i in the above formula. Then, we can write A −1 as follows.
If A −1 is computed, we compute A −1 using Eq. 1 in 3d 2 + 2d + O(1) arithmetic operations. Similarly, the matrix determinant lemma [Har97] gives Eq. 2 below to compute det(A ) in 2d + O(1) arithmetic operations, if det(A) is computed.
Eqs. 1 and 2 lead to the following result.
Proposition 1 [SM50]
The dynamic determinant problem can be solved using O(d ω ) arithmetic operations for preprocessing and O(d 2 ) for non-singular one column updates.
Indeed, this computation can also be performed over a ring. To this end, we use the adjoint of A, denoted by A adj , rather than the inverse. It holds that A adj = det(A)A −1 , thus we obtain the following two equations.
The only division, in Eq. 3, is known to be exact, i.e., its remainder is zero. The above computations can be performed in 5d 2 + d + O(1) arithmetic operations for Eq. 3 and in 2d + O(1) for Eq. 4. In the sequel, we will call dyn inv the dynamic determinant algorithm which uses Eqs. 1 and 2, and dyn adj the one which uses Eqs. 3 and 4.
Geometric Algorithms
We introduce in this section our methods for optimizing the computation of sequences of determinants that appear in geometric algorithms. First, we use dynamic determinant computations in incremental convex hull algorithms. Then, we show how this solution can be extended to point location in triangulations.
Let us start with some basic definitions from discrete and computational geometry. Let A ⊂ R d be a pointset. We define the convex hull of a pointset A, denoted by conv(A), as the smallest convex set containing A. A hyperplane supports conv(A) if conv(A) is entirely contained in one of the two closed half-spaces determined by the hyperplane and has at least one point on the hyperplane. A face of conv(A) is the intersection of conv(A) with a supporting hyperplane which does not contain conv(A). Faces of dimension 0, 1, d − 1 are called vertices, edges and facets respectively. We call a face f of conv(A) visible from a ∈ R d if there is a supporting hyperplane of f such that conv(A) is contained in one of the two closed half-spaces determined by the hyperplane and a in the other. A k-simplex of A is an affinely independent subset S of A, where dim(conv(S)) = k. A triangulation of A is a collection of subsets of A, the cells of the triangulation, such that the union of the cells' convex hulls equals conv(A), every pair of convex hulls of cells intersect at a common face and every cell is a simplex.
Denote a the vector (a, 1) for a ∈ R d . For any sequence C of points a i ∈ A, i = 1 . . . d + 1, we denote A C its orientation (d + 1) × (d + 1) matrix. For every a i , the column i of A C contains a i 's coordinates as entries. For simplicity, we assume general position of A and focus on the Beneath-and-Beyond (BB) algorithm [Sei81] . However, our method can be extended to handle degenerate inputs as in [Ede87, Sect. 8.4], as well as to be applied to any incremental convex hull algorithm by utilizing the dynamic determinant computations to answer the predicates appearing in point location (see Cor. 2). In what follows, we use the dynamic determinant algorithm dyn adj, which can be replaced by dyn inv yielding a variant of the presented convex hull algorithm.
The BB algorithm is initialized by computing a d-simplex of A. At every subsequent step, a new point from A is inserted, while keeping a triangulated
Output: convex hull of A sort A by increasing lexicographic order of coordinates, i.e., A = {a 1 , . . . , a n };
convex hull of the inserted points. Let t be the number of cells of this triangulation. Assume that, at some step, a new point a ∈ A is inserted and T is the triangulation of the convex hull of the points of A inserted up to now. To determine if a facet F is visible from a, an orientation predicate involving a and the points of F has to be computed. This can be done by using Eq. 4 if we know the adjoint matrix of points of the cell that contains F . But, if F is visible, this cell is unique and we can map it to the adjoint matrix corresponding to its points. Our method (Alg. 1), as initialization, computes from scratch the adjoint matrix that corresponds to the initial d-simplex. At every incremental step, it computes the orientation predicates using the adjoint matrices computed in previous steps and Eq. 4. It also computes the adjoint matrices corresponding to the new cells using Eq. 3. By Prop. 1, this method leads to the following result.
Theorem 1 Given a d-dimensional pointset all, except the first, orientation predicates of incremental convex hull algorithms can be computed in O(d 2 ) time and O(d 2 t) space, where t is the number of cells of the constructed triangulation.
Essentially, this result improves the computational complexity of the determinants involved in incremental convex hull algorithms from
. To analyze the complexity of Alg. 1, we bound the number of facets of Q in every step of the outer loop of Alg. 1 with the number of (d − 1)-faces of the constructed triangulation of conv(A), which is bounded by (d + 1)t. Thus, using Thm. 1, we have the following complexity bound for Alg. 1.
Corollary 1 Given n d-dimensional points, the complexity of BB algorithm is O(n log n + d 3 nt), where n d and t is the number of cells of the constructed triangulation.
Note that the complexity of BB, without using the method of dynamic determinants, is bounded by O(n log n + d ω+1 nt). Recall that t is bounded by
.4], which shows that Alg. 1, and convex hull algorithms in general, do not have polynomial complexity. The schematic description of Alg. 1 and its coarse analysis is good enough for our purpose: to illustrate the application of dynamic determinant computation to incremental convex hulls and to quantify the improvement of our method. See Sect. 4 for a practical approach to incremental convex hull algorithms using dynamic determinant computations.
The above results can be extended to improve the complexity of geometric algorithms that are based on convex hulls computations, such as algorithms for regular or Delaunay triangulations and Voronoi diagrams. It is straightforward to apply the above method in orientation predicates appearing in point location algorithms. By using Alg. 1, we compute a triangulation and a map of adjoint matrices to its cells. Then, the point location predicates can be computed using Eq. 4, avoiding the computation of new adjoint matrices. 
Implementation and Experimental Analysis
We propose the hashed dynamic determinants scheme and implement it in C++. The design of our implementation is modular, that is, it can be used on top of either geometric software providing geometric predicates (such as orientation) or algebraic software providing dynamic determinant algorithm implementations. The code is publicly available from http://hdch.sourceforge.net.
The hashed dynamic determinants scheme consists of efficient implementations of algorithms dyn inv and dyn adj (Sect. 2) and a hash table, which stores intermediate results (matrices and determinants) based on the methods presented in Sect. 3. Every (d − 1)-face of a triangulation, i.e., a common facet of two neighbor cells (computed by any incremental convex hull package which constructs a triangulation of the computed convex hull), is mapped to the indices of its vertices, which are used as keys. These are mapped to the adjoint (or inverse) matrix and the determinant of one of the two adjacent cells. Let us illustrate this approach with an example, on which we use the dyn adj algorithm.
Example 1 Let A = {a 1 = (0, 1), a 2 = (1, 2), a 3 = (2, 1), a 4 = (1, 0), a 5 = (2, 2)} where every point a i has an index i from 1 to 5. Assume we are in some step of an incremental convex hull or point location algorithm and let T = {{1, 2, 4}, {2, 3, 4}} be the 2-dimensional triangulation of A computed so far. The cells of T are written using the indices of the points in A. The hash table will store as keys the set of indices of the 2-faces of T , i.e., {{1, 2}, {2, 4}, {1, 4}} mapping to the adjoint and the determinant of the matrix constructed by the points a 1 , a 2 , a 4 . Similarly, {{2, 3}, {3, 4}, {2, 4}} are mapped to the adjoint matrix and determinant of a 2 , a 3 , a 4 . To insert a 5 , we compute the determinant of a 2 , a 3 , a 5 , by querying the hash table for {2, 3}. Adjoint and determinant of the matrix of a 2 , a 3 , a 4 are returned, and we perform an update of the column corresponding to point a 4 , replacing it by a 5 by using Eqs. 3 and 4.
To implement the hash table, we used the Boost libraries [boo] . To reduce memory consumption and speed-up look-up time, we sort the lists of indices that form the hash keys. We also use the GNU Multiple Precision arithmetic library (GMP), the current standard for multiple-precision arithmetic, which provides integer and rational types mpz t and mpq t, respectively.
We perform an experimental analysis of the proposed methods. All experiments ran on an Intel Core i5-2400 3.1GHz, with 6MB L2 cache and 8GB RAM, running 64-bit Debian GNU/Linux. We divide our tests in four scenarios, according to the number type involved in computations: (a) rationals where the bit-size of both numerator and denominator is 10000, (b) rationals converted from doubles, that is, numbers of the form m × 2 p , where m and p are integers of bit-size 53 and 11 respectively, (c) integers with bit-size 10000, and (d) integers with bit-size 32. However, it is rare to find in practice input coefficients of scenarios (a) and (c). Inputs are usually given as 32 or 64-bit numbers. These inputs correspond to the coefficients of scenario (b). Scenario (d) is also very important, since points with integer coefficients are encountered in many combinatorial applications (see Sect. 1).
We compare state-of-the-art software for exact computation of the determinant of a matrix. We consider LU decomposition in CGAL [CGA] We test the above implementations in the four coefficient scenarios described above. When coefficients are integer, we can use integer exact division algo-rithms, which are faster than quotient-remainder division algorithms. In this case, Bird, Laplace and dyn adj enjoy the advantage of using the number type mpz t while the rest are using mpq t. The input matrices are constructed starting from a random d × d matrix, replacing a randomly selected column with a random d vector. We present experimental results of the four input scenarios in Tables 1, 2 , 3, 4. We tested a fifth coefficient scenario (rationals of bit-size 32), but do not show results here because timings are quite proportional to those shown in Table 1 . We stop testing an implementation when it is slow and far from being the fastest (denoted with '-' in the Tables).
On one hand, the experiments show the most efficient determinant algorithm implementation in the different scenarios described, without considering the dynamic algorithms. This is a result of independent interest, and shows the efficiency of division-free algorithms in some settings. The simplest determinant algorithm, Laplace expansion, proved to be the best in all scenarios, until dimension 4 to 6, depending on the scenario. It has exponential complexity, thus it is slow in dimensions higher than 6 but it behaves very well in low dimensions because of the small constant of its complexity and the fact that it performs no divisions. Bird is the fastest in scenario (c), starting from dimension 7, and in scenario (d), in dimensions 7 and 8. It has also a small complexity constant, and performing no divisions makes it competitive with decomposition methods (which have better complexity) when working with integers. CGAL and Eigen implement LU decomposition, but the latter is always around two times faster. Eigen is the fastest implementation in scenarios (a) and (b), starting from dimension 5 and 6 respectively, as well as in scenario (d) in dimensions between 9 and 12. It should be stressed that decomposition methods are the current standard to implement determinant computation. Maple is the fastest only in scenario (d), starting from dimension 13. In our tests, Linbox is never the best, due to the fact that it focuses on higher dimensions.
On the other hand, experiments show that dyn adj outperforms all the other determinant algorithms in scenarios (b), (c), and (d). On each of these scenarios, there is a threshold dimension, starting from which dyn adj is the most efficient, which happens because of its better asymptotic complexity. In scenarios (c) and (d), with integer coefficients, division-free performs much better, as expected, because integer arithmetic is faster than rational. In general, the sizes of the coefficients of the adjoint matrix are bounded. That is, the sizes of the operands of the arithmetic operations are bounded. This explains the better performance of dyn adj over the dyn inv, despite its worse arithmetic complexity.
For the experimental analysis of the behaviour of dynamic determinants used in convex hull algorithms (Alg. 1, Sect. 3), we experiment with four state-of-the-art exact convex hull packages. Two of them implement incremental convex hull algorithms: triangulation [BDH09] implements [CMS93] and beneath-and-beyond (bb) in polymake [GJ00] . The package cdd [Fuk08] implements the double description method, and lrs implements the gift-wrapping algorithm using reverse search [Avi00] . We propose and implement a variant of triangulation, which we will call hdch, implementing the hashed dynamic determinants scheme for dimensions higher than 6 (using Eigen for initial de- terminant and adjoint or inverse matrix computation) and using Laplace determinant algorithm for lower dimensions. The main difference between this implementation and Alg. 1 of Sect. 3 is that it does not sort the points and, before inserting a point, it performs a point location. Thus, we can take advantage of our scheme in two places: in the orientation predicates appearing in the point location procedure and in the ones that appear in construction of the convex hull. We design the input of our experiments parametrized on the number type of the coefficients and on the distribution of the points. The number type is either rational or integer. From now on, when we refer to rational and integer we mean scenario (b) and (d), respectively. We test three uniform point distributions: (i) in the d-cube [−100, 100] d , (ii) in the origin-centered d-ball of radius 100, and (iii) on the surface of that ball.
We perform an experimental comparison of the four above packages and hdch, with input points from distributions (i)-(iii) with either rational or integer coefficients. In the case of integer coefficients, we test hdch using mpq t (hdch q) or mpz t (hdch z). In this case hdch z is the most efficient with input from distribution (ii) (Fig. 1(a) ; distribution (i) is similar to this) while in distribution (iii) both hdch z and hdch q perform better than all the other packages (see Fig. 1(b) ). In the rational coefficients case, hdch q is competitive to the fastest package (Fig. 2) . Note that the rest of the packages cannot perform arithmetic computations using mpz t because they are lacking divisionfree determinant algorithms. Moreover, we perform experiments to test the improvements of hashed dynamic determinants scheme on triangulation and their memory consumption. For input points from distribution (iii) with integer coefficients, when dimension ranges from 3 to 8, hdch q is up to 1.7 times faster than triangulation and hdch z up to 3.5 times faster (Table 4) . It should be noted that hdch is always faster than triangulation. The sole modification of the determinant algorithm made it faster than all other implementations in the tested scenarios. The other implementations would also benefit from applying the same determinant technique. The main disadvantage of hdch is the amount of memory consumed, which allows us to compute up to dimension 8 (Table 4) . This drawback can be seen as the price to pay for the obtained speed-up.
A large class of algorithms that compute the exact volume of a polytope is based on triangulation methods [BEF98] . All the above packages compute the volume of the polytope, defined by the input points, as part of the convex hull computation. The volume computation takes place at the construction of the triangulation during a convex hull computation. The sum of the volumes of the cells of the triangulation equals the volume of the polytope. However, the volume of the cell is the absolute value of the orientation determinant of the points of the cell and these values are computed in the course of the convex hull computation. Thus, the computation of the volume consumes no extra time besides the convex hull computation time. Therefore, hdch yields a competitive implementation for the exact computation of the volume of a polytope given by its vertices (Fig. 1) .
Finally, we test the efficiency of hashed dynamic determinants scheme on the point location problem. Given a pointset, triangulation constructs a data structure that can perform point locations of new points. In addition to that, hdch constructs a hash table for faster orientation computations. We perform tests with triangulation and hdch using input points uniformly distributed on the surface of a ball (distribution (iii)) as a preprocessing to build the data structures. Then, we perform point locations using points uniformly distributed inside a cube (distribution (i)). Experiments show that our method yields a speed-up in query time of a factor of 35 and 78 in dimension 8 to 11, respectively, using points with integer coefficients (scenario (d)) (see Table 4 ). Table 6 : Point location time of 1K and 1000K (1K=1000) query points for hdch z and triangulation (triang), using distribution (iii) for preprocessing and distribution (i) for queries and integer coefficients.
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Future Work
It would be interesting to adapt our scheme for gift-wrapping convex hull algorithms and implement it on top of packages such as [Avi00] . In this direction, our scheme should also be adapted to other important geometric algorithms, such as Delaunay triangulations. In order to overcome the large memory consumption of our method, we shall exploit hybrid techniques. That is, to use the dynamic determinant hashing scheme as long as there is enough memory and subsequently use the best available determinant algorithm (Sect. 4), or to clean periodically the hash table.
Another important experimental result would be to investigate the behavior of our scheme using filtered computations.
