Conceptual design is a vital part of the design process during which designers first envision new ideas and then synthesize them into physical configurations that meet certain design specifications. In this research, a suite of computational tools is developed that assists the designers perform this non-trivial task of navigating the design space for creating conceptual design solutions. The methodology is based on automating the function-based synthesis paradigm by combining various computational methods. Accordingly, three nested search algorithms are developed and integrated that mimic a designer's decision-making at various stages of conceptual design. The implemented system provides a method for automatically generating novel alternative solutions to real design problems. The application of the approach to the design of an electromechanical device shows the method's range of capabilities, and how it serves as a comparison to human conceptual design generation and as a tool suite to complement the skills of a designer.
Introduction
Conceptual design plays the central role in ensuring the overall design quality and the level of innovation. It is at this phase, where the architecture of the final design is established, the technologies are chosen to fulfill the customer needs, and when most of the cost of a product is committed. Because of these characteristics, conceptual design is often considered as the most important phase of the product development cycle.
Yet, the conceptual design process has seen few attempts at automation. The concept of "automating design" has often been leveraged in later stages of the design process where a to-be-designed artifact accrues numerous parameters but lack specific dimensions. Automated methods such as optimization provide a useful framework for managing and determining details of the final designed artifact. These methods make the design process less tedious and time-consuming and are used in a wide variety of industries to support or optimize current design efforts. However, one of the pervasive bottlenecks in design is the lack of continuity between computational design tools and conceptual design methods.
The difficulty may hinge on the very nature of conceptual design, which is often viewed as a highly complex decision-making process that does not lend itself easily to "automation". This decision-making process begins with the specification of the product to be designed and involves the continual cycle of concept generation and evaluation until a design opportunity is transformed into an embodied solution that satisfies a set of design requirements.
This systematic view of conceptual design starts with the formulation of the overall function of the product to be designed. This high level product function is then decomposed recursively into lower level functions -a process that produces a function structure, which is a representation that defines function as transformation between energy, material, and information [1] . The function structure is then used to generate solutions to each of the product sub-functions. Here, the designer seeks solutions, i.e. a component or a set of components that perform a particular function. Next, solutions to the sub-functions are synthesized together to arrive to the final architecture or configuration of a product. Finally, the design is embodied by the selection of designed components. Using this approach, a broad number of concepts can be generated by making decisions about the decomposition of the overall product function, and the selection and integration of different design solutions to elemental sub-functions.
In this research, we automate the aforementioned conceptual design process starting from a black-box level product specification to the physical embodiment of design components. Accordingly, we have developed a suite of automation tools that combine and formalize the function-based synthesis paradigm [1] with various computational methods in order to describe the comprehensive space of conceptual solutions and search it for feasible candidates. The implemented system consists of three nested search algorithms that mimic a designer's decision making at various stages of conceptual design and serves as a comparison to human conceptual design generation.
Related Work
Apart from expert system formulations, typical examples of computational synthesis applications start with a set of fundamental building blocks and some composition rules that govern the combination of these building blocks into complete design solutions. Hundal [5] designed a program for automated conceptual design that associates a database of solutions for each function in a function database. Ward and Seering [6] developed a mechanical design "compiler" to support catalog-based design. Bracewell and Sharpe [7] developed "Schemebuilder," a software tool using bond graph methodology to support the functional design of dynamic systems with different energy domains. Chakrabarti and Bligh [8] model the design problem as a set of input-output transformations. Structural solutions to each of the instantaneous transformation are found, and infeasible solution-component matrix and a filter matrix to generate a morphological matrix of solutions during conceptual design. The A-Design research [9] is an agent-based system that synthesizes components based on the physical interactions between them.
Function structure research, on the other hand, has found its way into a number of educational texts since the presentation provided by Pahl and Beitz [1] . Computational approaches have also been explored that further expand the value of function structures [10] . One of the interesting implementations of automating the function-based design is the work of Sridharan and Campbell [11] that uses graph-grammars.
Graph grammars are comprised of rules for manipulating nodes and arcs within a graph. The rules create a formal language for generating and updating complex designs from an initial graph-based specification. The deResearchers have employed different methods in order to computationally support the conceptual phase of design. Among these, one of the most historically significant is the expert system formulation described in the PRIDE system established by Mittal, et al. [2] , which is specifically developed for creating paper roller systems. A subset of expert systems, case-based reasoning techniques apply past knowledge stored in a computational database towards solving problems in similar contexts. Examples include Gero et al. who presented a system called FBS [3] that uses relations among function, behavior, structure to retrieve design information to conduct analogy-based design. Similarly, the Structure-Behavior-Function modeling scheme [4] and its computational application KRITIK is a system relying on a design-case memory to conduct computational synthesis. velopment of the rules encapsulate a set a valid operations that can occur in the development of a design. Through the application of each grammar rule the design is transformed into a new state, incrementally evolving towards a desired solution. The rules are established prior to the design process and capture a certain type of design knowledge that is inherent to the problem. The knowledge captured in the rules offer the option of exploring different design decisions and thus different design alternatives.
Using this formalism, Sridharan and Campbell [11] defined a set of 69 grammar rules that are developed to guide the design process from an initial functional goal to a detailed function structure. Elsewhere, graphgrammars are widely used in various engineering applications. Agarwal and Cagan's coffee maker grammar [12] was one of first examples of using grammars for product design. Their grammar described a language that generates a large class of coffee makers. Shea et al. [13] presented a parametric shape grammar for the design of truss structures that uses recursive annealing techniques for topology optimization. Other engineering applications include Brown, et al. [14] , who presented a lathe grammar, Schmidt and Cagan's grammar for machine design [15] , Starling and Shea's grammars for mechanical clocks [16] and gear trains [17] .
While these methods are primarily concerned with generation aspects of conceptual design, there are various techniques developed to automate the selection of components for an already generated design configuration. These techniques include using genetic algorithms, simulated annealing, and integer programming. Weilinga, et al. [18] classify the component selection problem as category one within their work, where the set of components as well their assembly is fixed. Carlson, et al. [19] use a genetic algorithm for component selection given a user-defined system layout, a database of components and a set of design specifications. They apply a genetic algorithm for solving the problem of catalog design and create an initial set of components types followed by component selection from the component database. In summary, our background research shows that a number of attempts have been made to automate various key elements of the design process such as creation of function structures, configuration design, and component selection. However, most of these methods have been developed for specific applications. The method presented here is a generalized technique that follows the grammar formalism and integrates it with fundamentals of function based synthesis paradigm to automate the design decision-making that govern the entire concept generation process starting at a black-box level product specification and finalized by the selection of components that physically embody the design.
Research Approach
This research aims to automate the systematic design process (presented in Pahl and Beitz [1] ). Accordingly, it extends the previous automated design research by developing a suite of computational design tools that transform a high-level, functional description of a non-existent product into a set of embodied concept variants by following the systematic design process.
By automating this process, a design is changed from an abstract set of customer needs to an embodied conceptual configuration. The customer need analysis and the formulation of the initial "black-box" steps are performed by the designer. The computational design synthesis is initiated at the level of a black-box. The output of the automated design process is a set of conceptual designs where specific electromechanical components are first associated with individual or sets of sub-functions from the function structure, then composed into a design configuration based on their interactions, and finally physically instantiated from a catalog of design components. Feasibility and consistency is maintained throughout the design process while transitioning between these domains.
In the end, the design method manifests itself as a suite of computational design tools. The first design tool (i.e. the function structure grammar) converts an initial functional goal of a to-be-designed device into a set of detailed function structures by using functional decomposition rules. Based on this functional input, the second design tool (i.e. the configuration grammar) synthesizes individual or sets of components into a set of conceptual design configurations. Finally, the third design tool (i.e the tree search algorithm for component selection) instantiates specific components in a design configuration guided by specific design constraints and objectives. In the following paragraphs, each of the three design tools and their specific search algorithms are explained in detail.
Research Effort I: Function Structure Grammar
A common technique in phrasing the problem as a black-box is useful in engineering design to clarify the goals of the project. By removing all unnecessary information, the black-box defines only the flows entering and leaving the product. The black-box is often labeled with a primary function, which is typically a verb-noun pair. The first automated design tool [11] acts on this black-box input to automatically create the necessary functions for translating the input flows into the output flows. In order to accomplish this, a series of 52 rules have been created based on the data of thirty black-boxes and their corresponding function structures. These rules are carefully created to capture common chains of functions used in a variety of artifacts. For example, an automobile jack has a functional module where mechanical energy from the human is required, but instead of being applied directly, it is first converted to pneumatic energy, amplified, and then converted back to mechanical energy. This module is also seen in a toy gun, the Nerf Ball Blaster. This inference of common modules can help make better function structures, as it is not always easy for a designer to make a connection between such different products.
Starting with the black-box, the grammar rules enumerate all possible valid function structures. This can be viewed as a search tree, where the black-box is the seed or start node, and the rules provide the transition operators that lead to the many leaves of the tree. It is interesting to note that the black-box is a rather detailed start state for the tree, and the existence (or absence) of input and output flows limits the size of the search tree significantly. This is shown clearly in the results of this paper. In the future, the rules may be revisited so as to create or modify specified input and output flows of the black-box, but it is unclear how these will be regulated.
The original function structure grammar [11] was modeled like all grammar rules, as independent if-then statements. This is often shown graphically with a left-hand and right-hand sides (Fig.1a) . In terms of implementation, this work was done ad hoc resulting in a large and unwieldy set of java files. Recently, these rules have been rewritten in a new graphical environment known as GraphSynth [20] which allows one to graphically create the rules and manages the resulting data as a series of portable XML files (Fig. 1b) . Notice in Fig. 1a , the gray and black circles which are referred to as "active centers" serve as markers to ease the implementation. This concept is borrowed chemical polymerization and indicates the potential areas where incoming molecules can attach. Similarly, during the creation of a function structure, there are many 'active centers' where incoming flows and functions can attach themselves. These active centers are the points where grammar rules can be applied and where new functions and/or flows are added if certain criteria are met at a specific open connection. In recreating these rules (Error! Reference source not found.b), the concept is maintained, but no longer required as GraphSynth includes a more general and powerful sub-graph recognition procedure. In either case, the rule provides guidance in developing the connecting flows to a "remove" function. This rule captures the principle that whenever we cut or grind a solid, we need to supply some mechanical energy and this results in two or more pieces of the solid. It should also be noted that this rule cannot be applied again since the active center necessary for rule rec-ognition has been eliminated. Care must be taken to define rules that prevent the same rule from being applied over and over again.
The rule shown in Fig. 3a captures another common principle. Usually, when mechanical energy is being supplied, the energy is amplified using gears and this is represented by the function 'Change ME'. This rule looks for a flow of type mechanical energy that is open at the tail and is pointing to the function, 'Remove Solid'. If applied, this rule adds the function 'Change ME' to the tail and adds another flow open at its tail to the back of the 'Change ME' function. Fig. 3b shows a rule where an electric energy flow that is pointing from 'Import' is recognized and the functions 'Transmit EE' and 'Actuate EE' are added to it. This rule is observed in many products, which use electrical energy, as electrical energy is always transmitted and actuated before being converted to the required form. Whenever two flows are recognized such that we have an open electrical energy flow and energy of any other kind (represented as XE) that needs to be supplied, we convert the electrical energy to the required form and transmit it. Termination rules are vital in obtaining a valid function structure.
Research Effort II: Configuration Design Grammar
For decisions at the conceptual phase of design, the interconnectivity of design elements is more important than parametric details. In such conceptual design problems, it becomes essential to determine an optimal configuration of components prior to tuning individual component parameters. Creating such configurations is the objective of the second design tooli.e. the configuration design grammar.
The starting point for the configuration design grammar is a function structure. The synthesis process is aimed to perform a graph transformation of an initial function structure into a set of configuration-based graphs called the Configuration Flow Graphs [21] . In a configuration flow graph, nodes represent design components, and arcs represent energy, material or signal flows between them. The graph is also similar to an exploded view in that components are shown connected to one another through arcs or assembly paths. Using a CFG, designers can capture components that are present in a design, their connectivity, and physical interfaces between a design's components. The grammar rules for the configuration design are defined through a knowledge acquisition process that is based on the dissection of existing electromechanical devices. Accordingly, for each device that is dissected, a function structure and a configuration flow graph is generated. Then, the mapping between the two graphs is captured where each mapping represents a potential grammar rule [21] . Some of the rules derived from this analysis are shown in Fig. 4 . In reality, each rule represents a design decision that shows how a functional requirement was transformed into an embodied solution in an actual design. Currently, the rule database contains 161 grammar rules derived from the dissection of 23 electromechanical products.
The grammar provides an effective method for automatically generating design configurations through a search-based execution of rules. This computational synthesis approach is to perform a graph transformation of the initial function structure of the to-be-designed product into a set of configuration flow graphs. Each execution of a rule adds more components to the design configuration which incrementally builds to a final concept. At the end, the computational search process returns different concepts with potentially varying degrees of complexity as candidate configurations to the same functional specifications. In detail, the transformation from the function structure to CFG is part of a recognize-choose-apply cycle. The recognize step identifies all possible locations in the function structure where a grammar rule can be applied. These locations define a set of possible graph transformations that can be applied at that design stage. This step is followed by choosing one of the valid grammar rule options. In the final apply step, the CFG is updated as per the instructions provided by the selected rule. This process is repeated until there are no more rules that can be applied.
The final configurations obtained at the end of this generation process depend on the selection of the rules applied. To fully automate the generation process, this selection is made by the computer. The basis and the guidelines to select the rules are embedded in the search algorithm. In the current implementation, each applicable grammar rule is systematically selected by the computer with equal likelihood as the configuration space is traversed using a breadth-first search approach.
At the end, the search process generates a variety of configurations that are developed from a functional description of a product by synthesizing component solutions together that have been successfully used in the design of past products.
Research Effort III: Tree Search Algorithm for Component Selection
The objective of the third design tool is to determine the optimal choice of components for a specified CFG [22] . To accomplish this, the components are chosen from a database, which contains a compilation of real component information for each component abstraction (such as electric motor, bearing, shaft, gear, etc.) that can be present in a CFG. This data for each component, or artifact, has been collected from an online repository cre-ated and maintained by the University of Missouri, Rolla [23] , McMaster and Carr [24] , as well as other online product catalogs. The approach is an iterative process that replaces each component in the CFG with an artifact that is stored in the database. Each component in a CFG represents a different level of the search tree, and the number of options at each level is equivalent to the number of artifacts in the database for that particular component. Each transition down the tree replaces the generalized CFG component (e.g. gear) with an artifact (e.g. steel plain bore 14.5° pressure angle spur gear with 24 teeth, a pitch of 32 and a face width of 3/16 in.). The branching factor 1 thus, depends on the number of choices for a component while the number of levels in the tree is the number of selections to be made, as determined by the CFG. Currently there are, on average, six artifacts per component (there is only one electrical cord but twenty gears). As the search process unfolds, more components are instantiated by replacing abstract components in the CFG with actual artifacts from the database.
The space of solutions found in the tree is searched using a Uniform Cost Search (UCS) algorithm. The search begins at the root node (a complete CFG) and the traversal of the tree is employed by instantiating one component at a time. During the search, it is possible to evaluate the design decisions governing the instantiation of components. Accordingly, an objective function is constructed that combines criteria measuring how well various customer needs (such as minimize cost, and maximize power) are met with compatibility metrics for neighboring components (e.g. how different is the shaft diameter from the mating gear's bore diameter). At each node of the tree, the node expansion is performed after calculating transition costs based on this objective function formulation. These transition costs are additive in nature, and at each step only the child with the minimum transition cost is generated. This search process continues until the CFG is fully instantiated and hence an optimum solution is reached.
Case Study: Design of A Coffee Grinder
The proposed methodology is demonstrated in this section by solving a test problem -the design of a coffee grinder. In this problem, we start off by creating a simple black-box, and illustrate how the computer can generate associated function structures, and configuration flow graphs. Fig. 6 shows this black-box, the primary function of which is "change solid". The input flows of the black-box are also determined by the designer. Accordingly, the designer decides on the required inputs for the design. These decisions govern the energy domains, materials, and signals, which the product would operate on. For the selected problem, it is envisioned that the designed artifact would primarily utilize human and electrical energy. Moreover, it is assumed that a user would actuate the device operation. These design decisions are captured by the specification of human material, and human and electrical energy input flows as shown in Fig. 6 . Similar decisions are made for the output flows. Accordingly, it is specified that the machine would use mechanical energy to perform the separation function and that the human material would be returned and not used in the product. The specification of input and output flows poses constraints to the design problem and keeps the artifact choices in certain domains. By specifying electrical energy as input and mechanical energy as output, we limit the functions that can be called and consequently the variety of components that can be selected. The specification of the primary function and the input and output flows ensures that the customer needs are captured before the design process starts and that the computer will not end up with solutions that the user did not intend or is not interested in. The complete search process is run using the GraphSynth environment [20] . The process starts with the user drawing the black-box of the to-bedesigned artifact. The function structures and configuration flow graphs (CFGs) are then created automatically using their respective sets of grammar rules. The results for the selection of the components are yet to be implemented for the presented design example as we continue working on formulating an objective function to evaluate the performance of the coffee grinder.
Results and Discussion
For the implementation of this case study, the algorithms are run on a Windows PC with 3.25 GB ram and 2.2 GHz processor. After the input is specified as shown in Fig. 6 , the computational synthesis of the coffee grinder begins, initially with the creation of potential function structures for the design.
Recall that the function structure grammar makes use of three rule sets. The first rule set encompasses initiation rules and inserts 'active centers' to the graph for each of the input and output flows as described in Sridharan and Campbell [11] . The second rule set of the grammar, called propagation rule set, generates all of the functions in the functional model. This model is built utilizing two directions starting from both the input and the output (left and right as seen in Fig. 6 ) flows. After the propagation rules are executed some functions may not be fully connected. The final termination rule set ensures that these loose ends are stitched up and that the generated function structure is complete.
For the coffee grinder problem, the function structure grammar ran for 4 hours and creates two unique function structures. These are shown in Fig.  7 and Fig. 8 . The generated function structures are similar in nature and only differ in their use of mechanical energy. One of them uses translational mechanical energy to perform the grinding operation while the other one uses rotational mechanical energy.
These two unique function structures are then posed as inputs into the second design tool which takes the function structure as a starting point and generates conceptual configurations from it. Specifically, the computer Fig. 5 . The first candidate function structure created automatically from the blackemploys a modified bread-first search (BFS) algorithm that includes a filtering mechanism which removes duplications of previously visited nodes from the search space. This filtering is based on a property in graph grammar theory known as "confluence" which means that the order in which a subset of rules is invoked does not affect the final outcome. To better illustrate this concept, let us consider three rule choices, A, B, and C, that must be called to complete a candidate design. After making the first choice it appears as if one may have three unique solutions, A__, B__, and C__. After the second choice, the number of possible unique solutions stays at three, AB_, AC_, BC_, but these solutions are interpreted by the computer using six possible branches since the computer cannot differentiate bebox shown in Fig. 4 tween the designs AB and BA. Finally, it is not until the last iteration, that one can conclude that there is only one unique solution. This is shown more clearly in the bar graph of Fig.9 , where the number of candidates is shown on the y-axis and the number of rules called is depicted on the xaxis. As the rules are invoked the number of candidates quickly expands only to be followed by a decrease. The reason for this is similar to the simple example given above where one cannot tell that there are three identical copies of the design in the search tree until later in the process. As the plot shows, the number of unique candidates needs to reach a critical point after which the filtering takes effect. This filtering cuts the amount of time that the process took by a factor of twenty and greatly reduces the number of candidates at each level. The fourth set of grammar rules (i.e. the configuration grammar) ran for about five days and generated 1536 unique solutions. Two of the unique solutions are shown in Fig. 10 and Fig. 11 . The CFG in Fig. 10 was derived from the function structure in Fig. 7 and the CFG in Fig. 11 was derived from the function structure in Fig. 8 . These CFG's are different from each other in many ways, but strictly speaking, for a CFG to be unique, only one component needs to be different. For example, if the 'transfer electrical energy' function is accomplished by a wire in one CFG and by a conductor in another, those two CFG's are considered to be unique. In the two CFG's shown here, there are many differences. The first of the CFG's takes the mechanical energy from the motor and goes straight to the shaft to the blade. In the second CFG, this mechanical energy goes from the motor to a gripper then to a support, a sprocket, and then the blade. This T. Kurtoglu, A. Swantner, M.I. Campbell black-box shown in Fig. 2 second chain of energy may spark an interesting idea by the designer on a way to get rid of the costly shaft, or it may be deemed too complicated for this application and disregarded. The purpose of this part of the research is to present the designer with as many different ways to solve the problem as possible. The next step in the automated process is to invoke the automated component selection discussed above as Research Effort III (see Section 3.3). Current efforts are in place to accomplish this, but a detailed evaluation of component choices is not completed at this time. Fortunately, we are able to approximate the size of the search tree. The average number of components to instantiate is thirteen (note: Fig. 10 has thirteen components while Fig. 11 has fourteen) . This determines the depth of the tree. The breadth of the tree is six (the average number of instantiated components). As a result, the number of possible instantiations is 6 13 or 13 billion. This enforces the need for some evaluation to eliminate many of these branches since many of these include incompatible components. Taken with the previous search trees, the total number of embodied configurations that result from the single black-box is estimated at 40 trillion. (2 * 1536 * 6 13 ≈ 40*10 12 ). 
Conclusions
In this paper, three previous research projects are combined to automate the conceptual design process from black-box to a configuration of specific components. The results are incomplete due to the lack of evaluation necessary to narrow down the 40 trillion possible candidate solutions. This large space is not captured explicitly, but rather implicitly in the grammar rules (213 rules total) and the database of real components (300 in all). The grammar affords a representation of the design space as a tree of solutions built from an initial specification. Each transition in the tree corresponds to an application of a rule, thus incrementally building a final design which is black-box shown in Fig. 5 represented as one of the leaves of the tree. This process is illustrated in Fig. 12 . As is evident from the tree, the result of rule applications generates a design space that requires navigation techniques to enable search for a desired or optimal solution. The issue of implementation of the grammar then becomes one of controlled searches through this space of solutions. The visualization in Fig. 12 shows cascading search trees as is created by this knowledge base. At each node in the process, a recognition process first retrieves the valid options. The illustration only shows two or three options per node, but realistically this varies throughout this design process from one to 33. Some have claimed that design is essentially a decision making process and this is captured by this illustration. With each decision -each commitment to follow a particular branch of the tree -the design process diverges. One can undo decisions to follow other branches or maintain a small diverse set of candidate concept scattered about the search tree. The abandonment of all decisions would return one to the top of the tree as if to fulfill the proverbial "back to the drawing board" struggle.
Computationally, no single decision is made in the current research; rather we have taken advantage of the large computational memory stores to follow every path in the search tree to simply enumerate all possible candidates. This rote approach, known as Breadth First Search is complete but unmanageable for the final tree in which components are instantiated. Fortunately, this search tree is the first opportunity for us to numerically evaluate the quality of each decision, since real components are being compared and such components have data available about their cost, weight, performance, etc. The lack of evaluation limits the computer's ability to decide between which option at each stage of the tree is better. Eperienced designers can make judgments about which paths to follow in these early stages based on intuition or previous experiences. It is unclear how a computational process can mimic this yet. Essentially, storing what changes can be made is one knowledge-base, but comparing and deciding between various options may require another knowledge-base. Previous work has been accomplished by this research group to capture some of this decision-making knowledge. This is shown for the function structure to CFG rules in [25] .
Furthermore, the early search trees are complicated by confluence in the rules. Confluence clearly happens and essentially reduces the search tree thus making it easy to manage, but it is not clear by examining the rules a priori how much confluence exists or how to manage it. The tree search algorithms used in this paper include a check for common configurations at each level of the tree in order to reduce the memory burden; however, this check is time consuming and account for the 80% of the nearly 5 day span of time required to reach the 1536 candidates at the bottom of the fourth search tree.
The results of this study provide some interesting insight when compared to the human activities in accomplishing the design process. First, the stages of the design process can help to reduce the search space by committing to a best candidate at each level and using that as the seed for the next. These key decision points provide a moment of evaluation and limit the number of solutions needed to be searched in the future. Second, human designers are capable of comparing only a small number of concepts. The current implementation contains many heuristics as stored in the 213 grammar rules, but it is likely that humans collectively know many more, and each likely contains many caveats, exceptions, and useful minutiae. And yet, if all the heuristics about this electromechanical design domain were captured, the number of alternatives at each stage would be even larger. Perhaps then human and computer can help each other, since the computer can store many alternatives it can help keep the designer(s) T. Kurtoglu, A. Swantner, M.I. Campbell   Fig. 10 . An illustration of the cascading search trees on track; and since the human may know of countless more heuristics (and is loath or incapable of articulating them) they can direct the computer to new and unforeseen options. Third, the design process is vague. Approaches to systemize it like design tools such as creating a black-box or a function structure clarify the design process and make it more scientific. Our work has attempted to transition these design tools into an even more rigorous language. The results are promising as the computer is capable of creating a configuration of real components -a coffee grinder in this paper -into a real set of connected components. With more rules and a thorough evaluation of concepts, it now seems possible that the conceptual design process can be solved wholly computationally.
