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スキップといった現象が生じる [8], [9], [10]．そのようにして得られた故障の結果を解析
することにより，機器の秘密鍵を取得する．これまでに，RSA や ECC (Elliptic Curve




る．メモリのビット反転を利用した攻撃では，Java Cardや汎用 PC上で動作する Java
Virtual Machine で，故障によりバイトコード検証器を無効化することやリターンアドレ























ため，BOF 攻撃の標的となる可能性は高い．本提案攻撃の有効性は，(i) 8ビット AVR
マイコン，(ii) 32ビット ARM マイコンの二種類のマイコンを使用した実験を通して実
証する．




ンを用いて実験を行い，提案攻撃の有効性を実証する．(ii) の 32ビット ARM マイコン
は (i) の AVR マイコンと比べると，動作周波数も高く，アーキテクチャも複雑になって
いる．ARM マイコンはアーキテクチャの種類も非常に多く，ローエンドな機器からハイ
エンドな機器まで，様々な用途で使用されている．その中でも特に，8 / 16 ビットマイコ















行うとともに，提案攻撃の概念を示す．次に，AVR マイコンと ARM マイコンを対象と
し，攻撃の適用方法を述べる．
第 4章では，実験を通して提案攻撃の有効性を実証するとともに，対策方法について述
























 サービス妨害 (Denial of Service: DoS)
 情報の改ざん
 機密情報の取得
第 2章 組込みソフトウェアへの攻撃に関する基礎的考察 8
表 2.1 種類別脆弱性割合 (全体) (文献 [21]の図 6より)
脆弱性 CWE 番号 割合 [%]
Buer Errors 119 14
XSS (Cross site scripting) 79 13
Access Control 264 11
SQL Injection 89 10
Input Validation 20 10
表 2.2 種類別脆弱性割合 (最高危険度) (文献 [21]の図 8より)
脆弱性 CWE 番号 割合 [%]
Buer Errors 119 35
Not enough info - 21
Access Control 264 8
Input Validation 20 6




いて述べる．脆弱性の識別には，共通脆弱性タイプ一覧 CWE (Common Weakness
Enumeration)[24]が，脆弱性の危険度評価基準としては，共通脆弱性評価システム CVSS




and Exposures) や NIST (National Institute of Standards and Technology) の NVD
(National Vulnerability Database)[26]，国内では，JVN (Japan Vulnerability Notes)
iPedia[27]が脆弱性情報データベースとしてよく知られている．
文献 [21]において報告された，1988年～2012年の 25年間に CVE, NVD へ登録され
た脆弱性の統計情報をまとめたものから上位 5種類の脆弱性を抜粋したものを表 2.1, 2.2
に示す．それぞれ，CWE 番号と割合を併記した．表 2.1は全体における割合を示し，表
2.2は最高危険度における割合を示す．なお，表 2.2において 2番目に多い Not enough
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infoは報告された際の情報が不十分で分類不能であった脆弱性をまとめたものである．表

















Access Control 脆弱性の次に報告件数が多い SQL Injection 脆弱性は，リレーショナ
ル データベースを扱うための言語である SQL に依存した脆弱性である．特に，ソフト




SQL Injection 脆弱性に次いで多い Input Validation 脆弱性は入力データの確認が適
切に行われていない場合に存在する．例えば，入力可能な数値範囲を超えた不正な入力や
悪意のあるスクリプトの入力，C 言語におけるデフォルト値の設定がされていない case
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脆弱性である．
ローエンドなマイコン上に実装した組込みソフトウェアを想定すると，Webアプリケー
ションを想定する XSSや SQL Injectionの脆弱性が存在する可能性は低いと考えられる．
一方，アプリケーションに依存せず存在する Buer Errors や Access Control, Invalid
Validationの脆弱性は，多くの組込みソフトウェアにおいて発生する可能性が高い．その
中でも Buer Errors脆弱性は，入出力を必須とする IoT アプリケーションにおいても高
頻度で存在する可能性があることや，報告件数も多く，攻撃による影響度が大きいことか
ら，特に関心度が高い脆弱性であると言える．そこで，本論文では，ソフトウェアへの論
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図 2.2 図 2.1のプログラムにおけるスタック領域の変化
BOF には，スタックメモリ上で発生するスタック BOF と，ヒープメモリ上で発生す
るヒープ BOF の 2種類が存在する．スタックメモリは関数呼び出しと密接に関連してお
り，リターンアドレス等のサブルーチンの情報が格納される．そのため，BOF 攻撃では，
ヒープ BOF よりもスタック BOF の方が，より攻撃に用いられやすく，報告件数も多い
[29]．そこで，ここでは，スタック BOF の原理を，図 2.1に示すプログラムと，図 2.2に
示すスタック領域の変化の流れ図を用いて説明する．図 2.2 [I]は，図 2.1のプログラムに
おいてスタートアップルーチンによる初期化処理が終了し，main関数が呼ばれた時のス













とスタックポインタがスタックに保存される (図 2.2 [II])．その後，2行目で宣言されてい
る bufという変数のために 20バイトの保存用領域がスタックに確保される (図 2.2 [III])．
このように，malloc()，calloc()，realloc() といった動的メモリ確保関数を使わず
に静的に宣言された変数は，自動的にスタック上にその保存用領域が確保される．次の
処理 (3行目)では，strcpy()を使用して，引数である argを，先ほど宣言した bufへ
とコピーする．設計者の意図通りであれば，図 2.2 [IV]-(1)のように，引数として与えら
れたユーザの標準入力 argv[1] はいくらか余裕を残して buf へコピーされる．しかし，
strcpy()はコピー元とコピー先のサイズを考慮していないため，bufのサイズを超えて
データを与えることが可能である．こうしてメモリの不正な上書き，すなわち BOF が発







いる [30]．典型的な対策を表 2.3に示す．メモリ空間のランダム化 [31]では，プログラム
の実行の度にスタックやヒープ等の配置アドレスをランダム化する．これにより，攻撃者
は，不正に呼び出そうとする関数のアドレスを推測することが困難となる．スタック保護










組込み機器では AVR や ARM マイコンが広く使用されている．そのようなマイコン
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表 2.4 故障注入手法の分類
分解能
注入手法 空間 時間 コスト
(1) 電源電圧の変化 低い 中 安価
(2) クロック周波数の変化 低い 高い 安価
(3) 温度の変化 低い 低い 安価
(4) 電磁波の照射 低い 中 安価
(5) 白色光の照射 低い 低い 安価
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図 2.3 クロックグリッチの生成原理





命令のフェッチがスキップされ，命令が NOP (No operation) に変化したような動作を













TMR (Triple Modular Redundancy, 三重冗長化) などの要素の冗長化や，演算処理を複
数回実行するなどの時間の冗長化が挙げられる．また，そうして冗長化したシステムが同































ウェアへの攻撃としても関心が高い BOF 攻撃に着目した．BOF 攻撃の危険性について
述べ，攻撃原理と対策手法について述べた．次に，ハードウェアへの物理攻撃の分類を行
い，特に，ソフトウェアへの攻撃として有効であると考えられる故障注入攻撃に着目し













































本節では，8 ビット AVR マイコンに対して提案攻撃を適用する方法について述べる．
ここでは，一般的な 8ビット AVR マイコンの例として，サイドチャネル攻撃標準評価用
ボード SASEBO (Side-channel Attack Standard Evaluation BOard)-W[48] で用いら








する BOF 攻撃の脅威は小さくないと言える．また，1サイクルに Fetchと Executeを行
う単純な実装となっている 2段のパイプライン構造を有している．
レジスタセットは，32個の 8ビット汎用レジスタ (R0 - R31) の他，プログラムカウン
タ (Program counter: PC)， スタックポインタ (Stack pointer: SP)，ステータスレジ
スタからなる．汎用レジスタの内，R18 - R25 は関数呼び出しの際の引数や戻り値とし
て使用される．引数や戻り値は R25から R18へと順に格納され，足りない分はスタック
に格納される．サブルーチンの呼び出しは，CALL命令を用いて実行される．この時，リ





また，レジスタ R26 - R31 には特殊な機能が与えられている．R27:R26, R29:R28,
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1 strncpy:
2 MOVW R30, R22 ; ・Zレジスタに引数 1をセット
3 MOVW R26, R24 ; ・Xレジスタに引数 2をセット
4 LOOP: ; メモリのデータコピーを行うループ
5 SUBI R20, 0x01 ; ・ループカウンタの
6 SBCI R21, 0x00 ; 減算，および
7 BRCS RET ; チェック（0か？）
8 LD R0, Z+ ; ・データをロード
9 ST X+, R0 ; ・データをストア
10 AND R0, R0 ; ・NULL文字（0x00）の
11 BRNE LOOP ; チェック
12 RJMP ZERO
13 LOOP_Z: ; 以下，余ったバッファの 0埋め処理
14 ST X+, R1
15 ZERO:
16 SUBI R20, 0x01





































同じタイミングで故障を入れる必要がある．図 3.1のループ処理 (4-12行目) が終了せず











ARM Cortex-M0+ はフォン・ノイマンアーキテクチャを採用した 32 ビット RISC
アーキテクチャであり，2段パイプラインを採用して分岐予測の際の無駄を減らすなど，
エネルギー効率を最重視したモデルとなっている [50]．命令セットは Cortex-M0, M1と
同じく，Thumb命令および一部の Thumb-2命令を含む 56個の命令が使用可能である．
命令は，図 3.2 に示すように，Fetch と Execute という 2 段パイプライン上で実行され
る．実行される命令の多くは 16 ビットで構成される一方，バス幅は 32 ビットであるた
め，Fetchステージでは，二つの命令を同時に取得し，メモリアクセスによって生じる消
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費電力を抑えている．
レジスタセットは，13個の汎用レジスタ (R0 - R12)の他，サブルーチンや例外からの
復帰情報を格納するリンクレジスタ (Link register: LR (R14))，SP (R13)，PC (R15)，
プログラムステータスレジスタとなっている．関数呼び出しで引数を渡す場合は，第 1引
数から第 4引数までが，それぞれ R0から R3 までの各レジスタに格納される．また，戻
り値は R0, R1 に格納される．これらのレジスタで不足が生じた場合には，スタックを
用いて値の受け渡しを行う．関数呼び出しは BL (Branch with Link) 命令が使用される．
BL は分岐と同時にリターンアドレスを LR へと格納する．LR は呼び出した関数の中で，
PUSH命令を用いてスタックへの退避が必要となる．また，そうして退避したリターンア
ドレスは関数呼び出しの終了時に POP 命令を用いて PC へと書き戻される．
3.4.2 Cortex-M0+ マイコンへの適用
ARM マイコンに関しても，AVR マイコンと同様にスキップするべき命令を決定する．





1. ループカウンタは 32ビットの 1レジスタ (R2)により構成される
2. 任意レジスタを用いた相対アドレス指定が可能 (7, 9, 20行目)
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1 strncpy:
2 PUSH {R4, LR}
3 ADDS R3, R0, #0
4 1: // メモリのデータコピーを行うループ
5 CMP R2, #0 // ・ループカウンタの
6 BEQ 2f // チェック（0か？）
7 LDRB R4, [R1, #0] // ・データをロード
8 SUBS R2, #1 // ・ループカウンタ--
9 STRB R4, [R3, #0] // ・データをストア
10 ADDS R1, #1 // ・ロードアドレス ++
11 ADDS R3, #1 // ・ストアアドレス ++
12 CMP R4, #0 // ・NULL文字(0x00)の
13 BNE 1b // チェック
14 2: // 以下，余ったバッファの 0埋め処理
15 ADDS R2, R3, R2
16 3:
17 CMP R3, R2
18 BEQ 4f
19 MOVS R1, #0
20 STRB R1, [R3, #0]
21 ADDS R3, #1
22 B 3b
23 4:















本章では，AVR マイコンと ARM マイコンの 2種類のマイコンを使用した実験を通し









実験条件および実験環境をそれぞれ表 4.1と図 4.1に示す．実験には，図 4.1に示すサイ
ドチャネル攻撃標準評価用ボード SASEBO (Side Channel Attack Standard Evaluation
BOard) -W[48] を使用した．このボードで使用されるスマートカード上に 8 ビットマ
イコン AVR ATmega163 が搭載されており，同マイコン上でプログラムが動作する．
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表 4.1 実験条件 (AVR)
マイクロコントローラ AVR ATmega163





グリッチ幅 (Tw) 28.2 ns
(a) ブロック図
(b) 全景
図 4.1 実験環境 (AVR)














図 4.2 プログラムフロー (AVR)
実験で使用したプログラムのフローを図 4.2 に示す．図中の実線の矢印は操作の呼出
しであり，点線の矢印がその応答である．応答が無いものは非同期通信である．まず，
PC から 32 バイトのユーザ入力を受け取り，32 バイトのグローバル配列変数 buf へ
と格納する．その後，PC からの制御信号により，グリッチ位置やグリッチ幅 (Tw) と
いったグリッチパラメータを設定する．続いて，図 4.3 に示す vulnerable test() を
呼び出す．スマートカードでは，vulnerable test()の呼び出しと同時に，トリガ信号
(glitcher trigger)を SASEBO-Wへと送信する．このトリガ信号を受け取ったタイミン
グを position=0 [cycle] とし，先ほど設定したグリッチ位置に到達したサイクル数にグ
リッチを入れる．図 4.3の vulnerable test()では，20バイトの配列変数 msgが宣言
されており，strncpy() を用いて最大で 19 バイト分だけ buf から msg へとコピーす





は，stack dump() でメモリ内容の保存先の一部となっているアドレス 0x120 へ \Hello
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1 void vulnerable_test(void) {
2 uint8_t msg[20] = {0};
3
4 strncpy(msg, buf, sizeof(msg) - 1);
5
6 stack_dump(&msg[0], 0x00e0, 32, 64);
7 }
図 4.3 vulnerable test()の Cコード (AVR)
1 void hello_world(void){
2 memcpy((uint8_t *)0x120, "hello world!", 12);
3 }
図 4.4 不正に呼び出す関数
1 00e0 22 a0 05 10 06 98 04 06 08 04 01 00 1c 23 16 19 " #
2 00f0 01 b6 01 04 21 04 e0 00 20 00 40 00 20 04 03 73 ! @ s
3 0100 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 AAAAAAAAAAAAAAAA
4 0110 41 41 41 00 38 04 03 82 3c 04 05 f6 00 bf 00 53 AAA 8 < S











記から，アドレス 0x0100から 0x0112に，入力データの 19バイト分がコピーされている
ことが分かる．このように，strncpy() では引数で設定した入力サイズまでしか読み込
まないため，適切に引数の入力サイズを設定している限りは BOFが発生しない．また，
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1 00e0 22 a0 05 10 06 99 04 06 28 84 01 00 9c 03 56 19 " ( V
2 00f0 01 b6 01 04 21 04 e0 00 20 00 40 00 20 04 03 73 ! @ s
3 0100 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 AAAAAAAAAAAAAAAA
4 0110 41 41 41 41 38 04 04 12 3c 04 05 96 00 bf 00 53 AAAA8 < S





故障注入を行わなかった場合の図 4.5 とは異なり，0x0100 から 0x0117 まで読み込まれ
ていることが確認できる．このように，strncpy()では 19バイトまでしか読み込まない
ように制限しているにも関わらず，送信した 24バイト全て読み込まれ，リターンアドレ
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表 4.2 実験条件 (ARM)
マイクロコントローラ STM32L053C8





グリッチ幅 (Tw) 11.7～28.5 ns (0.2ns間隔)
(a) ブロック図
(b) 全景
図 4.8 実験環境 (ARM)




操作命令 (STRB, LDRB)，分岐命令 (B)の 5命令とする．単一命令 5通りに，5命令の
重複順列 25通りを加えた，計 30通りのパターン（以下，命令グループと呼ぶ）について，












































となる．連続する 2命令のフェッチのされ方は，図 3.2の Instruction1,
Instruction2 のように同時にフェッチされるパターンと Instruction2, Instruction3 のよ
うに個別にフェッチされるパターンの 2通りがある．fADDS, STRBgの場合，図 4.10の
ように表すことができる．四角で囲まれた Fと Eはそれぞれ，Fetch, Executeステージ
を示す．なお，命令グループの前に位置する命令のサイクル数によっては Executeステー
ジの長さが変わるため，図 4.10以外のパターンも存在する．今回の実験では，命令グルー
プの前に位置する命令は NOP であるため，Execute ステージは必ず 1 クロックサイク
ルで終了することから，図 4.10の 2種類のみを考慮する．図 4.9の結果は，position=33
からフェッチが始まったと仮定すると，図 4.10 (b)の 2命令が個別にフェッチされるパ
ターンと適合する．故障が注入されたタイミングは，それぞれ次のように推測できる．
I: ADDS (Fetch) (Tw < 26[ns])
II: ADDS (待機) (Tw < 27[ns])
III: ADDS (Execute), STRB (Fetch) (Tw  16[ns])

















31    32    33    34    35    36    37    38    39
図 4.9 fADDS, STRBgへの故障感度解析





図 4.10 連続した fADDS, STRBgのフェッチパターン



















































































































































































































STRB (Fetch) (Tw < 12[ns])
IV: STRB (Execute) (Tw < 12[ns])


















攻撃にあたっては，3.4.2節の方針に基づき，図 3.3における (1) ループカウンタの確
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表 4.4 strncpy()への攻撃可能性
攻撃対象 命令グループ 攻撃に要する命令スキップ 実現可能性
(1) [I] fCMP, BEQg 1, 2, 1; 2 
[II] fBEQ, LDRBg 1 4
(2) [III] fLDRB, SUBSg 2, 1; 2 4












PC SASEBO-W Dev. board









は図 4.11のようになる．まず，ARM マイコンでは，PCから送られた 32バイトのユー
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1 void vulnerable_test(void){
2 uint8_t msg[10] = {0};
3
4 strncpy(msg, buf, sizeof(msg) - 1);
5 write_byte((uint8_t *)&msg[0], 32);
6 }
図 4.12 vulnerable test()の Cコード (ARM)
1 11 01 02 03 // msg[10]
2 04 05 06 07 // msg[10]
3 08 00 00 20 // msg[10]
4 00 04 01 40
5 27 05 00 08 // return address
6 00 00 00 00
7 00 04 00 50
8 20 00 00 00
図 4.13 スタックメモリ（故障なし）
ザ入力を 32バイトのグローバル配列変数 buf へと格納し，故障注入タイミングの同期を
取るために，無限ループ状態で待機する．次に，クロックグリッチ生成器のグリッチパラ
メータの設定を行うとともに，故障の注入準備を行う．SASEBO-W上の FPGAから送
信されたトリガ信号 (pattern trigger)により，無限ループ状態で待機していた ARM マ
イコンでは例外処理が発生し，同期信号 (glicher trigger)を FPGAへと送信すると共に，
図 4.12に示す vulnerable test()を呼び出してデータ処理を行う．図 4.12では，10バ





まず，故障を注入せずに 0x110102:::1e1f という連番 32 バイトのデータを送信した
時のメモリダンプを図 4.13に示す．連番の先頭が 0x00ではない理由は，strncpy()は
NULL 文字 (0x00) が現れた時点でデータのコピーを終了するためである．strncpy()
の仕様から，送信したデータのうち，0x11から 0x08までの 9 バイトだけがストアされ
ていることが分かる．また，実験で使用したプログラムのダンプから，5行目の"27 05 00
08"がリターンアドレスであることが分かる．本実験では，このリターンアドレスを不正
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1 00 00 00 00 // msg[10]
2 00 00 00 00 // msg[10]
3 00 09 0a 0b // msg[10]
4 0c 0d 0e 0f
5 55 02 00 08 // modified return address
6 00 00 00 00
7 00 04 00 50
8 20 00 00 00
図 4.14 スタックメモリ（多重故障）
に書き換えることにより，任意の関数を呼び出す．ここでは，例として，ボード上の LED
を点滅させる blink LED() という関数 (アドレスは \08000255") に書き換えることで，
この関数を不正に呼び出す．アドレスはリトルエンディアンで格納されていることに注意




多重故障注入を併用し，攻撃コードとして，任意の 16 バイトの部分に 0x110102:::0f
という連番を入れたものを送った時のメモリダンプを図 4.14に示す．図 4.13と比べて，
配列変数 msg の最初の 9 バイトが 0x00 に変わり，0x09～0x02 までの 9 バイトが余計
に読み込まれていることが確認できる．また，プログラムダンプによる確認と並行して，
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4.4 提案攻撃への対策
本節では，AVR マイコンと ARM マイコンのそれぞれのマイコンに対して，提案攻撃
への対策を実装する．まず，提案攻撃がスキップ対象とする各命令に対して，命令スキッ



























































プカウンタの値 (R21:R20) にストアアドレス (X レジスタ, R27:R26) を足し合わせる．
この値をループカウンタの最終値とし（これ以降，単に最終値と呼ぶ），以後，R21:R20
の代わりに，Xレジスタをループカウンタとして扱う．元の strncpy()では，事後増加
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1 my_strncpy:
2 MOVW R30, R22 ; ・Zレジスタに引数 1をセット
3 MOVW R26, R24 ; ・Xレジスタに引数 2をセット
4 ADD R20, R26 ; ・R21:R20 += R27:R26
5 ADC R21, R27 ; (カウンタの最終値)
6 RJMP CMP ; ・カウンタサイズのチェックへ
7 LOOP: ; メモリのデータコピーを行うループ
8 LD R0, Z+ ; ・データをロード
9 ST X, R0 ; ・データをストア
10 ADIW R26, 0x01 ; ・ループカウンタの加算
11 AND R0, R0 ; ・NULL文字（0x00）の
12 BREQ Z_CMP ; チェック
13 CMP:
14 CP R26, R20 ; ・ループカウンタの
15 CPC R27, R21 ; チェック
16 BRLO LOOP ; ・R27:R26 < R21:R20 でループ
17 RET
18 LOOP_Z: ; 以下，余ったバッファの 0埋め処理
19 ST X, R1
20 ADIW R26, 0x01
21 Z_CMP:
22 CP R26, R20
23 CPC R27, R21
24 BRLO LOOP_Z
25 RET
図 4.15 対策済み strncpy() (AVR)
付きのストア命令を用いていたが，my strncpy()では，STと ADIW (9, 10行目)のよう
にそれぞれ分割して実行している．これは，自動でアドレスをインクリメントするストア
命令を用いた場合，データコピーを行うループ処理の中に，キャリーフラグを変更する命
令が 14, 15行目の CP, CPC命令しか無いため，この二つの比較命令を連続でスキップし
続けることにより 16行目の BRLOでは常に分岐させることが可能であるためである．10
行目の ADIWはループカウンタ（ストアドレス）の更新であるため，この命令をスキップ
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1 my_strncpy:
2 PUSH {R4, LR}
3 MOVS R3, #0 // ・ループカウンタのクリア
4 CMP R3, R2 // ・ループカウンタの
5 BGE 3f // チェック（R3 >= R2 ?）
6 1: // メモリのデータコピーを行うループ
7 LDRB R4, [R1, R3] // ・データをロード
8 STRB R4, [R0, R3] // ・データをストア
9 ADDS R3, #1 // ・ループカウンタ ++
10 CMP R4, #0 // ・NULL文字(0x00)の
11 BEQ 2f // チェック
12 CMP R3, R2 // ・ループカウンタの
13 BLT 1b // チェック（R3 < R2 ?）
14 2: // 以下，余ったバッファの 0埋め処理
15 CMP R3, R2
16 BGE 3f
17 MOVS R1, #0
18 STRB R1, [R0, R3]
19 ADDS R3, #1
20 B 2b
21 3:
22 POP {R4, PC}
図 4.16 対策済み strncpy() (ARM)
4.4.3 ARM マイコンにおける対策








BNE)から大小関係に変更した (BGE, BLT) (5, 13, 16行目)．
4.4.4 オーバーヘッド評価
strncpy() と my strncpy() のプログラムサイズ，およびクロックサイクル数を，8
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表 4.5 対策によるオーバーヘッド
PPPPPPPPPP
プログラムサイズ [byte] クロックサイクル数 [cycle]
AVR strncpy() 30 10 + 10n (m = 0)
20 + 10n+ 6m (m  1)
my strncpy() 40 13 + 11n (m = 0)
25 + 11n+ 7m (m  1)
ARM strncpy() 38 19 + 13n (m = 0)
26 + 13n+ 9m (m  1)
my strncpy() 36 14 (n = 0)
25 + 11n+ 9m (n  1)
※ n: 非 NULL文字の数, m: NULL 文字の数
ビット AVR マイコンと Cortex-M0+ ベースの ARM マイコンそれぞれに関して表 4.5
に示す．クロックサイクル数の列における nはコピーする文字列中の先頭バイトからの非
NULL文字の数であり，mは nに続く NULL文字の数である．また，n+m = sizeと
なる．例えば，\ABCDEF(0x00)(0x00)"という 8バイトの文字列の場合，n = 6, m = 2
となる．
AVR マイコンでは，対策を施す場合，プログラムサイズは 10バイトだけ増加する．こ






ARM マイコンにおいては，対策を施した場合にはプログラムサイズが 2 バイトだけ
減少する．一方，クロックサイクル数は，m  1の場合には nに比例して減少する．ま
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4.5 結び
本章では，第 3 章で提案した故障注入を併用したバッファオーバーフロー攻撃の有
効性を実証し，同攻撃への対策手法を示した．まず，8 ビット AVR マイコンである
ATmega163 を用いた実験を通して，提案攻撃の実現可能性を実証した．さらに，Cortex-











































に実装された strncpy() のアセンブリ命令も，AVR マイコン向けのものと同様の構造
となっており，スキップの対象となる命令の種類は変わらないことを述べた．
第 4 章では，第 3 章で提案した故障注入を併用したバッファオーバーフロー攻撃の有
効性を実証し，同攻撃への対策手法を示した．まず，スマートカードへのサイドチャネル
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