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Povzetek
Naslov: Razvoj IoT prehoda za potrebe pametnih tovarn
Dandanes se mnoga podjetja v industriji srecujejo s potrebo po digitalni
transformaciji. Hiter razvoj na podrocju interneta stvari prinasa stevilne
tehnologije, ki pripomorejo k zajemu podatkov o dogajanju v proizvodnji in
prenos teh v zaledne sisteme, kjer jih lahko povezemo s podatki o poslova-
nju. Problem povezljivosti naprav se resuje z uporabo IoT prehodov. Sprva
so IoT prehodi sluzili predvsem za povezovanje naprav danes pa se povecujejo
zahteve po dodatni funkcionalnosti, ki naj bi podpirala namescanje poljubne
programske opreme na prehode in s tem omogocala transformacijo navadnega
prehoda v prehod z dodano lokalno inteligenco. Razdelali smo arhitekturo
taksnega IoT prehoda ter denirali osnovne funkcionalnosti. Na podlagi raz-
delane arhitekture smo razvili programsko opremo za transformacijo naprav
v IoT prehod, oblacno aplikacijo za potrebe registracije in povezave IoT pre-
hodov in omogocili uporabniku uporabo oblacne platforme za potrebe analize
in izvoza podatkov.
Kljucne besede
IoT prehod, arhitektura, senzorji, industrijske naprave, internet stvari, pove-
zljivost

Abstract
Title: Development of IoT gateway for Smart Factories
Internet of things had a rapid development over past few years. We can
use dierent technologies for connecting devices and use them for data gath-
ering. This data is usually sent to the cloud systems for analysis and storage.
Dierent devices use dierent communication protocols therefore device in-
teroperability was always a problem in internet of things. This problem
was usually solved with the use of IoT gateways that acted like a bridge
for connecting dierent devices to cloud systems. Today these gateways are
required to perform additional tasks and are becoming smarter. We have
designed a software architecture for a smart IoT gateway and dened basic
functionalities. According to our design we have implemented a prototype
of a IoT gateway, cloud application for connecting IoT gateways and overall
system overview. Besides that we have enabled users to use full power of
cloud platform for data analysis, storage and export.
Keywords
IoT gateway, architecture, sensors, industrial devices, internet of things, con-
nectivity

Poglavje 1
Uvod
Dandanes se mnoga podjetja v industriji srecujejo s potrebo po digitalni
transformaciji. Hiter razvoj na podrocju interneta stvari (v nadaljevanju
IoT) prinasa stevilne tehnologije, ki pripomorejo k zajemu podatkov o doga-
janju v proizvodnji in prenos teh v zaledne sisteme, kjer jih lahko povezemo s
podatki o poslovanju. Tako pridobljena podatkovna mnozica je informacijsko
bogatejsa in omogoca boljse odlocanje na vseh ravneh poslovanja. Vendar
v praksi pri tem naletimo na stevilne izzive. Eden izmed teh je povezan
s pomanjkanjem standardov na podrocju IoT komunikacije in na splosno
povezljivosti[2, 3]. Na podrocju interneta stvari se problem povezljivosti
razlicnih naprav resuje z uporabo IoT prehodov (angl. IoT gateways)[4].
V zacetnih fazah so IoT prehodi sluzili predvsem za povezovanje naprav
in posiljanje podatkov v oblacne sisteme. Danes pa se povecujejo zahteve po
dodatni funkcionalnosti, ki naj bi podpirala namescanje poljubne programske
opreme na prehode in s tem omogocala transformacijo navadnega prehoda
v prehod z dodano lokalno inteligenco[3]. Cilj magistrskega dela je izdelati
nacrt arhitekture taksnega IoT prehoda ter izdelati prototip z uporabo mi-
kro racunalnika Raspberry Pi 3, ogrodij za podporo IoT naprav[5] in lastno
programsko opremo za podporo dodatnim funkcionalnostim.
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Poglavje 2
Pregled podrocja
Preden se lahko osredotocimo na razvoj IoT prehoda za potrebe pametnih
tovarn, moramo razumeti, zakaj taksne prehode potrebujemo in kaksne so
potrebe industrije. Pojem pametnega prehoda se uporablja predvsem v inter-
netu stvari (angl. Internet of Things, IoT) in industrijskem internetu stvari
(angl. Industrial Internet of Things, IIoT). V zadnjih letih se je veliko govo-
rilo o cetrti industrijski revoluciji, nato pa je vse malo potihnilo. Dandanes
se zopet govori o cetrti industrijski revoluciji (angl. Industry 4.0) vendar
se bolj nanasa na podrocje proizvodnje (angl. manufacturing) in digitalne
transformacije razlicnih aspektov poslovanja in delovanja v tovarnah. Cetrta
industrijska revolucija spodbuja vodstvo k testiranju in prevzemu novih mo-
dernih tehnologij, ki omogocajo delavcem lazji in boljsi vpogled v delovanje
proizvodnje. Razni taksni produkti so pametna ocala, s katerimi lahko upra-
vitelj vidi operativne parametre posameznega stroja, stanje proizvodnje li-
nije. Poleg tega se pojavljajo produkti, ki omogocajo prediktivno vzdrzevanje
(angl. predictive maintanance), kar omogoca visoko stopnjo neprekinjenega
delovanja proizvodnih linij in zmanjsevanje stroskov obratovanja. S pomocjo
prediktivnega vzdrzevanja sistem predvidi, kdaj bi se lahko stroj pokvaril.
Zamenjava problematicnega dela se tako lahko opravi prej kot se proizvodnja
lahko ustavi (npr. preko vikenda). Tako lahko preprecimo nenacrtovane iz-
pade proizvodnje in zmanjsamo stroske obratovanja. Poleg tega lahko dan-
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danes tovarne prilagajajo proizvodnje linije in omogocajo narocnikom spre-
minjanje produkta tudi med proizvodnjo. Eden izmed taksnih primerov je
Harley Davidson in BMW [6, 7, 8, 9].
Vsi zgoraj opisani primeri imajo skupno eno stvar. To je internet stvari
oz. v tem specicnem primeru industrijski internet stvari.
2.1 Internet stvari
Internet stvari predstavlja pojem, ki povezuje v omrezje naprave oziroma
tako imenovane stvari. Te stvari so lahko majhni senzorji, aktuatorji, mo-
bilne naprave, medicinski pripomocki, industrijske naprave, itd. Pravzaprav
katerakoli naprava, ki ima zmoznost zaznavanja okolja in posiljanja podatkov
v internet predstavlja stvar v internetu stvari.
Kot vidimo IoT zajema sirok pojem. Mi ga deniramo kot sistem po-
vezanih naprav z enolicnim identikatorjem, ki imajo moznost zajemanja
podatkov iz okolja in posiljanja zajetih podatkov preko omrezja [10].
Veliko poenostavljenih primerov se nanasa na pametne domove. Pred-
postavimo, da imamo v vsakem prostoru temperaturni senzor in pametne
termostate na grelnih elementih. Ce vse te podatke povezemo v sistem in
dodamo informacije o napovedanem in dejanskem vremenu lahko s pomocjo
prediktivne analize avtomatsko sestavimo plan gretja, ki bo najcenejsi. Na
nivoju domace uporabe lahko taksna resitev privarcuje nekaj sto evrov. Ce
preslikamo taksno resitev v industrijske procese pa, se toliko vec. Zaradi tega
se poleg interneta stvari uporablja tudi pojem industrijski internet stvari.
2.1.1 Industrijski internet stvari
Industrijski internet stvari izhaja iz interneta stvari in predstavlja podmnozico
v internetu stvari. Pri industrijskem internetu stvari je fokus predvsem na
proizvodnem in energetskem sektorju. Poleg senzorjev povezujemo v ekosis-
tem IIoT razne industrijske naprave za nadzor proizvodnih linij, za pregled
delovanja proizvodnih naprav, ipd. S pomocjo zajetih podatkov je mozno
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zgraditi sisteme, ki omogocajo na podlagi zajete podatkovne mnozice in-
formirano odlocanje. To vodi v prediktivno vzdrzevanje naprav, narocanje
rezervnih delov za naprave preden so potrebni, izboljsanje ucinkovitosti pro-
izvodnih linij itd. Primer vzdrzevanja je eden izmed glavnih razlogov za
uporabo IIoT-ja v proizvodnji. V primeru zaustavitve proizvodnje linije so
lahko stroski enormni. Vsaka izgubljena minuta steje. Toliko vecje so iz-
gube, ce mora serviser narociti rezervni del, ki potrebuje nekaj dni da prispe
na lokacijo. S pomocjo prediktivnih analiz in analiz zajetih podatkov lahko
taksne stvari preprecimo in s tem zmanjsamo stroske proizvodnje. Zaradi
tega se investicija v IIoT lahko hitro povrne [9].
IIoT pravzaprav ni tako nova tehnologija, vendar ni bila delezna veliko
pozornosti. Prvic se izraz pojavi leta 1968 z izumom programabilnih logicnih
krmilnikov (angl. programmable logic controller, PLC) v podjetju General
Motors. Z izumom interneta so zaceli razmisljati, kako povezovati taksne
naprave v ekosistem. Leta 1999 z izumom cipov z radiofrekvencno identi-
kacijo (angl. radio frequency identication, RFID) se je zacelo govoriti o
internetu stvari. RFID tehnologija je bila prvi pomemben korak za identi-
kacijo naprav. V industriji so se zacele pojavljati bar kode, kode QR (angl.
QR code), digitalni vodni zigi (angl. digital water marking). S pojavom
racunalnistva v oblaku (angl. cloud computing) se je zacel pojavljati pojem
IIoT. Podjetja so zacela zbirati podatke ter jih shranjevati v oblacne sisteme
za potrebe obdelave in analize. Temu je sledil razvoj protokola OPC (angl.
open platform communications) v letu 2006 [11]. Ta protokol omogoca varno
in oddaljeno komunikacijo med raznimi napravami v industriji. Razviti so
bili tudi sistemi SCADA (angl. supervisory control and data acquisition) za
nadzor proizvodnje.
Razvoj se seveda ni ustavil s protokolom OPC. Danes se usmerja razvoj v
digitalne dvojcke (angl. digital twin). Digitalni dvojcek predstavlja digitalno
obliko zicne naprave. Ideja je, da bi v digitalnem svetu sestavili celotno
proizvodnjo linijo. Ce znamo narediti digitalno kopijo naprave in celotne
proizvodnje, lahko programsko zaznavamo napake, optimiziramo proizvodnje
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linije in se marsikaj.
Tukaj se pojavi glavni problem v svetu interneta stvari, to je povezljivost
naprav. Tudi v primeru digitalnih dvojckov se vedno potrebujemo zajeti po-
datke s zicnih naprav. Ker standardna oblika komunikacije med napravami
ni standardizirana in zaradi razlicnih uporabnih scenarijev raznih naprav,
uporabljajo razlicne naprave razlicne komunikacijske protokole.
2.2 Povezljivost naprav - interoperabilnost
V svetu interneta stvari se srecujemo z razlicnimi napravami, aktuatorji, sen-
zorji, ki so namenjeni za razlicne potrebe. Nekatere stvari v internetu stvari
so prilagojene za delo v proizvodnji, druge so namenjene delovanju na sa-
mem robu (angl. edge computing), kar lahko pomeni, da imajo naprave
omejeno zalogo energije. To vodi v uporabo komunikacijskih protokolov, ki
niso energetsko potratni kot na primer protokol Bluetooh (angl. Bluetooth
low energy, BLE), LoRa ali Zigbee. Vse to vodi v problem standardne po-
vezljivosti naprav. Tukaj vskocijo tako imenovani IoT prehodi (angl. IoT
gateways, IoT GW). Ti prehodi sluzijo kot vmesna tocka med oblakom in
napravami. Podpirajo razlicne komunikacijske protokole za komunikacijo z
napravami, zbirajo podatke iz naprav, posiljajo ukaze napravam in posiljajo
podatke v zaledne sisteme. Sprva so IoT prehodi sluzili samo za povezova-
nje naprav in oblacnih sistemov. Danes pa se povecujejo zahteve na samih
prehodih, kar vodi v pojav procesiranja na robu (angl. edge computing).
2.2.1 Edge computing
Procesiranje na robu (angl. edge computing) se je pojavilo z zahtevami po
hitrejsem odlocanju pri samih napravah. Ce vzamemo kot primer tovarno, ki
ima v vsakem prostoru temperaturne senzorje. V primeru zaznave pozara ne
zelimo teh informacij poslati v podatkovni center, jih ovrednotiti, obvestiti
uporabnika in nato poslati ukaz, kaj naj storijo druge naprave. Zelimo, da
se taksno odlocanje zgodi ze na samem prehodu. Nocemo izgubljati casa s
2.3. SCADA 7
komunikacijo z oddaljenim sistemom.
Zaradi taksnih primerov postajajo IoT prehodi vse zmogljivejsi. Poja-
vljajo se potrebe po analizi podatkov na robu, lokalnem odlocanju, shranje-
vanju dolocenih informacij in zmoznost poganjanja lastnih poslovnih aplika-
cij.
2.3 SCADA
SCADA (angl. Supervisory control and data acquisition) je sistem namenjen
nadzoru industrijskih naprav, procesov ter proizvodnje. Sistemi SCADA so
bili prvi sistemi za nadzor proizvodnje. Tipicen SCADA sistem je sestavljen
iz raznih PLC-jev (angl. programmable logic controllers) in HMI-jev (angl.
Human-machine interface). HMI-ji sluzijo za nadzor proizvodnje in za prikaz
informacij o samem sistemu. PLC-ji so programabilne enote povezane z
raznimi senzorji in aktuatorji. Skrbijo za posiljanje ukazov senzorjem oz.
napravam.
SCADA sistemi so dandanes prisotni skoraj vsepovsod. Nadzirajo vse
od vodnih crpalk, do hladilnic, proizvodnih linij itd. Vendar imajo nekaj po-
manjkljivosti. Preden se lahko poglobimo v pomanjkljivosti, moramo poznati
zgodovino proizvodnje in kako so nastali SCADA sistemi.
Leta 1950 so se zaceli pojavljati racunalniki in z njimi tudi ideje o nadzoru
proizvodnje. Leta 1960 so je zacel nadzor telemetrije naprav in posiljanje
zajetih informacij raznim napravam za nadzor. Leta 1970 se je s pojavom
mikroprocesorjev in PLC-jev pojavila moznost nadzora samih industrijskih
naprav. Tako so se prvic pojavili sistemi SCADA.
Prva oblika taksnih sistemov je bila monolitna arhitektura. Monolitni
SCADA sistemi ne uporabljajo interneta, saj takrat se ni bil prisoten. Vse
naprave komunicirajo z lastniskimi (angl. proprietary) protokoli. Naprave
so povezane s PLC-ji, PLC-ji pa s HMI-ji. Vse skupaj tvori sistem SCADA.
HMI-ji so naprave za nadzor celotne proizvodnje oziroma celotnega sistema.
Ponavadi imajo gracni vmesnik, ki prikazuje celotni obrat. Operaterji lahko
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s pomocjo HMI-jev nadzirajo celotno proizvodnjo.
Pred pojavom SCADE so razni industrijski obrati potrebovali vec ope-
raterjev za nadzor posameznih naprav. Clovek ni nezmotljiv kar seveda po-
meni, da je prihajalo do napak v proizvodnji. Napake v proizvodnji pa lahko
terjajo tudi cloveska zivljenja. Zaradi tega in zelje po znizanju stroskov so
se zacele pojavljati t.i. pametne tovarne, ki so lahko s pomocjo SCADA sis-
temov nadzorovale celotno proizvodnjo. Tako so repetitivne naloge prevzeli
roboti, ki se ne utrudijo in naredijo vsak izdelek na enak nacin. To je vodilo
tudi v lazji in boljsi nadzor kakovosti.
Poznamo vec generacij SCADA sistemov. Prva generacija teh sistemov je
bila monolitna arhitektura. Naprave so povezane s PLC-ji, te pa posiljajo in-
formacije HMI-jem, ko je to zahtevano od njih. Najpogosteje SCADA sistemi
delujejo po principu izprasevanja (angl. polling). HMI na dolocen casovni
interval zahteva podatke, PLC pa na taksno zahtevo odgovori. Taksen nacin
komunikacije je seveda problematicen, saj pri velikem stevilu naprav zmanjka
pasovne sirine povezave, kar vodi v pocasno delovanje celotnega sistema. Zato
HMI-ji zahtevajo podatke v dolocenih casovnih intervalih. Zajemanje podat-
kov v intervalih je lahko problematicno. Ce je interval prevelik, se lahko
dogodek, ki ga zelimo zaznati, zgodi med casovnima tockama zajema. Tako
lahko npr. sistem ne zazna odprtje vrat, ce preverja stanje vrat vsakih 10
sekund. Zato se je pojavila tudi druga oblika posiljanja podatkov. Imenuje
se report by exception [12].
Druga generacija se imenuje distribuirani SCADA sistemi. Razlicne pro-
cesne enote so povezane preko LAN omrezja. Zaradi dobre povezljivosti se
je povecala hitrost komunikacije in tudi zmoznosti posameznih PLCjev / po-
staj. Te so opravljali specicne naloge. Komunikacijski protokoli se vedno
niso bili standardizirani. Na varnost celotnega sistema se niso prevec osre-
dotocali, saj ti sistemi niso bili povezani v internet. Tako so predvidevali, da
so zaradi tega sistemi varni.
Tretja generacija (angl. networked) je podobna drugi generaciji vendar
lahko taksen sistem komunicira preko razlicnih LAN omrezji tudi na razlicnih
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geografskih lokacijah. Taksno omrezje imenujemo tudi PCN (angl. process
control network).
Cetrta generacija (prisotna tudi danes) pa je tako imenovana web based.
Gre za nadgradnjo arhitekture. In sicer na nacin, da je mozno dostopati do
sistema kjerkoli na svetu z uporabo spletnega brskalnika. HMI sistemi za
nadzor uporabljajo razlicne spletne tehnologije za prikaz delovanja sistema v
gracnem vmesniku.
Z vsako generacijo so se pocenili stroski implementacije v proizvodnjo.
Kot vidimo so SCADA sistemi prisotni ze kar nekaj let, vendar imajo kar
nekaj pomanjkljivosti. Glavna pomanjkljivost je varnost celotnega sistema.
Razlicne starejse PLC naprave uporabljajo lastniske protokole za komunika-
cijo. Te protokoli niso nujno varni. Poleg tega starejse verzije sistema nimajo
nobene avtentikacije uporabnikov. To pomeni, da lahko kdorkoli s zicnim
dostopom nadzira delovanje. V primeru nadgradnje sistema in s povezavo v
internet, se pojavi se toliko vecje tveganje za vdore preko razlicnih spletnih
napadov.
Poleg varnosti imajo sistemi se nekaj pomanjkljivosti. Z hitrim razvo-
jem v IT sektorju so razvijalci SCADE zaspali, kar je vodilo v tehnolosko
nekompatibilnost med SCADA sistemi in ostalimi novejse razvitimi sistemi.
SCADA sistemi so naceloma zelo kompleksni, tako pretok informacij kot nji-
hova oblika, shranjevanje in zahtevanje razlicnih podatkov. V zacetnih fazah
niso uporabljali SLQ baz, ki so se zelo dobro prijele v industriji. [13]
Komunikacija s SCADA sistemi poteka preko OPC protokola, ki tece
samo na Microsoft Windows. To zopet otezuje komunikacijo s taksnimi sis-
temi. Zato se je zacel razvijati protokol OPC UP, ki naj bi resil tezavo s
komunikacijo.
2.4 IoT prehod
IoT prehodi (angl. IoT gateway) so sprva sluzili predvsem povezovanju
razlicnih naprav IoT in posiljanju informacij v oblacne sisteme. IoT pre-
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hod je na splosno deniran kot naprava, ki povezuje senzorje, aktuatorje in
druge naprave IoT, zajema podatke ter jih posilja v oblacni sistem za nadalno
obdelavo. Danes se povecujejo zahteve na samem robu, kar vodi v podporo
dodatnim funkcionalnostim na samem IoT prehodu.
Ena izmed glavnih potreb novejsih IoT prehodov, ki postajajo vse pame-
tnejsi in jih v nekaterih virih opisujejo kot pametne IoT prehode je varnost.
V zadnjih letih smo videli kar nekaj varnostnih lukenj v IoT svetu in na-
pravah IoT. Manj naprav kot povezemo v svetovni splet manj priloznosti za
uspesen napad ima napadalec. Tako se na IoT prehodih poskrbi za varnost
naprav, varno komunikacijo med napravami in zalednimi sistemi.
Poleg tega se na IoT prehodih pojavlja zahteva po lokalnemu odlocanju,
agregaciji podatkov in lokalni analizi podatkov. Dolocene podatke lahko
obdelamo kar na IoT prehodu in poslejmo izluscene informacije zalednemu
sistemu. Poleg same obdelave pa se pojavlja tudi zahteva po lokalnemu
shranjevanju podatkov v primeru izpada povezave [6].
Za opisane potrebe naj bi IoT prehodi omogocali podporo poslovnim
aplikacijam, kar omogoca podjetjem popolen nadzor nad celotnim IoT eko-
sistemom. Pregledali smo nekatere obstojece resitve, katere smo na kratko
opisali spodaj.
2.4.1 HPE Edgeline
Podjetje HPE ponuja IoT prehod imenovan HPE Edgeline EL300 Conver-
ged Edge System. Namenjen je uporabi v industriji, cemur je primerna tudi
cena. Osnovni model se zacne pri 1000 EUR. Uporabniku nudi nadzor samega
prehoda z uporabo spletne aplikacije in protokola SSH. Poleg tega nudi pod-
poro za razlicne IoT naprave in avtomatsko povezavo naprav. Uporabljamo
ga lahko v okoljih z visoko vlaznjostjo, podpira sirok temperaturni razpon
in prenese mocne vibracije, zato je primeren predvem za uporabo na samem
robu [14].
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2.4.2 Dell IoT Gateway
Podjetje Dell ponuja vec razlicnih IoT prehodov namenjenih uporabi v indu-
strijskih okoljih. Cenovni razpon se giblje med 600 EUR in 2000 EUR. IoT
prehodi podpirajo povezavo razlicnih IoT naprav, monitoriranje in kongu-
racijo IoT naprav. Kot nivo za delo z IoT napravami uporabljajo platformo
EdgeX. Podobno kot IoT prehodi podjetja HPE, IoT prehodi podjetja Dell
delujejo v tezkih okoljih zato so primerni za uporabo na samem robu [15].
2.4.3 Cisco
Podjetje Cisco ponuja predvsem energetsko nizkopotratne IoT prehode. Glavna
prednost njihovih IoT prehodov je varnost. Namenjeni so uporabi na plino-
vodih, bankomatih in podobnih uporabnih scenarijih kjer je varnost komuni-
kacije kriticnega pomena. Njihovi IoT prehodi podpirajo sirok spekter komu-
nikacijskih protokolov za potrebe povezljivosti. V primerjavi z drugimi IoT
prehodi na trgu ponujajo predvsem strojno opremo z manjsim poudarkom
na programski opremi [16].
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Poglavje 3
Arhitektura in razvoj resitve
Pred razvojem same arhitekture IoT prehoda smo imeli nekaj osnovnih zah-
tev. Resitev mora delovati na sistemu Linux, zato smo kot razvojni ope-
racijski sistem izbrali Ubuntu 18.04 LTS. Druga zahteva, ki smo si jo za-
dali, je bila ponovni zagon resitve v primeru napake. Tretja zahteva je bila
omogocanje poganjanja lastnih aplikacij na sistemu. Ker smo zeleli razviti
prototip resitve, ki bi bil lahko uporabljen v industriji, smo vedeli, da mora
biti resitev stabilna in slediti dobrim programerskim praksam. Kot zadnjo
osnovno zahtevo smo si postavili, da mora biti resitev enostavna za namesti-
tev in uporabo.
Na podlagi osnovnih zahtev smo preucili delovanja namestitvenih pro-
gramov na operacijskih sistemih Linux. Pridobljeno znanje smo uporabili
pri implementaciji pakirnega in namestitvenega sistema. Naslednji korak je
bil preuciti, kako operacijski sistem poskrbi za avtomatsko zaznavo napak
pri delovanju programa in ga po potrebi ponovno zazene. Taksno delovanje
operacijski sistem Linux podpira z uporabo servisov (angl. service). Resitev
smo nadgradili, da deluje kot servis za katerega skrbi operacijski sistem.
Za potrebe robustnega delovanja, zapisovanja poteka delovanja programa v
datoteke (angl. log les), serviranje spletne aplikacije, podpore pri imple-
mentaciji aplikacijskih vmesnikov, smo se odlocili za ogrodje Spring Boot
2.
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Tako smo izbrali osnovne gradnike za izdelavo prototipa. Manjkal nam je
se kljucen del in sicer gradnik za podporo napravam IoT. Kot smo opisali v
poglavju 2.1.1, je interoperabilnost eden vecjih problemov v svetu interneta
stvari. Problem v splosnem ni resen zato tudi ne obstaja splosna resitev.
Zeleli smo najti resitev, ki bi ustrezala nasim zahtevam in bi bila po potrebi
razsirljiva. Preizkusili smo Eclipse Kura, Eclipse Kapua in platformo EdgeX,
katero smo uporabili v koncni implementaciji.
Za celovito industrijsko resitev IoT prehod predstavlja samo eno enoto.
IoT prehodi so v splosnem namenjeni povezovanju naprav, zajemu podatkov
in posiljanju podatkov v oblacne sisteme. Zaradi tega smo tudi sami zasno-
vali arhitekturo celotne resitve z komponento v oblaku za potrebe izvoza,
shranjevanja, analize in obdelave podatkov.
Slika 3.1: Groba arhitektura resitve
3.1 Arhitektura IoT prehoda
Preucili smo obstojece arhitekturne vzorce za razvoj novih resitev. Odlocili
smo se za tako imenovano nivojsko arhitekturo (angl. layer arhitecture), ki
nam narekuje izgradnjo resitve po posameznih nivojih. Prednost taksne ar-
hitekture je enostavnost resitve in moznost nadgradnje posameznih nivojev,
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kar smo potrebovali za potrebe nasega prototipa. V grobem smo zacrtali
arhitekturo IoT prehoda, katero sestavlja nekaj nivojev (slika 3.2).
Prvi najnizji nivo arhitekture predstavlja operacijski sistem Linux. Kot
smo opisali v uvodu poglavja 2.4.3, smo zeleli razviti prototip, ki bi omogocal
uporabnikom poganjanje lastnih programskih resitev na napravah, ki sluzijo
kot IoT prehod. Za potrebe izvajanja programske opreme, namescanje in
nadzor potrebujemo operacijski sistem. Izbrali smo operacijski sistem Linux
zaradi sledecih razlogov. Vecina obstojecih IoT prehodov tece na doloceni
distribuciji operacijskega sistema Linux. Poleg tega smo zeleli testirati na
napravi Raspberry Pi, kjer tece operacijski sistem Linux.
Drugi nivo skrbi za delo z napravami IoT. Za potrebe tega nivoja smo
zeleli uporabiti obstojeco resitev. Uporabili smo platformo EdgeX, ki tece v
kontejnerjih Docker, izdelana pa je po arhitekturi mikrostoritev. Poleg same
povezave z napravami, nam EdgeX omogoca tudi shranjevanje podatkov in
njihov izvoz. Zato ta nivo skrbi za celoten pretok podatkov skozi IoT prehod.
Naslednji nivo predstavlja aplikacijski nivo. Ta nivo skrbi za nadzor celo-
tnega prehoda in platforme EdgeX, varnost, nudi programski vmesnik REST
(angl. representational state transfer), shranjuje podatke o samem IoT pre-
hodu in servira spletno aplikacijo.
Zadnji nivo predstavlja uporabniski vmesnik, s katerim lahko uporabnik
nadzoruje celoten IoT prehod. Za uporabniski vmesnik smo izbrali spletno
aplikacijo, saj nam ta omogoca nadzor na sami napravi kot tudi oddaljen
nadzor.
3.2 Razvoj IoT prehoda
Prvi korak v razvoju je bil iskanje ogrodja za potrebe nivoja za delo z IoT
napravami. Preizkusili smo nekaj obstojecih resitev, ki se niso izkazale za-
dovoljive za nase potrebe. Na koncu smo se odlocili za uporabo platforme
EdgeX. Tako smo denirali prva dva nivoja nase arhitekture. Ker smo zeleli,
da je nasa resitev enostavna za uporabo, pomeni, da mora biti tudi eno-
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Slika 3.2: Arhitektura IoT prehoda
stavna za namestitev. Odlocili smo se, da bomo resitev zapakirali v paket,
katerega lahko namestimo na operacijski sistem Linux z uporabo standardnih
mehanizmov za namescanje programske opreme. Ker IoT prehodi delujejo
na samem robu, lahko pride do izpadov napajanja, prekinjenega delovanja
oziroma kakrsnih koli tezav. Zato smo zeleli, da se nasa resitev v primeru
napak v delovanju ponovno vzpostavi. Preucili smo delovanje servisev (angl.
service) na operacijskem sistemu Linux. Odlocili smo se, da bo nasa resitev
registrirana kot servis systemd. Na taksen nacin lahko operacijski sistem po-
skrbi za nemoteno delovanje programa ter omogoca uporabniku nadzor nad
naso resitvijo preko ukazne vrstice. Naslednja enota, ki smo jo potrebovali,
je bila enota za nadzor platforme EdgeX, integracijo z operacijskim siste-
mom, omogocanje varnosti in serviranje spletne aplikacije. Odlocili smo se
za uporabo ogrodja Spring Boot 2. Tako smo imeli denirane vse gradnike
potrebne za razvoj IoT prehoda.
3.2.1 Priprava projekta
Pred zacetkom implementacije smo si pripravili delovno okolje. Kot razvojno
platformo smo si izbrali operacijski sistem Linux Ubuntu 18.04 LTS. Kot
koncno testno platformo smo si izbrali Raspberry Pi 3 Model B, na katerem
tece Linux Ubuntu 18.04.
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Naslednji korak je bil priprava repozitorija, kamor smo shranjevali pro-
gramsko kodo. Uporabili smo git in platformo GitHub. Med samim razvojem
smo se drzali dobrih programerskih praks za delo z git-om, katere so nam
olajsale razvoj same resitve.
Denirali smo tudi osnovno strukturo celotnega projekta.
/build
/edgex
/frontend
/rest-service
V direktoriju build se nahajajo vse datoteke, ki so potrebne za pakiranje
celotne resitve. V direktorij edgex smo shranili vse datoteke, potrebne za
delovanje platforme EdgeX. Datoteke spletne aplikacije smo shranili v di-
rektorij frontend, programsko resitev aplikacijskega nivoja pa v direktorij
rest-service.
3.2.2 Namestitveni program
Ena izmed osnovnih zahtev je bila enostavna namestitev resitve na sistem.
Implementacija namestitvene skripte je bila sestavljena iz vecih korakov. Pri-
pravili smo enostaven Java program in ga zapakirali v datoteko tipa jar (angl.
java archive). Ob zagonu je program izpisal sporocilo v konzolo. Vedeli smo,
da bo koncna resitev prav tako zapakirana v datoteki tipa jar, zato je bil
taksen osnovni program idealen za razvojno fazo. Nato smo preucili delo-
vanje namestitvenih programov na sistemih Debian, saj je Ubuntu razlicica
Debiana oziroma uporablja enake mehanizme za delo s programskimi paketi.
Kreacija programskega paketa sledi deniranim korakom. Prvi korak je
kreacija navideznega root direktorija nekje na razvojnem sistemu. Znotraj
navideznega root direktorija zgradimo direktorsko strukturo, ki jo zelimo na
koncnem sistemu. Tukaj moramo upostevati osnovna imena direktorijev in
datotecno strukturo operacijskih sistemov Linux. Ce zelimo naso resitev na-
mestiti znotraj direktorija /usr/bin/, moramo v navideznem root direktoriju
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zgraditi enako strukturo.
Kot koncno lokacijo za namestitev nase resitve na sistem smo si izbrali
/usr/share/rectio, kjer Rectio predstavlja ime nase resitve. Izvira iz latinske
besede rectio, katera se lahko prevede v nadzor. Rocno kopiranje datotek ne
pride v postev zato smo razvili skripto, ki skrbi za prevajanje in pakiranje
celotne resitve. Skripto smo shranili v /build z imenom build.sh ter dodali
pravice za izvajanje.
Koncna verzija skripte skrbi za prevajanje spletne aplikacije, prevajanje
Javanske aplikacije in pakiranje celotne resitve v datoteko tipa deb. Primer
uporabe vidimo spodaj.
$ ./build.sh --build --gui --package
Argument package poskrbi za pakiranje celotne resitve. Kot smo ome-
nili zgoraj je potrebno zgraditi virtualno direktorijsko strukturo, ki odraza
koncno stanje na operacijskem sistemu. Skripta tako kreira virtualni root
direktorij in znotraj direktorijsko pot /usr/share/rectio. Nato skopira dato-
teko jar in datoteke platforme EdgeX znotraj ustvarjene poti, doda zahtevane
skripte za nadzor namestitve in odstranitve programskega paketa. Te skripte
se nahajajo znotraj direktorija DEBIAN (glej sliko 3.5). Datoteka con-
les vsebuje konguracijske parametre, datoteka control vsebuje podatke o
koncnem paketu, kot so ime, verzija, avtor, opis itd. Skripta preinst se iz-
vede pred namestitvijo paketa. Poskrbi za prekinitev delovanja trenutno
namescene verzije programskega paketa. To je potrebno, saj se ta skripta iz-
vede tudi pri nadgradnji programskega paketa. Skripta postinst se izvede po
namestitvi programskega paketa in izpise nadaljnja navodila za namestitev
paketa. Skripti prerm in postrm se izvedeta pred in po odstranitvi paketa.
Uporabili smo jih za prekinitev delovanja, brisanje nalozenih datotek in bri-
sanje namescenih kontejnerjev Docker platforme EdgeX.
Ker smo zeleli, da resitev deluje kot servis na operacijskem sistemu, smo
morali ustvariti datoteko rectio.service, ki pove operacijskemu sistemu, kako
naj nadzoruje program. Naso resitev smo registrirali kot servis systemd. Kot
smo omenili, smo zeleli, da v primeru napake sistem ponovno zazene Rectio
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Gateway. To smo denirali v rectio.service (glej 3.2.2) s parametrom restart.
[Unit]
Description=Rectio gateway deamon
[Service]
User=root
Type=simple
ExecStart=/usr/local/bin/rectio-start
ExecStop=/usr/local/bin/rectio-stop
TimeoutStopSec=60
TimeoutStartSec=120
SuccessExitStatus=143
Restart=on-failure
RestartSec=5
[Install]
WantedBy=multi-user.target
Poleg tega smo morali denirati, kako sistem zazene Rectio Gateway. To
denira parameter ExecStart, ki pove sistemu, kje se nahaja zagonska skripta.
Zagonska skripta se imenuje rectio-start. Ta skripta zazene Rectio Gateway
in platformo EdgeX (glej 3.2.2). Na enak nacin smo podprli zaustavljanje
resitve. Skripta za ustavitev resitve se imenuje rectio-stop. Uporablja jo ser-
vis systemd za ustavitev. Skripti se nahajata na /usr/local/bin, kar omogoca
uporabniku uporabo obeh skript kar v ukazni vrstici.
#!/bin/sh
# Launch script for rectio gateway
echo "Starting Rectio gateway"
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# run edgeX
cd /usr/share/rectio/edgex
docker-compose up -d
# start gateway
cd /usr/share/rectio
java -jar rectio-gateway*.jar
Za potrebe priprave sistema smo dodali se skripto, ki je potrebno zagnati
po koncani namestitvi. Nahaja se v /usr/local/bin in poskrbi za ustrezne
pravice na sistemu, omogoci rectio service in prenese kontejnerje platforme
EdgeX. Primer uporabe je opisan v 4.3.
Slika 3.3: Struktura namestitvenega paketa
3.2.3 Platforma EdgeX
EdgeX je IoT platforma razvita za podporo napravam IoT na samem robu
(angl. edge). EdgeX je odprto kodna resitev zavarovana z licenco Apache
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License 2.0. Zgrajena je po arhitekturi mikrostoritev. Vsaka konceptualna
enota platforme tece v svojem kontejnerju Docker. Mikrostoritve komuni-
cirajo med sabo z uporabo programskih vmesnikov REST. Arhitektura je
prikazana na sliki 3.4. Zadnja stabilna verzija je poimenovana Fuji, katero
smo uporabili tudi mi pri razvoju prototipa.
Slika 3.4: Arhitektura platforme EdgeX
Platformo EdgeX sestavlja zbirka odprto kodnih mikrostoritev. Mikro-
storitve so organizirane v konceptualne nivoje. Osrednji nivo imenovan Core
Service Layer skrbi za pretok podatkov, shranjevanje informacij o napravah,
registracijo mikrostoritev in posredovanje ukazov IoT napravam. Najnizji
nivo predstavlja nivo za delo z napravami IoT. Ta nivo je razsirljiv, kar
omogoca uporabnikom podporo kakrsnih koli naprav. Nad osrednjim nivojem
tece tako imenovani Supporting Services Layer. Ta nivo skrbi za opozorila,
sporocila, shranjevanje zgodovinskih zapisov in brisanje zastarelih podatkov.
Nad tem nivojem je nivo Export Services Layer, ki skrbi za izvoz podatkov
[17].
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Varnost
Mikrostoritve platforme EdgeX komunicirajo z uporabo programskih vmesni-
kov. Platforma EdgeX omogoca uporabo mikrostoritev brez in z avtentika-
cijo. V primeru zascitenega dostopa do programskih vmesnikov je potrebno
konguritati API Gateway. API Gateway je enotna vstopna tocka za vse pro-
gramske vmesnike dostopna na https://127.0.0.1:8443, ki omogoca zunanjim
aplikacijam varno uporabo celotne platforme. API Gateway sprejema zah-
teve in jih posreduje ustreznim mikrostoritvam [18]. Seznam mikrostoritev
je prikazan v tabeli 3.1.
Tabela 3.1: Seznam mikrostoritev platforme EdgeX in njihov naslov [19]
Ime mikrostoritve Stevilka vrat Delni URL naslov
coredata 48080 coredata
metadata 48081 metadata
command 48082 command
notications 48060 notications
supportlogging 48061 supportlogging
exportdistro 48070 exportdistro
exportclient 48071 exportclient
Ce zelimo uporabiti mikrostoritev za izvoz podatkov moramo vse zahteve
poslati na naslov https://127.0.0.1:8443/exportclient. Za potrebe varnega
delovanja nase resitve smo se odlocili, da bo aplikacijski nivo za potrebe
varne komunikacije uporabljal API Gateway.
Mikrostoritev za podporo IoT napravam
Mikrostoritev za podporo IoT napravam deluje na podlagi servisev. Vsak tip
naprave vsebuje svoj servis, kateri vsebuje informacije o napravi in nacinu
povezave. Platforma EdgeX za potrebe povezave IoT naprav uporablja po-
seben konstrukt imenovan addressable. Ta konstrukt vsebuje informacije o
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zicnem naslovu naprave, protokolu, stevilki vrat, avtentikaciji in vseh osta-
lih parametrih, ki so potrebni za povezavo in posiljanje ukazov [20]. Poleg
informacij o povezavi potrebuje vrednostne deskriptorje (angl. value descrip-
tors), ki denirajo tip podatkov.
Servisi za komunikacijo z IoT napravami uporabljajo komunikacijske pro-
tokole, ki so denirani za posamezen tip naprave. Vsi industrijski protokoli
niso podprti zato omogoca EdgeX razsiritev teh servisev vsakemu uporab-
niku. Razsiritev servisev je mozna z uporabo paketa za razvoj programske
opreme (angl. software development kit, SDK) [21]. Platforma EdgeX v
trenutni verziji podpira povezavo IoT naprav z uporabo:
 Modbus
 Snmp
 Mqtt
 Virtualne naprave
V naslednji verziji prihaja podpora za protokola Bluetooth in OPC UA.
Ce zeli uporabnik uporabiti kaksno drugo obliko komunikacije nasa resitev
omogoca namestitev lastnih programskih paketov. Uporabnik lahko tako
razvije podporo za svoj tip naprav in uporabi nas aplikacijski nivo za pove-
zavo s platformo EdgeX. Tako nasa arhitektura omogoca razsiritev podpore
katerikoli napravi IoT.
Izvoz podatkov
Nivo za izvoz podatkov se deli na dve glavni mikrostoritvi. Prva imenovana
Export Distro je namenjena izvozu podatkov na sami napravi in omogoca
izvoz podatkov preko programskega vmesnika REST in protokolov MQTT
in 0MQ [22]. Druga mikrostoritev se imenuje Client Registration in omogoca
registracijo odjemalcev tako na IoT prehodu kot na oddaljeni lokaciji [23].
Kot smo denirali v zacetku poglavja 2.4.3, potrebujemo aplikacijo v oblaku
24 POGLAVJE 3. ARHITEKTURA IN RAZVOJ RESITVE
za potrebe izvoza podatkov. Zato smo to mikrostoritev izkoristili za potrebe
izvoza podatkov pri implementaciji nasega prototipa.
3.2.4 Aplikacijski nivo
Pred implementacijo aplikacijskega nivoja smo v grobem zacrtali zasnovo
resitve. Potrebovali smo HTTP (angl. hypertext transfer protocol) streznik
za potrebe serviranja spletne aplikacije. Poleg tega smo zeleli, da komunika-
cija med spletno aplikacijo in zalednim sistemom IoT prehoda poteka preko
programskega vmesnika REST, saj taksen nacin komunikacije uporablja tudi
platforma EdgeX. Ker smo zeleli razviti resitev, ki bi lahko bila uporabljena
v industriji smo se zavedali, da mora biti resitev varna za uporabo. Vsaka
dobra resitev belezi zgodovinske zapise o delovanju, zato smo zeleli, da tudi
nasa resitev zapisuje potek delovanja z razlicnimi nivoji zapisov (angl. log
level). Nasim osnovnim zahtevam je zadostilo ogrodje Spring Boot 2, ki je
napisano v programskem jeziku Java.
Aplikacijski nivo se prevede v datoteko tipa jar, katero lahko pozenemo na
katerikoli platformi z Javo. Vendar ima nasa resitev nekaj omejitev. Deluje
samo na operacijskih sistemih Linux, saj uporablja dolocene sistemske klice.
Po potrebi bi lahko nadgradili modul za delo z operacijskim sistemom, da
operacijski sistem zazna in temu ustrezno prilagodi doloceno funkcionalnost.
Kot smo omenili zgoraj, je aplikacijski nivo sestavljen iz nekaj modulov
oziroma konceptualnih enot. Vsak modul skrbi za doloceno funkcionalnost
in je locen od ostalih modulov. To nam omogoca kasnejso nadgradnjo resitve
in lazje vzdrzevanje celotne resitve. V grobem skrbijo za varnost celotne
resitve, integracijo s platformo EdgeX, serviranje spletne aplikacije in REST
API-jev, belezenje informacij o IoT prehodu in za integracijo z aplikacijo v
oblaku. Posamezni moduli so predstavljeni v naslednjih podpoglavjih.
Zagon aplikacije
Za zagon aplikacije skrbi poseben modul, ki opravi inicializacijo celotne
resitve. Prva naloga, ki jo izvede, je preverjanje ali obstaja podatkovna
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baza in jo po potrebi kreira. Nasa resitev uporablja enostavno podatkovno
bazo H2, saj shranjujemo majhne kolicine informacij. Ce podatkovna baza ze
obstaja na sistemu, se resitev poveze s podatkovno bazo. V podatkovni bazi
shranjujemo podatke o IoT prehodu in podatke o registraciji IoT prehoda na
oblacni aplikaciji.
Po zagonu podatkovne baze resitev preveri, ali obstajajo informacije o
registraciji IoT prehoda. Ce podatki o registraciji ne obstajajo, resitev zge-
nerira podatke o IoT prehodu. Vsak IoT prehod vsebuje naslednje podatke:
 Serijska stevilka
 Ime
 Naslov IP
 Lokacija IoT prehoda
Serijska stevilka je sestavljena iz dveh nizov. Prvi niz predstavlja RECTIO-
, drugi niz pa je zgeneriran iz stirih alfanumericnih znakov, ki predstavlja
enolicno identiteto IoT prehoda. Ime prehoda je v trenutni verziji predde-
nirano kot RectioGateway-[ID], prav tako trenutna lokacija. Naslov IP
resitev zazna z uporabo DNS streznika na IP naslovu 8.8.8.8.
Po kreaciji osnovnih podatkov o IoT prehodu se podatki shranijo v po-
datkovno bazo nato se zazene registracijski modul, ki skrbi za integracijo z
aplikacijo v oblaku. Poleg modula za registracijo se ob inicializaciji zazeneta
modula za nalaganje datotek in za podporo ukazne vrstice v spletni aplikaciji.
Registracija IoT prehoda
Registracija IoT prehoda z oblacno aplikacijo poteka preko REST klica tipa
POST. Registracijski modul z uporabo serijske stevilke preveri, ali je IoT pre-
hod ze registriran na oblacni aplikaciji. Ce podatki o registraciji ne obstajajo,
registracijski modul poslje zahtevo za registracijo trenutnega IoT prehoda.
Oblacna aplikacija na registracijsko zahtevo odgovori z avtentikacijskimi pa-
rametri, ki so potrebni za varen izvoz podatkov. Avtentikacijski parametri
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se nato posredujejo modulu za integracijo s platformo EdgeX, kjer se avto-
matsko izvede registracija izvoza podatkov iz platforme EdgeX v aplikacijo
v oblaku.
Varnost
Aplikacijski nivo skrbi za varnost celotnega IoT prehoda. Vsi programski
vmesniki (v nadaljevanju API) so zasciteni z uporabniskim imenom in ge-
slom. Izjema je API, ki sporoca status o delovanju IoT prehoda. Ta API
je prosto dostopen iz nekaterih razlogov. Aplikacija v oblaku preverja ka-
teri IoT prehodi so dostopni. Za preverjanje uporabi zgoraj omenjeni API.
Kot smo opisali v prejsnjih poglavjih, smo zeleli podpreti izvajanje lastnih
programskih resitev na IoT prehodu. Pricakovano je, da taksne resitve pre-
verjajo stanje IoT prehoda in na podlagi teh informacij izvedejo dolocene
akcije. Za preverjanje stanja se v praksi uporablja tako imenovani API o
stanju resitve (angl. health API). Ta API je prosto dostopen na poti /he-
alth. Poleg programskih vmesnikov je prav tako zasciten dostop do spletne
aplikacije, datotek na operacijskem sistemu in dostop spletne vticnice (angl.
web socket), ki skrbi za delovanje ukazne vrstice v spletni aplikaciji.
Integracija s platformo EdgeX
Kot smo opisali v poglavju 3.2.2, je platforma EdgeX sestavljena iz mi-
krostoritev. Vsaka mikrostoritev je dostopna na naslovu http://127.0.0.1
preko preddenirane stevilke vrat (angl. port number). Poleg tega je plat-
forma zascitena, kar preprecuje prost dostop do mikrostoritev. Zato smo
razvili modul, ki se na varen nacin poveze s platformo EdgeX z uporabo API
Gateway-a in omogoca uporabo le te preko programskih vmesnikov REST.
Tako lahko uporabniki in uporabniske aplikacije na varen nacin dostopajo do
platforme EdgeX z uporabo poverilnic nasega IoT prehoda.
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Programski vmesnik REST
Za potrebe spletne aplikacije in integracije z ostalimi resitvami smo razvili
programske vmesnike tipa REST. Vsaka konceptualna enota izpostavlja svoje
programske vmesnike, ki skrbijo za dolocene naloge. Modul, ki skrbi za
integracijo s platformo EdgeX, je tako dostopen na poti /api/v1/edgex.
Dostop do vseh aplikacijskih vmesnikov je zasciten z avtentikacijo HTTP
Basic. Vsaka aplikacija, ki zeli uporabiti programske vmesnike, se mora
avtenticirati z uporabniskim imenom in geslom. Primer taksnega klica je
prikazan spodaj z orodjem curl.
# uporaba programskega vmesnika z avtentikacijo
curl -u rectio:***** http://127.0.0.1:2020/api/v1/self
Vsi programski vmesniki se nahajajo na poti http://127.0.0.1:2020/api/v1.
Kot je razvidno iz naslova URL (angl. Uniform Resource Locator), je pot
sestavljena iz verzije. To nam omogoca kasnejso nadgradnjo programskih
vmesnikov, kot tudi podporo za zdruzljivost starejsih verzij.
Namescanje programske opreme
Uporabnikom smo zeleli omogociti enostavno nalaganje programskih paketov
na sistem. Pravilno zgrajene resitve so zapakirane v programske pakete. Ker
nas prototip tece na operacijskem sistemu Ubuntu, smo podprli namescanje
programskih paketov tipa .deb. Modul, ki skrbi za namescanje programske
opreme, izpostavlja nekaj programskih vmesnikov. Prvi programski vmesnik
omogoca uporabnikom nalaganje datotek na IoT prehod.
Za nalozene datoteke skrbi specializiran servis. Ta servis ob zagonu IoT
prehoda preveri in po potrebi kreira potrebno direktorijsko strukturo. Vse
nalozene datoteke se nahajajo na poti /usr/share/rectio/deploy. Dostop
do datotek je zavarovan in omogocen samo administratorjem sistema ter IoT
prehodu Rectio. Ob odstranitvi IoT prehoda iz operacijskega sistema se
pobrisejo tudi vse nalozene datoteke.
Nalozene datoteke tipa deb lahko uporabnik namesti z uporabo spletne
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aplikacije oziroma z uporabo programskega vmesnika /api/v1/deploy/[leName].
Zahteva za namescanje programskih paketov je tipa POST, katera potre-
buje nekatere informacije za podporo ostalim funkcionalnostim IoT prehoda.
Ce uporabnik namesca programski paket, ki deluje kot servis, IoT prehod
preverja stanje namescenega servisa. Tako nudi uporabniku pregled nad
namesceno programsko opremo in po potrebi pomoc za odpravljanje napak.
Poleg informacije o tipu programa nasa resitev potrebuje informacijo o loka-
ciji zgodovinskih zapisov.
{
"packageName": "dummy.deb",
"logLocation": "/var/log/dummy.log",
"isService": 1
}
Dobra programerska praksa je, da vsaka resitev zapisuje potek svojega
delovanja (angl. logging). Na operacijskih sistemih Linux je format zgo-
dovinskih zapisov standardiziran, veliko resitev pa izkorisca kar sistemska
orodja za zapisovanje taksnih zapisov. Ti zapisi se v vecini primerov naha-
jajo v direktoriju /var/log v datoteki z imenom programa in koncnico .log.
Dolocene resitve shranjujejo svoje zapise o delovanju na drugacni lokaciji,
zato nasa resitev zahteva informacijo o lokaciji zgodovinskih zapisov.
IoT prehod ob prejemu zahteve za namescanje programske opreme iz-
vede sistemski klic, ki namesti programski paket. Za potrebe namescanja
programskih paketov potrebujemo administratorske pravice, katere ima tudi
nasa resitev. Na zahtevo nasa resitev odgovori s statusom namescanja pro-
gramske opreme. V primeru uspesne namestitve programskega paketa se v
podatkovno bazo zapisejo informacije o namescenem paketu. Te informa-
cije nasa resitev potrebuje za preverjanje stanja namescenih servisov in za
prikazovanje zgodovinskih zapisov v spletni aplikaciji.
Ker lahko uporabnik nalozi in namesti poljubno programsko opremo, se
moramo zavedati, da ta funkcionalnost predstavlja tudi varnostno luknjo.
Ce uporabnik nalozi in namesti programski paket z zlonamerno programsko
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kodo, lahko taksen program dobi nadzor nad celotnim sistemom. Tukaj bi
bilo mozno nadgraditi naso resitev z protivirusnim programom, ki preverja
nalozene datoteke in jih po potrebi odstrani. Kot vsak administrator sistema
se mora tudi uporabnik nase resitve zavedati odgovornosti, ki pride s taksno
funkcionalnostjo zlasti v industrijskih okoljih.
V trenutni verziji nasa resitev ne omejuje uporabnika s preverjanjem tipa
nalozenih datotek. Uporabnik lahko tako na sistem nalozi tudi resitve, katere
ne uporabljajo standardnih mehanizmov za namescanje programske opreme.
Za taksne potrebe smo razvili ukazno vrstico v spletni aplikaciji, ki uporab-
niki omogoca delni nadzor nad IoT prehodom.
Ukazna vrstica
Ukazna vrstica, ki je uporabniku vidna v spletni aplikaciji, je zgrajena iz
treh enot. Prva enota na sami napravi, ki sluzi kot IoT prehod, je psevdo
ukazna vrstica (angl. pseudoterminal). Psevdo ukazna vrstica je sestavljena
iz virtualnih naprav, ki simulirajo delovanje ukazne vrstice na strojni opremi
[24]. Uporabili smo javansko knjiznico Pty4J [25].
Drugo enoto predstavlja spletna vticnica (angl. web socket). Kot vsi
programski vmesniki je tudi ta enota zavarovana s poverilnicami IoT prehoda.
Vticnica je povezana s psevdo ukazno vrstico in skrbi za zapis in branje
znakov. Za zapisovanje znakov uporablja standardni sistemski vhod (angl.
stdin), za branje pa tako standardni izhod napak (angl. stderr) in standardni
izhod (angl. stdout).
Zadnja enota se nahaja na spletni aplikaciji in predstavlja gracni vme-
snik ukazne vrstice. Uporabnik lahko izkoristi ta vmesnik za vnos osnovnih
ukazov na sistem. V primeru uporabe zahtevnejsih opravil, ki potrebujejo
bliznjice na tipkovnici, nasa resitev odpove. V taksnem primeru priporocamo
uporabo protokola SSH za povezavo na sistem. V primeru nadgradnje pro-
totipa in uporabe v industrijskem svetu bi bilo potrebno nadgraditi to enoto
v robustnejso resitev.
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Slika 3.5: Delovanje psevdo ukazne vrstice [24]
Zgodovinski zapisi
Kot smo omenili v prejsnjih poglavjih, je dobra programerska praksa zapi-
sovanje poteka delovanja programa. Tudi nasa resitev podpira zapisovanje
poteka delovanja, zapise pa shranjuje v /var/log/rectio.log. Poleg zapi-
sovanja poteka delovanja, so zapisi vidni tudi na standardnem izhodu. To
omogoca uporabniku vec nacinov vpogleda v delovanje IoT prehoda.
# pregled zapisov v datoteki
tail -f /var/log/rectio.log
# pregled zapisov na standardnem izhodu servisa
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journalctl -f -u rectio.service
Vpogled v zgodovinske zapise podpira tudi spletna aplikacija.
Izvoz podatkov
Poleg podpore napravam IoT je kljucnega pomena tudi izvoz zajetih po-
datkov. Za potrebe izvoza podatkov smo izkoristili platformo EdgeX. Po
prejemu registracijskih podatkov se ti podatki posredujejo modulu za inte-
gracijo s platformo EdgeX. Ta modul izvede ustrezne klice preko programskih
vmesnikom platforme EdgeX za konguracijo izvoza podatkov. Primer po-
sredovanih podatkov je viden spodaj.
{
"name": "ibm_export",
"addressable": {
"name": "ibm_export_addressable",
"protocol": "TCP",
"address":"17q1ki.messaging.internetofthings.ibmcloud.com",
"port": 1883,
"publisher": "d:17q1ki:RectioExportDevice:RectioGateway-
,! LO7V",
"user": "use-token-auth",
"password": "******",
"topic": "iot-2/evt/status/fmt/json"
},
"format": "JSON",
"encryption": null,
"enable": true,
"destination": "MQTT_TOPIC"
}
Izvoz podatkov je mozen preko protokolov HTTP in MQTT. Privzet iz-
voz podatkov uporablja protokol MQTT. Uporabniki lahko implementirajo
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lastne aplikacijske vmesnike, na katere bo nasa resitev posiljala zajete po-
datke. Tukaj se morajo uporabniki zavedati, da posiljanje podatkov preko
protokola HTTP, ne predvideva nobenega odgovora o uspehu. Sistem avto-
matsko posilja podatke na registrirane aplikacijske vmesnike REST. Nadzor
izvoza podatkov je tako kot pri ostalih modulih podprt preko programskih
vmesnikov in spletne aplikacije.
3.2.5 Spletna aplikacija
Zadnji nivo zastavljene arhitekture predstavlja uporabniski vmesnik. Odlocili
smo se za spletno aplikacijo, saj nam omogoca nadzor nase resitve na sami
napravi in preko oddaljene povezave. Implementirana je v ogrodju React.js
v jeziku JavaScript. Pred zacetkom implementacije smo zasnovali osnovni
izgled in izrisali zicne diagrame (angl. mockups). Nato smo implementirali
osnovno strukturo spletne strani in denirali izgled celotne resitve.
Na podlagi podlagi nacrta aplikacijskega nivoja smo denirali funkcional-
nosti, katere smo zeleli podpreti preko uporabniskega vmesnika. Uporabniski
vmesnik smo razbili na pet pod strani:
 Nadzorna plosca
 Nadzor aplikacij
 Ukazna vrstica
 Nadzor naprav IoT
 Izvoz podatkov
Izrisali smo dodatne zicne diagrame, ki so nam sluzili kot osnovni nacrt pri
implementaciji posameznih pod strani spletne aplikacije. Na podlagi osnov-
nega nacrta smo razdelali uporabniski vmesnik na posamezne komponente.
Komponenta zasnova spletne aplikacije nam omogoca lazje vzdrzevanje in
predvsem hiter razvoj uporabniskih vmesnikov. Poleg tega je resitev eno-
stavno razsirljiva, kar pomeni, da bi lahko v novejsih verzijah dodali poljubno
funkcionalnost.
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Za serviranje spletne aplikacije poskrbi aplikacijski nivo. Spletna apli-
kacija je vedno dostopna na http://127.0.0.1:2020 oziroma na zunanjem
IP naslovu IoT prehoda z enako stevilko vrat. Pred uporabo aplikacijski
nivo zahteva uporabnisko ime in geslo, v nasprotnem primeru uporabnik ne
more dostopati do spletne aplikacije. Komunikacija med spletno aplikacijo in
aplikacijskim nivojem poteka preko programskih vmesnikov REST, z izjemo
ukazne vrstice, kjer poteka komunikacija preko spletnih vticev (angl. web
sockets).
Na koncu smo za potrebe dobre uporabniske izkusnje dodali tudi pomoc
uporabnikom, ki je vedno dostopna v naslovni vrstici. Vsaka izvedena akcija
vrne uporabniku povratno informacijo o uspehu ali neuspehu.
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3.3 Arhitektura aplikacije v oblaku
Na podlagi razdelane arhitekture IoT prehoda smo razdelali nacrt aplikacije
v oblaku. Uporabniku smo zeleli omogociti pregled nad vsemi registrira-
nimi IoT prehodi, vpogled v izvozene podatke in portal, kjer se nahajajo
programski paketi za namestitev IoT prehoda. Poleg tega smo potrebovali
kljucni gradnik, ki omogoca IoT prehodu izvoz podatkov. Za potrebe izvoza
podatkov smo zeleli uporabiti protokol MQTT. Tako smo zasnovali tri nivoje
za zadovoljitev zahtev.
Najnizji nivo predstavlja platforma v oblaku, ki skrbi za izvoz podatkov
iz IoT prehodov. Na tem podrocju obstaja kar nekaj resitev, sami pa smo
izbrali platformo IBM Watson IoT.
Naslednji nivo predstavlja aplikacijski nivo integriran s platformo v oblaku.
Podobno kot na IoT prehodu aplikacijski nivo skrbi za varnost, serviranje
spletne aplikacije, serviranje programskih vmesnikov, registracijo IoT preho-
dov in shranjevanje podatkov o IoT prehodih.
Zadnji nivo predstavlja uporabniski vmesnik, ki omogoca uporabniku
vpogled v celotno resitev. Odlocili smo se za spletno aplikacijo, ki odraza
oblikovne lastnosti uporabniskega vmesnika IoT prehoda.
Slika 3.6: Arhitektura oblacne komponente
Poglavje 4
Opis resitve
Na podlagi razdelane arhitekture smo razvili prototip resitve. Resitev smo
poimenovali Rectio, katero sestavlja nekaj glavnih komponent:
 Oblacna aplikacija Rectio Cloud
 IBM Watson IoT platform (MQTT broaker)
 IoT prehod Rectio Gateway
Oblacna aplikacija skrbi za registracijo IoT prehodov, belezenje informacij
o IoT prehodih, prikaz delovanja posameznega IoT prehoda, nadzor pretoka
podatkov in prenos namestitvenih paketov Rectio Gateway za IoT prehode.
Oblacna aplikacija je integrirana s platformo IBM Watson IoT za potrebe
izvoza podatkov. Sama arhitektura oblacne aplikacije dopusca zamenjavo
MQTT broker-ja, tako da resitev ni vezana samo na platformo IBM Watson
IoT. Platforma Watson IoT omogoca Rectio Gateway izvoz podatkov. Poleg
tega lahko uporabnik po potrebi doda razlicne storitve za potrebe analize
podatkov, podpore odlocanja in shranjevanje podatkov. IoT prehod Rectio
Gateway skrbi za delo z napravami na samem robu, shranjevanje informacij,
nadzor nad IoT prehodom in izvoz podatkov.
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4.1 Oblacna aplikacija Rectio Cloud
Oblacna aplikacija Rectio Cloud predstavlja eno izmed glavnih komponent
celotne resitve. Sestavljena je iz dveh enot. Prva enota predstavlja zaledni
sistem, druga enota predstavlja spletno aplikacijo za nadzor oblacne plat-
forme. Resitev je enostavna za namestitev, saj je zapakirana v paket tipa jar.
Za gostovanje resitve smo uporabili IBM Cloud in domeno https://rectio.eu-
de.mybluemix.net.
4.1.1 Zaledni sistem
Zaledni sistem je implementiran v ogrodju Spring Boot 2. V grobem skrbi
za gostovanje spletne aplikacije, integracijo s platformo Watson IoT in regi-
stracijo IoT prehodov.
Varnost
Vsaka resitev z dostopom do svetovnega spleta mora biti ustrezno zascitena.
Za potrebe nasega prototipa smo oblacno aplikacijo zascitili s avtentikacijo
HTTP Basic. Vsak uporabnik mora vpisati uporabnisko ime in geslo, v na-
sprotnem primeru ima zavrnjen dostop. Zascitena je tako spletna aplikacija
kot vsi aplikacijski programski vmesniki. Uporabnisko ime in geslo je pred-
denirano, kar zadostuje nasemu prototipu. V primeru uporabe nase resitve
v industrijskem svetu bi bilo potrebno nadgraditi oblacno aplikacijo z admi-
nistracijsko plosco za nadzor uporabnikov, njihovega dostopa in moznostjo
preprecevanja dostopa.
Portal za prenos programskih paketov
Po uspesni prijavi v sistem se uporabniku prikaze spletna aplikacija. Preden
lahko uporabnik izkoristi funkcionalnosti oblacne platforme, mora registrirati
IoT prehod Rectio Gateway. Vsi namestitveni paketi so na voljo na oblacni
aplikaciji, katere uporabnik lahko prenese. V trenutni verziji Rectio podpira
sisteme Linux Debian.
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Za potrebe serviranje programskih paketov Rectio Cloud izkorisca da-
totecni sistem. Ob zagonu kreira potrebno datotecno strukturo, kamor shrani
nalozene programske pakete. Nalaganje programskih paketov je podprto
preko API-ja, kar omogoca administratorju posodabljanje in dodajanje novih
programskih paketov na produkcijskih sistemih.
Slika 4.1: Portal za prenos programskih paketov
Prenos programskih paketov je podprt preko API-ja. Uporabnik s klikom
na ime paketa prenese programski paket (slika 4.1). V okolju brez spletnega
brskalnika, na primer v terminalu, lahko uporabnik uporabi orodja kot so
curl ali wget za prenos datotek. Za prenos datotek je potrebna avtentikacija
z uporabniskim imenom in geslom. Programski paketi, ki so na voljo, se
nahajajo na naslovu /api/v1/download/[ime-paketa].
wget --user rectioAdmin --password ***** https://rectio.eu-de.
,! mybluemix.net/api/v1/download/rectio-gateway-0.1-arm64.
,! deb
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Registracija IoT prehoda na platformo IBM Watson IoT
Za potrebe varnega dela z napravami in varnega delovanja celotnega sistema
moramo upostevati varno komunikacijo med IoT prehodi in oblacno plat-
formo. Platforma Watson IoT zahteva avtentikacijo vsake povezane naprave,
v nasprotnem primeru je dostop zavrnjen. Poleg tega platforma potrebuje
informacije o povezani napravi. Te informacije deniramo kot tip naprave
(angl. device type). Vsak tip naprave vsebuje informacije o serijski stevilki,
modelu naprave, kratek opis, verzijo strojne opreme, podatke o proizvajalcu,
verziji programske opreme in lokaciji.
Nasa resitev uporablja tip naprave z imenom RectioGateway. Oblacna
aplikacija ob zagonu preveri, ali je tip naprave registriran na platformi IBM
Watson IoT in po potrebi registrira nov tip naprave.
Vsak na novo namescen IoT prehod Rectio Gateway poslje zahtevo za re-
gistracijo na oblacno aplikacijo Rectio Cloud. Registracijska zahteva vsebuje
podatke o IoT prehodu (glej spodaj).
{
"serial":"RECTIO-xyza",
"name":"RectioGateway-xyza",
"address":"http://192.168.32.128:2020",
"location":"Demo site"
}
Rectio Cloud ob prejemu zahteve kreira avtentikacijski kljuc oziroma ge-
slo. Prejete informacije in avtentikacijski kljuc uporabi za registracijo na-
prave na platformo Watson IoT. Ob uspesni registraciji posreduje podatke o
registraciji IoT prehodu, saj jih ta potrebuje za konguracijo izvoza podatkov
(glej 3.2.4).
{
"clientId": "d:17q1ki:RectioGateway:RECTIO-xyza",
"typeId": "RectioGateway",
"deviceId": "RECTIO-xyza",
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"deviceInfo": {},
"registration": {
"auth": {
"id": "a-17q1ki-2rlmmig0zk",
"type": "app"
},
"date": "2020-05-29T15:00:10.918Z"
},
"authToken": "jDSCEuwIcO",
}
Po uspesni registraciji nove naprave na platformo Watson IoT, Rectio
Cloud shrani podatke o registriranem IoT prehodu v podatkovno bazo. Vsak
registriran IoT prehod je viden v spletni aplikaciji (slika 4.2).
Slika 4.2: Domaca spletna stran Rectio Cloud
4.1.2 Domaca stran spletne aplikacije
Domaca stran spletne aplikacije prikazuje uporabniku vse registrirane IoT
prehode. Za vsak registriran prehod preveri, ali je dostopen na registriranem
naslovu. Za potrebe preverjanja povezljivosti IoT prehodov se uporablja API
klic za preverjanje zdravja resitve (glej 3.2.4).
Na domaci strani lahko uporabnik izbere posamezen prehod in spletna
aplikacija prikaze podrobne informacije o IoT prehodu.
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Slika 4.3: Podrobne informacije o IoT prehodu
Podrobne informacije o IoT prehodu vsebujejo splosne podatke o IoT
prehodu, informacije o izvozu podatkov (slika 4.3) in diagnosticne zapise o
IoT prehodu (slika 4.15).
Struktura izvoza podatkov je preddenirana in omogoca uporabniku locevanje
poslanih podatkov glede na posamezno napravo. Struktura podatkov je pri-
kazana spodaj.
{
"id": "5c4c4028-998f-4a6f-b166-7e3a085e4944",
"device": "Random-Boolean-Device",
"origin": 1591458222622594800,
"readings": [
{
"id": "5d035f6a-b42a-4801-bcfa-6262829c3046",
"origin": 1591458222608982500,
"device": "Random-Boolean-Device",
"name": "Bool",
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"value": "false"
}
]
}
Vsak izvozen podatek vsebuje atribut device, ki pove za katero napravo
gre. Na podlagi tega atributa lahko ltriramo poslane podatke, jih analizi-
ramo in pripravimo za nadaljnjo obdelavo. V atributu readings se nahajajo
vsi podatki, katere je naprava zajela v dolocenem casovnem intervalu.
V primeru napak v delovanju lahko uporabnik izkoristi ta del uporabniskega
vmesnika za pregled zgodovinskih in diagnosticnih zapisov (slika 4.15). Plat-
forma belezi informacije o povezavi IoT prehoda s platformo IBM Watson
IoT in prekinitvi povezave.
Slika 4.4: Podrobne informacije o IoT prehodu
Statistika uporabe
Zadnja funkcionalnost, ki jo ponuja Rectio Cloud, je pregled porabe oziroma
kolicina prenesenih podatkov. V trenutni verziji platforma prikazuje porabo
za zadnje 2 meseca. Ta del platforme bi lahko razsirili z dodatnimi statisti-
kami za prikaz delovanja organizacije, lastnimi analizami itd.
Za potrebe dobre uporabniske izkusnje je dodana tudi pomoc uporabni-
kom, ki je vedno dostopna.
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Slika 4.5: Statistika porabe
4.2 Platforma IBM Watson IoT
Platforma IBM Watson IoT je del oblacne platforme IBM Cloud. Watson IoT
je specializirana resitev na podrocju interneta stvari. Omogoca varno delo z
napravami in IoT prehodi, izvoz podatkov, analizo podatkov, shranjevanje
podatkov, vpogled v delovanje itd. Nasa resitev Rectio Cloud je integrirana
s platformo Watson IoT in izkorisca njene funkcionalnosti. Glavna funkcio-
nalnost, ki jo nasa resitev uporablja je protokol MQTT. Platforma Watson
IoT ob zagonu dodeli specializiran streznik (angl. MQTT broaker), ki nam
omogoca posiljanje podatkov v platformo Watson IoT z uporabo protokola
MQTT. Poleg tega platforma skrbi za varno delo z napravami. Vsaka na-
prava, ki se zeli povezati z Watson IoT, se mora registrirati in nato uporabiti
svoje uporabnisko ime in geslo za varno komunikacijo.
Resitev Rectio tako uporablja platformo Watson IoT kot izstopno tocko
celotne resitve. Uporabniki lahko izkoristijo celotno moc IBM Cloud-a za
analizo poslanih podatkov iz IoT prehodov Rectio Gateway. Vse storitve,
ki so na voljo v katalogu znotraj IBM Cloud, lahko uporabniki povezejo
z Watson IoT. Taksne storitve so na primer prediktivna analiza podatkov,
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skladiscenje podatkov, obdelava podatkov, strojno ucenje itd.
Watson IoT smo izbrali ravno zaradi storitev, ki jih ponuja IBM Cloud.
Zaradi hitre in enostavne postavitve celotne resitve Rectio lahko razvojne
ekipe v industriji hitro evaluirajo, ali se jim investicija v IoT splaca. Z
uporabo storitev v oblaku lahko dobijo boljsi vpogled v zbrane podatke in
delovanje industrijskih resitev.
4.3 Rectio Gateway
Vsak uporabnik, ki ima dostop do oblacnega sistema lahko prenese program-
ski paket za namestitev programske opreme Rectio Gateway.
4.3.1 Namestitev
Programsko opremo Rectio Gateway namestimo enako kot katerikoli drugi
paket na operacijskem sistemu Linux z uporabo ukaza dpkg.
$ sudo dkpg --install rectio.deb
Slika 4.6: Namestitev programske opreme Rectio
Po namestitvi je potrebno pognati se konguracijsko skripto, ki pripravi
sistem za pravilno delovanje programa. Konguracijsko skripto je potrebno
pognati kot root, v nasprotnem primeru dolocene funkcionalnosti ne bodo
delovale. Ob zakljuceni konguraciji sistema, skripta prenese se potrebne
kontejnerje v katerih tece platforma EdgeX (slika 4.7).
Ce zeli uporabnik odstraniti Rectio s svojega sistema, uporabi ukaz:
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Slika 4.7: Konguracijska skripta
$ sudo dkpg --purge rectio
Ob brisanju programske opreme Rectio Gateway, se odstranijo vse namescene
datoteke, kot tudi kontejnerji Docker. Z uporabo ukaza za prikaz stanja ser-
visa se prikaze delujoce stanje prehoda (slika 4.8).
4.3.2 Spletna aplikacija
Dostop do spletne aplikacije je mozen na vec nacinov. Prvi je preko povezave
localhost na samem sistemu. Uporabnik mora zagnati spletni brskalnik in
vpisati naslov http://127.0.0.1:2020 . V primeru povezave IoT prehoda s
svetovnim spletom mora uporabnik poznati zunanji IP naslov IoT prehoda.
Kot naslov uporabimo http://zunanji-ip-naslov:2020 . Pred uporabo
uporabniskega vmesnika se mora uporabnik prijaviti (slika 4.9). Po uspesni
prijavi se uporabniku prikaze nadzorna plosca (slika 4.10).
Na nadzorni plosci so prikazane nekatere osnovne informacije o samem
IoT prehodu. Nadzorna plosca sluzi hitremu pregledu stanja celotnega sis-
tema. Zaradi lokalnega shranjevanja podatkov lahko zmanjka prostora na
napravi, zato nadzorna plosca prikazuje porabo diskovnega prostora. Poleg
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Slika 4.8: Stanje servisa Rectio na sistemu Linux
tega prikazuje obremenitev celotnega sistema. Tako lahko uporabnik vidi, ce
je sam IoT prehod preobremenjen in po potrebi odstrani kaksno aplikacijo.
Poleg same statistike sistema prikazuje zadnja obvestila in opozorila. Tako
ima uporabnik pregled nad celotnim sistemom. Na levi strani se nahaja meni
za potrebe navigacije po aplikaciji.
4.3.3 Nadzor aplikacij
Nadzorni plosci sledi stran za nadzor programske opreme na IoT prehodu.
Nalaganje programskih paketov je podprto z uporabo spletne aplikacije in
programskega vmesnika. Vsi nalozeni programski paketi se prikazejo v tabeli.
Vsak paket je mozno odstraniti ali namestiti na sam IoT prehod (slika 4.11).
S klikom na gumb za namestitev se prikaze pojavno okno (slika 4.12).
Uporabnik mora podati nekatere informacije potrebne za namestitev pro-
gramskega paketa. V primeru uspesne namestitve se pokaze obvestilo o
uspesni namestitvi, poleg tega pa je paket viden na naslednji strani, ki pri-
kazuje vse namescene programske pakete preko IoT prehoda Rectio Gateway
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Slika 4.9: Prijava v sistem
Slika 4.10: Statistika porabe
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Slika 4.11: Nadzor programske opreme
(slika 4.13).
Slika 4.12: Pojavno okno za namescanje programske opreme
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Slika 4.13: Nalozeni programski paketi
Uporabnik lahko za vsak nalozen programski paket vidi stanje programa.
Ce namesceni programski paket deluje kot servis, spletna aplikacija prikaze
stanje namescenega servisa. V primeru namestitve programskega paketa, ki
ne deluje kot servis, aplikacija prikaze program kot neaktiven, saj ne more
pridobiti statusa programa.
Sam prikaz stanja namescenih aplikacij ni zadosten v primeru tezav. Zato
ima uporabnik moznost vpogleda v zgodovinski zapis samih aplikacij. Ko
uporabnik namesti dolocen programski paket, mora tudi vnesti informacijo o
lokaciji zgodovinskega zapisa (angl. log le). To informacijo uporabi Rectio
Gateway za prikaz zapisov. Zadnjih 100 zapisov je prikazanih v tabeli, kjer
so tudi barvno oznacene napake. To omogoca uporabniku hitrejse zaznavanje
napak v delovanju (slika 4.14). Trenutna verzija prikaza zgodovinskih zapi-
sov je dokaj osnovna. Po potrebi bi lahko implementirali kar nekaj izboljsav.
Prva izboljsava bi bila moznost iskanja po samih zapisih, ltriranje zapisov
in izbira casovnega intervala za granularen prikaz zgodovinskih zapisov.
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Slika 4.14: Prikaz zgodovinskih zapisov
4.3.4 Ukazna vrstica
Podprli smo tudi moznost upravljane celotnega sistema na daljavo z upo-
rabo emulirane ukazne vrstice v spletni aplikaciji. Funkcionalnost konzole je
omejena, vendar zadosca za izvajane osnovnih ukazov. V primeru potrebe
urejanja datotek in uporabe bliznjic na tipkovnici mora uporabnik uporabiti
drugacne nacine povezave. Eden izmed taksnih nacinov je uporaba povezave
SSH in konzole kot je na primer putty.
4.3.5 IoT naprave
Spletna aplikacija prikazuje vse povezane IoT naprave. Privzeto se ob na-
mestitvi resitve registrirajo stiri virtualne naprave. Te naprave so prisotne
za potrebe testiranja izvoza podatkov in prikaz delovanja sistema. Vsaka
naprava ima svoj enolicni identikator (slika 4.16).
Za potrebe dodajanja novih IoT naprav so izdelane pod strani s spletnimi
obrazci. Spletni obrazci so splosni in zahtevajo delno poznavanje platforme
EdgeX, vendar to omogoca uporabnikom povezavo poljubnih naprav IoT. Pri
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Slika 4.15: Nalozeni programski paketi
dodajanju nove IoT naprave mora uporabnik denirati zicen naslov naprave,
kaksen tip podatkov posilja, tip napake v delovanju, prol naprave in servis,
ki skrbi za nadzor naprave [26].
Spletna aplikacija omogoca podroben vpogled v posamezno registrirano
napravo IoT (slika 4.17), kjer so prikazani vsi konguracijski parametri.
Ko registriramo novo napravo, nas tudi zanima, ali povezava z napravo
deluje in ce naprava posilja podatke v pravilni obliki. Zato ima uporabnik na
voljo podstran, ki prikazuje zadnjih pet prebranih podatkov in seznam vseh
ukazov za nadzor naprave (slika 4.18)
4.3.6 Izvoz podatkov
Kot je opisano v poglavju 3.2.4 se ob prvem zagonu IoT prehoda Rectio
Gateway opravi registracija na Rectio Cloud. Privzeto se registrira izvoz
podatkov v oblacno platformo Watson IoT. Vse registracije izvoza podatkov
so vidne v spletni aplikaciji (slika 4.19).
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Slika 4.16: Seznam registriranih naprav IoT
Uporabnik lahko aktiven izvoz podatkov deaktivira in po potrebi z upo-
rabo forme denira izvoz podatkov v druge aplikacije in oblacne platforme
(slika 4.20).
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Slika 4.17: Podrobne informacije o napravi
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Slika 4.18: Seznam ukazov za posamezno napravo IoT
Slika 4.19: Registrirane storitve za izvoz podatkov
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Slika 4.20: Forma za registracijo izvoza podatkov
Poglavje 5
Zakljucek
Na podlagi razdelane arhitekture smo razvili prototip IoT ekosistema. Nasa
resitev vsebuje aplikacijo v oblaku, ki sluzi potrebam izvoza podatkov in
pregledom nad celotnim ekosistemom. Poleg tega smo razvili programsko
resitev Rectio Gateway, ki uporabnikom omogoca delo z IoT napravami in
nudi razsirljivo platformo za potrebe zahtev industrijskega interneta stvari.
Uporabniki lahko razvijejo lastne aplikacije, ki izkoriscajo moc nase resitve
in tako preverijo, ali se jim investicija v internet stvari splaca.
Kljub mnogim funkcionalnostim, ki jih ponuja Rectio Gateway obstaja
se kar nekaj prostora za izboljsave.
5.1 Mozne izboljsave
V trenutni verziji je uporabnisko ime in geslo IoT prehoda Rectio Gateway
preddenirano. Potrebno bi bilo razsiriti namestitvene skripte, ki bi pri na-
mestitvi zahtevale denicijo uporabniskega imena in gesla.
Za potrebe nadgradnje programske opreme Rectio Gateway bi bilo po-
trebno razviti mehanizem, ki nadgradi programsko opremo v primeru nove
verzije. To bi lahko zagotovili z uporabo mehanizmom za nadgradnjo pro-
gramskih paketov na samem sistemu Linux. Poleg tega bi bilo potrebno
implementirati repozitorij, kjer bi se nahajali novejsi programski paketi in bi
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bili dostopni nasi resitvi.
Za potrebe preverjanja dostopnosti IoT prehodov je v trenutni verziji
prosto dostopen programski vmesnik. To bi lahko izboljsali z uporabo certi-
katov za preverjanje identitet. Tako bi lahko Rectio Cloud na varen nacin
preveril dostopnost IoT prehodov Rectio Gateway. Poleg tega bi lahko nad-
gradili komunikacijo med IoT prehodom in platformo Watson IoT. Trenutno
je komunikacija zascitena z uporabo uporabniskega imena in gesla, kar bi
lahko nadgradili z uporabo certikatov.
Za podporo razvoju uporabniskih aplikacij bi bilo dobro dodati dokumen-
tacijo za razvijalce, kot je na primer Swagger.
Resitve kot so nas IoT prehod se v industriji stalno razvijajo in prilaga-
jajo poslovnim potrebam. Sama arhitektura omogoca nadgradnjo celotnega
sistema, kar omogoca nasi resitvi prilagajanje poslovnim potrebam in nadalj-
njim nadgradnjam.
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