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Tato diplomová páce sleduje dva základní cíle. Prvním je návrh knihovny pro la-
dění mikroprocesorů s jádrem Cortex-M4. Druhým cílem pak je návrh převodníku
sběrnice USB na CAN pro otestování ladění pomocí navržené knihovny. Tento pře-
vodník by neměl být nutným, avšak je vhodným doplňkem pro použití s navrženou
knihovnou.
První kapitola této práce má za cíl seznámit s možnostmi ladění, které nabízí
jádro Cortex-M4. V další kapitole je pak provedena rešerše způsobů ladění embedded
zařízení následovaná popisem sběrnice CAN.
Knihovna pro ladění mikroprocesorů s jádrem Cortex-M4 má umožnit ladění
bez nutnosti použít specializovaný ladící hardware. Navržená knihovna by měla po
přilinkování k laděné aplikaci obsloužit zápis do modulů jádra, určených k ladění
(nastavení breakpointů atd.). Knihovna SDEBUG také musí zajistit komunikaci s
nadřazeným ladícím SW a to pokud možno protokolem nezávislým na použitém
převodníku.
Pro přijímání příkazů a report stavů a dat bude využito průmyslové sběrnice
CAN. To by mělo přinést několik výhod. Hlavní výhodou je vyhnutí se nutnosti
použití specializovaného ladícího HW. Další výhodou je vyšší odolnost průmyslových
sběrnic proti rušení oproti standardním ladicím rozhraním (JTAG a SWD). Poslední
výhodou je, že u v provozu nasazených zařízení není většinou ladící konektor vyveden
vně zapouzdření, zatímco průmyslové sběrnice vyvedeny jsou a je tak možno ladit
aplikační software i při reálném nasazení.
Vlastní návrh převodníku je rozdělen do dvou kapitol a to Návrh HW a Návrh
firmware pro CANsBUG. První obsahuje všechny nutné výpočty, výběr jednotlivých
součástek a jiných informací pro návrh desky CANsBUG. V kapitole Návrh firmware
pro CANsBUF je pak popsán ovládací program včetně blokové struktury a popisu
jednotlivých částí. Součástí této kapitoly je návrh jednotlivých ovládacích prvků.
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1 ARM CORTEX-M4
Architektura ARM (Advanced RISC Machine, dříve Acorn RISC Machine) vyvíjená
firmou ARM Holding je jednou z nejrozšířenějších procesorových architektur. Jedná
se o 32-bitovou RISC architekturu vyznačující se nízkou spotřebou v poměru k
vysokému výpočetnímu výkonu. To spolu s možností výrobců licencovat si od ARM
Holding návrh jádra a implementovat ho s vlastními periferiemi do SOC dělá z
procesorů s architekturou ARM jednu ze světově nejrozšířenějších architektur. Je
možné ji najít jak ve spotřební elektronice (mobilní telefony, routery, tablety atd.)
tak v průmyslové oblasti řízení strojů, sběru a zpracování dat atd.
Jádro Cortex-M4 se řadí spolu s jádrem Cortex-M7 k nejvýkonnějším jádrům
určeným k nasazení v embedded real-time zařízeních určených k nejnáročnějšímu
řízení na základě real-time zpracování dat.
1.1 Podpora pro ladění v jádře Cortex M4
Mikroprocesory s jádrem ARM Cortex-M4 podporují široké možnosti ladění kódu.
Základní dělení ladících mechanizmů je na invazivní a neinvazivní. Invazivní ladící
techniky jsou:
• RUN-STOP ladící model. Využívá schopnosti zastavit procesor například po-
mocí breakpointu.
• Ladění za pomoci DebugMonitor výjimek. Tato metoda je méně invazivní ne-
boť při obsluze DebugMonitor výjimky nedojde k zastavení jádra a při správné
obsluze mohou být stále volány potřebné části software.
Neinvazivní ladící techniky pak jsou:
• Sledování běhu aplikace pomocí zápisu do Instrumentation Trace Macrocell
(ITM). Komunikace pomocí ITM umožňuje softwaru posílat ladící výpisy s
minimálními systémovými nároky.
• Profilování různých systémových událostí včetně přidružení časové informace.
Mezi události, které je možné monitorovat, lze zařadit např. počet hodinových
cyklů spojených s přerušením či funkcí sleep módu.
• Vzorkování PC (programového čítače) a událostí načítání a ukládání.
• Výkonnostní statistiky založené na počítači hodinových cyklů na instrukci
(CPI).
• Trasování dat.
• Trasování instrukcí používající ETM.
Pro ladění se využívá bloků jádra, které jsou popisovány v následujících kapitolách.
Jelikož implementace jednotlivých funkcí používaných pro ladění závisí na výrobci
a je nepovinná, obsahuje každý procesor ROM tabulku, ze které lze vyčíst detaily
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o implementovaných funkcích pro daný typ procesoru. Toto vyčtení je možné pro-
vést jak programovým kódem běžícím přímo v jádře tak i externím ladícím kódem
využívajícím přístup pomocí Debug access portu.
1.1.1 Debug access port
Debug acces port (DAP) zprostředkovává rozhraní pro externí přístup k blokům
jádra sloužícím k ladění. DAP používá buď JTAG Debug Port nebo Serial Wire
Debug Port.
1.1.2 Flash patch breakpoint unit
Flash patch and breakpoint unit (FPB) může sloužit k přemapování některé části
paměti z oblasti kódu do oblasti paměti SRAM. Další možností je využití jako
generátor breakpoint událostí při vyčítání instrukce z dané paměťové oblasti. Počet
komparátorů určených k porovnávání adres závisí na implementaci konkrétního čipu
a kód může tuto informaci vyčíst z kontrolních registrů FPB jednotky.
1.1.3 Data watchpoint and trace unit
Data watchpoint and trace unit (DWT) obsahuje následující komparátory umož-
ňující porovnávat adresu načítané intrukce, zápis nebo čtení dat z určené adresy.
K tomuto porovnávání je blok DWT vybaven několika komparátory. V případě
schody porovnání nastaveného komparátoru s aktuálně prováděnou instrukcí může
blok DWT generovat některou z následující událostí:
• Watchpoint, který způsobí zastavení procesoru v ladícím stavu nebo vyvolání
DebugMonitor výjimky.
• Signalizace pro použití s jiným blokem (např. ETM)
• Generování trasovacích paketů obsahujících zpracovávaná data, hodnotu pro-
gramového čítače.
• Generování trasovacích paketů pro profilování výkonu na základě čítače cyklů.
• Trasování výjimek
1.1.4 Trace point interface unit
Trace port interface unit (TPIU) spojuje datové zprávy z jednotlivých bloků (DWT,
ITM, ETM) do jednoho datového streamu. TPIU může jako výstup používat syn-
chronní paralelní port datové šířky od 1 do 32bitů. Další možností je využití asyn-
chronního sériového portu. Ten je pomalejší než port paralelní. Je však jednodušeji
implementovatelný do ladící sondy.
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1.1.5 Instrumentation trace macrocell
Instrumentation trace macrocell poskytuje paměťově mapované registry, které může
běžící aplikace využít pro logování a trasování. Data zapisovaná do regristrů ITM
jsou zabalena dle definovaného protokolu a odesílána pomocí TPIU.
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2 ZPŮSOBY LADĚNÍ EMBEDDED SYSTÉMŮ
Řetězec ladění lze rozdělit na několik bloků, tak jak je zobrazeno na obrázku 2.1.
Jednotlivé bloky mohou být v různých SW balících spojeny dohromady.
Obr. 2.1: Řetězec ladění embedded systému [10]
2.1 IDE
Integrované vývojové prostředí kromě organizace zdrojových souborů a ovládání je-
jich překladu zabezpečuje také vizualizaci dat při ladění. Umožňuje grafické zadávání
breakpointů a zobrazovaní stavů jednotlivých registrů, části kódu kde se program
právě nachází a dalších informací. IDE lze však vynechat a zadávat GDB příkazy
přímo či využít jiných programů pro ladění (např. DDD - Data Display Debug-
ger). Zvláště u komerčních vývojových prostředí je jako součást IDE integrována i
funkcionalita části GDB klient a GDB server.
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2.2 GDB Klient
Jako parametr při spuštění dostává program, který se má ladit. Přijímané GDB
příkazy, které jsou symbolické, převádí na základě znalosti laděného programu na
konkrétní absolutní příkazy obsahující již konkrétní adresy. Příkazy jsou pomocí
sériové linky či telnetu předávány GDB Serveru.
2.3 GDB Server
GDB server je připojen na ladící program, který ovládá. Jelikož při ladění embedded
zařízení však server neběží přímo na laděném zařízení, musí se k cílovému zařízení
připojit za pomoci ladící sondy. Komunikace s ladící sondou je specifická pro daný
typ sondy a závisí také na architektuře, na které běží laděná aplikace.
Existuje varianta GDB serveru, která je integrovaná přímo do ladící sondy, ale
nejčastěji se používá komplexní ladící aplikace OpenOCD. Tento balík podporuje
asi největší množství ladících sond a cílových zařízení.
2.4 Ladící sondy
Ladící sondy slouží jako převodník rozhraní z nějaké počítačové sběrnice (nejčastěji
USB) na JTAG nebo SWD pro přístup k paměťovému prostoru mikroprocesoru.
2.4.1 ST-Link V2
ST-Link je vzhledem ke své ceně a dostupnosti na všech Discovery kitech asi nejpou-
žívanější ladicí a programovací nástroj pro procesory od výrobce STMicroelectronics.
Jeho nevýhodou je omezení pro práci pouze s jedním výrobcem mikroprocesorů.
2.4.2 Black magic probe
Black magic probe je open source software i hardware vyvinutý firmou Black Sphere
Technologies. Vzhledem k open source licenci byl software upraven i pro nahrání do
různých jiných desek (např. ST-Link na Discovery kitech). Výhodou black magic
probe je plná integrace malého GDB serveru přímo do ladicí sondy. Odpadá tak
nutnost mít na PC nainstalovaný OpenOCD. GDB klient zasílá příkazy remote
serial protokolu přímo na virtuální sériovou linku black magic probe.
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2.4.3 ULINK, JLINK
ULINK a JLINK jsou nejčastější zástupci univerzálních JTAG SWD programátorů.
Nejsou vyráběny výrobcem konkrétních mikroprocesorů a jejich výrobci se tak snaží
o co nejširší rodinu podporovaných procesorů. Výhoda je také v poměrně široké ro-
dině podpůrného software. ULINK i JLINK mají několik verzí lišících se schopnostmi
a samozřejmě cenou. Základní verze standardně podporují JTAG a SWD, vyšší verze
pak umožňují přijímat a zpracovávat také např. trace stream generovaný embedded
trace macrocell.
2.4.4 Sondy založené na paralelním portu
Tyto jednoduché převodníky z paralelního rozhraní na JTAG jsou oblíbené hlavně
začínajícími amatéry a to hlavně díky své jednoduchosti a dostupnosti. Nejčastěji
jsou založeny na emulovaném paralelním portu některého z výrobců z převodníků
USB na paralelní data. O vlastní implementaci JTAG protokolu se pak stará ob-
služný software v PC, který zápisem v daných časových okamžicích simuluje proto-
kol. Z použitého řešené vyplívá možnost pracovat pouze na nižších frekvencích tak,
aby se protokol zvládal správně emulovat.
2.5 ARM CoreSight
ARM CoreSight je poslední část ladícího řetězce. Jedná se o součásti jádra specifi-
kované firmou ARM. Zápisem dat do jednotlivých funkčních bloků lze ovládat běh




CAN (Controller Area Network) je sériový komunikační protokol vyvinutý v 80.le-
tech firmou Robert Bosch GmbH pro použití v automobilovém průmyslu, s cílem
snížit množství kabeláže potřebné k propojení elektronických systémů automobilů.
Jedná se o robustní síť typu multimaster (každý z uzlů může nezávisle na ostat-
ních zahájit vysílání) s vysokou mírou odolnosti proti chybových stavům a s ma-
ximální přenosovou rychlostí až 1Mbit/s. Fyzická vrstva a linková vrstva sběrnice
CAN jsou definovány normou ISO 11898. Vzhledem k podpoře CAN v obvodech
většiny výrobců, nízké ceně a jednoduchosti implementace se tato sběrnice rozšířila
z automobilového průmyslu i do jiných průmyslových odvětví.
3.1 Fyzická vrstva CAN
Norma ISO 11898 definuje požadavky na fyzickou vrstvu sběrnice CAN. Fyzická
vrstva sběrnice CAN musí přenášet dva stavy: dominantní a recesivní. Pokud jaké-
koliv zařízení vysílá na sběrnici dominantní stav, je sběrnice v dominantním stavu. V
recesivním stavu se sběrnice nachází pouze tehdy, když všechna zařízení připojená
ke sběrnici vysílají recesivní úroveň. V normě ISO 11898 je definována diferenci-
ální sběrnice, která se pro realizaci fyzického přenosového média používá nejčastěji.
Tvoří ji dva vodiče, které jsou označované jako CAN_H a CAN_L a jednotlivé stavy
sběrnice (dominant a recesive) jsou definovány rozdílovým napětím těchto vodičů.
Za recesivní je považován stav s rozdílovým napětím 𝑉𝑑𝑖𝑓𝑓 = 0𝑉 a stav dominantní
pak pro 𝑉𝑑𝑖𝑓𝑓 > 2𝑉 .
3.1.1 Časování sběrnice CAN
Sběrnice CAN používá kódování NRZ (Non Return to Zero - Bez návratu k nule),
což snižuje nároky na šířku pásma vodiče, zároveň to ale přináší potřebu, řešit
synchronizaci přijímače. Rozlišujeme dva druhy synchronizace na sběrnici:
• Počáteční synchronizace - přijímač se synchronizuje na základě synchronizač-
ního pulzu na začátku zprávy.,
• Resynchronizace - přijímač si v průběhu přijmu zprávy opravuje synchronizaci
podle změn jednotlivých bitů na sběrnici.
Aby mohla být správně provedena resynchronizace přijímače, musí Linková vrstva
zajistit, že sběrnice nebude v jednom stavu déle než dobu potřebnou pro přenos pěti
bitů. Toho se docílí metodou Bit stuffing. Linková vrstva musí za každých po sobě
jdoucích 5bitů stejné hodnoty vložit bit opačné logické úrovně. Na tomto bitu pak
může přijímač provést resynchronizaci.
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Každý bit na sběrnici si přijímač vnitřně dělí do čtyř částí:
• SYNC_SEG - v tomto časovém úseku se očekává přítomnost hrany signálu
• PROP_SEG - tento časový úsek je určen pro kompenzaci prodlevy nutné k
šíření signálu mezi nejvzdálenějšími uzly na sběrnici.
• PHASE_SEG1 - ohraničuje vzorkovací bod zleva. V případě, že je hrana sig-
nálu detekována až za SYNC_SEG, je PHASE_SEG1 prodloužen tak, aby
byl posunut bod vzorkování.
• PHASE_SEG2 - ohraničuje bod vzorkování zprava. V případě, že je hrana
signálu detekována až za SYNC_SEG, je tento segment zkrácen tak, aby byl
správně navzorkován následující bit.
3.2 Linková vrstva sběrnice CAN
Linkovou vrstvu sběrnice CAN lze rozdělit na:
• Podvrstva řízení přístupu k médiu (MAC - Medium Access Control). Tato
podvrstva zajišťuje kódování dat, vkládání doplňkových bitů (Bit stuffing).
Dále řídí přístup k médiu, řeší kolize na sběrnici a potvrzuje přijetí zpráv.
• Podvrstva řízení datového spoje (LLC - Logical Link Control). Tato podvrstva
zajišťuje filtrování přijatých zpáv a hlášení o přerušeních.
3.2.1 Řízení přístupu k médiu (MAC)
Každý uzel může začít na sběrnici vysílat v libovolný okamžik, pokud se sběrnice
nachází v klidovém stavu (bus free). Vzhledem k možnosti, že začne v jeden okamžik
na sběrnici vysílat více uzlů, obsahuje návrh sběrnice CAN systém řešení kolizí.
Každý vysílající uzel porovnává stav sběrnice s aktuálně vysílaným bitem. Pokud
na sběrnici není stejná úroveň, jakou uzel vysílá, okamžitě přeruší další vysílání a
pokračuje v příjmu dané zprávy. Ke kolizi tak dojde až v případě, kdy vysílané rámce
obsahují na daném bitu jinou úroveň. Tím je zajištěno, že na sběrnici zůstanou v
data s vyšší prioritou.
3.2.2 Formáty datových rámců na sběrnici CAN
Sběrnice CAN obsahuje 4 druhy datových rámců [7]. Všechny jsou zobrazeny na
obrázku 3.1.
Datová zpráva (Data Frame)
Rozlišujeme dva typy Datových zpráv. Standardní, který je definován specifikací
2.0A a Extended, který je definován specifikací 2.0B. Rozdílem v těchto zprávách
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je délka identifikátoru zprávy, která je u Extended frame 29bitů, zatímco u Stan-
dard frame je to pouze 11bitů. Standardní formát zprávy je zobrazen na obrázku a
obsahuje následující části:
• SOF - 1bit: Začátek zprávy. Slouží k synchronizaci přijímačů.
• Arbitration Field - 11 + 1 bitů: Určuje prioritu zprávy na sběrnici. Obsahuje
11 bitů dlouhý identifikátor zprávy a 1 bit (RTR) pro rozlišení Datové zprávy
od zprávy Žádost o data. V datové zprávě je bit RTR dominant. Tím je určena
vyšší priorita datové zprávy před zprávou žádost o data.
• Control Field - 2 + 4 bity: Obsahuje dva rezervní bity (R0 a R1) ve stavu
dominant a 4 bity určující počet datových bajtů ve zprávě.
• Data Field - 0 až 64 bitů: Obsahuje 0 až 8 datových bajtů.
• CRC Field - 16 bitů: Obsahuje 15 bitů dlouhý kontrolní CRC kód umožňující
kontrolu nepoškozenosti zprávy a 1 dominant bit oddělující CRC od ACK bitu.
• ACK Field - 2 bity: Pole potvrzení obsahuje 1 recesivní bit, který jakýkoliv
přijímač na sběrnici přeruší bitem dominantním a tím vysílačí potvrdí příjem.
Druhý bit je recesivní a odděluje potvrzení.
• End Of Frame - 7 bitů: Označuje konec zprávy vysláním recessive bitů.
Extended formát zprávy využívá rezervní bit R1 na rozlišení typu rámce. Dle CAN
2.0B je nazýván IDE (Identifier Extended) a je dominant pro standardní formát a
recesive pro rozšířený formát. Bit RTR je nahrazen recessive bitem SRR. Při kolizi
Standard a Extended formátu se stejným 11-ti bitovým identifikátorem zajišťuje bit
SRR přednost pro formát Standardní. Za bitem IDE Extended formátu následuje 18
bitů rozšiřující identifikátor zprávy. Další struktura zprávy je stejná se Standardním
formátem.
Žádost o data (Remote Frame)
Žádost o data má podobnou strukturu jako datová zpráva. Žádost o data neobsahuje
datovou oblast (Data Field) a bit RTR je nastaven na recessive. Tím je zajištěno, že
pokud jeden uzel vysílá žádost o data a druhý posílá data se stejným identifikátorem
ve stejnou dobu, tak datová zpráva bude mít na sběrnici přednost.
Chybová zpráva (Error Frame)
Chybovou zprávu vysílá každý uzel, který detekuje na sběrnici chybu. Dle svého
vnitřního stavu vysílá buď Aktivní nebo Pasivní chybovou zprávu. Ta se skládá ze
šesti po sobě jdoucích dominantních bitů pro Aktivní chybovou zprávu nebo ze šesti
recesivních bitů pro Pasivní chybovou zprávu. Při vysílání aktivní chybové zprávy
je přenášená zpráva poškozena (nedodržení pravidla vkládání bitů), což detekují i
ostatní uzly na sběrnici a začnou také vysílat chybové zprávy. Délka úseku ERROR
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FLAG pak je minimálně 6 bitů a maximálně 12 bitů dlouhá. Za polem ERROR
FLAG následuje 7 reccesive bitů (ERROR DELIMITER) indikující konec chybové
zprávy. Každý uzel po odvysílání ERROR FLAG kontroluje stav sběrnice a čeká na
přijmutí celého pole ERROR DELIMITER.
Zpráva o přetížení (Overload Frame)
Zprávu o přetížení vysílá uzel, který potřebuje oddálit vyslání dalších zpráv na
sběrnici. Struktura zprávy je podobná Chybové zprávě, na rozdíl od ní je však
vyslána až po konci zprávy.
Obr. 3.1: Typy zpráv na sběrnici CAN [7]
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3.3 Ostatní vrstvy sběrnice CAN
Vyšší vrstvy ISO/OSI modelu jsou na sběrnici CAN reprezentovány mnohými, často
vzájemně nekompatibilními standardy jako CANOpen.
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4 NÁVRH PROTOKOLU
Cílem je navrhnout univerzální protokol, který bude použitelný jak na sběrnici CAN,
tak v případě jednoduché modifikace i na jiných průmyslových sběrnicích. Vzhledem
k předpokladu používání výsledné aplikace dohromady s GNU ladícími aplikacemi
jsem se rozhodl převzít jako základ část GDB Remote serial protokolu.
4.1 GDB Remote Serial protokol
GDB sériový protokol se používá pro připojení ke vzdálenému procesu. Vysílané
pakety mají obecný tvar [11] $data#hh kde data jsou požadovaná data v paketu a
hh je dvoumístný kontrolní součet datové části paketu. Kontrolní součet je počítán
jako modulo 256 sumy všech datových byte mezi znaky $ a #. V případě, že v da-
tech má být použit některý z řídících znaků ($,#,}) musí být zapsán pomocí escape
sekvence. Před požadovaný znak se vloží escape znak ’}’, který má ASCII hodnotu
0x7D. Požadovaný znak se pak uloží jako exklusivní součet (XOR) znaku a hod-
noty 0x20. Na každý paket od klienta odpovídá server znakem "+", který vyjadřuje
správné přijetí zprávy (souhlasí kontrolní součet). Odpověď znakem "-"pak znamená
požadavek na znovu poslání zprávy z důvodu jejího špatného příjmu. Následovat
mohou další data, pokud jsou potřebná jako odpověď na daný typ požadavku.
4.1.1 Přehled odpovědí GDB serveru
• Odpověď o správném paketu ’+’
• Odpověď o špatném paketu ’-’
• +$#00 - prázdná odpověď je používána pokud GDB server nerozpozná nebo
nepodporuje daný příkaz.
• +$OK#9A - potvrzení
• +$Exx#cs - Odesílá chybový stav kde xx vyjadřuje číslo chyby
• +$Sxx#cs - Signal kde xx vyjadřuje číslo signálu
• Datová odpověď (např. při čtení registrů nebo paměti)
4.1.2 Přehled implementovaných paketů GDB Remote Se-
rial protokolu
• Požadavek zastavení má tvar zprávy "$0#30". Odpovědí na něj je signál za-
stavení.
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• Požadavek běhu má tvar zprávy "$c#63". Odpovědí je pouze ’+’ byl-li správný
kontrolní součet zprávy. Odpověď signálu zastavení následuje pouze pokud je
aplikace zastavena na dalším breakpointu.
• Požadavek kroku má tvar zprávy "$s#73". Odpovědí je zpráva signálu zasta-
vení.
• Požadavek na reset má tvar zprávy "$r#72.
• Zápis breakpointů a watchpointů má tvar zprávy "$Zx,addr,kind#cs. Více
informací je uvedeno v kapitole 4.1.3
• Výmaz breakpointů a watchpointů má tvar zprávy "$zx,addr,kind#cs. Více
informací je uvedeno v kapitole 4.1.3
4.1.3 Pakety pro podporu breakpointů a watchpointů
Obecný tvar zprávy pro zápis a výmaz breakpointů a watchpointů je uveden v
předchozím přehledu, jednotlivé části mají následující význam:
• První písmeno ’Z’ určuje, že se jedná o zápis zatímco písmeno ’z’ určuje příkaz
mazání.
• ’x’ je nahrazeno číslem určujícím typ breakpointu/watchpointu. Číslo 1 značí
breakpoint, číslo 2 značí watchpoint aktivovaný při zápisu na dané paměťové
místo. Číslo 3 značí watchpoint aktivovaný při čtení z daného místa a číslo 4
značí watchpoint aktivovaný jak při čtení, tak při zápisu.
• ’addr’ je 8 digitů 32 bitové adresy, ke které se váže daný watchpoint či break-
point.
• ’kind’ je číslo 4 nebo 2 a určuje zda se jedná o breakpoint na 16 bitovou či 32
bitovou část adresy.
4.2 Návrh CAN protokolu
Pro provoz na sběrnici CAN byl navržen jednoduchý univerzální protokol, který
zapouzdřuje používané zprávy z GDB remote serial protocol. Způsob zapouzdření
byl zvolen z důvodu univerzálnosti, kdy je definován jeden sériový protokol, který
je stejný bez závislosti na použitém fyzickém rozhraní. Vlastní ladící knihovna je
tudíž nezávislá na použité sběrnici a data lze jednoduše zapouzdřit do protokolu na
CAN sběrnici, Ethernetu, RS485 či jiné průmyslové sběrnici. Způsob zapouzdření je
volen tak, aby zjednodušoval integraci do vyšších protokolů, které jsou na sběrnici
definovány a používány jak laděným zařízením, tak i jinými zařízeními. Protokol je
definován pomocí tří parametrů.
• Identifikátor zprávy pro příjem. Jedná se o identifikátor rámce na sběrnice
CAN pro příjem dat z pohledu laděného zařízení.
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• Identifikátor zprávy pro vysílání. Jedná se o identifikátor rámce sběrnice CAN
pro vysílání dat z pohledu laděného zařízení.
• Délka dat v jednom rámci. Tento parametr určuje, kolik z osmi maximálních
datových byte v jednom datovém rámci na sběrnici CAN je využitelných pro
přenos vlastních dat ladicích zpráv. Tato data jsou počítána od konce dat
ve zprávě. Je předpokladem, že nejčastěji bude tato délka rovna maximálním
osmi.
Identifikátory přijímané a vysílané zprávy mohou být v laděném mikroprocesoru a
v GDB klientovi nastaveny různě. To umožňuje ladit program i z jiného segmentu
sběrnice, je-li zajištěn způsob routování mezi těmito segmenty sběrnice. Pro tento
případ je možnost zkrátit délku dat v datovém rámci. Data na začátku pole pak
mohou být využita pro upřesnění routování.
Vlastní data jsou pak sekvenčně vysílána na sběrnici se stále stejným identifi-
kátorem tak, že poskládáním všech datových bajtů z jednotlivých zpráv v takovém
pořadí, v jakém byli vyslány, získáme textovou zprávu GDB remote serial protokolu
včetně počátečního a ukončovacího znaku, kontrolního součtu a escape sekvencí.
Díky zapouzdření celého protokolu včetně start znaku a kontrolního součtu, ne-




Cílem knihovny SDebug je odstranit nutnost používat speciální ladící hardware.
Zařízení pak bude možné ladit přímo v aplikaci, kde je často uzavřené v krabici
bez možnosti přístupu k ladícímu konektoru. Výhodou je též obecně vyšší odolnost
průmyslových sběrnic proti rušení a tím možnost ladit i v zarušeném prostředí.
Upravený řetězec ladění z kapitoly 2 po aplikaci SDebug knihovny je zobrazen na
obrázku 5.1.
Obr. 5.1: Upravené schéma řetězce ladění 2.1 po použití knihovny SDebug
5.1 Způsob práce knihovny SDebug
Funkce knihovny je znázorněna na obrázku 5.2. Zavádí do aplikace druhou neko-
nečnou smyčku (DebugMonitor loop), ve které zůstane program pokud nastane bre-
akpoint nebo jiný požadavek na zastavení běhu programu. Z pohledu uživatelského
programu tak jádro procesoru stojí (nevykonává se žádný uživatelský program), ale
jádro se ve skutečnosti stará o příjem a odesílání dat po průmyslové sběrnici. Z uve-
deného vyplývá, že knihovna SDebug nemůže být použita k ladění vlastních částí
kódu ani k ladění obsluhy komunikačního rozhraní.
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Obr. 5.2: Vývojový diagram knihovny SDebug
5.2 Nutná interakce laděné aplikace s knihovnou
SDebug
Pro správnou implementaci knihovny SDebug do laděné aplikace musí laděná apli-
kace zajistit splnění následujících bodů:
• Plná konfigurace použité průmyslové sběrnice
• Zajištění přeposílání přijatých dat do knihovny pomocí funkce add_received_char.
• Zajištění odesílání dat vyčítaných z knihovny pomocí funkce data_to_send.
• Zajištění implementace funkce is_all_sended pro správné fungování příkazu
reset.
• Implementace funkce Main_halt pro obsluhu průmyslové sběrnice v Debug-
Monitor vyjímce.
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5.3 Souborová struktura navržené knihovny
Celá knihovna SDebug je implementována v pěti zdrojových souborech příslušných
hlavičkových souborech.
• core_dbg.c -tento zdrojový soubor obsahuje následující funkce
– core_dbg_init - funkce zajišťující inicializaci DebugMonitor výjimky a
podporovaných bloků DWT a FPB.
– DebugMon_Handler - zdrojový kód obsluhující tuto výjimku
– Halt_main - funkce, která je periodicky volaná v době, kdy je procesor ve
stavu pseudo-zastavení. Tato funkce musí obsahovat minimálně funkce,
které zajišťují komunikaci po průmyslové sběrnici a umožní tak přijímat
další příkazy v době pseudo-zastavení. Do této funkce je možné přidat
další funkce, které je potřeba vykonávat i v době ladění (např. bezpeč-
nostní funkce ochrany hardware atd.).
– is_all_sended - funkce, která zjišťuje, jsou-li už odeslána všechna data.
Tato funkce je využita v případě přijetí požadavku na reset zařízení.
Voláním této funkce knihovna kontroluje správné odeslání odpovědi na
příkaz k resetu. K resetu dojde až po správném odeslání všech dat.
• gdb_parser.c - tento soubor obsahuje funkce pro příjem sériových dat přijíma-
ných po průmyslové sběrnici. Dále slouží k vyčítání dat pro odeslání. Soubor
obsahuje následující funkce:
– add_received_char - přidává do zpracování přijatý znak příkazu z prů-
myslové sběrnice.
– are_data_to_send - vrací nenulovou hodnotu, pokud jsou nějaká data k
odeslání jako odpověď na ladící příkaz
– data_to_send - vyčítá data pro odeslání přes průmyslovou sběrnici
– parse_data - parsuje přijatá data na jednotlivé podporované příkazy
– send_report - zajišťuje správné generování odpovědi na přijatý paket
– compute_checksum - zajišťuje výpočet kontrolního součtu pro odesílaná
data
• DWT.c - obsahuje funkce pro ovládání jednotky DWT.
– DWT_Init - inicializace bloku DWT. Tato funkce je volána z core_dbg_init
funkce.
– DWT_WriteWatchpoint - provádí zápis požadovaného watchpointu
– DWT_ClearWatchpoint - provádí smazání watchpointu
• FPB.c - obsahuje funkce pro ovládání jednotky FPB
– FPB_Init - zajišťuje inicializaci bloku FPB. Tato funkce je volána funkcí
core_dbg_init.
– FPB_WriteBreakpoint - zapisuje požadovaný breakpoint
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– FPB_ClearBreakpoint - maže požadovaný breakpoint
• gdb_commands.c - obsahuje implementaci ostatních příkazů, které nesouvisí







Cílem této práce bylo navrhnout HW převodník pro spojení PC a laděného zaří-
zení na sběrnici CAN. V následující kapitole je popsáno zařízení, které dokáže plnit
funkce jednoduchého převodníku rozhraní USB na CAN. Zároveň je však navržena
natolik univerzálně, aby změnou obslužného SW mohla být využita k dalším čin-
nostem, jako je logování provozu na sběrnici a další. Deska se skládá z několika
funkčních celků, které jsou zobrazeny na blokovém schématu 6.1;
Obr. 6.1: Blokové schéma navržené desky CANsBUG.
Možnosti navrženého zařízení jsou:
• Díky dvojici nezávislých CAN portů je možné nejen připojit dvě CAN sítě a
zaznamenávat provoz na nich, ale hlavně rozdělit jednu síť do dvou nezávislých
segmentů. Provoz mezi těmito segmenty je pak řízen (filtrován) a je tak možné
oddělit zprávy použité pro ladění a nezatěžovat s nimi provoz na zbytku sítě.
• Díky dvojici USB portů je možné ladit chod appplikací bez speciálního SW.
• Díky možnosti připojení microSD karty je možné provádět dlouhodobé zazna-
menávání provozu na sběrnici CAN bez připojeného PC. Dále je možné prostor
na paměťové kartě využít k uložení různých konfiguračních dat.
6.1 Návrh bloku MCU
Jako vhodný mikrokontrolér byl vybrán STM32F407VGT6 firmy ST Microeletro-
nics. Vhodné rozložení funkcí jednotlivých pinů bylo navrhováno za pomoci software
CubeMX.
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Číslo pinu Název Popis
1 UCC Tento pin slouží programátoru k měření napájecího na-
pětí procesoru a detekci připojení. Tento pin připojen
na napájecí napětí přes propojku R29. Pokud použitý
programátor informaci o napájecím napětí desky nevy-
žaduje, je možné ji nechat neosazenou. Snižuje se tak
riziko zkratu napájecího napětí při manipulaci s progra-
movacími vodiči.
2 SWCLK Hodinový signál pro přenášená sériová data. Vyžaduje
pull-down rezistor 𝑅30 = 100𝑘Ω.
3 GND
4 SWDIO Datový vodič pro sériovou komunikaci. Připojeno pull-
up rezistorem 𝑅31 = 100𝑘Ω na napájecí napětí 3,3V
5 NRST Vodič pro externí reset procesoru.
6 SWO Vodič pro odesílání asynchronních ladících zpráv při po-
užití ITM (Instrumentation trace macrocell)
Tab. 6.1: Zapojení SWD konektoru
6.1.1 Podpora pro ladění a nahrávání software
Pro ladění uživatelského SW je procesor vybavený integrovaným rozhraním SWD/J-
TAG. Nahrávat SW je navíc možné ještě za pomoci interního bootloaderu. U na-
vržené desky je vyvedeno rozhraní SWD, které je oproti JTAG méně náročné na
počet pinů. Spolu s rozhraním SWD je na konektor JP5 vyveden také pin PB3 Se-
rial Wire Output pro možnost asynchonního vyčítání dat z jádra processoru. Popis
jednotlivých pinů SWD rozhraní je v tabulce 6.1 a jeho zapojení je vidět na obrázku
6.2.
Pro možnost využití interního bootloaderu pro aktualizaci programu je nutné
mít možnost konfigurace logické úrovně na pinu BOOT0. Na základě hodnoty na
BOOT0, která je zaznamenána při čtvrté náběžné hraně SYSCLK po resetu, dochází
k načítání programového kódu. Pokud je na BOOT0 zaznamenána logická 0, je
načten programový kód z interní FLASH paměti. V opačném případě se na základě
hodnoty na pinu BOOT1 spustí buď interní bootloader, nebo program z interní
paměti SRAM. Na navržené desce je možnost volby logické úrovně na pinu BOOT0
zabezpečena jumperem JP7. Hodnotu na pinu BOOT1 je možnost určit osazením
jedné z propojek R34, R35.
Tabulka 6.2 obsahuje přehled jednotlivých rozhraní, na kterých je možné využít
interní bootloader. U navržené desky je možné využít periferie CAN2 a USB OTG
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Obr. 6.2: Chéma zapojení SWD konektoru
Rozhraní Použitelné piny
USART1 PA9 a PA10
USART3 PB10 a PB11 nebo PC10 a PC11
CAN2 PB5 a PB6
USB OTG FS v device mode PA11 a PA12
Tab. 6.2: Rozharní použitelná pro interní bootloader
FS v device módu.
6.1.2 Napájení procesoru
Mikroprocesor SMT32F407 pracuje při napájecích napětích 1,8V až 3,6V. Pro na-
pájení vnitřních čístí má zabudovaný lineární regulátor na napětí 1,2V. Pro jeho
správnou funkčnost je zapotřebí připojit na piny 𝑉 𝐶𝐴𝑃1 a 𝑉 𝐶𝐴𝑃2 blokovací kon-
denzátory 2, 2𝜇𝐹 . Dle datasheetu pak musí být každá dvojice napájecích pinů VDD
a VSS přemostěna 100nF kondenzátorem pro zamezení zákmitů napájecího napětí.
Pro možnost zachování funkce RTC a backup části SRAM je možné využít sekun-
dární napájení na pinu VBAT. V navržené desce je na pin VBAT připojena záloho-
vací baterie CR2032 o jmenovitém napětí 3V. Stejně jako ostatní napájecí piny je i
VBAT vybaven blokovacím kondenzátorem 100nF.
Zvláštní kategorii napájecích pinů tvoří vstupy pro napájení analogové části mik-
roprocesoru (piny VDDA a VSSA). Ty umožňují využít pro napájení ADC přesnější
napájecí zdroj a tím snížit rušení od digitálních částí a zvýšit přesnost měření ADC.
Jelikož přesnost ADC není v této aplikaci kritická, navržená deska využívá stejného
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3,3V spínaného zdroje pro napájení digitální i analogové části. Zmíněné vstupy jsou
spolu se vstupy 𝑉𝑅𝐸𝐹+ a 𝑉𝑅𝐸𝐹 , které určují referenční napětí ADC, přemostěny dle
doporučení v [8], tj. každý kondenzátory o hodnotách 100nF a 1𝜇𝐹 .
6.1.3 Zdroje hodinového signálu
Mirkoprocesor STM32F407 obsahuje dva vnitřní rezonátory jako zdroje hodinového
signálu. HSI jsou hodiny 16MHz generované z vnitřního RC oscilátoru. Tento zdroj
signálu může být použit pro taktování jádra procesoru avšak při teplotě 25°C dosa-
huje pouze přesnosti ±1% . LSI je vnitřní RC oscilátor pracující na frekvenci 32kHz.
Ten slouží pro taktování vnitřních hodin reálného času. Reálně se frekvence tohoto
oscilátoru může pohybovat v rozsahu 17kHz až 47kHz.
Jelikož parametry obou vnitřních oscilátorů jsou pro aplikace, které vyžadují
přesné časování nedostačující, jsou k procesoru připojeny externí oscilátory s vyšší
přesností. Zapojení oscilátorů je dle schématu na obrázku 6.3.
Obr. 6.3: Chéma zapojení oscilátorů
Přesnost použitých oscilátorů je ±10𝑝𝑝𝑚 u oscilátrou 20MHz a ±20𝑝𝑝𝑝 u oscli-
átoru LSI.
6.2 Návrh bloků CAN1 a CAN2
Schéma zapojení CAN je na obrázku 6.4. Jako budič sběrnice byl zvolen typ SN65HVD230
od výrobce Texas Instruments. Výhodou tohoto budiče oproti jiným je jeho napájecí
napětí 3,3V. To je stejné jako napájecí napětí miktroprocesoru a není tak potřeba
mít zvláštní zdroj na napětí 5V.
Součástí každé sběrnice je pak zakončovací odpor 120R, který lze ke sběrnici
připojit pomocí propojky.
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Obr. 6.4: Chéma zapojení CAN1
6.2.1 Volba módu budiče CAN
Budič SN65HVD230 umožňuje pinem Rs určit jeden z následujících módů funkč-
nosti:
• Standby mode - funkčnost vysílače je potlačena a driver funguje pouze v režimu
příjmu. Tento mód je aplikován pokud je napětí na vstupu 𝑉𝑅𝑠 > 0, 75ů𝑉𝑐𝑐
• Slope control mode - v tomto módu je omezena rychlost změny výstupního
signálu (a tím i délky náběžných hran) na cca 2𝑉/𝜇𝑠 až cca 15𝑉/𝜇𝑠. Tento
mód lze nastavit připojením pinu Rs na GND přes rezistor, jehož velikostí
se určuje maximální proud z výstupního pinu. Sklonu 2𝑉/𝜇𝑠 dosáhneme s
rezistorem 100𝑘Ω, 15𝑉/𝜇𝑠 pak s rezistorem 10𝑘Ω.
• Hight speed (no slope control mode) - vysílač budí sběrnici s co nejkratšími ná-
běžnými hranami, které jsou limitovány pouze parametry připojeného vedení.
Tento mód je aktivován pokud napětí na vstupu 𝑉𝑅𝑠 < 1𝑉
Navržená deska ponechává možnost volby módu budiče dle aplikace. K tomu
slouží trojice rezistorů R1 až R3 a R7 až R7. Osazením jednoho z rezistorů můžeme
pin Rs připojit buď k napájecímu napětí nebo k zemi a tím napevno nastavit mód
práce. Třetí možností je osadit rezistor propojující pin Rs s GPIO pinem procesoru.
Tím lze za pomoci SW nastavovat mód práce budiče změnou hodnoty na příslušeném
pinu. Velikost osazeného rezistoru pak určuje přepínané stavy. Při rezistoou 0R je
přepínáno mezi stavy standby a hight speed. Pokud osadíme rezistor v rozsahu 10k
až 100𝑘Ω, dostaneme přepínání režimů standby a slope control. Dynamické přepínání
pomocí mikroprocesoru má však nevýhodu v podobě stavu vysoké impedance GPIO
pinu do náběhu SW. To neumožňuje využít interní bootloader pro update SW po
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rozhraní CAN.
6.3 Návrh bloků USB1 a USB2
Schéma zapojení USB na desce CANsBUG je na obrázku 6.5. Pro sběrnici USB
pracující v režimu Full-Speed má procesor STM32F407 integrované všechny po-
třebné součásti včetně budiče a pull-up rezistorů. Externě je tedy potřeba řešit pouze
ochranu proti ESD a ovládání napájení VBUS pinu v případě použití USB v Host
módu. Jako ochrana proti ESD je použit obvod ESDA6V1BC6 od firmy STMicro-
electronics. Tento obvod poskytuje ochranu proti ESD až do 25kV a krátkodobému
výkonu ESD výboje až 80W.
Obr. 6.5: Chéma zapojení USB
Pro řízení napájení sběrnice VBUS je použit obvod STMPS2151STR. Jedná
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se o jeden spínač výkonové zátěže s napětím 5V a integrovanou kontrolou proti
nadproudům nad 0,5A. Spínání výstupního napětí je ovládání pinem EN, který je
připojen k GPIO pinu procesoru. Překročení výstupního proudu je pak signalizováno
červenou LED a zároveň je tato informace přivedena na pin mikroprocesoru.
6.4 Návrh bloku napájení
Schéma napájení je zobrazeno na obrázku 6.6. Jak je patrné napájení je možné
buď z některého z USB konektorů, nebo externím 5V adaptérem. Volba hlavního
napájecího napětí 5V je dána jednodušší konstrukcí vyžadující pouze jeden DC-DC
měnič na 3,3V. Je-li využito rozhraní USB v režimu Host, pak je při jeho napájení
použito přímo vstupní napětí. Nevýhodou pak je použití napájecího napětí, které
není standardní v průmyslu ani v automobilové technice. Tento problém lze však
jednoduše řešit. Jelikož zdroj LM2594M-ADJ může pracovat se vstupním napětím
až 45V, lze jako vstup externího napájení použít i napětí 12V či 24V. Jedinou
podmínkou je neosazení spínače STMPS2151STR pro napájení USB v Host módu.
Tím je ochráněn VBUS pin před působením vyššího napětí než 5V. Pro vyšší vstupní
napětí je zapotřebí dimenzovat vstupní kondenzátory zdroje 3,3V. Změněny musí
být také hodnoty napěťových děličů pro monitorování napájecího napětí tak, aby
na vstupním pin ADC nebylo překročeno napětí 3,3V. Pokud má být při používání
vyššího napájecího napětí na externím konektoru možné desku napájet i z USB, je
nutné místo diod BAT60J osadit variantu s příslušným vyšším závěrným napětím.
Tyto diody pak zajistí přenos napětí z pinu VBUS do napěťové větve, avšak zabrání
průniku externího napájecího napětí na sběrnici VBUS.
Obr. 6.6: Chéma zapojení napájecího zdroje
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Tab. 6.3: Předpokládané maximální odběry jednotlivých součástek.
6.4.1 Návrh zdroje 3,3V
Jako zdroj 3,3V je použit obvod LM2594M-ADJ, což je spínaný regulátor pracující
na frekvenci 150kHz, jehož výstupní napětí je nastavitelné pomocí rezistorového dě-
liče. Maximální výstupní proud tohoto regulátoru je 0,5A. Z tohoto zdroje budou na-
pájeny obvody MCU STM32F407VG, oba budiče sběrnice CAN SN65HVD230DR,
micro SD karta a signalizační LED. Předpokládaný odběr jednotlivých součástek je
uveden v tabulce 6.3.
Předpokládaný maximální odběr ze zdroje je 3,3V. Zdroj je tedy navržen na
maximální zátěž 500mA. Pro toto zatížení jsou vypočítány následující parametry.
Výstupní napětí je nastaveno poměrem dvou rezistorů ve zpětné vazbě. Hodnota
výstupního napětí je dána vztahem
𝑉𝑂𝑈𝑇 = 𝑉𝑟𝑒𝑓 · 1 + 𝑅10
𝑅9
(6.1)
kde 𝑉𝑟𝑒𝑓 = 1, 23𝑉 . Hodnotu 𝑅9 volíme v rozsahu 240Ω až 1, 5𝑘Ω tak, aby vyšla
dostupná velikost 𝑅10. Pokud zvolíme 𝑅9 = 1000Ω pak
𝑅10 = 𝑅9 · (𝑉𝑂𝑈𝑇
𝑉𝑟𝑒𝑓
− 1) = 1000 · ( 3, 31, 23 − 1) = 1, 68𝑘Ω (6.2)
Vhodnou výstupní cívku vybíráme dle grafu č.7 v [5] na základě odebíraného
proudu a 𝐸 · 𝑇 konstamty.
𝐸 · 𝑇 = (𝑉𝐼𝑁 − 𝑉𝑂𝑈𝑇 − 𝑉𝑆𝐴𝑇 ) · 𝑉𝑂𝑈𝑇 + 𝑉𝐷
𝑉𝐼𝑁 − 𝑉𝑆𝐴𝑇 + 𝑉𝐷 ·
1000
150 (6.3)
Kde 𝑉𝑆𝐴𝑇 = 0, 9𝑉 a 𝑉𝐷 = 0, 5𝑉 . Pro můj případ tedy
𝐸 · 𝑇 = (5− 3, 3− 0, 9) · 3, 3 + 0, 55− 0, 9 + 0, 5 ·
1000
150 = 4, 41𝑉 · 𝜇𝑠 (6.4)
V grafu č.7 v [5] lze na základě předpokládaného proudu a 𝐸 · 𝑇 konstanty najít,
že nejvhodnější výstupní cívka je L15 s indukčností 22𝜇𝐻 dimenzované na proud
minimálně 1A.
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Výstupní kondenzátor může nabývat hodnot v rozsahu 82𝜇𝐹 až 220𝜇𝐹 . Měl by
být dimenzován na napětí nejméně 1,5 krát větší než výstupní napětí a měl by mít
nízkou hodnotu ESR. Pro jednodušší volbu je v [5] k dispozici tabulka č.3. V té lze dle
hodnoty výstupního napětí nalézt doporučené hodnoty 𝐶𝑉 𝑌 𝑆𝑇 . Nejbližší hodnota
pro napětí 3.3V je 100𝜇𝐹 . Použit byl tedy tantalový kondenzátor 100𝜇𝐹/10𝑉 .
Výběr vhodné diody je dán jejími parametry. Musí se jednat o rychlou Schottkyho
diodu dimenzovanou na 1,3krát větší proud, než je maximální proud zátěže. Závěrné
napětí pak musí být minimálně 1,25-ti násobkem napětí vstupního. Toto vše splňuje
dioda SK26A.
Jako vstupní kondenzátor lze dle datasheetu [5] použít elektrolytický či tantalový
kondenzátor s co nízkým ESR. Měl by zvládat RMS proud do výše 1/2 výstupního
proudu a napěťově by měl být koncipován na 1,5 násobek maximálního vstupního
napětí. Jako vstupní kondenzátor byl zvolen tantalový kondenzátor 100𝜇𝐹/10𝑉 .
6.5 Návrh bloku microSD karty
Pro možnost připojení microSD karty je deska osazena paticí od výrobce MOLEX.
Karta je připojena pomocí rozhraní SDIO, které je k dispozici na mikroprocesoru
SMT32F407VG. Datové vodiče mají v souladu k dokumentací připojen pull-up re-
zistor 47𝑘Ω. Použitý slot na microSD kartu obsahuje spínač, pomocí něhož lze de-
tekovat vsunutí karty. Výstup toho spínače je připojen na GPIO pin procesoru.
6.6 Návrh bloku vstupů a výstupů
Jako vstupy obsahuje navržená deska pouze čtyř pinový DIP spínač, který může
sloužit k nastavení módu jednotky. Schéma zapojení DIP spínačů je zobrazeno na
obrázku 6.7. Každý ze spínačů obsahuje pull-up rezistor pro definování úrovně při
rozepnutém spínači. Každý spínač také obsahuje blokovací kondenzátor pro zame-
zení zákmitům. Spínač pak uzemňuje vstupní pin procesoru a způsobuje tak vybití
blokovacího kondenzátoru.
Pro signalizaci stavu obsahuje navržená deska devět LED připojených na piny
procesoru. Čtyři z nich jsou určeny pro signalizaci komunikace na jednotlivých roz-
hraních (CAN1,CAN2, USB1 a USB2), pátá může signalizovat práci s uSD kartou.
Zbylé čtyři jsou navrženy jako obecné signalizační LED.
Každá z LED je přes rezistor o velikosti 𝑅 = 330Ω připojena na napájecí napětí
3,3V. GPIO pin procesoru pak LED v případě potřeby přizemňuje.
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Obr. 6.7: Chéma zapojení DIP spínače
Obr. 6.8: Schéma zapojení signalizačních LED
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7 NÁVRH FIRMWARE PRO CANSBUG
Hlavním cílem firmware v desce CANsBUG je obluha USB a práce s daty přija-
tými po této sběrnici. Připojené USB se v PC jeví jako virtuální sériová linka. Dle
konfigurace pak může být na daném USB komunikováno dle protokolu uvedeného
v následující kapitole, nebo může být sériová linka pracující na protokolu GDB ser-
veru. Přijatá data jsou pak překládána dle návrhu popsaného v kapitole 4.
Virtuální sériová linka byla pro komunikaci po USB zvolena ze dvou základních
důvodů. Její použití je nutné pro implementaci DBG konzole a zároveň je to jeden z
nejjednodušších způsobů připojení z hlediska ovladačů pro počítač. Celý USB stack
a vlastní implementace sériové linky je generována za pomoci CubeMX software.
7.1 Vnitřní struktura programu
Struktura proramu pro desku CANsBUG je zobrazena na obrázku 7.1;
Mezi hlavní bloky patří obsluha USB s přijímacími a vysílacími FIFO, USB
switch core configurační blok, CAN/SETTINGS parser, GDB parser, CAN switch
core configurační blok a obsluha CAN s přijímacími a vysílacími FIFO.
7.1.1 USB switch core
Jedná se o modul pro nastavení a obsluhu směrování dat z, do a mezi USB. Každé
USB může být nastaveno do některého z následujících stavů:
• none Při tomto nastavení nejsou data přijatá z daného USB nikam aktivně
posílána. Mohou však být na základě nastavení druhého USB vyžádána k
odeslání na něj.
• loopback Při tomto nastavení jsou přijatá data odeslána zpět na odesílací
USB.
• GDB Při tomto nastavení je na USB GDB sériová konzole. Všechna data
přijatá přez toto USB jsou po sběrnici CAN odeslána do laděného zařízení.
Při tomto nastavení nelze posílat žádné jiné zprávy než zprávy GDB remote
protocol.
• CAN Při tomto nastavení jsou na sběrnici přijímány příkazy pro ovládání
sběrnice CAN i příkazy pro nastavování desky CANsBUG.
• USBCAN debug Jedná se o jeden z mnoha ladicích stavů. Při jeho nastavení
jsou na daném USB v PC přijímána data z druhého USB a data přes toto
USB odeslaná jsou odeslána do CAN parseru. Cílem však může být také GDB
parser. O konkrétním cíli je rozhodnuto dle nastavení druhého (laděného) USB.
Jedná se tedy o ladění směru z USB na CAN.
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Obr. 7.1: Blokové schéma software pro desku CANsBUG.
• CANUSB debug Jedná se o opak předchozího nastavení. Na straně PC jsou
přijímána data ze sběrnice CAN či GDB data a data z PC odeslaná jsou
předána do druhého USB.
• USB debug Při nastavení tohoto stavu na jednom z USB dochází k propojení
těchto dvou USB. Data odeslaná z PC do jednoho USB jsou tak přijata přes
druhé a naopak. Na druhém USB může být nastaven i jiný stav a data tak
mohou být směrována zároveň na CAN či GDB.
• debug Toto nastavení zajišťuje kompletní propojení. Data odeslaná z PC přes
takto nastavené USB jsou odeslána jak na druhé USB tak na CAN či GDB
(dle nastavení druhého USB). Přijímána jsou pak data odeslaná na druhé USB
i data přijímaná z CAN/GDB.
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7.1.2 CAN switch core
Routovací jádro sběrnice CAN obsahuje několik základních nastavení. Hlavní nasta-
vení určuje, na kterou sběrnici CAN jsou komunikovány příkazy GDB protokolu.
Druho funkcí je aktivní filtrování mezi oběma sběrnicemi. K jeho nastavení slouží
dvě proměnné obsahující list FMI indexů, které jsou přeposílány z CAN1 na CAN2
a naopak. Listy FMI jsou reprezentovány 64-bitovou proměnou, kde každý bit re-
prezentuje jednu hodnotu FMI. Pokud je daný bit nastaven na 1 a přijde zpráva,
která projde tímto filtrem, je přeposlána na druhou sběrnici CAN. To umožňuje od-
dělit laděné zařízení od zbytku sběrnice. To má výhody v nezatěžování zbytku sítě
posíláním ladicích zpráv. V malém ladícím segmentu je také možnost lokálně zvýšit
rychlost sběrnice a získat tak větší datovou propustnost pro ladicí zprávy. Data ze
zbytku sítě je také možné filtrovat a data nevyužívaná laděnou jednotkou zahazo-
vat. Tím se zase sníží zatížení ladící části a je možné využít více zpráv pro ladění.
Správné nastavení filtru zahazování nepotřebných zpráv je možné provést buď ma-
nuálně nebo automaticky. Manuální nastavení vyžaduje přesnou znalost protokolu
na sběrnici. Pro automatické nastavení lze využít GDB script, který vyčte nastavení
vstupních filtrů na laděné jednotce. Na základě tohoto nastavení pak lze nastavit
vstupní filtr pro routování. Podmínkou pro automatické routování je neměnnost na-
stavení filtrů laděné jednotky. GDB script pro automatické nastavení by však byl
vzhledem k rozdílnostem laděného HW velmi obsáhlý a není součástí této práce. V
této práci bylo vždy použito manuální nastavení.
S aktivním filtrováním souvisí také funkce automatického rozdělení sběrnice na
více segmentů. Této funkce lze využít v případě, že potřeba ladění se vyskytne za
běhu laděné aplikace a rozpojení sběrnice by mohlo vést ke ztrátě dat, která chceme
ladit. Tato funkce slouží k odstartování přeposílání zpráv mezi CAN sběrnicemi v pří-
padě detekce rozpojení jednotlivých segmentů. Rozpojení je detekováno na základě
porovnávání přijatých zpráv. Pokud se zprávou přijatou z CAN1 není detekována
stejná zpráva na CAN2 nebo naopak, je to považováno za rozpojení segmentů a
je odstartováno přeposílání na základě nastavení routování. Pro detekci rozpojení
jsou porovnávány jen zprávy definovaných filtrů, které jsou specifikovány v listu
pro desegmentaci. Provedení těchto listů je schodné s listy pro filtrování avšak jsou
uloženy v jiné proměnné. Funkce automatického rozdělení je možné využít pouze v
případě, že kabeláž na laděné desce umožňuje připojit do sítě obě CAN sběrnice a
poté sběrnici mezi nimi přerušit.
Při použití routování je nutné mít na zřeteli zpoždění, které vznikne mezi pří-
jmem ze sběrnice CAN a vysláním na ladící segment sítě. Toto zpoždění je dáno nut-
ným zpracováním zprávy a jejím znovu odesláním a nelze přesně určit jeho velikost.
Je závislé na aktuálním provozu na sběrnici a zaplněnosti přijímacích a odesílacích
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bufferů. Rozpojení sběrnice CAN a routování je tedy možné využít pouze v případě,
že laděné zařízení a jím používaný protokol je odolný proti tomuto zpoždění.
7.1.3 IO modul
IO modul zajišťuje ovládání signalizačních LED a vstupních DIP spínačů.
Signalizační LED je možné nastavit do některého z následujících stavů:
LED_OFF Zhasne LED
LED_ON Zapne LED
LED_TOOGLE Blikání s periodou 1s
LED_TOOGLE_NEG Stejně jako LED_TOOGLE ale negované
LED_HS_TOOGLE Blikání s periodou 200ms
LED_HS_TOOGLE_NEG Stejne jako LED_HS_TOOGLE ale negované
LED_COMMUNICATION Bliknutí dlouhé 1ms s každou přijatou zprávou.
Modul IO pak automaticky ovládá danou LED dle nastaveného stavu. Základem
je volání funkce IO_Timer. Ta je volána z přerušení SysTick časovače a zajišťuje
veškeré časování LED signalizace.
7.2 Návrh ovládacího protokolu
Protokol pro komunikaci s deskou CANsBUG byl navržen jako textový protokol.
Veškeré numerické hodnoty jsou tak převedeny na jejich ASCCI hodnotu. To má
výhodu v čitelnosti dat při výpisu do terminálu nebo při zaznamenávání komunikace
do souboru.
Každá zpráva začíná písmenem C nebo E a je následována číslem 1 nebo 2. To
určuje zdroj této zprávy a usnadňuje tak čitelnost. Zprávy začínající na C (CO-
MAND) jsou posílány z PC do desky CANsBUG. Zprávy začínající na E (EVENT)
jsou zprávy odesílané deskou CANsBUG do PC. Číslo pak určuje sběrnici CAN, se
kterou tato zpráva souvisí. Každá zpráva je ukončena znakem nového řádku. Jako
znak nového řádku je akceptován jak znak
LF tak
CR nebo jakákoliv jejich kombinace. Jednotlivé části zprávy jsou pak děleny meze-
rou.
Všechny zprávy lze rozdělit do dvou kategorií. První kategorií jsou zprávy pro
ovládání desky CANsBUG, druhou pak zprávy související přímo s ovládáním sběr-
nice CAN.
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7.2.1 Příkazy pro ovládání CANsBUG
• CxUSBMODE mode Nastavuje mód na jednotlivých USB.












• CxCANGDB state Nastaví příkaz posílání GDB zpráv na daný CAN port.




7.2.2 Příkazy pro CAN
• CxFRAME cobid size d[0] d[1] d[2] d[3] d[4] d[5] d[6] d[7]
Odešle standardní rámec na sběrnici CAN.
– cobid určuje identifikátor zprávy a je ve formátu 0x000. Je v rozsahu
0x000 až 0x7FF
– size určuje počet datových byte zpráv.
– d[0] až d[7] Jsou hexadecimální textová data oddělená mezerou. Jejich
počet je specifikován parametrem size.
Příklad příkazu:
– C1FRAME 0x181 4 00 11 FC A5
– C2FRAME 0x200 8 FE 12 43 23 54 AB FF 00
• CxEFRAME cobid size d[0] d[1] d[2] d[3] d[4] d[5] d[6] d[7] Odešle
na sběrnici CAN rámec v rozšířeném formátu.
– cobid určuje identifikátor zprávy a je ve formátu 0x00000000. Je v rozsahu
0x00000000 až 0x1FFFFFFF
– size určuje počet datových byte zpráv.
– d[0] až d[7] Jsou hexadecimální textová data oddělená mezerou. Jejich
počet je specifikován parametrem size.
45
Příklad příkazu
– C1FRAME 0x18E112AB 4 00 11 FC A5
– C2FRAME 0x20BF032B 8 FE 12 43 23 54 AB FF 00
• CxRTR cobid Odešle vzdálený rámec ve standartnim formátu zprávy.




• CxERTR cobid Odešle vzdálený rámec v rozšířeném formátu zprávy.




• CxFILTER Odešle požadavek na aktuálně nastavené filtry v kontroléru sběr-
nice CAN. Odpovědí na tuto zprávu je zpráva ExFILTER.
• CxFILTER SET rtr ide cobid cobidmask Nastaví vstupní filtr pro data
přijímaná ze sběrnice CAN.
– rtr Určuje stav RTR bitu v CAN rámci. Znak ’0’ značí datový rámec,
znak ’1’ vzdálený rámec. Při zadání jiného znaku se bit RTR ve filtru
nevyhodnocuje.
– ide Určuje typ identifikátoru zprávy (bit IDE v CAN rámci). Znak ’0’
znamená standardní formát rámce, znak ’1’ znamená rozšířený formát
rámce. Při zadání jiného znaku se bit IDE nevyhodnocuje.
– cobid Určuje identifikátor požadované zprávy. Dle nastavení ide je ve
formátu 0x000 nebo 0x00000000.
– cobidmask Jedná se o nepovinný parametr sloužící k maskování bitů pa-
rametru cobid, ve kterých se neprovádí porovnání. Filtr pak porovnává
pouze bity, jejichž hodnota v cobidmask je nenulová. Dle parametru ide
je ve formátu 0x000 nebo 0x00000000. Tento parametr je ve zprávě ne-
povinný (výchozí hodnota 0xFFF nebo 0xFFFFFFFF).
Příklad příkazu:
– C1FILTER SET 1 0 0x135
– C2FILTER SET 0 1 0x1AF2E135 0x0100000F
• CxFILTER DEL filternumber Smaže nastavený filtr.
– filternumber Označuje interní číslo filtru. Je ve formátu 00 a nabývá de-
kadických hodnot rozsahu 00 až 27.
Příklad příkazu:
– C1FILTER DEL 01
• CxSETTINGS param value Slouží k nastavení jednotlivých parametrů
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sběrnice CAN. Pokud nejsou uvedeny žádné parametry, je navrácena zpráva
ExSETTINGS s aktuálními parametry. Jsou podporovány následují parame-
try:
– PRESCALER Nastavuje děličku na hodinovém signálu použitém pro
časování sběrnice CAN. Parametr může nabývat hodnot 0x000 až 0x3FF.
– MODE Určuje mód budiče CAN. Může nabývat hodnot ’NORMAL’,
’SILENT’, ’LOOPBACK’ a ’SILENT_LOOPBACK’
– SJW Určuje délku synchronizačního segmentu v časových kvantech.
Může nabývat hodnot ’1’ až ’4’.
– BS1 Určuje délku bitového segmentu 1. Může nabývat hodnot ’1’ až ’F’.
– BS2 Určuje délku bitového segmentu 2. Může nabývat hodnot ’1’ až ’8’.
– NART Určuje chování zprávy v případě neúspěšného odeslání. V případě
nastavení na ’1’ jsou zprávy odeslány pouze jednou, nezávisle na případné
kolizi či chybě odesílání. V případě nastavení na ’0’ je zpráva automaticky
znovu odesílána do té doby, dokud nedojde k jejímu úspěšnému odeslání.
– RFLM Určuje chování v případě zaplnění přijímací FIFO. Pokud je
nastaven na ’1’, jsou po zaplnění přijímací FIFO další zprávy smazány.
Pokud je nastaven na ’0’, je při plném FIFO přepsána předchozí zpráva
zprávou nově příchozí.
– TXFP Určuje způsob odesílání zpráv z odesílací FIFO kontroléru. Pokud
je nastaven na ’1’, zprávy jsou odesílány dle jejich pořadí vložení do FIFO.
Při parametru ’0’ jsou zprávy odesílány dle jejich priorit určených jejich
identifikátorem.
7.2.3 Události
• ExFRAME fmi cobid size d[0] d[1] d[2] d[3] d[4] d[5] d[6] Značí
příchozí datový rámec ze sběrnice CAN.
– fmi Obsahuje číslo (dekadické) příslušného CAN filtru který se schodoval
s danou zprávou.
– cobid Obsahuje identifikátor přijaté zprávy.
– size Obsahuje počet datových byte.
– d[] Jednotlivé datové byte v hexadecimálním tvaru.
Příklad události:
– E1FRAME 01 0x135 3 00 FA 34
– E2FRAME 15 0x135 3 00 FA 34
• ExRTR fmi cobid Značí příchozí vzdálený rámec ze sběrnice CAN.
– fmi Obsahuje číslo (dekadické) příslušného CAN filtru který se schodoval
s danou zprávou.
47
– cobid Obsahuje identifikátor přijaté zprávy.
Příklad události:
– E1RTR 01 0x135
– E2RTR 15 0x137
• ExEFRAME cobid fmi size d[0] d[1] d[2] d[3] d[4] d[5] d[6] Značí
příchozí rozšířený datový rámec ze sběrnice CAN.
– fmi Obsahuje číslo (dekadické) příslušného CAN filtru který se shodoval
s danou zprávou.
– cobid Obsahuje identifikátor přijaté zprávy ve tvaru 0x00000000.
– size Obsahuje počet datových byte.
– d[] Jednotlivé datové byte v hexadecimálním tvaru.
Příklad události:
– E1EFRAME 01 0x005AF22E 3 00 FA 34
– E2EFRAME 15 0x20BF032B 8 FE 12 43 23 54 AB FF 00
• ExERTR fmi cobid Značí příchozí vzdálený rámec ze sběrnice CAN. Rámec
je v rozšířeném formátu.
– fmi Obsahuje číslo (dekadické) příslušného CAN filtru který se shodoval
s danou zprávou.
– cobid Obsahuje identifikátor přijaté zprávy.
Příklad události:
– E1ERTR 01 0x005AF22E
– E2ERTR 15 0x20BF032B
7.3 Popis ovládacích prvků a jejich stavů
Na obrázku 7.2 je vyfotografována osazená deska CANsBUG s popisem umístění
jednotlivých ovládacích a signalizačních prvků. Tabulka 7.2 pak obsahuje propis
funkce jednotlivých signalizačních prvků v aktuální verzi firmware CANsBUG.
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Název Popis
LED1 Žlutá LED signalizující napájecí napětí 3,3V
LED2 Červená LED signalizující nadproud odebíraný z USB1
LED3 Žlutá LED signalizující napájecí napětí 5V na USB1
LED4 Červená LED signalizující nadproud odebíraný z USB2
LED5 Žlutá LED signalizující napájecí napětí 5V na USB2
LED6 Zelená LED signalizující aktivitu na CAN2
LED7 Zelená LED signalizující aktivitu na CAN1
LED8 Zelená LED signalizující aktivitu na USB1
LED9 Zelená LED signalizující aktivitu na USB2
LED10 Zelená LED pro obecné použití
LED11 Zelená LED pro obecné použití
LED12 Zelená LED pro obecné použití
LED13 Zelená LED signalizující běh progamu
LED14 Zelená LED signalizující aktivitu na uSD kartě
Tab. 7.1: Popis jednotlivých signalizačních LED
Název Popis
USB1 Konektor pro připojení USB sběrnice
USB2 Konektor pro připojení USB sběrnice
CAN1 Konektor pro připojení CAN sběrnice
CAN1 Konektor pro připojení CAN sběrnice
PWR Konektor pro připojení externího napájecího napětí 5V.
uSD Slot pro micro SD karty
BOOT0 mode Přepínač mezi interním bootloaderme (IB) a programe
ve FLASH paměti (FL)
CAN1 TERM Připojení zakončovacího odporu 120Ω na CAN1
CAN2 TERM Připojení zakončovacího odporu 120Ω na CAN2
Tab. 7.2: Popis jednotlivých ovládacích prvků
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Obr. 7.2: Fotografie desky s popisem signalizačních a ovládacích prvků.
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8 OŽIVENÍ DESKY AOVĚŘENÍ FUNKČNOSTI
Navržená deska CANsBUG byla svépomocí osazena. Jedinou chybou návrhu, kterou
jsem zjistil při oživování je nezapojení DIP spínače na GPIO piny procesoru. V
současné verzi desky jsou tak spínače nepoužitelné pro nastavování módů práce
desky.
8.1 Program pro ověření SDebug knihovny
Pro ověřené možnosti ladění po sběrnici CAN byl navržen jednoduchý program
pro desku CANShart [9]. Jedná se o jednoduchou aplikaci, která v hlavní smyčce
bliká signalizační LED. Perioda blikání je dána hodnotou proměnné treshold. Každý
průchod hlavní smyčkou je imnrementována hodnota proměnné counter a v případě
rovnosti counter a treshold je změněna polarita výstupu pro LED. Při testování je
nastaven breakpoint a změněna hodnota proměné treshold, čímž se změní perioda
blikání LED.
Pro ladění byl použit program amr-none-eabi-gdb volaný z příkazové řádky a
ručně plněnými příkazy. Sekvence příkazů včetně odpovědí laděného procesoru byly
za pomoci příkazu "set remotelogfile"ukládány do soubrou. Ten je přiložen jako pří-
loha této práce.
Na obrázku 8.1 je zobrazeno zapojení při testování knihovny SDebug.
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Obr. 8.1: Zapojení CANsBUG a CANShark při testování SDebug
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9 ZÁVĚR
Cílem této diplomové práce bylo provést rešerši v oblasti ladění kódu na mikropro-
cesorech s jádrem ARM Cortex-M4. Dále pak implementovat knihovní funkce pro
ovládání bloků jádra Cortex-M4 používaných pro ladění a navrhnout protokoly ko-
munikace pro průmyslovou sběrnici. Druhým cílem pak bylo navrhnout převodník z
USB na CAN vhodný pro ověření funkce navržené knihovny.
V prvních kapitolách práce se věnuji teoretickým znalostem nutným ke zpra-
cování knihovny SDebug. Čtenář je v nich seznámen se základními informacemi o
architektuře procesorů ARM Cortex-M4. Tato rešerše jádra Cortex-M4 je vedena
hlavně z pohledu jeho podpory pro ladění apllikací na něm běžících. Další kapitola
obsahuje obecné principy v oblasti ladění embedded systémů. Tato kapitola popi-
suje jednotlivé části ladícího řetězce a popisuje tak nadstavbu nad ladícími funkcemi
jádra popsanými v první kapitole. Třetí kapitola obsahuje teoretický rozbor sběr-
nice CAN. Popis je pojat jako porovnání s univerzálním modelem ISO/OSI. Je zde
popsána fyzická vrstva sběrnice, její časování a řešení přístupu k médiu. Tato kapi-
tola též obsahuje přehled datových rámců, které se mohou na sběrnici vyskytnout a
informace o zabezpečení dat proti náhodným chybám.
Čtvrtá kapitola se zabývá návrhem vhodného protokolu pro komunikaci po sběr-
nici CAN. Navržený protokol vychází ze sériového protokolu ladícího nástroje GDB.
Tento protokol byl vybrán pro svou univerzálnost a dobrou portovatelnost na jakou-
koliv sběrnici. Při použití na sběrnici CAN je pak navrženo pouhé zapouzdřování
tohoto protokolu do jednotlivých CAN rámců tak, aby byl jednoduše přenositelný
či routovatelný mezi různými průmyslovými sběrnicemi a jádro knihovny SDebug
mohlo zůstat bez větších změn.
Pátá kapitola popisuje knihovnu SDebug. Navržená knihovna SDebug tak umož-
ňuje provádět základní ladění aplikačního software. Stará se o obsluhu DebugMonitor
výjimek vyvolávaných jako reakce na breakpoint či watchpoin. Dále obsahuje funkce
pro kontrolu nad používáním breakpointů a watchpointů pomocí práce s bloky DWT
a FPB jádra Cortex-M4.
Kapitola 6 popisuje vlastní návrh desky plošných spojů modulu CANsBUG.
Deska je navržena jako dvouvrstvá o rozměrech 70x100mm. Využívá mikroprocesoru
STM32F407VGT6 ve spolupráci s budiči CAN SN65HVD230 jejichž společné zapo-
jení včetně volby součástek je v této kapitole dopodrobna popsáno. Kromě těchto,
pro převodník stěžejních částí, tato kapitola obsahuje i návrh dalších bloků, které
nejsou nutné pro vlastní funkci převodníku USB-CAN, ale umožní snadné rozšíření
jeho dalších funkcí v budoucnu. K těmto modulům patří blok pro micro SD kartu.
Krystal pro hodiny reálného času s baterií pro zálohu jeho chodu v době odpoje-
ného napájecího napětí. Kapitola obsahuje také popis návrhu spínaného zdroje za
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použití IO LM2594, který slouží jako zdroj napájecího napětí pro všechny použité
součástky.
Sedmá kapitola popisuje navržený firmware pro desku CANsBUG. Je v ní zob-
razeno blokové schéma software s popisem funkčnosti a možností nastavení jednot-
livých modulů.
Výsledkem této diplomové práce je převodník umožňující přes USB plně ovládat
dvě sběrnice CAN a tok dat na nich. Zároveň obsahuje integrovanou funkcionalitu
pro přímý překlad GDB remote serial protokolu na sběrnici CAN. Ve spolupráci s
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
SYSCLK System Clock
JTAG Join task action group - standart pro nahrávání a testování zařízení
SWD Serial Wire Debug
SWO Serial Wire Output
SRAM Serial Random Access Memory
RTC Real time clock
ADC Analog Digital converter
HSI Hight Speed Internal
LSI Low Speed Internal
HSE Hight Speed External
LSE Low Speed External
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B VÝROBNÍ DOKUMENTACE DESKY CAN-
SBUG
Na následujících stranách je umístěna vizualizace desky CANsBUG. Vrstva TOP








































































































C OBSAH PŘILOŽENÉHO CD
Na přiloženém CD je umístěna následující adresářová struktura.
/...........................................kořenový adresář přiloženého CD
CANsBUG............................................Data pro CANsBUG
FW..........................Zdrojové soubory firmware pro CANsBUG
HW...................................Výrobní dokumentace CANsBUG
SDebug ...............................Zdrojové soubory knihovny SDebug
Text............................................Elektronická verze práce
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