Poster: Aggregated Machine Learning on Indicators of Compromise in Android Devices by San Miguel, John M. et al.
Calhoun: The NPS Institutional Archive
DSpace Repository
Faculty and Researchers Faculty and Researchers' Publications
2018
Poster: Aggregated Machine Learning on
Indicators of Compromise in Android Devices
San Miguel, John M.; Kline, Megan E.M.; Hallman, Roger
A.; Slayback, Scott M.; Rogers, Alexis; Chang, Stefanie S.F.
San Miguel, John M., Megan EM Kline, Roger A. Hallman, Scott M. Slayback, Alexis
Rogers, and Stefanie SF Chang. "Poster: Aggregated Machine Learning on Indicators
of Compromise in Android Devices." (2018).
http://hdl.handle.net/10945/60720
This publication is a work of the U.S. Government as defined in Title 17, United
States Code, Section 101. Copyright protection is not available for this work in the
United States.
Downloaded from NPS Archive: Calhoun
Poster: Aggregated Machine Learning on Indicators of
Compromise in Android Devices∗
John M. San Miguel
SPAWAR Systems Center Paci￿c
San Diego, California, USA
john.m.sanmiguel@navy.mil
Megan E.M. Kline
SPAWAR Systems Center Paci￿c
San Diego, California, USA
megan.kline@navy.mil
Roger A. Hallman
SPAWAR Systems Center Paci￿c;
Dartmouth College
San Diego, California, USA
roger.hallman@navy.mil
Scott M. Slayback
SPAWAR Systems Center Paci￿c











Malware mitigation for mobile technology is a long-standing prob-
lem for which there is not yet a good solution. In this paper, we
focus on identifying malicious applications, and verifying the ab-
sence of malicious or vulnerable code in applications that agencies
seek to utilize. Our analysis toolbox includes static analysis and
permissions risk scoring as pre-installation vetting techniques de-
signed to prevent malware from being installed on devices on an
enterprise network. However, dynamic code-loading techniques
and changing security requirements mean that applications which
previously passed the static analysis veri￿cation process, and have
been installed on devices, may no longer meet security standards,
and may be malicious. To identify these apps, and prevent their fu-
ture malfeasance, we propose a crowd-sourced behavioral analysis
(CSBA) technique, using machine learning to identify anomalous
activity by examining patterns in power consumption, network
behavior, and sequences of system calls. These techniques apply ef-
fectively to a single user’s device over time, as well as to individual
devices within an enterprise network.
CCS CONCEPTS
• Security and privacy→Malware and its mitigation;Mobile and
wireless security;
KEYWORDS
Android Security, Mobile Application Vetting, Crowd-Sourced Be-
havioral Analysis
∗The Android name and Android Robot logo are property of Google LLC. The Android
Robot logo is licensed under the terms of the Creative Commons Attribution 2.5 license.
Permission to make digital or hard copies of part or all of this work for personal or
classroom use is granted without fee provided that copies are not made or distributed
for pro￿t or commercial advantage and that copies bear this notice and the full citation
on the ￿rst page. Copyrights for third-party components of this work must be honored.
For all other uses, contact the owner/author(s).
CCS ’18, October 15–19, 2018, Toronto, ON, Canada




Mobile technology has become ubiquitous in society, leading to new
trends in many di￿erent sectors. “Bring Your Own Device” (BYOD)
[5] is an expanding workplace trend to accommodate employees’
comfort and familiarity with their personal devices. The bene￿ts of
BYOD policies include allowing companies to save money by not
having to make information technology purchases and enabling a
distributed computing and communications network of employees’
equipment. Faced with a new generation of workers who have
always had mobile devices, government bodies at various levels
within the United States are exploring the adoption of BYOD poli-
cies [10]. In light of this new reality, military and other government
organizations must determine ways to keep malicious applications
on personal devices from infecting corporate networks.
To this end, we propose a method which makes use of both
static and dynamic analysis to vet the security of Android apps
which we believe will improve how enterprise networks which host
enclaves with particularly sensitive information and critical systems
handle the BYOD phenomenon. Our approach o￿ers the ability
to vet Android apps for risk-levels associated with the likelihood
of malice both pre- and post-installation. Pre-installation vetting
includes triage [11] and control ￿ow analysis, both developed under
DARPA’s Automated Program Analysis for Cybersecurity (APAC)
program1, as well as a permissions risk analysis, which all feed into
a overall risk score. Post-installation vetting is accomplished by
crowd-sourcing data and utilizing a machine learning approach to
analyze sequences of power consumption, network behavior, and
system call data to identify malicious activities both from a single
user’s device over time as well as within a network of trusted users.
Our main contribution with this poster is the description of an
approach for searching for anomalous activity from Android apps
that utilizes a conglomeration of machine learning techniques over
multiple indicators of compromise on crowd-sourced behavioral
data.
1.1 Background and Related Work
Static analysis provides an examination of an app’s code without
executing it. One such analysis technique involves creating “fea-
ture vectors” that describe a given app’s characteristic actions (e.g.,
1https://www.darpa.mil/program/automated-program-analysis-for-cybersecurity
1
permissions requests, developer ID, app category). Benign apps
within each category that have similar functions are expected to
have similar permissions requests, while malicious ones deviate; the
extent of deviation is measured and used as one of many indicators
of risk. Almost all static analysis for risk assessment of Android
apps use permission calls as their main criteria. One weakness of
static analysis techniques is a vulnerability to code obfuscation
and dynamic code loading. Dynamic (or behavioral) analysis is not
vulnerable to code obfuscation or other evasion techniques that
can get past a static analysis regimen because it is able to observe
malicious behavior on an execution path [12]. Our prior work [6]
provides a brief survey of static and dynamic analysis tools for
Android apps.
RelatedWork.Other related e￿orts validate our approach. [3] pro-
pose an approach that detects Android malware by ￿ngerprinting
the behavior of system calls and incorporating machine learning to
be able to associate malicious behaviors. The approach is validated
using a real device and experiments on 20,000 execution traces
across 2,000 apps with a 97% accuracy. Our approach to analyzing
sequences of system calls closely mirrors [3] by running on an em-
ulator, and then validated with a real device metrics. Additionally,
we are incorporating other types of data, including network activity
and power consumption for analysis. [4] discuss the use of power
consumption as a mechanism to create an energy footprint to de-
termine a baseline. The baseline consists of energy consumption
measurements from seven covert channels including type of intent,
￿le lock, system load, volume settings, unix socket discovery, ￿le
size, and memory load.
We also make use of the crowd-sourcing paradigm. By collecting
data from multiple users within a trusted network, we gain a much
more robust picture of how apps are used and, in turn, a better
understanding of what typical behaviors are. We anticipate that
this will support our analytics by allowing quick identi￿cation of
unusual behaviors. This work expands on [2] by working in a larger
test environment with more features examined.
2 OUR DYNAMIC ANALYSIS APPROACH TO
ANDROID APPLICATION SECURITY
Dynamic Analysis for malware detection in mobile devices is a
popular area of research that has yet to produce a reliable malware
detection framework. Many researchers have explored this topic,
but tend to focus their attention on single Indicators of Compromise
(IOCs), a measurable event that can be identi￿ed on a host or net-
work [7]. However, single IOCs do not provide su￿cient con￿dence
to reliably claim that malware is present on a mobile device.
Our proposed framework collects data related to three di￿er-
ent IOCs: power consumption, network behavior, and sequences
of system calls. The complete feature set is analyzed using ma-
chine learning techniques to detect anomalies and classify them
as benign or malicious. This holistic approach to detecting mali-
cious or unintended behaviors within applications and can provide
greater accuracy over models which rely on a single IOC. This
paper presents an approach to ￿nding the best machine learning
methodology for detecting malicious behavior in Android apps
using multiple IOCs.
2.1 Application Set
Our app dataset is constructed from a combination of sources: we
obtained knownmalicious apps fromDrebin2 and Androzoo3 repos-
itories and a set of benign apps from the Google Play Store4. We
have generated a control group of apps for testing by adding spe-
ci￿c malice to certain classes of applications with desired traits.
We leverage open-source apps from the F-Droid5 repository, for
which source code is available, insert targeted malicious function-
ality, and re-package them into a malicized version of the original
benign app. Data collected from these apps are used to measure the
e￿ectiveness of each of the machine learning algorithms.
2.2 Feature Sets
Our approach builds upon previously published work and expand-
ing on then by collecting data from multiple IOCs. IOC data is
collected through separate applications and sent to an o￿-device
MongoDB6 server the data is analyzed using machine learning
methods. A description of our data collection methods are as fol-
lows.
Power Consumption. App power consumption presents an IOC
which cannot be analyzed using static analysis methods. Moreover,
all devices are not created equal, and there are many factors that
contribute to the rates of power consumption, including the state
and activities of the apps on a device. Collecting information on
power consumption allows researchers to construct baselines for
expected power consumption of a device, based on which apps are
running at a given time. Discrepancies serve as IOCs that should
be investigated for possible malice. There has been some success in
using machine learning approaches to detect malicious activity on
covert channels. [4] provides a detection framework that collects
power-related data using the PowerTutor7 application and relies
on regression-based and classi￿cation-based methods. We leverage
their approach towards collecting expected power consumption
of mobile apps, as well as analyzing features speci￿c to power
consumption.
We use a modi￿ed version of PowerTutor to collect power usage
statistics. We have added functionality that enables users to send
collected data to an o￿-device server. Data from a running app is
collected, as well as power consumption records for each of the
hardware components used by that app. PowerTutor models the
power usage for the following components: CPU, OLED/LCD, WIFI,
Cellular Network, GPS, and audio. Attributing changes in these
component values to individual apps installed on a device aids
in the understanding of power usage patterns of apps within our
control group.
Network Activity. Capturing network activity is useful for corre-
lating usage information and patterns of behavior within mobile
apps to characterize baseline behavior. This is particularly impor-
tant because using static analysis capabilities alone does not address
the apps introducing malicious code at runtime, or when installing







being sent, the frequency of send/receive communications, whether
the app is running in the foreground or the background, etc. [9] for
each network communication channel. We developed the Collect
Android Network Tra￿c (CANT) app which leverages the scapy8
library to collect and aggregate both cellular and wi￿ network ac-
tivity leaving and returning to a device. This tra￿c is saved to pcap
￿les for historical reference, parsed to compare program name to
associated network packets, and graphed by app over time.
Sequence of System Calls. The sequence in which an app accesses
operating system services, or system calls [1], is another important
IOC for detecting when an app is behaving out of the range of
expectations. System calls are underlying actions that user-level
processes cannot be trusted to perform on their own, but which
must be performed in order to provide full app functionality. In
order to collect data on system calls, we leverage Python 2.79 which
makes use of shell commands to not only list which system calls
have been made but matches those with a process identi￿er and
a name. This allows us to track which speci￿c mobile phone app
asks what system process of the kernel using the Linux auditing
system, Auditd. This provides a vast amount of information that, in
conjunction with python’s ability to sort data, can be manipulated
to link system calls with the process that called them. After the data
is collected, it is parsed into two di￿erent saved ￿les for graphical
analysis and a text summary. Python’s animate module allows for
the graphical analysis to project a real-time graph of the system
calls and their changes over time.
2.3 Data Analysis
Our approach evaluates each IOC separately, then subjects the re-
sults to further analysis in aggregate in the ensemble methodology.
We recreate previous researchers’ work [3, 4, 9] and use the results
from the initial analysis to populate a new data set for evaluation.
One evaluation technique is to nest machine learning algorithms,
where the initial results of one algorithm are then analyzed through
another algorithm. The second option involves developing an algo-
rithm where the collective results of the IOCs’ machine learning
algorithms are used as inputs.
2.4 Machine Learning Methodology
We evaluate two distinct machine learning approaches to identify
anomalous behavior of an app. The ￿rst approach combines all
three sets of IOC data into a single superset. The entire superset is
assessed by multiple machine learning algorithms to ￿nd the best
￿t model. Once an optimized set of data is selected, based on the
feature selection process, we examine both supervised and unsu-
pervised algorithms. The supervised algorithms will be useful in
baselining behavioral data from our known benign and malicized
apps. We take a broad approach based on the literature, and use
several classi￿cation algorithms including decision trees, support-
vector machines, nearest neighbor, and Naïve Bayes classi￿ers. Each
method is evaluated based on its: Accuracy, Error Rate, Recall, Pre-
cision, and F-score. For unsurpervised learning, we utilize both
clustering and anomaly detection, including k-means clustering,
8https://scapy.net/
9Python is a registered trademark of the PSF.
hierarchical clustering, and anomaly detection algorithms. We se-
lected these algorithms based on the approaches in [3, 4, 9].
In the second approach each IOC is evaluated individually fol-
lowing the approach outlined above. An additional feature selection
reduction takes place on the individual IOC’s, as they may di￿er
than those chosen as a superset in the ￿rst approach. Once all
the approaches are analyzed we evaluate each based on multiple
factors, in order to make a determination on which is best. The
trade o￿ analysis will be based on: accuracy, speed, amount of data
to collect, resources utilized on Android devices. We then plan to
integrate the selected approach into the framework by deploying
data collection apps on Android devices and servers to evaluate the
data. We are developing methods of introducing additional IOCs,
as well as integrating the selected approach into our framework by
deploying data collection apps on Android devices and servers to
manage the data.
3 CONCLUSION
The proliferation of mobile computing platforms, as well as the
much-needed apps and content to make them useful, continues
to accelerate. Challenges resulting from this proliferation include
potential security risks and vulnerabilities that could be found
in mobile applications. We introduce a novel approach in crowd-
sourced behavioral analysis and machine learning to take the guess
work out of determining if an app is malicious or not, and further-
more, continue to monitor it after installation without hindering
performance and/or user attention.
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