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ACCIÓN SÍNCRONA: una petición donde el objeto emisor se detiene a esperar los 
resultados. 
ACCIÓN  ASÍNCRONA: una petición donde el objeto que la envía no se detiene a 
esperar los resultados. 
AJAX: es una técnica para crear aplicaciones web, es un acrónimo de Asynchronous 
JavaScript + XML, AJAX permite mejorar completamente la interacción del usuario 
con la aplicación, evitando las recargas constantes de la página, ya que el intercambio 
de información con el servidor se produce en un segundo plano, de esta forma mejora la 
respuesta de la aplicación, ya que el usuario nunca se encuentra con una ventana del 
navegador vacía esperando la respuesta del servidor. 
ARQUITECTURA WEB: es básicamente una extensión del modelo cliente/servidor, 
limitando la carga sobre el cliente a un despliegue de información en una aplicación 
conocida como navegador web. 
MODELO: simplificación de la realidad, un buen modelo incluye aquellos elementos 
que tienen una gran influencia y omite aquellos que no son relevantes para el nivel de 
abstracción dado. 
PARADIGMA: modelo. 
PROGRAMACIÓN ORIENTADA A OBJETOS: paradigma de programación, donde 
se utilizan objetos que responden a sucesos.  Estos sucesos producen un conjunto de 
mensajes entre los objetos, lo que puede originar cambios en el estado del objeto que 
recibe el mensaje. 
SISTEMA: conjunto de entidades que interactúan entre si para cumplir con un objetivo. 
SERVIDOR DE APLICACIÓN: en el contexto de una arquitectura web, es un servidor 
que permite interpretar código escrito en un lenguaje de programación particular, 
permitiendo realizar una creación dinámica de la página que será devuelta como 




SERVIDOR WEB: en el contexto de una arquitectura web, un servidor con capacidad 
de almacenamiento y respuesta a peticiones HTML. 
UML: lenguaje unificado de modelado es lenguaje estándar para escribir planos 
software, puede utilizarse para visualizar, especificar, construir y documentar los 
artefactos de un sistema que involucra gran cantidad de software. Es un lenguaje muy 











Durante la realización de varios proyectos que he llevado a cabo en la carrera, pude 
notar que existe cierto rechazo por parte del estudiante, hacia las prácticas de ingeniería 
en el marco de trabajo del desarrollo de software, este comportamiento lo identifique en 
diversos equipos de trabajo a los que pertenecí, y en general en mis propios 
compañeros. Si bien la intención de este desarrollo no es convertirse en un herramienta 
CASE, a bajo u alto nivel, si existe el interés de impulsar la investigación y desarrollo 








Teniendo como referente que la modalidad de trabajo que se impulsa en el programa 
Ingeniería de Sistemas es en grupo, sumado a la dificultad para adquirir herramientas 
que faciliten el trabajo colaborativo y considerando que la ingeniería de software es una 
actividad típicamente cooperativa, la ausencia de herramientas que faciliten esas 
actividades, impulsan a los estudiantes a adoptar prácticas de desarrollo de software 
inapropiadas, que no garantizan calidad ni cumplimiento cabal de los requerimientos en 








Desarrollo de una herramienta bajo la filosofía de Web 2.0 que permita elaborar 
diagramas en lenguaje UML 
 
Objetivos específicos 
• Crear un punto de encuentro para los actores involucrados en el desarrollo de 
software.  
• Promover la utilización de la ingeniería de software en la realización de productos 
software.  
• Comprender la filosofía Web 2.0, y hacer uso de las herramientas para un 
desarrollo utilizando una metodología de desarrollo orientado a objetos.  
• Refinar, aplicar y difundir el conocimiento adquirido en desarrollo de software en 








El tipo de trabajo a realizar con el proyecto es aplicación del conocimiento del programa 
de formación, éste es el trabajo teórico esquemático y organizado de carácter científico 
o tecnológico que comprende una aplicación o desarrollo coherente de los 
conocimientos adquiridos. 
A pesar que las herramientas para programación Web son cada día más avanzadas y su 
introducción en el mercado ha conducido a ser soportadas por los navegadores de uso 
habitual, tras la búsqueda de referencias de proyectos similares, se lista a continuación 
varias aproximaciones, a la idea plasmada en este documento. 
• Gmodeler: desarrollado por Grank Skinner creador de FlashM, herramienta libre 
de diagramación UML por Internet con soporte a documentación, soporte estático 
para diagramas de clases y paquetes, con capacidades de exportación a diferentes 
formatos entre los que se incluyen: HTML, Flash XML, Stub Code FlashDoc, 
aplicación de colores sobre todos los ítems del diagrama, construido en FlashOS2. 
Esta aplicación no tiene características de trabajo colaborativo, tiene una interfaz 
muy amena, propio de las aplicaciones Flash, pero aun esta muy limitada, su 
creador promete una segunda versión donde se propone extender el numero de 
diagramas. 
• Dmodeler: es descrita como herramienta de diagramación de UML solo que no 
tiene más que un tipo de diagrama (Diagrama de clases), es simple de utilizar y 
rápido, hay que adquirir algo de experiencia para conocer su forma de uso un poco 
rígida. Construida con HTML/DHTML (tecnologías para desarrollo Web 
dinámico). 
• Hxuml: desarrollado por Miguel Serrano Ingeniero en informática de la 
universidad de Valladolid. Este desarrollo debe entenderse desde la funcionalidad 
del UML como documentación que ayuda a la comprensión del modelo. Así su 
autor afirma, “la documentación está en formato Web lo que la hace estática y que 
la edición de diagramas es meramente externa empleando un editor especializado 
para esta tarea”, propone lo siguiente:  




o Si queremos hacer cambios, pulsamos sobre un enlace a pie de imagen y ésta se 
transformará en un editor UML in-situ.  
o Realizamos los cambios necesarios y lo guardamos.  
o El editor se cerrará y en su lugar volverá a aparecer la imagen estática con las 
nuevas modificaciones.  
• Visual paradigma: Una herramienta muy completa es la desarrollada por visual 
paradigma que tiene una extensión SDE UML para Netbeans (IDE para 
programación en Java), de sus características más relevantes se menciona: soporte 
de todos los diagramas, colaboración de equipos vía repositorio, generación de 
documentación, generación de código, ingeniería inversa, interoperabilidad, 
modelado visual. 
A parte de las citadas anteriormente se encontró una lista de programas de escritorio 
para diagramación, extraídas en su mayor parte del PFC “Estudio de diversas 
herramientas UML para el desarrollo de software”, las características comparadas allí 
incluyen:  Licencia, Diagramas que pueden realizar, Generación de código, generación 
de documentación, apoyo al repositorio, ingeniería inversa, navegación por modelo, 
métricas, XMI (especificación para el Intercambio de Diagramas),  con base a estos parámetros 
concluimos que las más completas son: 
• UML estudio. 
• ObjecteeringUML.  
Sin embargo la concurrencia al trabajar sobre diagramas se realiza con el manejo de un 
repositorio realizando de trabajo colaborativo pero sobre redes LAN, de igual forma 
para mayoría se las herramientas. 
Por su parte el concepto Web 2.0 no tiene una definición concreta, así que se tratará de 
crear una idea del mismo a partir de aproximaciones e ideas que se conectan de una u 
otra manera con el concepto de Web 2.0. Se puede entender la Web 2.0 como un 
cambio en la manera de diseñar, usar y pensar en internet. Un cambio apoyado en 
nuevas tecnologías pero que no esta definido en función de estas. Un cambio donde la 
información deja de ser exclusivamente lo que reside sobre las páginas de los antiguos y 
rígidos sitos de internet.  
En el anterior modelo de internet, la información se generaba en los sitos (editores y 




internet la información se genera directa o indirectamente por los usuarios y es 
compartida por los sitios de diferentes maneras (sindicación, Web-services etc.).  
 A continuación se muestra un "enfrentamiento" entre sitios o conceptos web 1.0 y su 
equivalente web 2.0. Esta comparación circula por muchos artículos y blogs en internet. 
Ayuda mucho a continuar con la construcción del concepto sobre Web 2.0.  
 
Tabla 1. Comparativo sitos web 1.0 vs web 2.0 
Conceptos web 1.0 Conceptos web 2.0. 
Ofoto Flickr (Comunidades fotográficas) 
Britannica online Wikipedia (Enciclopedias) 
Sitios personales Blogs (Páginas personales) 
Especulación con dominios Optimización en motores de búsqueda 
CMSs Wikis (Manejo de contenidos) 
Fuente: Elaboración personal, 2008 
 
Si  se conocen algunas de las parejas de páginas que se muestran en la lista se puede 
hacer una idea de cuál es la diferencia. Como ejemplo el caso de la enciclopedia 
británica frente a la Wikipedia. La enciclopedia británica es una entidad que ya existía 
antes (mucho antes) de la explosión de internet. Es un sitio donde los editores de la 
enciclopedia publican los artículos y los lectores los consumen. La Wikipedia sin 
embargo no tiene sentido sin internet. Se basa en los artículos escritos por los propios 
usuarios e incluso la gestión de la propia organización se basa en la aportación de los 








A continuación se definen un conjunto de conceptos esenciales para la evolución del 
desarrollo, procurando no realizar una descripción muy técnica para ubicar al lector en 
el contexto de la idea que será descrita en detalle en la siguiente sección.  
 
Metodología 
Metodología se define como técnicas que en su conjunto nos permite cumplir 
eficazmente con las metas propuestas, en nuestro caso, desarrollar software; pero que es 
el software: Entendemos por software al conjunto de instrucciones, que cuando se 
ejecutan proporcionan la función deseada; estructura de datos que permiten a los 
programas manipular adecuadamente la información y los documentos que describen la 
operación y el uso de programas. Por lo tanto hay tres componentes que describen el 
software: Programas, datos y documentos.  
• Programa, es aquel aplicativo, que contiene la lógica que suple las necesidades del 
usuario, ejemplo concreto: Word – es un programa de la suite Office de Microsoft 
que permite al usuario crear y editar documentos de texto.  
• Datos, es la unidad o cantidad mínima de información no elaborada, sin sentido en 
sí misma, pero que convenientemente tratada se puede utilizar en la realización de 
cálculos o toma de decisiones, tiene una representación interna en los sistemas de 
computo.  
• Documentos, este ítem se refiere a la documentación técnica, instrucciones de 
manipulación del programa y demás, que pueden generarse con el software para su 
posterior soporte y mantenimiento.  
El objetivo de las técnicas de una metodología, es ayudarnos durante todo el desarrollo 
de la aplicación a  realizar una administración adecuada de los riesgos y los recursos y 
conducirnos a través del desarrollo, sin perder de vista el objetivo primordial, que es 






Un modelo es una simplificación de la realidad, una realidad compuesta por sistemas 
que interactúan entre si, una razón para modelar es comprender mejor aquello que se 
esta estudiando, es decir, uno de estos sistemas, al modelar es posible comunicar la 
estructura deseada y el comportamiento del objeto de estudio permitiendo de esta 
manera controlar el riesgo. 
Un buen modelo incluye aquellos elementos que tienen una gran influencia y omite 
aquellos que no son relevantes para el nivel de abstracción dado. Así, el modelo 
describe completamente aquellos aspectos del sistema que son relevantes al propósito 
del modelo, y a un apropiado nivel de detalle. Todo sistema puede ser descrito desde 
diferentes perspectivas utilizando diferentes modelos donde cada uno es una abstracción 
semánticamente cerrada del sistema, de esta manera es posible reducir la complejidad 
asociada al mismo. 
Cada modelo es completo desde su punto de vista del sistema, sin embargo, existen 
relaciones de trazabilidad entre los diferentes modelos. Por tanto un sistema no es solo 
la colección de sus modelos sino que contiene también las relaciones entre ellos. 
Esa relación se llama en UML dependencia de traza, o simplemente traza. La cual se 
define como una dependencia que indica una relación histórica o de proceso entre dos 
elementos  que representan el mismo concepto, sin reglas especificas para derivar una 
de la otra. Las relaciones de traza entre los elementos en modelos distintos no añaden 
información semántica para ayudar a comprender los propios modelos relacionados;  
simplemente los conectan. 
 
Lenguaje de modelado UML 
Uno de los principales problemas de la comunicación es que los involucrados en la 
misma asuman que saben de lo que se habla, en términos de un sistema es importante 
contar con una herramienta de modelado que mitigue el riesgo de ambigüedad inherente 
al proceso comunicativo, y permita realizar la distinción entre las diferentes 
perspectivas sin tergiversar la realidad del objeto de estudio. 
Lenguaje unificado de modelado es lenguaje estándar para escribir planos software, 
puede utilizarse para visualizar, especificar, construir y documentar los artefactos de un 
sistema que involucra gran cantidad de software. Es un lenguaje muy expresivo que 




Para poder aplicarlo de modo eficaz es necesario crear un modelo conceptual del 
lenguaje, que requiere principalmente tres elementos: los bloques básicos de 
construcción (notación), las reglas que dictan como pueden combinarse esos bloques 
(semántica) y mecanismos comunes que se aplican a lo largo del lenguaje.  
La Figura 1 muestra las categorías del vocabulario UML, para dar una idea de la 
estructura básica del lenguaje. 
 
Figura 1. Vocabulario UML. 
 
Fuente: El proceso unificado de desarrollo de software, 2000 
 
Como lenguaje proporciona un vocabulario y reglas para combinar las palabras de ese 
vocabulario con el objeto de posibilitar la comunicación. El vocabulario y las reglas de 
un lenguaje como UML indican como crear y leer modelos bien formados, pero no 
dicen que modelos crear o cuando, esta es la tarea del proceso de desarrollo de software.  
UML es algo más que un simple montón de símbolos gráficos. Más bien, detrás de cada 
símbolo, en la notación UML hay una semántica bien definida. De esta forma es posible 







Filosofía Web 2.0* 
Si bien ya hemos dado una idea de los que significa la Web 2.0 queremos exponer a 
continuación cómo es entendido este concepto desde diversas perspectivas, 
principalmente de los actores involucrados de alguna forma con él. 
 
Web 2.0 desde el punto de vista del diseñador 
Lo que hay que intentar evitar, es considerar que web 2.0 hace referencia a la apariencia 
de las páginas. Si se busca en Google se encontrará miles de empresas que intentan 
explotar el concepto de web 2.0. Ofrecen transformar un sitio web en una web 2.0. Esto 
así dicho no tiene mucho sentido. Si se tiene una web estática, de contenido no 
renovado, el sitio web no será "web 2.0" por mucho que estéticamente se parezca a 
Wikipedia o a cualquiera de los otros ejemplos ya expuestos.  
Lo que sí es cierto, es que existe una tendencia, una moda, que hace que muchas de las 
páginas modernas compartan un estilo más o menos parecido. Sería conveniente visitar 
sitios como Flickr, Yahoo, Wikipedia, del.icio.us, etc. y comparar los aspectos comunes 
en lo que a diseño "visual" se refiere.  
Se dice, o se lee, en la web, que los diseñadores deben dejar de diseñar para el usuario 
(presentaciones en movimiento, música, efectos) y empezar a diseñar para las maquinas. 
Es decir, favoreciendo el acceso de las mismas a la información. Una regla fundamental, 
es separar contenido y estilo. Las Hojas de Estilo en Cascada (CSS) son absolutamente 
necesarias en la programación web actual. 
 
Web 2.0 desde el punto de vista del usuario 
Un autentico usuario 2.0 de la red tiene un blog. Lo más probable es que en su blog 
además de sus propias noticias, publique noticias de otros blogs de referencia o de blogs 
de su "anillo" de amigos (RSS). Un "2.0" comparte sus fotos por la red y permite que 
otros las comenten. Probablemente se haya tomado alguna vez la molestia de completar 
algún artículo de la Wikipedia y en su reproductor de mp3 escucha música a la carta 
                                                 
*  FUMERO, Antonio y ROCA, Genís con la colaboración especial de SÁEZ VACAS, 




(Podcast). Estas características son las que tratan  de explotar el concepto de 
Inteligencia colectiva que surgió con el de Web 2.0.  
 
Web2.0 desde el punto de vista de la tecnología 
La nueva visión de Internet que da la filosofía Web 2.0 trae además nuevas tecnologías. 
A continuación se nombran algunas de ellas:  
• RSS: es un sencillo formato de datos XML que se utiliza para difundir noticias. 
Explicado de forma breve, este sistema permite que una Web "exporte" sus noticias 
o titulares y otras Web los "importen" dinámicamente.  
• Web Services: esta es algo más compleja. Tecnología que permite a un sitio Web 
publicar determinadas funciones que pueden ser invocadas desde otros sitios. El 
webservice puede ser invocado también desde una aplicación instalada en un PC en 
cualquier ordenador. Un ejemplo son algunos programas de "escritorio" para 
mostrar la predicción meteorológica de alguna región en determinada fecha.  
• Ajax: no es exactamente una nueva tecnología. Es más bien un nuevo 
planteamiento surgido de la conjunción de otras tecnologías. Ajax es el acrónimo 
de Asynchronous JavaScript And XML. En concreto, Ajax implica la posibilidad 
de que una determinada Web se comunique con el servidor en segundo plano, 









Crear un sitio  basado en  la filosofía web 2.0 donde los desarrolladores de software 




• Los usuarios deberán registrarse para  tener acceso a la participación en la 
comunidad y para obtención de un perfil.  
• Una vez registrado tiene acceso a una cuenta dentro de aldedo.  
• Una vez un integrante elige mirar un proyecto tendrá acceso a cierta información 
básica relacionada con este, tal como: descripciones básicas, grupos que están 
trabajando en éste proyecto, resultados que han dado estos grupos, integrantes, 
grupos con plaza activa para el ingreso de nuevos miembros, etc.  
• Si se es un integrante de la comunidad y no se pertenece a ningún grupo vinculado 
al proyecto, éste puede elegir un grupo con plaza activa, formar un nuevo grupo con 
al menos otro integrante o ser invitado por un grupo.  
• El sitio ofrecerá a los grupos un espacio con capacidad de trabajo simultáneo sobre 
documentos, interacción y comunicación entre los integrantes, disponiendo de 
herramientas para realizar la actividad de diagramacion presente, teniendo en cuenta 
que el paradigma de diseño es orientado a objetos. 
• Tanto grupos como usuarios individuales tienen la oportunidad de recibir puntos de 
acuerdo con su participación en los proyectos. Esto se hace con el fin de obtener 
cierto prestigio dentro de la comunidad y acceder a más servicios y beneficios tales 
como: recomendaciones, invitaciones a seminarios, invitaciones a proyectos, 
premios, etc. 
• La continuidad de un modelo estará sujeta a la aprobación de un grupo evaluador o 
del cliente proponente.  
• Los clientes tendrán conocimiento permanente sobre el estado de modelado y el 
acceso a la lectura y revisión mediante anotaciones de todos los artefactos y la 





• Los clientes al finalizar el proceso de ingeniería de software puede encontrar 
diferentes propuestas de diseño de las cuales escogerá la que más crea conveniente.  
• Una vez evaluada una propuesta de modelo, si tiene algún error se notificará al 
equipo que la propuso. 
• Aclaración sobre perfil:  
o La función de los perfiles es "carta de presentación" a la comunidad para la 
conformación de los equipos de desarrollo.  
o Los grupos podrían hacer solicitudes para nuevos miembros basados en un 
perfil específico.  
o El perfil de evaluador debe tener un grado muy alto de conocimiento. 
El sitio cuenta con un conjunto de políticas para regular las relaciones de sus integrantes 
y grupos. Se listan a continuación estas, tras la realización de un análisis más minucioso 
de la idea original, podrían aparecer nuevas políticas. 
• Solo el cliente decide si liberar los modelos finales. 
• Al  proponer un proyecto, el cliente toma la responsabilidad de proveer o no los  
evaluadores. 
• En caso de cancelarse un proyecto los grupos deciden si liberar o no los resultados 
del trabajo a la comunidad. 
• En el sitio se realiza solamente el modelado, la implementación del diseño escogido 
puede ser realizada por los desarrolladores involucrados en el proyecto.  
• Disolución de grupos: 
o Solo queda un integrante en el grupo. 
o Consentimiento de todos.  
o Este grupo no ha vuelto a participar en ningún otro proyecto. 
• Si dos o más grupos tienen un integrante en común ese integrante solo puede 
trabajar en el proyecto con uno de esos grupos. 
• Un grupo puede calificar a otro grupo sólo si han tenido algún tipo de interacción: 
solicitud de información, etc. 
• Solo los grupos deciden si liberar o no la información y los modelos durante el 
desarrollo. 
• Cada actividad debe contar con un evaluador, ya sea uno de la comunidad o uno 
propuesto por el cliente. Para iniciar esta actividad esta condición es necesaria. 
 
1.3. INTERACCIÓN ENTRE ENTIDADES DEL SISTEMA 
Dada la gran importancia que tiene la interacción entre  integrantes para la comunidad 






• Cada integrante de la comunidad tiene una cuenta donde puede visualizar los grupos 
a los que pertenece.  
• Una persona crea el grupo y vincula a los otros integrantes, se envía un mensaje de 
verificación a las cuentas de los miembros vinculados. 
• Para vincular un nuevo integrante, y si ya han cerrado las  plazas, todo el grupo debe 
estar de acuerdo. 
• Para desvincular a un integrante, todo el grupo debe estar de acuerdo. 
• Un integrante puede abandonar un grupo cuando lo desee.  
Grupo (exterior): 
• Los grupos pueden ser calificados por otros grupos siempre y cuando haya habido 
alguna interacción entre ellos, o por política  de la comunidad.  
• Solo los grupos vinculados al proyecto, deciden si liberar o no la información y 
modelos durante el desarrollo, con ámbito de proyecto.  
Proyecto: 
• El cliente propone un proyecto, que involucra tanto la especificación de sus 
requisitos, como un cronograma de entrega.  
• Un grupo se vincula en un proyecto.   
• Se liberan las actividades relacionadas con la etapa de inicio.  
• La evaluación de una actividad se hará por un grupo de evaluación. 
• El evaluador debe retroalimentar a los grupos evaluados.  
• En el primer flujo debe haber un mecanismo de comunicación con el proponente 
para aclaración de dudas y requerimientos, la información producida será 
compartida por todos los grupos involucrados en el proyecto.  
• El proponente puede ver todos los documentos generados por cualquiera de los 
grupos.  
• El proponente es el encargado de escoger el diseño final, en caso contrario lo haría 
un grupo evaluador. 
 
1.4. VENTAJAS DEL PROYECTO 
• Los desarrolladores de software podrán incluir dentro de su proceso de producción 
actividades de modelado que mejorarán la calidad de los productos.  
• Puede existir la posibilidad de elegir entre diferentes diseños.  
• Reducción de costos de desarrollo y demás ventajas que proporciona una buena 




• La comunidad de desarrollo tendrá un lugar donde podrá mejorar su conocimiento 
en la metodología empleada.  







2.1. IDENTIFICACIÓN DE USUARIOS DEL SISTEMA 
Al  leer detenidamente la descripción de la idea se identifican los actores listados a 
continuación, estos utilizan el sistema de diferentes formas, por lo mismo es buena idea 
dar una breve descripción de sus roles dentro de la comunidad. 
Usuario 
Es la persona/s que ingresa al sitio Web como parte de una actividad de 
navegación y puede ingresar a la información de  aldedo. 
Integrante 
Usuario que realiza el proceso de registro vinculándose así a la  
comunidad. 
Grupo  
Entidad compuesta por múltiples integrantes de la comunidad 
Cliente  
Es un integrante de la comunidad que propone un proyecto software 
para su modelación, además tiene acceso a todos los documentos 
generados para este proyecto y puede asumir la responsabilidad de 
escoger un modelo final. 
Desarrollador  
Integrante habilitado por aldedo para participar en las actividades de 
modelado en uno o varios proyectos, siempre y cuando pertenezca a un 
grupo. 
Evaluador  
Integrante que aprobó un examen de alto nivel de conocimiento y que 
aldedo habilita para emitir juicios sobre la validez y pertinencia de un 
modelo a un proyecto. 
Grupo desarrollador  
Es un grupo de dos o más integrantes con perfil de desarrollador. 
Grupo evaluador  
Es un grupo de uno o más integrantes con perfil de evaluador. 
Entidad  




Se han mostrado aquellos que se reconocen en la simple lectura de la especificación de 
la idea, y otros cuya finalidad a sido la de agrupar responsabilidad, de forma tal que se 
facilite y resuma la funcionalidad que el sistema debe prestar a los mismos. 
 
2.2. DIAGRAMA CLASIFICADOR DE ACTORES 
Si bien la anterior descripción permite conocer un poco sobre los diferentes actores 
dentro del sistema al manejarlos como clasificadores podemos considerar aspectos 
estructurales importantes, además de permitirnos entender mejor su participación en la 
comunidad. 
 










Fuente: Elaboración personal, 2008 
 
De aquí que las diferentes relaciones entre los actores identificados permitirán 
comprender aspectos de comportamiento comunes, entre los que vale mencionar, 




un clasificador raíz, nombrado como Entidad, el cual es el actor base de la comunidad, 
si bien no existe un objeto del dominio del problema que represente una instancia de 
este clasificador, implícitamente cada miembro de la comunidad es uno. Es importante 
anotar que en base a éste se reconoce un miembro de la comunidad, así un Usuario no 
puede considerarse parte de la misma, esta idea nos da cierto poder sobre la futura 
integración de nuevos clasificadores o el refinamiento de estos a diferentes roles. 
Explicaremos ahora las dos grandes categorías que conforman las entidades de la 
comunidad; luego de que un usuario ha leído las políticas de aldedo y realiza el proceso 
de registro, es considerado un Integrante, esto tiene una connotación importante en 
cuanto al nivel de acceso a los recursos del sistema,  para un usuario es imposible 
navegar por la información de proyectos, grupos o de otros integrantes de la comunidad, 
todo esta información es considerada un recurso, que solo un integrante tiene derecho a 
consultar.  
Del otro lado tenemos los grupos, la idea de conformar un grupo es motivar el 
desarrollo conjunto, razón por la que aldedo maneja una política para esto, un grupo es 
básicamente una entidad conformada por dos o más integrantes de la comunidad con el 
fin de poder registrarse y participar de las actividades de desarrollo de un modelo. 
Por último tenemos las especializaciones; las hojas en la estructura arbórea del 
diagrama. A este nivel, puede bien considerarse como clasificadores que tienen la 
capacidad de una futura especialización o refinamiento, al analizar aspectos interesantes 
de la idea tal como el manejo de perfiles, que por el momento serán solo carta de 
presentación pero que pueden jugar un papel importante para la conformación de 
grupos, con integrantes cuyo conocimiento, capacidades y experiencia varían. 
 
2.3. IDENTIFICACIÓN DE CASOS DE USO 
Para los actores identificados se desarrollan aquellos casos de uso, que son 
significativos dentro de la idea, en esta sección, la atención se centrará en la 
identificación de las principales funcionalidades que dan forma a esta y que establecen 
la arquitectura base para el refinamiento en futuras versiones. 
Pensando en esto se presenta diferentes diagramas cuyo fin es mostrar la funcionalidad 
prestada por el sistema a los diferentes actores. Para comenzar veremos el sistema desde 






















Fuente: Elaboración personal, 2008 
 
Para una persona que navegando por Internet encontró un enlace a aldedo, el sistema le 
proporciona la posibilidad de registrarse a la comunidad, este proceso de registro, 
solicita del usuario información personal y su autorización para compartirla con el resto 
de la comunidad. 
Un integrante, es decir, aquel que se ha registrado en aldedo, como ya se mencionó 
puede navegar por la información de diferentes recursos y debe formar parte de un 
grupo para participar de las actividades de diagramación, además puede en algún 
momento calificar a otra entidad de la comunidad como resultado de una relación con 
esta. 
 Por último un grupo, que aparte de trabajar en la construcción de los diferentes 
diagramas tiene otras funciones más acorde con la gestión del grupo, estas son: 





Figura 4. Diagrama caso de uso, funcionalidad de edición y gestión de diagramas 
 
Fuente: Elaboración personal, 2008 
 
La Figura 4 muestra la interacción por parte de las dos categorías actuales para grupos 
de trabajo, grupo de desarrolladores y grupo de evaluadores.  Ambos tipos de grupos 
realizan operaciones de edición de diagramas, utilizan entonces herramientas similares 
con fines diferentes. El sistema dota a cada actor de la herramienta apropiada para sus 
labores, además permite la interacción sobre el mismo diagrama por parte de varios 
integrantes del grupo. Este diagrama enseña también la gestión de estados y permisos 
asociados al recurso creado. 
El sistema permite al actor cliente realizar diferentes actividades relacionadas 
principalmente con la creación y publicación de proyectos, además de la visualización 
de los resultados que se van generando como parte de las actividades de la comunidad 
en la realización de este.   Un cliente, bien puede publicar un proyecto, especificar sus 
requisitos, asociarle un cronograma de trabajo en conjunto con condiciones para la 





Figura 5. Diagrama de funcionalidad prestada al cliente 
 
Fuente: Elaboración personal, 2008 
 
La funcionalidad de este sistema tiene una alta dependencia por parte de muchos casos 
de uso, al incluir el funcionamiento para gestión de permisos de acceso y modificación a  
diferentes recursos en el sistema. De esta manera se destino un caso de uso para la única 
función de gestionar permisos. A continuación se presenta  la dependencia mencionada. 
 





Fuente: Elaboración personal, 2008 
Cada una de las formas de utilizar el sistema será detallado a continuación de manera 
tal, que sea posible identificar artefactos del dominio del problema, que permita 
comprenderlo mejor y reunir criterios para una posterior solución. 
 
2.4. ESPECIFICACIÓN DE LOS CASOS DE USO 
Los casos de uso identificados anteriormente son descritos como especificación de 
interacciones entre los diferentes actores y el sistema tal como se presenta a 
continuación,  dicha descripción textual enseñará la forma como el sistema debe 
reaccionar frente a la forma como el actor lo use, luego de dicha descripción se utiliza 
un artefacto de análisis conocido como diagramas de colaboración, con el cual se 
pretende  por una parte identificar clases de análisis y por otra refinar la descripción del 
caso de uso en función de estas, para así empezar a distribuir la funcionalidad dotando 
de responsabilidades a las diferentes clases identificadas, las cuales aumentarán su 
número a medida que las diferentes refinaciones se realicen, el objetivo final de la 
sección, es poder identificar el conjunto de clases del dominio del problema junto con 
una breve descripción y el conjunto de sus responsabilidades. 
 
Tabla 2. Caso de uso Gestionar área trabajo 
Nombre Gestionar área trabajo 
Administra el recurso compartido área de trabajo. 





1. Activa el caso de uso 1. Crea el recurso compartido área de diagramación. 
 
2. Recibe un mensaje para modificación del recurso. 
 
3. Realiza un procesamiento del mensaje y determina 
el cambio a realizar en el recurso. 
 
4. De acuerdo a la respuesta del procesamiento realiza 
los cambios pertinentes en el recurso. 
 
5. Si se recibe un nuevo mensaje volver al punto 3. 
Flujo alterno 2 
 2.  Se detecta que el recurso ya ha sido creado. 
3.  Vincula al solicitante con el recurso actual y con su 
estado. 
4.  Volver a punto 3 del flujo normal. 
Flujo alterno 4 
 4.  Detecta un conflicto. 
5.  Resuelve el conflicto de acuerdo a un modelo de 
resolución de conflictos. 
6.  Volver a punto 5 del flujo normal. 
Flujo alterno 6 
 6.  No recibió más mensajes en un tiempo prudencial y 
asume que se ha dejado de trabajar. 
7.  Guarda el estado actual del recurso. 
8.  Destruye el recurso compartido. 
• Eficiencia en el proceso de solución de conflictos. 
• El proceso de envío de mensajes para actualización del recuso debe simular  






Figura 7. Diagrama de colaboración, gestor de área de trabajo 
 
Fuente: Elaboración personal, 2008 
 
El anterior  caso de uso es incluido por diagramar modelo,  note la ausencia de 
interacciones llevadas a cabo por un actor del sistema, se debe principalmente a que 
puede ser empleado en la creación de un diagrama mediando para ello la interfaz de 
diagramación que interactúa directamente con el usuario, como se verá en seguida. Otro 
aspecto a resaltar es la aparición de estereotipos para las clases, tales como: 
<<control>> y <<entity>>. 
 
Tabla 3. Caso de uso Diagramar modelo 
Nombre Diagramar modelo 
Realiza la construcción grafica de los diagramas de la especificación UML. 
Extend Establecer comunicación grupo 
Include Gestionar área trabajo 
Actor Grupo desarrollador 
Actor Sistema 
1.  Activa caso de uso. 
 
2.  Solicitar escoger el tipo del diagrama a 
construir. 




3.  Selecciona el tipo de diagrama. 
5. Escoge construir un nuevo 
diagrama y escribe el nombre. 
7.  Emplea las herramientas para 






11. Termina la sesión de trabajo. 
diagrama nuevo o editar uno existente. 
6. Despliega las herramientas de edición 
acorde con el tipo de diagrama y un área de 
diagramación sobre la que se dibujará. 
8. Gestiona la interacción del grupo sobre el 
diagrama (ver caso de uso Gestionar área 
trabajo) 
9. Verifica la validez del diseño del diagrama 
(ver caso de uso Verificar DOO) 
10. Almacena y actualiza periódicamente el 
estado actual del diagrama. 
12. Verifica si hay modificaciones desde la 
última versión guardada. 
13.  Guarda las últimas modificaciones. 
(Como la idea no es hacer un uso de 
versionado el estado del diagrama guardado 
será el que el ultimo integrante del grupo deje 
cuando abandone la sesión) 
14. Guarda las modificaciones del recurso. 
15. Realiza las asociaciones del caso. 
(Asociación: relacionar los documentos 
generados del proyecto con este y los actores 
que los generaron.) 
Flujo alterno 5 
5.  Escoge editar un diagrama 
existente. 
7.  Selecciona el diagrama. 
6.  Solicita al actor escoger el diagrama 
específico a modificar. 
8.  Continuar en 6 del flujo normal. 
Flujo alterno 10 
 10. Actualización no exitosa. 
11. Utilizar un algoritmo de asignación de 





12. Continuar en 11 del flujo normal. 
• El proceso de actualización debe ser eficiente. 
• El proceso de almacenamiento de cambios debe ser seguro. 
 
Como parte del proceso de diagramacion se hace la descripción del caso de uso 
Verificar DOO, para dar paso al diagrama de colaboración, en el cual se mezclan ambas 
funcionalidades. 
 
Tabla 4. Caso de uso Verificar Diseño Orientado a Objetos 
Nombre Verificar DOO 
Se responsabiliza de validar el cumplimiento del paradigma orientado a objetos al 
diagramar un modelo 
Included by Diagramar modelo 
Actor Diagramar modelo 
Actor Sistema 
1. Activa el caso de uso. 
2.  Comunica el tipo de diagrama. 
 
4.  Envía un mensaje de modificación 
del diagrama. 
 
3.  Carga un conjunto de reglas específico 
para verificar la validez del diagrama. 
5.  Aplica las reglas sobre el diagrama, 
para verificar si es valido o no. 
6. Comunica al actor el resultado del 
proceso de verificación. 
No funcional: Eficiencia pues de el depende la actualización del diagrama. 
 





Fuente: Elaboración personal, 2008 
 
El nivel de abstracción para la funcionalidad descrita es aun muy alto, pues no considera 
las operaciones puntuales, las relacionadas con la edición de diagrama, sin embargo, el 
conjunto de clases identificadas será posteriormente refinado en clases que mostrarán 
dichas operaciones. La inclusión de gestionar área de trabajo, hace referencia al caso de 
uso ya descrito y que maneja las operaciones sobre un recurso compartido. 
Tabla 5. Caso de uso, Evaluar modelo 
Nombre Evaluar modelo 
Revisar los resultados de una actividad de modelado y emitir una opinión sobre la 
validez y pertinencia con el problema. 
Extend Establecer comunicación grupo 
Include Gestionar área trabajo 
Actor Grupo evaluador 
Actor Sistema 
1. Activa el caso de uso. 
 
2.  Carga la información de los proyectos al 
que esta vinculado el evaluador. 





4.  Escoge un proyecto. 
 
7. Escoge  uno de los modelos por 
evaluar. 
 
9. Realiza las correcciones para lo 
que utiliza: Gestionar área trabajo y 
Establecer comunicación grupo. 
10.  Cierra modelo 
12.  Marca el modelo como 
evaluado. 
13. Cierra sesión 
5. Recupera los modelos generados por cada 
grupo vinculado al proyecto, obteniendo solo 
aquellos que no han sido evaluados. 
 
8. Carga las herramientas que incluyen 
anotaciones y resalto de partes del modelo y 
carga el modelo elegido al área de trabajo de 
evaluador (área diagramación). 
 
11.  Despliega de nuevo la lista de modelos por 
calificar y resalta los documentos trabajados en 
esta sesión. 
 
14.  Descarga la información para la futura 
construcción de la lista de modelos por evaluar. 
Flujo alterno 7 





11.  Escoge uno de los modelos. 
8.  Recupera los modelos evaluados para 
proyecto. 
9.  Actualiza la lista con los modelos ya 
evaluados. 
10. Restringe el acceso de solo lectura para el 
modelo que sea seleccionado para consulta. 
12. Volver a 10 del flujo normal. 
 





Fuente: Elaboración personal, 2008 
 
La actividad relacionada con la evaluación de los diagramas enseña que existe una 
relación muy estrecha con la edición de los mismos, por lo cual si observa con 
detenimiento notará el empleo de muchas clases ya utilizadas en esa actividad, sin 
embargo se presenta también una interacción importante en cuanto a otras operaciones 
relacionada con una navegacion por recursos de información para el grupo evaluación. 
 
Tabla 6. Capturar requerimiento 
Nombre Capturar requerimiento 
Facilita la interacción entre el cliente y los grupos vinculados al proyecto en la etapa 
del levantamiento de requerimientos, compartiendo los resultados con los demás 
grupos. 
Include Contactar entidades 
Actor Cliente, Grupo desarrollador 
Actor Sistema 
1.  El actor (Cliente) activa el caso de uso. 
3. Cliente procede a llenar los campos de 
la plantilla. 
2.  Despliega la plantilla para el 
levantamiento de requerimientos. 
4.  Pone a disposición del actor (Grupo 




5. El actor (Grupo desarrollador) accede y 
revisa la información consignada. 
6. El Grupo desarrollador requiere 
comunicarse con el actor (Cliente). 
 
 
9.   El Grupo desarrollador consigna los 
resultados de la interacción con el Cliente 
como anexos a los requerimientos. 
en la plantilla. 
 
7.  Contacta al actor Cliente con el actor 
Grupo Desarrollador (ver caso de uso 
Contactar entidades). 
8.  Despliega la información del proyecto 
para anexar complementos. 
10.  Pone a disposición del resto de los 
grupos la información junto con los 
anexos generados. 
Flujo alterno 9 
9.  El Grupo desarrollador no consigna 
ningún anexo. 
11.  El Cliente proporciona dicha 
información. 
10.  Solicita al Cliente consignar lo 
consultado. 
12.  Continuar en 10 del flujo normal. 
Flujo alterno 11 a FA9 
11.  El Cliente no proporciona ninguna 
información. 
12.  El sistema anexa un mensaje al 
documento de requerimientos donde 
relaciona los involucrados en la 
interacción. 
13. Continuar en 10 del flujo normal. 





Figura 10. Diagrama de colaboración, capturar requerimiento 
 
Fuente: Elaboración personal, 2008 
 
La Figura 10 la interacción de dos actores del sistema, para una funcionalidad 
particular, la captura de requerimientos, finalmente se espera que de la interacción entre 
ambos mejoré el  la percepción o definición del requerimiento en un proyecto. 
 
Tabla 7. Caso de uso, Presentar propuesta diseño 
Nombre Presentar propuesta diseño 
Permite al cliente navegar a través de las diversas propuestas de diseño para elegir 
aquellas que cumplan con sus expectativas.    
Actor Cliente 
Actor Sistema 
1. Activa el caso de uso. 
 




6. Selecciona un punto de navegación, 
2.  Despliega una lista de todos los grupos 
participantes en el desarrollo del proyecto 
que han terminado el desarrollo. 
4. Recupera la lista de los documentos 
creados por el grupo seleccionado 
aprobados en la evaluación. 
5. Lista los resultados de acuerdo a un 
orden preestablecido ya sea por el ciclo de 
vida, o la creación de los mismos. 
7.  Recupera el documento final para este 




es decir un diagrama. 
 
8. Cierra el documento 
lo despliega para que el actor pueda 
visualizar y navegar apropiadamente por 
los diferentes artefactos de este. 
9. Volver a 5. 
 
Figura 11. Diagrama de colaboración, presentar propuesta diseño 
 
Fuente: Elaboración personal, 2008 
 
La intención de este caso de uso es permitir al cliente ver los artefactos generados de las 
actividades de edición de los diferentes grupos vinculados al proyecto propuesto por 
éste. Aparentemente, la funcionalidad descrita muestra la necesidad de manejar estados 
para el recurso diagrama lo cual se llevara a cabo en actividades posteriores, donde se 
pretende identificar todos los estados y mostrar su relación en un posible diagrama de 







Tabla 8. Caso de uso, Vincular a proyecto 
Nombre Vincular a proyecto 
Un grupo conformado se vincula al flujo de trabajo de un proyecto que va a iniciar. 
Extend Desvincular temporalmente integrante grupo 
Include Contactar entidades 
Actor Grupo 
Actor Sistema 





5.  Autoriza la acción. 
2.  Identifica el grupo al que pertenece el actor. 
3. Revisa si este grupo cumple con los 
requisitos del proyecto y políticas de 
vinculación al proyecto  de aldedo. 
4.  Solicita una confirmación al grupo. 
6.  Realiza la vinculación del grupo al 
proyecto y modifica los permisos acceso a 
este. 
7. Informa a los grupos previamente 
vinculados el ingreso de este nuevo 
referenciando el perfil del mismo para su 
consulta. 
Flujo alterno 3. 
 3.   Reconoce una inconsistencia en cuanto a 
las condiciones de registro. 
7. Informa a quien esta llevando a cabo este 
registro, indicándole cual es la inconsistencia 
encontrada. 
8.  Termina el caso de uso. 
Flujo alterno 5a. 
5.  No hay autorización de algún 
integrante del grupo solicitante. 
6.   Informa al grupo que el registro no ha 
culminado con éxito. 
7. Termina el caso de uso. 
Flujo alterno 5b. 
5.  No hay una respuesta de alguno 
de los integrantes. 
6.   Informa al grupo que el registro no ha 
culminado con éxito. 




Figura 12. Diagrama de colaboración, vincular a proyecto 
 
Fuente: Elaboración personal, 2008 
 
La condición para poder participar de un proyecto es el ser parte de un grupo y ser 
autorizado por el cliente quien ha propuesto el proyecto, por lo mismo se presenta un 
manejo de contacto con la entidad proponente, una gestión de permisos y validación de 
restricciones impuestas al proyecto para permitir la vinculación de nuevos grupos de 
trabajo. 
 
Tabla 9. Caso de uso, Establecer cronograma proyecto 
Nombre Establecer cronograma proyecto 
El Cliente utiliza este caso de uso para especificar las fechas relevantes de las 
actividades del desarrollo y entrega de modelos. 










4.  Consigna las fechas para cada 
actividad. 
2.  Despliega la lista de actividades de un 
desarrollo propuesto. 
3. Asocia a cada tarea un espacio donde se 
puede consignar las fechas propuestas para la 
entrega de los resultados de dicha actividad y 
las fechas límites de evaluación. 
5.  Valida la lógica de estas fechas. 
6. Asocia a cada actividad del proyecto las 
fechas establecidas en este  cronograma. 
Flujo alterno 5 
 
 
7.  Hace las correcciones solicitadas. 
5.  Detecta una inconsistencia 
6.  Informa al actor y solicita corrección. 
8.  Volver en 5 del flujo normal. 
 
Figura 13. Diagrama de colaboración, establecer cronograma proyecto 
 




Se busca con esta funcionalidad permitir al cliente definir fechas importantes o de 
entrega de diagramas creados, una especie de planeación muy básica que incluye el 
conjunto de actividades, tareas y sus respectivas fechas limite de entrega de resultados 
para un proyecto particular. 
 
Tabla 10. Caso de uso, Desvincular temporalmente integrante grupo 
Nombre Desvincular temporalmente integrante grupo 
Resuelve el problema cuando varios grupos vinculados a un proyecto tienen 
integrantes en común. 










5.  Confirma esta decisión. 
 
7.  El integrante confirma. 
1.  Activa el caso de uso cuando se encuentra 
que alguno de los integrantes del grupo 
pertenece a otro que se ha registrado 
previamente al proyecto seleccionado. 
2.  Recupera la información del grupo 
solicitante. 
3.  Muestra la lista de integrantes de este con 
aquellos que entran en conflicto resaltados. 
4. Solicita comprobar la desvinculación 
temporal (solo para este proyecto). 
6. Envía un mensaje de verificación los 
integrantes desvinculados explicando el carácter 
de esta decisión. 
8. Continúa con el proceso de Vincular a 
proyecto. 
Flujo alterno  7a 
7.  El integrante no confirma. 
9.  Responde a la petición. 
8.  Envía a los otros integrantes del grupo una 
verificación de esta decisión. 
10.  Desvincula temporalmente el integrante. 
11.  Informa al integrante la decisión del grupo. 




Flujo alterno  7b 




8.  Envía a los otros integrantes del grupo esta 
decisión. 
9.  Continúa con el proceso de Vincular a 
proyecto comunicando el estado de esta 
condición. 
 
Figura 14. Diagrama de colaboración, desvincular temporalmente integrante grupo 
 
Fuente: Elaboración personal, 2008 
Es posible que se presente el caso en que uno o más integrantes de un grupo 
previamente conformado pertenezcan a varios grupos, para evitar un posible conflicto 
de intereses, el sistema activa la anterior funcionalidad al detectar una irregularidad de 
éste tipo, lo que se busca básicamente es poner al integrante en un estado pasivo frente a 
las actividades que desarrolle el grupo para un proyecto en lo que dure su ejecución, se 





Tabla 11. Establecer comunicación grupo 
Nombre Establecer comunicación grupo 
Comunicación entre los miembros de un grupo de trabajo. 
Extend  
Include by Diagramar modelo 
Actor Grupo 
Actor Sistema 
1.  Activa el caso de uso. 




7.  Cierra la sesión. 
2.  Abre y pone a disposición un canal de 
intercomunicación. 
4.  Recibe un mensaje puesto por algún 
integrante del grupo. 
5.  Pone el mensaje a disposición del resto del 
grupo. 
6.  Si se recibe un nuevo mensaje volver a  
8.  Cerrar el canal. 
Flujo alterno 4 
 4.  Problema asociado con el canal. 






Figura 15. Diagrama de colaboración, establecer comunicación grupo 
 
Fuente: Elaboración personal, 2008 
 
La anterior funcionalidad describe una comunicación que involucra a los integrantes de 
un grupo, un chat que podrá ser activado por cualquiera desde la cuenta del grupo y les 
permitirá tomar decisiones en las actividades de trabajo que estén llevando a cabo, se 
espera que este sea de gran utilidad en la actividad de diagramación.  Tiene la 
característica que puede ser activado por cualquiera y cualquiera puede entrar en 
cualquier momento a la conversación que actualmente ejecutan dos o más integrantes 
para una actividad particular. 
 
Tabla 12. Caso de uso, Invitar grupo 
Nombre Invitar grupo 
Permite a un cliente que propuso un proyecto invitar un grupo para las actividades del 
proyecto. 







1.  Activa el caso de uso. 
 
 
4.  Utiliza alguno de estos mecanismos 
para ubicar al grupo elegido. 
5.  Selecciona el grupo. 
2.  Solicita identificar al grupo. 
3.  Despliega una herramienta de búsqueda 
o navegación para encontrar al grupo a 
invitar. 
 
6.  Envía una invitación con un vínculo al 
proyecto propuesto, a los grupos elegidos. 
Nota: en este punto si el grupo invitado atiende la invitación y luego de revisar la 
información respecto al proyecto esta interesado en participar en este, solo debe 
recurrir al caso de uso Vincular a proyecto. 
 
Figura 16. Diagrama de colaboración, invitar grupo 
 
Fuente: Elaboración personal, 2008 
 
Algunas actividades presentadas en la Figura 16 fueron anteriormente referenciadas en 




actividad de navegacion y búsqueda como parte del flujo de actividades vinculadas al 
préstamo de la funcionalidad descrita, a pesar de la cantidad de clases y relaciones entre 
ellas, la acción final puede entregarse como responsabilidad a la clase de 
GestorContacto, que se encarga de entregar de las invitaciones a los grupos 
seleccionados durante la navegación. 
 
Tabla 13. Caso de uso, Registrar 
Nombre Registrar 
Vincular un usuario a la comunidad e identificar su perfil. 
Actor Usuario 
Actor Sistema 
1.  Activa el caso de uso. 
3. Introduce los datos. 
 
 
6. Resuelve el examen. 
8.  Acepta pertenecer a la comunidad 
bajo este perfil. 
2.  Despliega el formulario de inscripción. 
4. Validación de los datos. 
5. De estos datos recupera las preferencias 
y construye el examen de actitud para 
identificar el perfil 
7.  Identifica un perfil para el actor. 
9.  Crea la cuenta para el nuevo integrante 
de la comunidad. 
Flujo alterno 4 
 4.  Datos inválidos. 
5. Advierte al actor y señala la posición 
del error. 
6.  Continuar en 4 del flujo normal. 
Flujo alterno 7  
7.  No esta de acuerdo con el perfil 
propuesto. 
 
8.  Muestra la justificación del perfil 
propuesto y la posibilidad de cambiarlo en 
el futuro. 
9.  Continuar en 8 del flujo normal. 
Flujo alterno 8 
8. No acepta pertenecer a la comunidad. 
 
9.  Descarta los datos introducidos y sale 




Figura 17. Diagrama de colaboración, registrar 
 
Fuente: Elaboración personal, 2008 
 
Registro es aquella actividad que un usuario realiza con el fin de acceder a los diferentes 
servicios de aldedo como se aprecia requiere del ingreso de un conjunto de datos 
personales, además de la especificación de un perfil, el cual se pretende sea carta de 
presentación frente a otros integrantes, la asignación de tal, aparte de permitir identificar 
el tipo de integrante (desarrollador, evaluador o cliente) podría involucrar algún tipo de 
evaluacion que de una idea de las habilidades del nuevo integrante, para de esta forma 
permitirle encontrar grupos que puedan ser de su interés. 
 
Tabla 14. Caso de uso, Vincular integrante a grupo 
Nombre Vincular integrante a grupo 
Coordina la vinculación de un nuevo integrante a un grupo. 
Precondición: El integrante interesado en unirse al grupo  ya ha establecido una 
comunicación con este mediante un mensaje de solicitud de integración. 






1.  Activa el caso de uso. 
 
5.  Autoriza el ingreso del nuevo 
integrante. 
2.  Identificar al nuevo integrante. 
3.  Solicita autorización a todos los 
integrantes del grupo. 
6.  Solicita la confirmación del integrante. 
7.  Recibe dicha confirmación. 
8.  Modifica los permisos de acceso para 
este integrante a las actividades del grupo. 
Flujo alterno 5 
4.  Alguno de los integrantes deniega la 
solicitud. 
5.  Informa tanto al aspirante como al 
grupo. 
 
Figura 18. Diagrama de colaboración, vincular integrante a grupo 
 





Similar a otros procesos éste requiere de la participación de los diferentes miembros de 
un grupo con el fin de permitir el ingreso de un nuevo integrante, al parecer sigue 
siendo un contacto solo que involucra una acción de confirmación por parte del 
destinatario. 
 
Tabla 15. Caso de uso,  Gestionar estado diagrama 
Nombre Gestionar estado diagrama 
Administra el cambio de estado de los diagramas asociado a un grupo. 
Extend  
Include  
Actor Otros casos de uso 
Actor Sistema 
1. Activa el caso de uso. 
 
4.  Entrega criterios para el 
cambio de estado. 
2.  Depende del caso de uso que los active 
identifica el diagrama y su estado actual. 
3.  Identifica la entidad y valida permisos de 
cambio para el diagrama. 
5.  Evalúa los criterios y asigna un nuevo estado 
al diagrama. 
6.  Modifica los permisos requeridos. 





Figura 19. Diagrama de colaboración, gestionar estado diagrama 
 
Fuente: Elaboración personal, 2008 
 
Dado que del estado del diagrama derivan algunas restricciones en las operaciones que 
puedan realizarse con él para los diferentes usuarios del sistema,  se presenta este caso 
de uso que puede ser utilizado por otros, con el objetivo de facilitar la manipulación de 
éste recurso, muy seguramente las clases identificadas ayudarán en el manejo de estados 
por los cuales puede pasar un diagrama. 
 
Tabla 16. Caso de uso, Conformar grupo 
Nombre Conformar grupo 
Habilita a los integrantes para que conformen un grupo de trabajo. 
Include Contactar entidad 
Actor Integrante 
Actor Sistema 
1.  Activa el caso de uso. 
 
2. Despliega un formulario de registro donde 
solicita los datos básicos del grupo (tipo, 
nombre, etc.) 






4.  Identifica a todos los 
integrantes del nuevo grupo de 
trabajo. 
6.  Autoriza la vinculación. 
identificar todos los integrantes del nuevo 
grupo. 
5. Implementa un mecanismo para confirmación 
de los integrantes registrados. 
7.  Una vez reciba la confirmación de los 
integrantes  realiza la creación de este grupo. 
8.  Informar de la creación del espacio de 
trabajo del grupo a los integrantes que 
realizaron la confirmación. 
9.  Crea un enlace al nuevo grupo dentro de la 
cuenta de cada integrante. 
Flujo alterno  
6. Autoriza la vinculación. 7.  Una vez reciba la confirmación de al menos 
el número de integrantes mínimo exigido por las 
políticas de aldedo realiza la creación de este 
grupo. 





Figura 20. Diagrama de colaboración, conformar grupo 
 
Fuente: Elaboración personal, 2008 
 
La condición principal para la participación activa en los proyectos es la conformación 
de grupos, un grupo no es creado por interés de un único integrante, sino que esto 
deviene de un proceso de acuerdo con otro interesado, el objeto de este mutuo acuerdo 
es evitar que un grupo este conformado por un único integrante, y participe de forma 
individual en un proyecto, esperándose de manera promover la colaboración. 
 
Tabla 17.  Caso de uso, Calificar 
Nombre Calificar 
Gestiona el proceso de asignación de puntos y comentarios entre las diferentes 
entidades de la comunidad. 





1. Activa el caso de uso. 
 
4.  Identifica dicha entidad. 
 
6.  Rellena este formato y confirma 
la acción. 
2.  Identifica la identidad del calificador. 
3.  Solicita identificar la entidad a calificar. 
5.  Despliega un formato de calificación donde 
se incluye ranking, comentarios, etc., todo 
dentro de las políticas de aldedo. 
7.  Asocia a la entidad calificada esta 
información (Referenciando la entidad 
calificadora) y la pone a la vista de la 
comunidad.  
8.  Actualiza los puntos de acuerdo a la 
calificación. 
 
Figura 21. Diagrama de colaboración, calificar 
 





La evaluación al parecer es un aspecto importante que está involucrado en diversos 
escenarios que involucran una relación entre entidades de la comunidad, debe tenerse en 
cuenta que puede llegar a ser muy subjetivo y poco práctico, sin embargo uno de los 
conceptos con que se han desarrollado producto de la implantación de sitios web 2.0, en 
el entorno de redes sociales incluye la necesidad de reconocimiento, tal vez para la 
primera versión de este desarrollo no se adicione esta funcionalidad, sin embargo, el 
considerar su estructura y comportamiento permita abstraer un modelo con 
implementación en el desarrollo de otros casos de uso, como por ejemplo, registrar. 
 
Tabla 18. Caso de uso, Gestionar permisos 
Nombre Gestionar permisos 
Administra el cambio de estado de los diagramas asociado a un grupo. 
Actor Otros casos de uso 
Actor Sistema 
1. Activa el caso de uso. 
 
 
4.  Entrega criterios para el 
cambio de estado. 
2.  Depende del caso de uso que los active 
identifica el diagrama y su estado actual. 
3.  Identifica la entidad y valida permisos de 
cambio para el diagrama. 
5.  Evalúa los criterios y asigna un nuevo estado 
al diagrama. 





Figura 22. Diagrama de colaboración, gestionar permisos. 
 
Fuente: Elaboración personal, 2008 
 
Entre los recursos de la comunidad se cuenta, cualquier información de la entidad o 
información generada por los usuarios, esta incluye los diagramas construidos y la 
relacionada a un proyecto. El acceso y modificación de cada uno de estos recursos  es 
vigilado por un gestor de permisos que asocia a cada recurso una entidad Permisos, ésta 
contiene los mismos para controlar el trabajo que se lleva a cabo por una entidad 
específica en la comunidad. Así cada relación entidad-recurso, será verificada por el 
gestor quien estará a cargo de validar y realizar los cambios producto de las acciones de 
la entidad sobre el recurso. 
 
Tabla 19. Caso de uso, Contactar entidad 
Nombre Contactar entidad 









4.  Identifica la entidad a contactar. 
 
6.  Ingresa el mensaje a comunicar. 
3.  Solicita identificar la entidad a contactar. 
5.  Entrega al actor un espacio donde para 
consignar su mensaje. 
7.  Implementa un  mecanismo para transferir 
el mensaje de la entidad emisor a la entidad a 
contactar. 
8.  Mantiene un registro de esta comunicación. 
 
Figura 23. Diagrama de colaboración, contactar entidad 
 
Fuente: Elaboración personal, 2008 
 
En este punto se ha identificado la mayor parte de las clases involucradas en el ámbito 
del problema producto de la descripción de los casos de uso.  En la siguiente sección se 
recopila las responsabilidades identificadas para las diferentes clases, además se 
muestra un bosquejo de la estructuración de estas clases en diferentes diagramas de 
clases que tienen por objetivo dar una estructura a las clases identificadas que permita 





3. UN ORDEN AL CAOS: IDENTIFICACIÓN INICIAL DE PAQUETES 
 
3.1. AGRUPACIÓN DE LAS RESPONSABILIDADES IDENTIFICADAS 
La realización de caso de uso mediante la creación de diagramas de colaboración 
permite refinar cada caso de uso en clases de análisis y determinar las responsabilidades 
de las diferentes clases identificadas. Si bien esta actividad consiente asignar 
responsabilidades bajo algún criterio de relación, éstas aún están incompletas, pues bien, 
sólo es posible refinarlas mediante el empleo de los diagramas de clase en donde se 
disminuye la redundancia y asigna apropiadamente dichas responsabilidades. 
Los siguientes diagramas de clase se construyeron desde la perspectiva del dominio del 
problema, debido a esto no representan la solución ni la implantación final, pero 
permiten distribuir la responsabilidad a las clases de análisis identificadas. Otro aspecto 
importante de este ordenamiento es contribuir a reconocer relaciones que permitan crear 
una agrupación de clases en paquetes para así manejar la complejidad del sistema, 
permitiendo realizar las subsecuentes actividades de desarrollo de forma ordenada. 
Para comenzar veamos un poco las clases que se han identificado como de alguna 
importancia para las operaciones de diagramación. 
 
Figura 24. Diagrama de clases del ámbito del problema para diagramación 
 




Se identifica una estructura básica al proceso de diagramación, como se puede apreciar 
hay una interfaz gráfica llamada Editor quien tiene asociado un control de 
EventosDiagramacion, de esta manera cada interacción de diagramación que el usuario 
quiera realizar será controlada por dicho enlazador de eventos. Este enlazador tiene una 
relación estrecha con la clase GestorDiagrama, la cual, gestiona el acceso compartido 
por parte del grupo de trabajo al recurso de diagramación activo.  
También es importante mencionar la participación de clases de control como el 
Sincronizador y Monitor, cuya función es la de garantizar un estado de conexión valido 
para las actividades realizadas por el grupo de trabajo. Por último, la clase de interfaz 
gráfica EditorEvaluador posee todas las anteriores características dada su relación de 
especialización con la clase Editor. 
 
Editor (Interfaz) 
Descripción: una clase de tipo interfaz que permite la construcción de diagramas cuyos 
elementos son proporcionados en una barra de elementos de diagramación y un área de 
trabajo sobre el cual puede ponerse varios de estos recursos y relacionarse entre si. 
• crearEditor: permite configurar las herramientas de diagramación de acuerdo al tipo 
de diagrama a elaborar y al tipo de usuario. 
• desplegarEditor: activa todos los componentes visuales previamente cargados para la 
realización de tareas de diagramación. 
• usar: acciones producto de la interacción del usuario con las herramientas de 
diagramación, incluye aquellas acciones de selección en la barra de elementos 
diagramación, mover sobre el área de diagramación, seleccionar uno o más 
elementos del área, creación de asociaciones entre los diferentes elementos en el área 
de diagramación. 
• refrescar: actualiza el área de diagramación con los cambios realizados en el 
servidor. 
• desplegarDiagrama: acorde al estado del diagrama y el usuario que le consulta elige 
el Editor o Visualizador. 
• cerrar Diagrama: es la acción que solicita la salida del área de diagramacion por parte 
del usuario actual. 
 
EventosDiagramacion (Control) 
Descripción: controlador encargado de capturar los diferentes eventos producto de la 
interacción del usuario con las herramientas de diagramación y el área de trabajo 




•  capturarEvento: captura los eventos de diagramación  del usuario, comprueba su 
validez y envía solicitudes de modificación al controlador del área de trabajo. 
•  actualizarDiagrama: comunica al editor de evaluación los cambios identificados en 
el área de trabajo compartida. 
 
GestorDiagrama (Control) 
Descripción: controlador de acciones de un grupo sobre un recurso de área de trabajo 
de diagramación. 
• nuevoDiagrama: crea un nuevo recurso para el trabajo concurrente sobre un 
Diagrama, empleando la información proporcionada para su almacenamiento y 
gestión. 
• abrirDiagramaExistente: cargar un recurso del proyecto al controlador de 
diagramación para ejecutar tareas de edición sobre éste. 
• vincularDiagramador: permite a un integrante del grupo de trabajo unirse a la sesión 
de trabajo sobre un diagrama. 
• solicitarModificacion: identifica cuál es la modificación a realizar sobre los 
elementos, componentes de un diagrama específico, y comunica dicho cambio a la 
entidad a cargo. 
• cambiarEstado: basado la transición de estados de un recurso diagrama, permite 
modificar los parámetros pertinentes para su manipulación, y validar las acciones 
permitidas para dicho estado. 
• guardarEstado: actualiza el recurso del proyecto con el estado actual del área de 
trabajo que le hace referencia. 
• cerrarDiagrama: encargado de gestionar el cierre apropiado de un diagrama. 
 
EditorEvaluacion (Interfaz) 
Descripción: básicamente es una extensión de las funcionalidades de Editor con 
restricciones de herramientas para construcción de diagramas. 
• usar: acciones producto de la interacción del evaluador con las herramientas de 
evaluación. 
Sincronizador (Control) 
Descripción: responsable de mantener una comunicación activa con el servidor, para 
las acciones relacionadas con el control de cambios del recurso compartido. Además 




• enviarCambio: construye un mensaje de solicitud de modificación del recurso 
compartido o construye un mensaje de solicitud de persistencia del estado actual del 
recurso. 
• iniciarCoordinacion: activa el objeto para realizar el proceso de coordinación de 
comunicación con el gestor del recurso compartido. 
Monitor (Control) 
Descripción: controlador que permitirá reconocer el estado de la conexión, para 
asegurar la persistencia de los cambios. 
• detectarSubutilizacionArea: permite conocer el estado de conexión de los diferentes 
participantes en el proceso de edición de diagrama para detectar la desconexión de 
todos ellos y realizar los procesos de persistencia sobre el recurso de trabajo. 
• chequearConexion: permite conocer el estado actual de la conexión, de esta forma 
detectar la posible caída del mismo. 
InterpreteDOO (Control) 
Descripción: clase responsable de hacer cumplir las normas de construcción de 
diagramas, validando las acciones del usuario sobre el diagrama de trabajo. 
• activar: habilitar a la clase para las tareas de validación de creación de modelos. 
• validarCambio: comprueba que la acción que el usuario desea ejecutar cumple con 
las reglas previamente cargadas. 
• desactivar: deshabilita las tareas de validación de creación de modelos. 
Diagrama (Entidad) 
Descripción: entidad producto de la interacción entre los  integrantes de un grupo 
con las herramientas proporcionadas por el editor. 
• crearNuevo: crea un nuevo recurso diagrama para el trabajo sobre éste y 
establece su estado inicial (estado: Creado). 
• cargarDiagrama: recupera un diagrama previamente creado (pueden estar en  
estado: Creado, Edición, Borrador, Aprobado o Corrección), y lo carga en su 
estado actual. 
•  identificarDiagrama: extiende la funcionalidad identificarRecurso sobre un 
Diagrama  de la comunidad objeto de las acciones actuales. 
• cambiarEstado: cambia el estado del diagrama actual acorde con la acción 




solicita las tareas asociadas con la modificación de permisos. 
• guardar: aplica los cambios producto de las modificaciones hechas por los 
miembros del grupo de trabajo sobre los elementos del diagrama (estado: 
Edición). 
Si bien en el gráfico inicial se presenta la clase diagrama GestorPermisos, se prefiere 
describirla en otra vista del sistema con la que guarda mayor relación. La comunicación 
entre entidades, es otro de los procesos que logra identificarse como un mecanismo 
transversal a diferentes casos de uso, en la siguiente vista veremos cómo se estructura: 
 
Figura 25. Diagrama de clases para la interacción entre entidades de la comunidad 
 
Fuente: Elaboración personal, 2008 
 
Como se ha mencionado, éste proceso es transversal a diversas formas de usar el 
sistema por diferentes entidades, involucra la gestión de interacción que permite evaluar 
o cuantificar las diferentes relaciones entre sus participantes, permitiendo de así se 
consiga mantener un interés en responder oportunamente a las comunicaciones 




Descripción: componente gráfico que sólo puede ser vista por la entidad propietaria, 
en su cuenta de usuario y que contiene los mensajes privados enviados a esta entidad 




• realizarCalificacion: inicia las acciones para el proceso de calificación. 
• responderSolicitudConformacion: permite iniciar el proceso de notificación para la 
actividad de conformación de grupo por parte del integrante quien recibe la solicitud 
continuando y dando fin a esta actividad. 
• responderSolicitud: inicia las operaciones de gestión de confirmación de solicitud. 
GestorContacto (Control) 
Descripción: permite manejar el envío de mensajes entre las diferentes entidades de la 
comunidad. 
• contactarIntegrante: especializa la funcionalidad de contactar entidad para el enviar 
una solicitud a un integrante de la comunidad. 
• contactarEntidad: controla las acciones siguientes luego de que ha sido seleccionado 
un mensaje del buzón en la cuenta de la entidad particular para el envío de una 
respuesta. 
• contactarGrupo: especializa la funcionalidad de contactar entidad permitiendo 
enviarle un mensaje a un grupo. 
• contactarCliente: especializa la funcionalidad de contactar entidad permitiendo 
enviar un mensaje a un cliente coordinando las acciones extras para la realización de 
esta funcionalidad. 
• contactarIntegrantesProyecto: especializa la funcionalidad de contactar entidad al 
enviar un mensaje de cancelación de proyecto a los participantes del desarrollo de 
un proyecto específico. 
• deteccionNoConfirmacion: contacta a la entidad iniciadora de la relación de 
contacto con una alarma generada al detectar que la relación no ha culminado con 
éxito. 
• denegarSolicitud: gestiona las acciones a realizar producto de la denegación del 
integrante para formar parte de un grupo. 
• confirmarSolicitud: gestiona las acciones a realizar producto de la aceptación del 
integrante para formar parte de un grupo. 
• contactarIntegrantesGrupo: especializa la funcionalidad de contactar entidad al 
enviar una solicitud a los integrantes de un grupo específico. 
GestorInteraccion (Control) 
Descripción: controlador que se encarga de vigilar las relaciones de contacto o 




• gestionInconsistencia: esta encargado de llevar a cabo las tareas vinculadas con la 
detección de una inconsistencia por parte del Notificador. 
• registrarInteraccion: permite llevar un control sobre los resultados de la interacción 
entre entidades. 
• realizarPonderacion: coordina las acciones para el cálculo de la calificación dada 
por una entidad a otra. 
• realizarCalificacion: coordina las acciones de calificación de una relación entre 
entidades 
Conversacion (Entidad) 
Descripción: entidad encargada de manejar el grupo de mensajes intercambiados entre 
entidades de la comunidad. 
• nuevaConversacion-guarda un registro de los diferentes mensajes intercambiados 
por entidades de la comunidad en una acción de comunicación. 
Aunque Relación y Examinador son mencionados se les considera más adelante donde 
guardan mayor relación con otras clases. Hay un proceso básico dentro de la comunidad 
que involucra bien a todas las entidades y las relaciona con los diferentes recursos, por 
esta razón se describe las clases involucradas en la navegación. 
 
Figura 26. Diagrama de clases para navegación por recursos de la comunidad 
 





Veamos las clases asociadas a la navegación. Esta actividad habilita a la comunidad 
para realizar procesos de consulta sobre los diversos recursos de información. Estos 
recursos incluyen diagramas, información de grupos, integrantes y proyectos. Dicha 
navegación se basa en la búsqueda bajo criterios establecidos, bien sea por la entidad 
que la ejecuta o por el flujo de acciones que se está llevando a cabo. También involucra 
las acciones de despliegue de los resultados obtenidos por la consulta, cada elemento del 
resultado puede estar acompañado por un conjunto de acciones dependiente del tipo de 
entidad que les consulta, de esta manera, una entidad cliente puede encontrar enlace a 
acciones sobre los resultados de su consulta diferentes a los que tendría una entidad 
evaluador. Esto da una gran flexibilidad y extensibilidad a las acciones de navegación. 
Además de lo mencionado hasta ahora, es posible cambiar fácilmente la navegación de 
un tipo de recurso a otro y desplegar la información completa del recurso seleccionado. 
 
Navegador (Interfaz) 
Descripción: Interfaz grafica de usuario genérica para los procesos de navegación y 
búsqueda de los diversos recursos de  información que pueden encontrarse en la 
comunidad. 
• seleccionarElemento: elegir un elemento para involucrarlo en el flujo de operaciones 
de la actividad que se lleva a cabo. 
• nuevaBusqueda: inicia el proceso de búsqueda de elementos bajo un conjunto de 
criterios, para el tipo de recurso elegido. 
• listarResultados: muestra en la zona de visualización de resultados una lista de los 
elementos obtenidos producto de una búsqueda hecha. 
• verElemento: de acuerdo con el tipo de elemento de trabajo escoge la interfaz de 
visualización apropiada para este y le invoca enviándole la información recuperada 
luego de la consulta del elemento. 
NavegadorDiagrama(Interfaz) 
Descripción: especializa las funcionalidades de la interfaz de navegación para el 
recurso diagrama. Interfaz de usuario con las opciones de búsqueda y navegación a 




• verDiagrama: solicita la recuperación de la información de un recurso diagrama que 
de acuerdo al estado del diagrama y el usuario que le consulta elige el Editor o 
Visualizador. 
• marcarComoEvaluado (¡Solo para evaluadores!): activa la acción de cambio de 
estado del diagrama a evaluado. 
• seleccionarDiagrama: elegir un diagrama para involucrarlo en el flujo de 
operaciones de la actividad que se lleva a cabo.(en este caso es muy similar al 
verDiagrama) 
NavegadorComunidad (Interfaz) 
Descripción: especializa las funcionalidades de la interfaz de navegación para el 
recurso integrantes comunidad. Interfaz de usuario con las opciones de búsqueda y 
navegación a través de los integrantes de la comunidad. 
• verIntegrante: de acuerdo con el tipo de elemento de trabajo escoge la interfaz de 
visualización apropiada para este y le invoca enviándole la información recuperada 
luego de la consulta del elemento. 
• seleccionarIntegrante: elegir un recurso integrante para involucrarlo en el flujo de 
operaciones de la actividad que se lleva a cabo. 
NavegadorGrupo (Interfaz) 
Descripción: especializa las funcionalidades de la interfaz de navegación para el 
recurso grupo. Interfaz de usuario con las opciones de búsqueda y navegación a través 
de los grupos que son parte de la comunidad. 
• verGrupo: solicita la recuperación de la información de un recurso grupo para su 
visualización en cuenta grupo, apropiado a la entidad que navega. 
• desplegarGrupos: muestra en la zona de visualización de resultados una lista de los 
grupos obtenidos producto de una consulta hecha bajo algún criterio. 
• seleccionarGrupo: elegir un grupo para involucrarlo en el flujo de operaciones de la 
actividad que se lleva a cabo. 
NavegadorProyecto (Interfaz) 
Descripción: especializa las funcionalidades de la interfaz de navegación para el 
recurso proyecto. Interfaz de usuario con las opciones de búsqueda y navegación a 




• verProyecto: solicita la recuperación de la información del recurso proyecto para su 
visualización en la interfaz VistaProyecto.  
• seleccionarProyecto: elegir un recurso proyecto para involucrarlo en el flujo de 
operaciones de la actividad que se lleva a cabo. 
• revisarEvaluados (¡solo para evaluadores!): solicita la recuperación de un recurso 
diagrama para su visualización en el editor de evaluación. 
• listarResultados: extiende esta funcionalidad permitiendo realizarla sobre recursos 
tipo proyecto, muestra en la zona de visualización de resultados la  lista de los 
proyectos obtenidos producto de la consulta realizada. 
• vincularseAProyecto: inicia las acciones de vinculación de grupos a un proyecto 
específico. 
• mostrarInconsistencia: despliega un mensaje al usuario producto de alguna 
inconsistencia o fallo en la solicitud de una acción. 
• proponerEvaluador (¡solo para cliente!): inicia las acciones de propuesta de 
evaluador para el proyecto por parte del cliente. 
• desvincularIntegrante (¡se activa solo como producto de la ejecución de vinculación 
a proyecto!): inicia las acciones asociadas con la desvinculación temporal (durante 
la ejecución de este proyecto) en las actividades relacionas con el proyecto a 
ejecutar. 
GestorNavegacion (Control) 
Descripción: se encarga de manejar las diferentes peticiones de consulta de 
información sobre los diversos recursos de la comunidad. 
• informacionProyecto: coordina las acciones de recuperación de información de un 
proyecto específico. 
• actualizarInformacion: cambia meta datos sobre los documentos previamente 
seleccionados. 
• proyectosEvaluados: interpreta la información recuperada del proceso de consulta 
de proyectos evaluados y la pone a disposición de la interfaz. 
• recuperarDiagrama: coordina la recuperación de un diagrama específico y el 
despliegue del mismo en la interfaz apropiada para el despliegue de información. 
• recuperarDiagramasGrupo: coordina las acciones de consulta sobre los diferentes 
diagramas creados por el grupo de trabajo para el proyecto actual. 
• recuperarGruposInfo: coordina la operación de consulta de información de un grupo 
y el despliegue de la misma en un área apropiada para ello. 
• invitarGrupo: inicia las actividades de invitación de un grupo a participar en 
desarrollo de un proyecto. 
• navegadorGrupo: activa la visualización del área de navegación de grupo en el 
contexto propio del proponer evaluador. 




integrante a un grupo de trabajo. 
Ahora que las clases principales asociadas a la navegación  han sido descritas, vale la 
pena recordar y mostrar su gran relación con otras clases que permiten extender la 
funcionalidad de la navegación a diferentes usos, algunos se incluyen como parte del 
flujo de trabajo, mientras otros se originan de los resultados, el siguiente diagrama se 
refiere a algunos de ellos: 
 
Figura 27. Diagrama de clases para funcionalidad relacionada con navegación 
 
Fuente: Elaboración personal, 2008 
 
Cada navegador tiene asociado un gestor de navegación, la navegación puede ser 
realizada desde una “pestaña” encontrada en toda cuenta de entidad,  CuentaEntidad es 
precisamente la cuenta de la entidad que ha accedido a la comunidad, en ella se 
encuentra diferentes controles (dependiendo del tipo de entidad) que permite bien sea 
acceder a nuevas funcionalidades, o compartir información.  
Cada CuentaEntidad tiene asociado un GestorCuenta  para  manejar las diversas 
operaciones que pueden ser ejecutadas por la entidad que tiene el control, además existe 
otro tipo de controles especializados encargados de gestionar diversas operaciones por 






Descripción: interfaz gráfica o parte de ella que manipula los procesos de interacción 
entre entidades. 
• desplegarCuentaEntidad: permite cargar los componentes gráficos para la cuenta 
acorde con el tipo de usuario que accede a ésta. 
• desplegarCuestionario: activa los componentes gráficos de Evaluacion solicitando la 
información para completar el proceso de calificación. 
Entidad (Entity) 
Descripción: clase base que representa un grupo o integrante de la comunidad. 
• identificarEntidad: extiende la funcionalidad identificarRecurso sobre una entidad  de 
la comunidad objeto de las acciones actuales. 
• identificarCalificador: incluye la funcionalidad de identificarEntidad y la especializa 
reconociendo aquella entidad que ejecutara el proceso de calificación sobre otra. 
• identificarACalificar: incluye la funcionalidad de identificarEntidad y la especializa 
reconociendo aquella entidad objeto de evaluación sobre la cual recaerán los 
resultados este proceso. 
GestorVinculacion (Control) 
Descripción: un controlador que colabora en las actividades de vinculación. 
• nuevaVinculacion: inicia el proceso de vinculación a proyectos.  
• nuevoIntegrante: inicia las operaciones de vinculación de un integrante a un grupo. 
• proponerPerfil: enseña un perfil al usuario acorde a sus capacidades y preferencias. 
• validarDatos: verifica que los diferentes datos ingresados cumplan con los tipos 
requeridos. 
• gestionarNoConfirmacion: completa las operaciones de vinculación en la situación 
donde no han sido recibidas parte o la mayoría de las confirmaciones por parte de 
los interesados en pertenecer al grupo. 
• gestionarInconsistencia: manipula las excepciones debido a problemas en la 
vinculación a un proyecto. 
• gestionarConfirmacion: completa las operaciones de vinculación a un proyecto, 





Descripción: controlador que coordina las acciones donde entidades de la comunidad 
realizan invitación a otras para diversas actividades. 
• nuevaInvitacion: coordinar las acciones de invitar a un grupo de evaluación a formar 
parte de las actividades de desarrollo de un proyecto. 
• manejarConfirmacion: gestión de la confirmación del grupo a formar parte de las 
actividades de un proyecto. 
GestorBusqueda (Control) 
Descripción: clase encargada de las búsquedas en sobre recursos de la comunidad. 
• buscarGrupo: permite controlar las acciones de búsqueda de grupos en la 
comunidad. 
• buscarIntegrante: permite controlar las acciones de búsqueda de integrantes de la 
comunidad. 
• buscarProyecto: coordina las acciones de búsqueda de proyectos en la comunidad. 
• buscarDiagrama: coordina las acciones de búsqueda de diagramas bajo un cierto 
grupo de criterios básicos. 
GestorCuenta (Control)  
Descripción: clase controladora, encargada de manejar o delegar la funcionalidad para 
las diversos tipos de cuentas dependientes de las entidades de la comunidad. 
• abrirDiagrama: realiza las operaciones de consulta de diagramas existentes y activos 
para la selección del diagrama sobre el cual se desea trabajar, luego solicita cargarlo 
en un área de trabajo compartida nueva. 
• crearDiagrama: coordina las operaciones de identificación del tipo de diagrama y 
determinación de un nombre para las actividades de creación y carga de área de 
trabajo compartido. 
• identificarInvolucrados: permite determinar las cuentas de los involucrados en una 
relación de contacto, para el registro de resultados del mismo. 
• entregarMensaje: permite al gestor de contacto registrar en la cuenta de la entidad 
los mensajes que le han sido enviados al mismo.(Hay diferentes tipos de mensaje) 
• crearCuentaIntegrante: instancia un nuevo objeto de registro que habilita a un 
usuario como integrante de la comunidad. 
•  consultarRequerimiento: recupera la información anexada como requerimientos del 
proyecto para su consulta y solicitud de aclaración. 
• crearRequerimientos: coordina las acciones de un usuario cliente para la creación de 
un nuevo requerimiento para un proyecto. 




resultado de la confirmación  para la acción de creación de nuevo grupo en la 
comunidad. 
• validarDatos: chequea que los datos en la vinculación de miembros a un grupo 
cumpla con los formatos requeridos. 
• nuevoGrupo: coordina las acciones de conformación de un nuevo grupo en la 
comunidad. 
• procesarDatosCalificacion: atiende el proceso de evaluación entre entidades de la 
comunidad. 
Verá a continuación un diagrama algo familiar, este se introdujo al principio pero a 
nivel de clasificadores de actores, aquí lo presentamos a nivel de clases. La clase que 
anteriormente se había considerado como base era Entidad, eso se dijo en aquel 
momento, pero a lo largo del documento se ha mostrado la información de dichas 
entidades no son sino un recurso más del sistema, como también la información de 
Proyecto y Diagrama generada en el proceso, así, la clase base que considerada es 
Recurso, la cual tiene una estrecha relación con la clase Permisos, solo  que ésta es 
descrita posteriormente. Por otro lado aparece un tipo de información importante para 
las entidades, el Ranking, que da cierto prestigio dentro de la comunidad y que está en 
función de diversas variables, como participación en grupos, referencias y comentarios 
de otras personas etc. 
 
Figura 28. Diagrama de clases para recursos del sistema 
 




La especialización de la clase grupo en los tipos: Desarrollador y  Evaluador, se aclaran 
con la información extra sobre el Perfil que se analiza en otra sección. A continuación 
una descripción de las responsabilidades de cada clase. 
Recurso (Entidad) 
Descripción: es una clase entidad base de todos los recursos de información  la 
comunidad. Estos recursos incluyen pero no únicamente: diagramas, integrantes, 
proyectos, grupos. 
• identificarRecurso: determina el tipo de recurso que es objeto de las acciones 
actuales. 
Proyecto (Entidad) 
Descripción: entidad que alberga la información de los proyectos publicados. 
• proyectosRegistrados: recuperar las referencias a los diversos proyectos registrados 
en la comunidad acorde a un conjunto de criterios de búsqueda. 
• listarDiagramas: recupera la lista diagramas creados en la comunidad para el 
proyecto seleccionado. 
• actualizarInformacion: guarda los cambios y anexos hechos sobre la información de 
un proyecto específico. 
• validar Requisitos: verifica el conjunto de condiciones mínimas necesarias para la 
vinculación de grupos al proyecto de interés. 
• registarCronograma: asocia al proyecto un cronograma de trabajo creado acorde al 
ciclo de vida sobre el que se desea trabajar. 
• listarGruposVinculados: recupera los enlaces a los grupos vinculados al proyecto 
seleccionado. 
• listarDiagramas: recupera los enlaces a los diagramas creados para el proyecto 
actual por un grupo específico. 
• verInformacionProyecto: recupera la información base publicada por el cliente y que 
puede ser consultada por cualquier miembro de la comunidad. 
• identificarProyecto: extiende la funcionalidad identificarRecurso sobre un proyecto, 
objeto de las acciones actuales. 
Grupo (Entidad) 





• listarIntegrantes: recupera una lista de los integrantes de un grupo específico. 
• identificarGrupo: extiende la funcionalidad de identificarEntidad, carga la 
información del grupo específico que realizará las siguientes actividades. 
• nuevoGrupo: se encarga de la creación de la nueva entidad grupo. 
Integrante (Entidad) 
Descripción: entidad con la información básica de todo integrante de la comunidad. 
• identificarSolicitante: extiende identificarEntidad, permite al sistema identificar el 
integrante que desea conformar un nuevo grupo. 
• identificarAspirante: extiende identificarEntidad, permite al sistema identificar el 
integrante que realiza la solicitud de vinculación a un grupo. 
Cliente (Entidad) 
Descripción: entidad que almacena la información referente al cliente 
• identificarCliente: extiende la funcionalidad de identificarEntidad, carga la 
información del cliente específico sobre el que realizara las siguientes actividades. 
Ranking (Entidad) 
Descripción: entidad con información que hace referencia a la popularidad de esta 
entidad en la comunidad. 
• actualizar: permite establecer el ranking para la entidad asociada. 
Perfil (Entidad) 
Descripción: entidad que contiene una descripción del perfil reconocido o asignado a 
un usuario de la comunidad. 
• cargarPerfiles: permite recuperar la información de los diversos perfiles previamente 
consignada para cotejar con los resultados de las pruebas y asignar uno al integrante 
de la comunidad. 
Como se ha visto las cuentas son interfaces gráficas que permiten el acceso de 




un esquema de clases para mostrar los diferentes tipos de cuentas, además de los 
elementos gráficos, a un alto nivel que componen ésta. 
 
Figura 29. Diagrama de clases relacionadas con la interfaz Cuenta 
 
Fuente: Elaboración personal, 2008 
 
Primero, nótese que todos las clases del diagrama son interfaces, para nuestro sistema 
serán interfaces gráficas que permitirán a la entidad realizar diferentes acciones, vale 
aclarar que no necesariamente son clases, en si son más bien componentes gráficos, que 
se incluirán o mostrarán en la interfaz de Cuenta, sin embargo, el mencionarlos o 
empezar a considerarlos da una idea sobre qué debería incluirse en la presentación final, 
toda cuenta tiene los componentes gráficos de Wall, Ranking, AreaProyectos y Buzón, 
mientras que en la cuenta de grupo se incluye además un AreaIntegrantes para listar los 
integrantes del mismo y una interfaz de Vinculación que se enseñará cuando sea 
requerido, por su parte CuentaIntegrante tiene un AreaGrupos donde se mostrara los 
grupos a los cuales pertenece el integrante además de un control para mostrar los datos 







Descripción: interfaz de usuario que da acceso al grupo de trabajo a diferentes 
funcionalidades del sistema. 
• nuevoIntegrante: inicia las operaciones de vinculación de un nuevo integrante a un 
grupo. 
CuentaIntegrante (Interfaz) 
Descripción: interfaz de usuario que contiene los diferentes componentes que 
permitirán a cualquier integrante ejecutar las operaciones de sus actividades. 
• Las heredadas. 
Vinculación (Interfaz) 
Descripción: interfaz gráfica que permite crear un relación entre entidades y recursos 
en la comunidad. 
• entrarDatos: es la captura simple de información requerida para el registro. 
• aceptarPerfil: valida que el perfil seleccionado como el que será enseñado a la 
comunidad, al consultar su cuenta. 
• noAceptarPerfil: niega que el perfil propuesto sea el utilizado como presentación 
frente a la comunidad. 
• desplegarPerfil: muestra los resultados producto de la evaluación realizada por el 
sitio para el perfil reconocido. 
• mostrarInconsistencia: despliega un mensaje al usuario si se dio un error en los 
datos ingresados. 
• solicitudDatosGrupo: activa los componentes gráficos  para la solicitud de 
información para el registro de un nuevo grupo. 
• buscarOtroIntegrante: despliega el navegador para selección de conformación de 
grupo y adjuntar nuevos integrantes al mismo. 
 
AreaProyectos: área donde se listan un conjunto de proyectos relacionados con el 
contexto actual. 
Wall: componente grafico donde es posible dejar mensajes públicos a la entidad 




Ranking: interfaz que enseña la popularidad de la entidad consultada. 
AreaIntegrantes: área donde se listan un conjunto de integrantes relacionados con el 
contexto actual. 
AreaGrupos: área donde se listan un conjunto de grupos relacionados con el contexto 
actual. 
DatosIntegrante: área donde se publican los datos personales del propietario de la 
cuenta integrante. 
Para las actividades de evaluación se identificaron diferentes clases que permitirán 
llevar este proceso, mostraremos éstas a continuación. 
 
Figura 30. Diagrama de clases para el proceso de evaluación 
 
Fuente: Elaboración personal, 2008 
 
Puede apreciarse una interfaz genérica de Evaluacion que permitirá ser especializada 
acorde al tipo de entidad a evaluar, dicha interfaz tiene asociado un controlador llamado 
Examinador, el cual tiene la tarea de identificar el tipo de cuestionario y completar las 
tareas de evaluación modificando los ranking para la entidad evaluada. Veamos más al 
respecto: 
Examinador (Control) 
Descripción: identificar el tipo de cuestionario y completar las tareas de evaluación 




• evaluarRelacion: coordina las acciones de evaluación para el tipo de relación 
identificada. 
• identificarPerfil: compara los resultados producto de la evaluación al cliente con los 
perfiles cargados para así proponer uno al usuario. 
• construirExamen: crea un examen de evaluación para reconocimiento del perfil. 
• evaluarCliente: coordina las actividades de evaluación de un cliente. 
Cuestionario (Entidad) 
Descripción: contiene los diferentes cuestionarios a realizar a las entidades de la 
comunidad para la evaluación de relaciones entre ellos. 
• cargar: recupera el cuestionario de evaluación acorde al tipo de relación establecida 
entre las entidades involucradas en esta. 
 
Evaluacion: generalización de las diferentes interfaces de evaluación. 
EvaluacionGrupo: interfaz de usuario base  que permite realizar un proceso simple de 
evaluación a un grupo. 
EvaluacionIntegrante: interfaz de usuario base  que permite realizar un proceso 
simple de evaluación a un integrante. 
EvaluacionPerfil: es la interfaz de donde se despliega el formulario de inscripción a la 
comunidad. 
Otro conjunto de clases que debe ser mencionado, es el relacionado con la cuenta del 
proyecto, esta será empleada con frecuencia a modo de consulta de información en si 
son componentes de interfaz similares a los de una cuenta normal. 
Aunque anteriormente se han descrito ya varias de éstas clases, es pertinente ahora ver 
la relación que guardan. Básicamente en la vista del proyecto hay tres componentes: un 
área para los grupos registrados en el proyecto, un área para el cronograma asociado a 
este y un navegador de diagramas que han sido elaborados por los integrantes para el 
mismo. Por otra parte, puede incluir la activación del  editor de diagramas o el 





Figura 31. Diagrama de clases relacionado con Vista Proyecto 
 
Fuente: Elaboración personal, 2008 
 
VistaProyecto (Interfaz) 
Descripción: interfaz gráfica que da acceso al usuario a las funcionalidades 
proporcionadas para un proyecto. 
• abrirDiagrama: luego de mostrar los diagramas relacionados con un proyecto el 
usuario selecciona uno para su edición esta responsabilidad se encarga de iniciar 
este proceso. 
• crearDiagrama: inicia las operaciones de creación de un nuevo diagrama 
especificando el nombre para el mismo y el tipo de diagrama a crear. 
• consultar: inicia las acciones de recuperación de información de requerimientos 
asociados al proyecto. 
• solicitudAclaracion: inicia el proceso de contactar al cliente para solicitar respuesta 





Descripción: Interfaz grafica de captura para la planeación de un proyecto. 
• planearProyecto: activar las acciones de establecimiento de un cronograma de 
trabajo para un proyecto. 
• consignarDatos: ingresa a través de esta interfaz información relacionada con las 
fechas de presentación de diagramas. Y presentación final de proyecto. 
• desplegarFormularioActividad: activa los componentes gráficos para la captura de 
información del cronograma. 
• informarInconsistencia: despliega un mensaje advirtiendo al usuario que sucedió 
algún error en alguna de las acciones que estaba ejecutando. 
Visualizador (Interfaz) 
Descripción: componente grafico que permite la visualización de un diagrama. 
• desplegarDiagrama: acorde al estado del diagrama y el usuario que le consulta elige 
el editor o visualizador. 
Una última relación de la que se va hablar es la de Permisos, esta entidad como se 
mencionó anteriormente esta atada a todos los recursos de la comunidad, y cuenta con 
un gestor de permisos, que desarrolla la funcionalidad que controla esta. 
 
Figura 32. Diagrama de clases básico para el manejo de permisos 
 







Descripción: entidad responsable de almacenar los diferentes permisos de acceso a los 
recursos del sistema para los diferentes recursos de la comunidad. 
• recuperarPermisos: recupera los permisos para los recursos involucrada en las 
acciones actuales. 
• actualizarPermisos: aplica los cambios hechos a los permisos producto de las 
acciones sobre el recurso. 
GestorPermisos (Entidad) 
Descripción: control que tiene la tarea de contextualizar las labores de modificación de 
permisos, para permitir hacer las consultas y cambios de una manera apropiada. 
• validarPermisos: permite realizar la consulta de permisos de manera apropiada, es 
decir acorde a los criterios de contextualización  
• modificarPermisos: extiende la funcionalidad  de modificar permisos para un 
proyecto los accesos de un grupo a un proyecto. 
• modificarPermisos: extiende la funcionalidad e modificar permisos en este caso para 
accesos de un nuevo integrante de la comunidad. 
• modificarPermisos: extiende la funcionalidad  de modificar permisos para un 
proyecto específico. 
• modificarPermisos: extiende la funcionalidad de modificar permisos de acceso al 
proyecto cancelado. 
• modificarPermisos: extiende la funcionalidad de modificar permisos, para permitir 
el acceso al nuevo integrante del grupo. 
 
3.2. IDENTIFICACIÓN DE PAQUETES 
Si bien en esta sección se ha intentado, cubrir la mayor cantidad de clases que se 
descubrieron en el refinamiento de los  casos de uso, pudo haberse pasado uno que otro, 
porque no se encontró relación aparente con otras clases, sin embargo la anterior 
actividad nos permite proponer un ordenamiento de las clases en paquetes que serán los 
que posteriormente se diseñen e implementen, esta distribución no debe considerarse la 
distribución final puesto que otras actividades posteriores pueden refinarla aun más e 
incluso hasta modificarle. En las siguientes secciones se estudiaran dichos paquetes y se 
construirá una solución alrededor de ellos, a continuación se listan los paquetes 


































































































4.1. ARQUITECTURA DE UN DESARROLLO WEB 
Desde el punto de vista del usuario la web consiste en un enorme conjunto de 
documentos llamados paginas web que pueden tener enlaces a otras paginas 
relacionadas, esto es lo que se conoce como hipertexto y sustenta el concepto de 
navegación. Esta idea fue inventada en 1945 por un profesor de ingeniería eléctrica del 
MIT, el señor Vannevar Bush quien le describe en un artículo llamado “As we may 
think” mucho antes de que se inventará Internet. 
En este modelo el usuario puede ver cada documento empleando una aplicación 
conocida como navegador, que se encarga de solicitar, interpretar el texto y los 
comandos de formateo que contiene y despliega la pagina adecuadamente formateada, 
las cadenas de texto con enlaces a otras paginas, aparecen por lo común subrayadas y se 
conocen como hipervínculos. 
 
Figura 33. Modelo básico de la forma en que funciona la web 
 




Aquí el navegador despliega una pagina web en la maquina cliente, cuando el usuario 
hace click en una línea de texto p.e.  enlace, que esta vinculada a una página en el nodo 
servidor, el navegador sigue este hipervínculo enviándole un mensaje al servidor en el 
que le solicita dicha página. 
 
4.1.1. El mismo modelo, pero un poco más técnico.   
¿Que sucede en realidad?, comencemos viendo el comportamiento del cliente, primero 
el navegador, éste es simplemente un programa que permite desplegar una página web y 
atrapar las acciones que el usuario realiza sobre la página desplegada, al seleccionar un 
elemento el navegador sigue el hipervínculo y obtiene la página seleccionada. 
De lo anterior se hace necesaria una forma de ubicar  cualquier página que se encuentre 
en la red, las páginas se nombran utilizando una URL o Localizador Uniforme de 
Recursos por el momento, suficiente decir que es una cadena de texto con una estructura 
de construcción específica, que permitirá encontrar en la red el documento requerido. 
Ahora bien cuando el navegador captura un requerimiento donde se incluye un URL 
este solicita al DNS la dirección IP para dicha URL, una vez obtenida ésta dirección el 
navegador realiza una conexión TCP con el puerto 80 en tal dirección, luego envía un 
mensaje en el que solicita el archivo, e inmediatamente recibe el documento respuesta, 
el navegador libera dicha conexión para después interpretar y desplegar todo el texto. 
El servidor web recibe una petición en la cual se incluye el nombre del archivo a buscar 
y regresar. De esta manera el servidor realiza los siguientes pasos: acepta la conexión 
TCP de un cliente (un navegador en este caso), obtiene el nombre del archivo solicitado, 
obtiene el archivo del disco, regresa el archivo al cliente cerrando la conexión. 
 
4.1.2. Una observación sobre los navegadores.    
No todas las páginas recuperadas contienen HTML, es decir el formato de las mismas 
puede variar tanto acorde a su tipo de contenido (video, música, imágenes), a nivel 
estructural para dar soporte a la visualización de estos datos hay dos técnicas aceptada 




Un plug-in (conector) es un  modulo de código que el navegador obtiene de un 
directorio especial del disco y los instala, como una extensión de si mismo, debido a 
esto tienen acceso a la pagina actual y pueden modificar su apariencia.  
La otra opción es utilizar una aplicación auxiliar. Esta es un programa completo que se 
ejecuta en su propio proceso, debido a esto no tiene una interfaz con el navegador ni 
utiliza servicios de este.  
El reconocimiento del tipo de contenido se hace utilizando un tipo MIME simplemente 
es una información que acompaña a la respuesta para que el navegador pueda resolver el 
visor de dicha información, es decir, seleccionar el plug-in o la aplicación auxiliar 
apropiado para el tipo de contenido. 
 
4.2. ELECCIÓN DE LA ARQUITECTURA 
Se sabe en que consiste la arquitectura Web, es básicamente una extensión del modelo 
cliente/servidor, limitando la carga sobre el cliente a un “simple” despliegue de 
información (paginas web).  Sin embargo alrededor del 2003 aparecieron tecnologías 
que aparte de permitirnos agregar más dinamismo a los contenidos en dicha página, 
también permiten mayor interacción por parte del usuario con la misma.  
Al explorar y realizar algunas pruebas con estas herramientas, nos percatamos de varios 
aspectos que es bueno mencionar.  Por una parte el servidor web puede integrarse ahora 
con un servidor de aplicación, que permite interpretar código escrito en un lenguaje de 
programación particular, permitiendo realizar una creación dinámica de la página que 
será devuelta como respuesta, además esta página también puede contener código en 
otro lenguaje especial, que permite cargar al cliente con algo más de procesamiento. 
Estos lenguajes manejan el modelo orientado a objetos, claro está, no en su totalidad y 
con algunas diferencias, por ejemplo, a pesar que podemos crear todo un “mundo” de 
objetos para atender la petición de un cliente en el servidor de aplicación, no se aplica el 
concepto de objetos de estado activo, los cual limita el tiempo de vida de estos objetos o 
“mundo”  al tiempo que el servidor tarde en dar una respuesta al cliente. 
Dadas las especificaciones analizadas hasta este momento del sistema, se propone tener 
la siguiente distribución de nodos, sobre los cuales desplegaremos los subsistemas 





Figura 34. Nodos que forman parte de la arquitectura propuesta 
 
Fuente: Elaboración personal, 2008 
 
Los primeros tres nodos son básicamente de la arquitectura web, pero el cuarto nodo 
tenemos se considera como un servicio enlazado directamente con el servidor de 
aplicaciones y permitirá tener objetos de estado activo que serán los diagramas sobre 
que se estén editando en cualquier momento. 
Con esta última información y a partir de éste momento se diseñarán los paquetes 
identificados en el capítulo de análisis, definiendo y refinando los diagramas de clases 
elaborados. Se inicia el proceso de proponer una solución para el sistema, esto influirá 
considerablemente en la cantidad de artefactos que han sido identificados hasta este 
momento, puesto que serán incluidos aquellos que forman parte de la solución, sin más 





5. DISEÑO DEL PAQUETE <<CUENTA>> 
 
Se decidió crear este paquete con  el fin de agrupar la funcionalidad referente al manejo  
de cuentas para las diferentes entidades de la comunidad y la navegación a través de la 
información de estos. Tal como muestra el diagrama las entidades cuyo rol dentro de la 
comunidad requiere una especialización en funcionalidad son básicamente las hojas de 
la estructura arbórea, si bien los nodos intermedios de esta estructura (refiérase grupo e 
integrante) nos permite identificar acciones en común, los nodos hoja tal como grupo 
evaluador, grupo desarrollador, cliente, desarrollador y evaluador, usan el sistema de 
formas distintas, acorde con su rol, de esta manera el paquete <<cuenta>> se diseño 
para cumplir con esta regla del negocio.  
 
Figura 35. Jerarquía de entidades de la comunidad 
 





Dada la gran cantidad de clases que se concentran en este paquete fue necesario 
dividirlo en una jerarquía más especializada y organizada de paquetes la cual es 
mostrada a continuación.  
 
Figura 36. Jerarquía de subpaquetes para el paquete <<cuenta>> 
 
Fuente: Elaboración personal, 2008 
 
Puede apreciarse claramente que el subpaquete <<GUIcuenta>> es realizado por otros 
subpaquetes, estos son: <<grupo>>, <<integrante>> y <<cliente>>. Distribuidos en una 
estructura arbórea similar a la mostrada en la jerarquía de actores.  Estos subpaquetes 
contendrán componentes de interfaz relacionados con la entidad a la cual hacen 
referencia, esto se verá con más detalle en las siguientes secciones.  
También note la creación de otros subpaquetes como <<permisos>> y <<registro>>, el 
primero de ellos, validará el acceso a diferentes recursos de la comunidad, mientras el 
segundo ayudará en el proceso de registro de integrantes y control de acceso a la cuenta 
del mismo. 





Figura 37. Jerarquía de clases para el paquete cuenta 
 
Fuente: Elaboración personal, 2008 
 
Note que a pesar que ésta contiene gran cantidad de clases, el número de casos de uso 
en él dispersos son pocos, cinco en total esto se debe principalmente, que a pesar que 
puede existir gran cantidad de relaciones entre la clases en este paquete, un gran numero 
de ellas son interfaces gráficas que dan acceso a los servicios de la comunidad para los 
diferentes integrantes de ésta. 
Así, las clases asignadas a cada subpaquete son: 
1. GUI cuenta: manejara los aspectos relacionados con la interfaz grafica del usuario 
en otras palabras contendrá el acceso al inicio de las acciones que pueden ser 





• NavegadorGrupo: especializa las funcionalidades de la interfaz de navegación 
para el recurso grupo. Interfaz de usuario con las opciones de búsqueda y 
navegación a través de los grupos que son parte de la comunidad. 
• CuentaGrupo: interfaz de usuario que da acceso al grupo de trabajo a diferentes 
funcionalidades del sistema. 
• EvaluacionGrupo: interfaz de usuario base  que permite realizar un proceso 
simple de evaluación a un grupo. 
• NavegadorComunidad: especializa las funcionalidades de la interfaz de 
navegación para el recurso integrantes comunidad. Interfaz de usuario con las 
opciones de búsqueda y navegación a través de los integrantes de la comunidad. 
• EvaluacionIntegrante: interfaz de usuario base  que permite realizar un proceso 
simple de evaluación a un integrante. 
• CuentaCliente: interfaz de usuario que contiene los componentes que permitirán 
a un cliente acceder a su ejecutar las operaciones para sus actividades. 
• CuentaEntidad: interfaz gráfica o parte de ella que manipula los procesos de 
interacción entre entidades. 
2. Gestionar cuenta: esta encargado de manejar las diferentes peticiones del usuario, 
básicamente contendrá todos los controladores para las tareas que pueden ser 
realizadas. 
Nombre: <<gestioncuenta>> 
• GestionCuenta: clase controladora, encargada de manejar o delegar la 
funcionalidad para las diversos tipos de cuentas dependientes de las entidades de 
la comunidad. 
• Entidad: clase base que representa un grupo o integrante de la comunidad. 
• Ranking: entidad con información que hace referencia a la popularidad de esta 
entidad en la comunidad. 
• Grupo: entidad que contiene la información relacionada con los grupos de la 
comunidad. 
• Perfil: entidad que contiene una descripción del perfil reconocido o asignado a 
un usuario de la comunidad. 
• Integrante: Entidad con la información básica de todo integrante de la 
comunidad. 
• Cliente: entidad que almacena la información referente al cliente. 
3. Registro: será el manejador de los accesos a los diferentes recursos del sistema, 
recordemos que existe un caso de uso relacionado con este paquete del cual harán 




<<cuenta>>, es por el hecho que maneja la mayor cantidad de casos de uso, que 
hacen referencia a este. 
Nombre: <<registro>> 
• EvaluacionPerfil: es la interfaz de donde se despliega el formulario de 
inscripción a la comunidad. 
4. Gestionar permisos: tiene únicamente asociada la responsabilidad de controlar el 
acceso a la comunidad. 
Nombre: <<permisos>> 
• Permisos: Entidad responsable de almacenar los diferentes permisos de acceso a 
los recursos del sistema para los diferentes recursos de la comunidad. 
• GestorPermisos: Control que tiene la tarea de contextualizar las labores de 
modificación de permisos, para permitir hacer las consultas y cambios de una 
manera apropiada. 
 
5.1. ESTRUCTURA DE LOS SUBPAQUETES <<GUI CUENTA>> Y 
<<GESTIONCUENTA>> 
Esta primera parte, enfoca la atención en mostrar la estructura de clases para éste 
paquete, si observa con detenimiento la distribución de clases al inicio de ésta sección, 
prácticamente realiza una absoluta separación entre interfaz gráfica y manejo de 
eventos, prueba de ello es que el conjunto de clases asignadas al subpaquete 
<<GUIcuenta>>, son todas tipo interfaz gráfica, mientras que los datos y el control de 
acciones está en su gran mayoría en el subpaquete <<gestioncuenta>>. Dado lo anterior, 
se describirá inicialmente la estructura de estos dos subpaquetes de manera conjunta y 
luego su comportamiento, para la realización de los casos de uso asignados a estos 
subpaquetes. Los otros dos subpaquetes serán descritos por separado.  
La Figura 38, presenta las clases y relaciones más generales del paquete, hay una 
relación importante con la clase Navegador que será descrita en un capitulo posterior, 
una CuentaEntidad muestra información sobre la Entidad particular, y maneja los 
diferentes comportamiento para ésta empleando a GestorNavegacion, toda cuenta tiene 
asociados dos componentes principales, un AreaGrupos para despliegue de grupos 
relacionados de alguna manera con la entidad y Wall o un muro donde podrán en futuras 





Figura 38. Diagrama clases, clases genéricas del paquete y relaciones más importantes. 
 
Fuente: Elaboración personal, 2008 
 
5.1.1. Subpaquete interfaz de usuario cuenta.  
 
Como fue mencionado este subpaquete contiene aspectos relacionados con la interfaz 
gráfica de la aplicación, principalmente aquellos referentes a las cuentas de entidades de 
la comunidad, para entender un poco la organización interna se muestra a continuación 
la estructura arbórea en la cual se distribuyen todas las clases identificadas en la etapa 
de análisis y algunas nuevas, las cuales aparecen como producto en la etapa de diseño 





Figura 39.  Estructura del paquete interfaz de usuario cuenta 
 
Fuente: Elaboración personal, 2008 
 
Un aspecto importante a resaltar es que todas las clases aquí tienen como estereotipo 
interfaz gráfica y el paquete está compuesto por dos subpaquetes y una clase llamada 
CuentaEntidad, es la clase más genérica para los aspectos relativos de la interfaz. 
Ambos subpaquetes serán descritos a continuación. 
 
5.1.2. Subpaquete <<grupo>>.   
Los subpaquetes ya habían sido mencionados, estos contienen componentes de interfaz 
más acorde con el rol que representan. Asi, el subpaquete <<grupo>> contiene cuatro 
clases y tres especificaciones de casos de uso, estas especificaciones nos permite 
describir empleando diagramas de secuencia el comportamiento de cada caso de uso en 
función los objetos identificados para éste y otros paquetes, consiguiendo el 
refinamiento de las clases mediante la especificación de operaciones, etapa previa al 
refinamiento en métodos, para la implementación. 
Las clases identificadas aquí guardan mucha relación con aspectos relacionados a los 




Figura 40. Diagrama de clases subpaquete grupo 
 
Fuente: Elaboración personal, 2008 
 
Aquí se aprecia la relación de las clases de este subpaquete con otras clases del paquete 
<<cuenta>>, vemos como la clase CuentaGrupo extiende de la clase CuentaEntidad 
para especializar su comportamiento a las cuentas de este tipo de entidad, de igual 
manera sucede con las clases Entidad y Grupo, también la clase CuentaEntidad tiene 
asociado un GestorCuenta , quien según sus responsabilidades se encarga de ejecutar 
las acciones solicitadas por el usuario (en este caso el grupo), por último no olvidemos 
la relación entre las dos clases de interfaz, CuentaEntidad y Navegador, lo que 
deseamos denotar con esta relación básicamente es el aspecto de navegabilidad entre 
cuenta de usuario y la navegación por los recursos de la comunidad. 
 
5.1.3. Subpaquete <<integrante>>.     
Continuando con la descripción de las estructura arbórea presentada antes, existe otro 
subpaquete llamado <<integrante>>, éste es similar al de <<grupo>> y al igual que él 
contiene los componentes gráficos relacionados con ésta entidad, las clases que contiene 
son: CuentaIntegrante, NavegadorComunidad, DatosIntegrante, AreaIntegrantes, 
EvaluacionIntegrante las cuales contendrán información relacionada con el integrante 
particular, existe tres clases de integrantes en la comunidad como ya se había hecho 
notar anteriormente, ellos son, Cliente, Desarrollador y Evaluador, las clases 





Figura 41. Diagrama de clases Integrante 
 
Fuente: Elaboración personal, 2008 
 
La Figura 41  enseña la relación de algunas de las nuevas clases con otras del paquete 
<<cuenta>>. Note que estas clases mantienen un esquema similar al del paquete 
<<grupo>>, se debe principalmente al esquema de especialización que es producto de la 
jerarquía de paquetes.  
Las realizaciones de los casos de uso mostrados se ubicaron en el subpaquete 
<<cliente>> debido a que contiene las operaciones que pueden ser llevadas a cabo por 
él, estos se describirán en comportamiento de los subpaquetes. La Figura 42 presenta la 
relación de esta clase con la estructura del resto del paquete y en sí del sistema. 
 
Figura 42. Diagrama de clases Cliente 
 




El subpaquete cliente contiene únicamente la interfaz de usuario CuentaCliente que 
adicionará además otros componentes propios de este tipo de usuario. 
 
5.1.4. Subpaquete <<gestioncuenta>>.   
Este paquete tiene la función de controlar las acciones que sean iniciadas por el usuario 
actual. De igual forma a como se hizo en la sección anterior se describe el contenido del 
mismo, en la Figura 43 se muestra dicha estructura jerárquica. 
 
Figura 43. Asignación de clases al subpaquete <<gestioncuenta>> 
 
Fuente: Elaboración personal, 2008 
 
Este paquete contiene muchas clases en su gran mayoría clases de tipo entidad, que se 
presentan en los diagramas de clases expuestos anteriormente, las responsabilidades 
asociadas a estas se mencionaron en el capitulo pasado, pero es necesario mencionar 
que la mayoría de los recursos de información previamente expuestos se encuentran 
aquí. Por otro lado contiene un único gestor, es decir, una clase de control para las 
diversas acciones permitidas al usuario, se cual sea, GestorCuenta es un controlador 
único para las diversas acciones que no hace diferencia entre las acciones que pueden 
ser llevadas por un tipo de usuario.  
Debe apreciarse que no se ha vinculado ninguna realización de casos de uso en este 
subpaquete, se debe a que inicialmente éste concentró toda la parte operativa y de 
información, sin embargo no había una discriminación apropiada que facilitara el 
trabajo en etapas posteriores, requisito con el cual contaba el paquete <<GUIcuenta>>, 




5.2. COMPORTAMIENTO DE LOS SUBPAQUETES ANTERIORES 
Como se mostró en los diagramas de estructura, estos dos subpaquetes involucran la 
realización de tres casos de uso en total, cuyo comportamiento mezcla las diferentes 
clases entre ambos paquetes, puesto que el capitulo de análisis se realizaron los casos de 
uso entre clases de análisis en esta sección se verá su comportamiento de forma más 
especializada empleando para ello diagramas de secuencia. Si bien, se intenta realizar en 
su totalidad estos casos de uso, la implementación sólo realizará aquellos que 
representen una funcionalidad importante para el sistema. 
 
5.2.1. Vincular integrante a grupo.  
En el capítulo de análisis el diagrama de colaboración para esta realización, ahora lo 
verá todo en función de diagramas de secuencia, pero antes una nota importante, la clase 
VinculadorIntegrante realiza una implementación de la interfaz Vinculador del paquete 
<<generico>>, básicamente trabaja en asocio con la clase GestorVinculacion para 
realizar esta actividad sobre los recursos particulares de esta sección. 
 
Figura 44. Implementación de la interfaz Vinculador 
 
Fuente: Elaboración personal, 2008 
 






Figura 45. Diagrama de secuencia para vincular un integrante al grupo 
 
Fuente: Elaboración personal, 2008 
 
Desde la cuenta del grupo uno de sus integrantes comienza las acciones para la 
vinculación de un nuevo integrante, el objeto _: GestorCuenta captura dicha solicitud e 
invoca al gestor de vinculación que pertenece a un paquete que será posteriormente 
descrito, éste solicita de la entidad grupo el formulario para registro de un nuevo 
integrante y junto con una clase de interfaz gráfica llamada Vinculación se encarga de 
requerir la información necesaria al integrante del grupo que realiza el registro; dicha 
información básicamente es la identificación del miembro de la comunidad que se 
quiere vincular al grupo, así el formulario contendrá dos opciones para dicha 
identificación, por un lado es especificar el nombre de usuario, que es un identificador 
único del miembro de la comunidad, y la otra opción es navegar por las entidades de la 
comunidad, seleccionarlos y para continuar el flujo de operaciones de vinculación esto 
se mostrará con más claridad en el desarrollo del paquete <<navegacion>>.  
A continuación como el sistema lleva a cabo la identificación del nuevo integrante por 
los dos métodos mencionados: 
El primero de ellos identificarIntegrante, manejado por el gestor de vinculación hace 
una solicitud para verificar la existencia del código introducido en le campo de 
vinculación, el resultado de dicha consulta es mostrada al usuario mediante algún 




Figura 46. Diagrama de secuencia para identificación de integrante 
 
Fuente: Elaboración personal, 2008 
 
El segundo método es la búsqueda del integrante navegando por los registros de la 
comunidad: 
 
Figura 47. Diagrama de secuencia para navegar por comunidad 
 
Fuente: Elaboración personal, 2008 
 
Así se presenta en el anterior diagrama, cuando selecciona la opción de 
buscarIntegrantes el gestor vinculación activa el gestor de búsqueda quien permite bajo 
un conjunto de criterios buscar miembros de la comunidad y como secuencia de las 
acciones de vinculación seleccionarlos para adicionarlos a una lista que posteriormente 




se termina aquí pues como habrá notado muchas de las clases empleadas no pertenecen 
a el paquete estudiado, sin embargo una descripción más detallada de este mecanismo se 
vera en el diseño del paquete <<navegación>>. 
 
Figura 48. Confirmación de los miembros invitados a formar parte del grupo 
 
Fuente: Elaboración personal, 2008 
 
Luego de ser seleccionados los integrantes para formar parte de un grupo creado  y estos 
comienzan el proceso de confirmación se pasa a vincular aquellos que respondan 
afirmativamente la solicitud. La Figura 47, muestra como las acciones deben ser 
determinadas por el _: VinculadorIntegrante. 
 
5.2.2. Conformar grupo.   
En esta realización se emplean dos diagramas de secuencia, el primero de ellos que se 
ha llamado Responder solicitud conformación grupo, es necesario recordar que el flujo 
de estas acciones llegan por el envió de algún integrante de la comunidad a otro de una 
solicitud de conformación de grupo, dicha solicitud es atendida por el receptor dando 
inicio a las actividades mostradas en el diagrama siguiente, recuerde también que esto 






Figura 49. Diagrama de secuencia de atender solicitud de conformación de grupo 
 
Fuente: Elaboración personal, 2008 
 
El integrante, quien recibe la solicitud, atiende ésta dando un click en el mensaje 
publicado en el buzón de su cuenta de usuario, allí empieza el flujo de las acciones, sin 
embargo el manejador de dichas acciones es GestorContacto, quien se encarga de 
invocar nuevamente al GestorVinculacion  como se ha tenido la oportunidad 
anteriormente éste gestor requiere asociarse con una implementación de la interfaz 
Vinculador, sí en este momento se pregunta, ¿es el mismo del cual hablamos e intervino 
en las acciones de la anterior sección?, la respuesta es afirmativa, dicho gestor de 
vinculación en compañía de la interfaz Vinculación despliega el formulario para la 
conformación de un nuevo grupo, en este formulario quien realiza el registro, debe 
consignar los datos necesarios para la creación del grupo y además seleccionar sus 
integrantes por alguno de los métodos ya mencionados. 
Por ultimo el gestor de vinculación valida el proceso, y realiza un contacto a los 
miembros referenciados para terminar dicho proceso. Allí es donde entra el segundo 





Figura 50. Diagrama de secuencia, confirmación de solicitud 
 
Fuente: Elaboración personal, 2008 
 
Los miembros referenciados en las acciones previas reciben en sus cuentas una 
invitación a formar parte de un nuevo grupo, si estos confirman el gestor de contacto se 
encarga de invocar al de vinculación para continuar las acciones de conformación., es 
decir, establecer el estado de los integrantes del nuevo grupo y hacer cumplir con la 
regla de Aldedo para la conformación de un grupo nuevo, creando de esta manera una 
nueva cuenta de grupo para éste y haciendo un apropiado manejo de los permisos. 
 
5.2.3. Desvincular integrante temporalmente.   
El caso de uso se inicia con la identificación de una inconsistencia en las condiciones de 
registro de un grupo a un proyecto, siguiendo la política que afirma que ningún 
integrante puede participar de un proyecto en dos grupos a la vez, cuando el sistema 
detecta esta inconsistencia la informa y solicita que el integrante en conflicto sea 
desvinculado de las actividades del grupo temporalmente, lo cual significa que no podrá 





Figura 51. Diagrama de secuencia para desvincular integrante temporalmente 
 
Fuente: Elaboración personal, 2008 
 
Así la clase VinculadorIntegrante, debe implementar los métodos concernientes a la 
desvinculación, estos son: gerFormularioDesvinculacion, getContactos, y getMensaje 
los que permitirán llevar la funcionalidad a cabo, bajo el flujo de operaciones generico 
definido para ésta actividad por el GestorVinculacion. 
 
Figura 52. Diagrama de secuencia para confirmar desvinculación 
 




La confirmación aquí obedece a que las decisiones deben depender del grupo así que el 
integrante en conflicto será retirado de las acciones del grupo si la mayoría de ellos 
acepta esta condición, para registrarse a un proyecto. 
 
5.3. INTERFAZ GRÁFICA DE USUARIO 
A continuación se presentan las diferentes interfaces gráficas referidas hasta este punto,  
no se discriminan explícitamente los componentes de dicha interfaz pero se desea que el 
lector preste atención a las pequeñas diferencias entre las diferentes cuentas. 
Para empezar, recordar que CuentaEntidad es una clase abstracta por lo cual no hay una 
instancia directa de ella, sin embargo la distribución de los componentes es una de sus 
características heredadas. 
La Figura 53 enseña la interfaz gráfica de un integrante, no existe diferencia 
significativa en la estructura de la misma para los dos tipos que va a manejar, evaluador 




Figura 53. Cuenta integrante para el integrante 
 
Fuente: Elaboración personal, 2008 
 
Otra característica es la información que puede ser observada del integrante por otros 
miembros de la comunidad. Como se aprecia en la Figura 54, el visitante no puede 
acceder a servicios exclusivos del dueño del la cuenta pero si ver información 
relacionada con este, es decir, los enlaces a los grupos que el integrante pertenece, los 
proyectos de los que actualmente participa, información sobre su perfil e información 
personal,. Inicialmente la información personal de un integrante se presentara en su gran 
mayoría, para futuras versiones se espera habilitar al usuario para decida que 






Figura 54. Cuenta integrante para visitante 
 
Fuente: Elaboración personal, 2008 
 
Para la cuenta de grupo se realiza un manejo similar de la interfaz como se hizo en el 
anterior esquema, en la cuenta de un grupo se presenta la información de éste, datos 
como nombre, descripción, áreas de interés, etc. Para acceder, el usuario deberá en su 
cuenta, seleccionar el enlace dentro de la lista de grupos a los que pertenece, una vez en 
la cuenta del grupo se puede acceder a un conjunto de funcionalidad relacionada con 
este recurso, por ejemplo vincular o desvincular integrantes, contactar en representación 
del grupo o atender las solicitudes y mensajes enviados al grupo, además, revisar la lista 





Figura 55. Cuenta grupo para grupo 
 
Fuente: Elaboración personal, 2008 
 
Igual como sucede con el integrante hay cierta funcionalidad que será enseñada a los 
visitantes, pero permite a estos conocer la información antes mencionada y realizar 




Figura 56. Cuenta grupo para visitante 
 
Fuente: Elaboración personal, 2008 
 
Al parecer la cuenta del cliente es muy sencilla y no contiene mucha información, solo 
datos personales y una lista de proyectos propuestos, las funcionalidades a las que puede 
acceder se limitan a la modificación de sus datos y la creación de un proyecto, este si es 
importante y significativo y abre paso al conjunto de actividades que solo pueden ser 






Figura 57. Atender conformación grupo 
 
Fuente: Elaboración personal, 2008 
 
La Figura 58 presenta un formulario para la creación de un nuevo grupo, recordemos 
que éste es desplegado al integrante que ha recibido una invitación para conformar un 
grupo y atiende la solicitud de forma afirmativa, creando la información básica del 
nuevo grupo, como puede apreciar los datos incluyen, un nombre, descripción, un 




Figura 58. Cuadro de diálogo, desvincular integrante 
 




El cuadro de diálogo para desvincular integrantes contiene básicamente un selector del 
integrante a desvincular, y un cuadro para introducir el mensaje, recordemos que las 
acciones deben ser confirmadas por el resto de los integrante en el grupo. 
 
Figura 59. Vincular integrante a grupo 
 
Fuente: Elaboración personal, 2008 
 
La vinculación de un integrante al grupo puede devenir de la atención a una solicitud o 
el interés de realizar una convocatoria, básicamente es un mensaje que solicita la 
confirmación de los destinatarios, es activado al recibir una solicitud de vinculación. 
 
5.4. DIAGRAMA DE CLASES COMPLETO 
De forma similar a como se discriminó desde un principio éste capitulo se muestra a 
continuación diagramas de clases que reúnen las operaciones asignada a cada clase 
identificada, es posible que se escape o aparezca de momento alguna operación o clase 
que no haya sido mencionada en este capitulo, esto se debe principalmente al carácter 
incremental del desarrollo que puede en la mediada que se refine más casos de uso, y 





Figura 60. Diagrama de clases, paquete GUI cuenta 
 
Fuente: Elaboración personal, 2008 
 
Figura 61. Diagrama de clases subpaquete <<grupo>> 
 






Figura 62. Diagrama de clases, subpaquete  integrante. 
 





6. DISEÑO DEL SUBPAQUETE <<PERMISOS>> 
 
Este subpaquete contiene la realización de caso de uso Gestionar permisos,  que es 
empleado en el sistema por otros casos de uso, este paquete contiene además la clase 
entidad Permisos y la clase de control GestorPermisos, ambos permitirán regular el 
acceso y uso de los diferentes recursos de la comunidad para las diferentes entidades 
que desean hacer uso de las misma. 
 
Figura 63. Jerarquía del subpaquete permisos 
 
Fuente: Elaboración personal, 2008 
 
Los permisos otorgan facultades a una entidad del sistema para acceder a parte o toda la 
información de un recurso, recordemos que como recurso hemos considerado, la 
información de las distintas entidades, la información de sus proyectos, los diagramas 
elaborados, y en un grado mayor de abstracción métodos que permiten el acceso a la 
funcionalidad del sistema.  
 
Figura 64. Diagrama de clases involucradas en Gestión permisos 
 




Para comprender mejor las prestaciones de este paquete, se enseña un conjunto de tablas 
por recurso donde se cruzan con las entidades y el nivel de acceso que tienen a la 
información del mismo. 
 
Tabla 21. Permisos para el recurso Proyecto 
PROYECTO 
(Entidad/Estado) Información básica Información completa 
Cliente si si 
Usuario N/A N/A 
Desarrollador/Vinculado si si 
Desarrollador/Sin vinculo si no 
Grupo desarrollador/Vinculado si si 
Grupo desarrollador/Sin vinculo si no 
Evaluador/Vinculado si si 
Evaluador/Sin Vinculo si no 
Grupo evaluador/ Vinculado si si 
Grupo evaluador/ Sin vinculo si no 
 
 
El primer recurso tiene que ver con la información de los proyectos, esta se divide en 
dos conjuntos, la información básica, que como muestra la tabla puede ser accedida por 
cualquier entidad en la comunidad, e incluye la descripción del proyecto, el cronograma 
asignado a éste, enlaces a los grupos que ya están vinculados, y enlaces al integrante 
quien ha propuesto el proyecto. Por otra parte, la información completa sólo puede ser 
accedida por entidades vinculadas al proyecto, como bien muestra la tabla. 
 
Tabla 22. Permisos para el recurso Cuenta 
CUENTA 
(Entidad/Estado) Información básica Información completa 
Cliente/Dueño N/A si 
Cliente/Visitante si no 
Integrante/Dueño N/A si 




Grupo/Dueño N/A si 
Grupo/Visitante si no 
 
 
Recuerde que cada entidad en el sistema tiene una cuenta para publicación de su 
información,  esta puede variar según el tipo de entidad, pero en términos generales, al 
igual que el proyecto tal información puede dividirse en dos grupos la básica como 
información personal, datos del perfil, enlaces a grupos, etc. Sin embargo, hay 
información que debería ser sólo vista por el dueño de dicha cuenta, por ejemplo los 
mensajes de buzón y el acceso a la información completa de proyectos registrados, la 
tabla anterior enseña los permisos de acceso a los dos grupos para las diferentes 
entidades de la comunidad. 
 
Tabla 23. Permisos para el recurso Diagrama 
DIAGRAMA 
(Entidad/Estado) Lectura Edición Añadir anotaciones 
Cambio 
estado 
Cliente Si No No No 
Desarrollador/Vinculado Si Si (edición) No Si (evaluar) 
Grupo desarrollador/Vinculado Si Si (edición) No Si (evaluar) 
Evaluador/Vinculado Si No Si Si (evaluación) 
Grupo evaluador/ Vinculado Si No Si Si(evaluación) 
Entidad/ Sin vinculo No No No No 
 
 
La tabla anterior presenta el acceso a las acciones principales que pueden ser realizadas 
por las entidades de la comunidad sobre el recurso diagrama, algo que se quiere  hacer 
notar es que como se verá en e diseño del paquete <<diagramacion>> el recurso está 
sujeto a un conjunto de estados, razón por la cual la tabla se muestra en un sentido 





6.1. COMPORTAMIENTO DEL SUBPAQUETE 
El único caso de uso vinculado a este paquete es GestionarPermisos en el son 
claramente identificables dos labores, que serán desarrolladas como diagramas de 
secuencia. 
 
6.1.1. Modificar permisos.   
Se da básicamente en las actividades de vinculación, y cambio de estados de los 
recursos del sistema, permite modificar el ingreso a información y operaciones para una 
entidad, es iniciada por algún gestor de vinculación. 
 
Figura 65. Diagrama de secuencia para modificar permisos 
 
Fuente: Elaboración personal, 2008 
 
La invocación de esta funcionalidad va acompañada de un objeto 
_:ControladorPermiso, el cual es contenedor de los elementos requeridos por el gestor 
de permisos para llevar a cabo su tarea, dichos elementos definen la semántica de 
control para el manejo de permisos, que permite crear un registro de información para 




6.1.2. Validar permisos.   
Esta actividad busca validar las acciones a realizar sobre el recurso de trabajo, pues 
determina el nivel de acceso que tiene permitido la entidad que lo utiliza, para lo cual 
nuevamente es necesario emplear un objeto _:ControladorPermiso, del cual ésta 
actividad recupera y modifica permitiendo o no realizar las acciones solicitadas por el 
gestor que inicia las acciones. 
 
Figura 66. Diagrama de secuencia para validar permisos 
 
Fuente: Elaboración personal, 2008 
 
Después de obtener toda la información requerida tanto del _:ControladorPermiso, 
como la entidad _:Permisos, se pasa a validar la solicitud, lo cual deriva en una 
alteración recurso particular, y en un establecimiento del resultado en el controlador 
permiso. 
 








Figura 67. Diagrama de clases completo para e subpaquete <<permisos>> 
 





7. DISEÑO DEL SUBPAQUETE <<REGISTRO>> 
 
El único caso de uso asociado a este paquete es Registrar,  que se encarga de crear una 
cuenta nueva para un integrante de la comunidad, su funcionalidad esta distribuida en 
diferentes clases utilizando el esquema de vinculación que se emplea internamente para 
crear nuevos grupos  y vincularse a proyectos. Por esta razón la estructura estará mejor 
definida en otros capítulos y en este describiremos el simple funcionamiento de los 
procesos de registro y acceso a la comunidad. La Figura 69 confirma ésta afirmación. 
 
Figura 68. Diagrama de colaboración para caso de uso Registro 
 
Fuente: Elaboración personal, 2008 
 
Note, por la distribución hecha en el capítulo de análisis, que la mayor parte de estas 
clases pertenecen a otros paquetes, revelando una dependencia de uso entre estos para el 





Figura 69. Dependencia entre paquetes por parte del paquete <<registro>> 
 
Fuente: Elaboración personal, 2008 
 
Como será visto a continuación, ésta dependencia reside como mencionó en el esquema 
de vinculación reutilizado y el objeto de las acciones para prestar dicha funcionalidad, 
es decir, _: Integrante  que se encuentra en el paquete <<gestioncuenta>>. 
Dado que la funcionalidad está distribuida en clases no asociadas a éste paquete las 
responsabilidades de las mismas en su conjunto permitirán llevar a cabo el caso de uso 
Registrar y se ha tomado la decisión de mover éste, convirtiéndolo en un subpaquete de 
<<cuenta>>. Así, pasaría a formar parte de una nueva jerarquía. 
 
Figura 70. Nueva jerarquía del paquete cuenta 
 





7.1. COMPORTAMIENTO DE PAQUETE 
Una vez el usuario ha ingresado al sitio de aldedo se encontrará con la página mostrada 
en la siguiente ilustración, en esta puede: revisar las políticas y reglas de la comunidad, 
ingresar a su cuenta empleando su login y contraseña, o comenzar el proceso de 
registro, el cual es el foco de atención para ésta sección. 
 
7.1.1. Registro de usuario.   
El registro es iniciado por el usuario al dar click sobre el enlace Registro, las acciones 
realizadas posteriormente por el sistema son mostradas en la Figura 72, en el cual puede 
apreciarse como la interacción es atendida por un objeto llamado _: GestorVinculacion, 
éste recurre entonces al esquema que hemos referenciado hasta el momento que consiste 
en solicitar el formulario de vinculación al objeto de la acción (para nuestro caso 
_:Integrante), que posteriormente se mostrará al usuario, la representación de dicha 
información aun está por definirse, en sí es una colección de campos junto con 
información de su  formato para su posterior validación.   
 
Figura 71. Diagrama de secuencia para registrarse a comunidad 
 




El usuario realiza la actividad de ingresar los datos solicitados para el registro, además 
de iniciar el proceso de reconocimiento del perfil que explicaremos posterior a ésta 
actividad, luego de ser elegido el perfil mencionado, se inician las acciones de 
vinculación que involucran, la creación de una nueva cuenta de usuario y  el 
establecimiento de los permisos para acceso tanto actividades como recursos. 
Es necesario mencionar para la clase de control  GestorVinculacion, dada la arquitectura 
del sistema, bajo un modelo cliente/servidor ésta clase comparte funcionalidad tanto de 
uno como de otro lado, es decir, ésta será divida para realizar las acciones que 
correspondan al nodo donde se realice el despliegue de la misma.  Por su parte la clase 
VinculadorComunidad implementa la interfaz Vinculador del paquete <<generico>> 
quien permite a GestorVinculacion controlar el flujo de las acciones para este tipo de 
vinculación particular, la de un usuario a la comunidad. 
 
Figura 72. Implementación de la interfaz Vinculador 
 
Fuente: Elaboración personal, 2008 
 
Finalmente la gestión de permisos valida la acción de nuevo sobre la entidad integrante. 
 
7.1.2. Identificación de perfil.   
Continuando con las actividades de registro, es el turno para identificarPerfil, puede 
pensarse en ello como un Test realizado al usuario para identificar el perfil que 
presentará a la comunidad, inicialmente sólo se busca saber si el usuario pretende 
proponer proyectos, realizarlos o supervisarlos lo cual encaja con los roles principales 
de la comunidad, pero se espera que en un futuro pueda ampliarse éstos con roles 
relacionados con el proceso de desarrollo, que permitan conformar grupos más sólidos 




Cuando el usuario inicia las acciones de identificación de perfil, el _: 
GestorVinculacion informa al examinador que se requiere un proceso de evaluación 
para perfil, así con un esquema similar al de vinculación _: Examinador obtiene el 
cuestionario y despliega el mismo en un componente gráfico llamado _: Evaluacion el 
cual es respondido por el usuario, luego de lo que se identifica el perfil para él. 
 
Figura 73. Diagrama de secuencia para identificar perfil 
 
Fuente: Elaboración personal, 2008 
 
De nuevo vale la pena anotar que la clase _: Examinador tendrá su contraparte tanto en 
el nodo cliente como en el nodo servidor. 
 
7.1.3. Acceder a cuenta.   
Esta funcionalidad se dio por implícita dentro de las prestaciones de nuestro sistema y 
no se consideró previamente, sin embargo, un producto del proceso de registro es la 
creación de una cuenta para el usuario, la cual sólo será accedida mediante el empleo de 






Figura 74. Diagrama de colaboración para acceder a cuenta 
 
Fuente: Elaboración personal, 2008 
 
Las acciones son iniciadas por un usuario, quien desde el sitio principal ingresa 
información para acceder a su cuenta previamente creada en proceso de Registro,  ésta 
información incluye el login y password, aparece un nueva clase llamada 
ControlAcceso, que asociada a GestorPermisos validará la pertenencia del usuario a la 
comunidad para después entregar el control de las siguientes acciones al GestorCuenta. 
Este último tiene como tarea, desplegar la información de la cuenta al usuario que le 
solicita. En la Figura 76, se especifica el anterior como un diagrama de secuencia que 
finalmente da una idea más aproximada a la secuencia de acciones final. 
 
Figura 75. Diagrama de secuencia para acceder cuenta 
 




7.2. INTERFAZ GRÁFICA DE USUARIO 
Dos interfaces gráficas fueron referenciadas, la primera de ellas en el proceso Registro 
para el cual se tiene el formulario de la Figura 77, por otro lado el proceso de Acceder a 
cuenta el cual es la ventana presentada en la Figura 78, esta última será la página de 
entrada a la comunidad. 
 
Figura 76.  Formulario de registro a la comunidad. 
 
Fuente: Elaboración personal, 2008 
 
Toda la presentación del sitio es un concepto muy personal, que puede ser mejorado por 
diseñadores gráficos experimentados, pero permite dar una idea muy general de lo que 




Figura 77. Página home de aldedo 
 
Fuente: Elaboración personal, 2008 
 
7.3. DIAGRAMA DE CLASE COMPLETO 
Dado que la funcionalidad queda atrapada en clases que pertenecen a otros paquetes no 
se muestra  el detalle de dichas clases aquí, se prefiere encapsular la funcionalidad en y 
referenciarla en los diferentes paquetes donde hay una mayor concentración de 





Figura 78. Diagrama de clases, completo para el subpaquete <<registro>>. 
 









8. DISEÑO DEL PAQUETE <<NAVEGACION>> 
 
En este paquete se encuentra la funcionalidad relacionada con la búsqueda de 
información de recursos de la comunidad, algunas de las características que soporta la 
funcionalidad de este paquete incluye: realización de consultas sobre cualquier recurso 
de la comunidad acorde a criterios específicos para éste, permite incluir (en algunas 
operaciones como la creación de un nuevo grupo) ítems seleccionando el integrante 
producto de alguna consulta, los resultados incluyen una lista de operaciones según el 
contexto de ejecución que involucran al recurso en cuestión.  
Cada resultado enlaza a información extendida del recurso consultado. Así, por ejemplo, 
si luego de realizar una consulta para recursos de proyectos, el usuario decide ver 
información respecto a éste, sólo debe seleccionar la imagen o logo del elemento y se 
mostrará en PROYECTO  la información del mismo. Este paquete se realiza mediante 
dos subpaquetes: 
 
Figura 79. Realización del paquete <<navegacion>> 
 
Fuente: Elaboración personal, 2008 
 





Figura 80. Jerarquía del paquete <<navegacion>> 
 
Fuente: Elaboración personal, 2008 
 
1. Interfaz navegación: contiene la clase con la estructura de la interfaz más genérica 
para la navegación, que consiste de: un área de resultados de búsqueda,  un 
formulario para los criterios de búsqueda por tipo de recurso, los mandos de 
navegación y e menú selector del recurso a consultar. 
Nombre: <<GUI navegación>> 
Clases análisis: 
• Navegador: Interfaz grafica de usuario genérica para los procesos de 
navegación y búsqueda de los diversos recursos de  información que pueden 
encontrarse en la comunidad. 
2. Gestión de solicitudes: contiene principalmente las clases de control para la 
navegación y la búsqueda, esto involucra acciones como la selección de elementos 
de elementos el control a funcionalidades desplegadas para un elemento, y 
finalmente los algoritmos que permiten capturar los criterios de búsqueda y 
encontrar la información solicitada. 
Nombre: <<gestorsolicitudes>> 
Clases análisis: 
• GestorNavegacion: Se encarga de manejar las diferentes peticiones de consulta 
de información sobre los diversos recursos de la comunidad. 






8.1. DIAGRAMA DE CLASES PARA EL PAQUETE <<NAVEGACION>> 
A pesar que en el capítulo de análisis se pretendió que las clases en un paquete tuvieran 
la característica deseable de alta cohesión y bajo acoplamiento, se decidió ponerlas en 
un este paquete pues sus servicios se veían muy empleados por otros paquetes, así por 
ejemplo, dado que Navegador es la clase de interfaz genérica para cualquier búsqueda 
de un recurso, este podía ser referenciado como se ve en el siguiente diagrama, por 
clases que se encuentran en tres de los paquetes principales como son, la clase 
NavegadorDiagrama del paquete <<diagramacion>>, la clase NavegadorComunidad y 
NavegadorGrupo del paquete <<cuenta>> y la clase  NavegadorProyecto del paquete 
<<proyecto>>, que fueron ubicados allí por encontrarse más cerca de su recurso 
entidad. 
 
Figura 81. Diagrama de clases inicial del paquete <<navegacion>> 
 
Fuente: Elaboración personal, 2008 
 
Por otro lado hay una relación importante entre la interfaz de navegación y las clases de 
gestión de solicitudes,  la razón de este diseño es que durante el proceso de navegación 
se despliega no solo la información de los recursos resultados de la consulta hecha por 
el usuario, sino que además se anexa a ellos enlaces que permitirán iniciar ciertas 
acciones sobre el recurso en cuestión, estas serán mostradas en más detalle en el 
capítulo de diseño del paquete <<generico>>, sin embargo adelantamos un ejemplo, 
piense que usted es un desarrollador que desea formar un grupo con otros integrantes de 




búsqueda de integrantes bajo unos criterios determinados por usted, mientras navega a 
través de los resultados, encuentra aquellas personas que estaba buscando, así que seria 
conveniente contactarse con ellas y enviarles una invitación para la conformación de un 
grupo de trabajo, para facilitar este envío junto al registro de información desplegada de 
dicho integrante encontrará un enlace para el envío de invitación para la conformación 
de grupo.  
 
8.2. SUBSISTEMA NAVEGACIÓN 
Del paquete <<navegacion>> realizamos una traza al nivel de diseño, representándolo 
como un subsistema que distribuiremos dada la arquitectura elegida. 
 
Figura 82. Realización del paquete en subsistema 
 
Fuente: Elaboración personal, 2008 
 
La mayor parte de las clases se encuentran tanto en el Servidor Web como en el 
Servidor Aplicación, recordemos que el segundo nos permitirá generar páginas 
dinámicamente empleando algún lenguaje de programación, de parte del cliente 
tendremos las diferentes interfaces para el servicio de búsqueda, pues la clase navegador 
finalmente será una clase abstracta, quiere esto decir que no tendremos instancias de la 
misma, tal como se mostro anteriormente ella definirá una estructura, más que un 





Figura 83. Distribución del subsistema Navegacion sobre la arquitectura 
 
Fuente: Elaboración personal, 2008 
 
Dado que ambos subpaquetes tiene una relación muy estrecha tanto su estructura como 
comportamiento será estudiado conjuntamente. 
 
8.3. ESTRUCTURA DEL PAQUETE 
Para poder prestar la funcionalidad propuesta para este paquete fue necesario incluir y 
especializar el conjunto de clases del diagrama inicial, este conjunto de clases nuevas se 
refinarán una vez se muestre su comportamiento.  
El subconjunto de clases que componen la interfaz Navegador, son en realidad 
componentes gráficos:  
• MenuRecurso: es una lista de enlaces que permitirán seleccionar el tipo de recurso 
a buscar, como veremos en comportamiento cada enlace permite cargar un conjunto 
el conjunto de criterios d; búsqueda acorde al recurso. 
• AreaResultados: es igualmente una lista de elementos que puede ser especializada 
según el recurso de consulta, puesto que este puede entonces determinar que la 
información, operaciones y conjunto de elementos que desplegara para el elemento 




• MandosNavegacion: permiten navegar a través de los resultados de la consulta, 
incluye además un botón para continuar en el flujo de acciones (explicaremos este 
asunto con más detalle conforme avance la sección). 
• AreaCriterios: es esta desplegamos el formulario de criterios para el recurso 
escogido. 
 
Figura 84. Estructura del paquete <<navegacion>> 
 
Fuente: Elaboración personal, 2008 
 
Note como ahora las clases de control se distribuyen de forma más refinada como 
manejadores de los componentes gráficos identificados. Finalmente las clases tipo 
entidad; Recurso, que simboliza cualquier tipo de información en el sistema y Consulta 
que nos permitirá gestionar y tener un control tanto de la consulta realizada como de los 
resultados obtenidos. 
 
8.4. COMPORTAMIENTO DEL PAQUETE  
 
8.4.1. Activar navegación. 
La actividad de navegacion puede ser activa presionando sobre el botón 
NAVEGACION en la parte superior de la cuenta, o como parte de las acciones de otros 




de esta, el cual determina las características de la solicitud, y determina la presentación 
de la ventana de navegación, lo que quiere decir que configura algunos parámetros para 
enseñar o no ciertos enlaces a acciones. 
 
Figura 85. Diagrama de secuencia activar navegación 
 
Fuente: Elaboración personal, 2008 
 
Una vez se carga la ventana de navegacion se actualiza el área de criterios para las 
búsquedas sobre recursos específicos. 
 
8.4.2. Seleccionar criterios de recurso.   
Es la acción que el integrante realiza cuando decide presionar sobre uno de los ítems del 
menú criterios de selección, con el fin de cargar un formulario con un conjunto de 





Figura 86. Diagrama de secuencia selección criterios de búsqueda 
 
Fuente: Elaboración personal, 2008 
 
Luego que la acción es iniciada el objeto _: GestorNavegacion se encarga de recuperar 
el tipo de recurso a consultar y por otro lado solicitar a este recurso dicho formulario, 
para después cargar este en el componente gráfico _: Área de criterios. 
 
8.4.3. Realizar búsqueda.   
Una vez se halla seleccionado el tipo de recurso sobre el que se desea hacer la consulta 
el usuario ingresa los criterios para realizar la búsqueda, estos dependen del tipo de 
recurso y sus relaciones con otros recursos, se mostrará más adelante el tipo de consulta 





Figura 87. Diagrama de secuencia de realizar búsqueda 
 
Fuente: Elaboración personal, 2008 
 
Cuando el usuario ha ingresado la información de los criterios, puede proceder a buscar 
coincidencias presionando el botón buscar que acompaña a cada formulario de criterios, 
cuyo controlador es directamente _:GestorBusqueda, éste crea una entrada en la entidad 
_:Consulta, con información referente a la misma, luego solicita al recurso involucrado 
en la actividad que responda a dicha petición con los parámetros enviados del 
formulario de criterios, luego, se crea una tabla para registrar los resultados y permitir la 
posterior navegacion, finalmente el control es entregado al _:GestorNavegacion, que 
permitirá mostrar los primeros resultados y realizar dicha navegación de forma 
apropiada. 
 
8.4.4. Navegar resultados.  
Luego de haber hecho la consulta en el área de resultados se desplegará, una lista finita 
de elementos cuyos parámetros  coinciden con los criterios enviados, dado que pueden 
existir muchos elementos que coincidan, se presta la capacidad de navegar a través de 
los resultados. Para empezar la navegacion, identifique los botones al pie del área de 
resultados,  etiquetados con los signos menor que (<) y mayor que (>), que para nuestro 




Figura 88. Diagrama de secuencia navegar resultados 
 
Fuente: Elaboración personal, 2008 
 
El proceso para ambos es similar, por esta razón únicamente se describirá para uno de 
ellos, luego de capturar la acción el _: GestorNavegacion solicita al objeto _:Consulta 
recuperar  los resultados de una consulta especifica, estos actualizarán entonces el 
componente grafico de _:AreaResultados invocando para ello un método previamente 
visto actualizarResultados, de esta forma se pretende dar la impresión de navegacion al 
usuario. 
 
8.4.5. Seleccionar ítem. 
El conjunto de especificaciones de casos de uso como diagramas de secuencia a 
continuación, imponen un pensamiento particular frente a la forma de realizar ciertas 
acciones en la comunidad, algunos procesos involucran la selección de elementos o 
recursos dentro de su realización, dada la versatilidad de la búsqueda de recursos, el 
proceso de búsqueda y navegacion puede estar involucrado dentro de dicho proceso 
razón por la cual para estos casos el navegador es activado por alguna acción dentro del 
proceso en ejecución y los ítems producto de la búsqueda están acompañados de una 





Figura 89 Diagrama de secuencia, seleccionar ítem 
 
Fuente: Elaboración personal, 2008 
 
A pesar de parecer muy simple esta acción permite registrar mediante Consulta que 
elementos se adjuntan a la operación que se lleva a cabo, para su posterior tratamiento. 
 
8.4.6. Continuar proceso. 
Esto se refiere principalmente a la acción de continuar en el flujo de actividades de un 
proceso, así por ejemplo si el cliente esta realizando una invitación a grupos para 
participar de un proyecto, él puede iniciar dicha actividad desde la cuenta del proyecto 
seleccionar buscar grupos en el dialogo de invitación, y escoger los diferentes grupos 
que le parezcan apropiados, para terminar estas acciones él cliente deberá proceder 
como se describe. 
 
Figura 90. Diagrama se secuencia, continuar proceso 
 




Una vez se ha seleccionado todos los grupos a invitar se da click en el enlace de 
continuar en los mandos de navegación, con lo cual el sistema recupera el estado del 
proceso adicionando una referencia de los elementos seleccionados y permitiendo 
terminarlo apropiadamente, para lo cual un controlador de acciones debió ser entregado 
anteriormente al _:GestorNavegacion.  
 
8.5. INTERFAZ GRÁFICA DE USUARIO 
Todas estas acciones inician al seleccionar el menú “NAVEGAR” en la cuenta de 
usuario. 
 
Figura 91. Interfaz de navegación 
 





La interfaz de la Figura 92 cuenta con un área de despliegue de resultados de búsqueda 
que consiste de una lista de ítems con información básica sobre recurso y un enlace a la 
información completa del mismo, un área de criterios de búsqueda, dichos criterios 
varían según el recurso a  ser consultado, para cambiar el tipo de criterios a otro recurso 
puede hacerse mediante el selector de recurso que incluye: integrantes, grupos, 
diagramas, proyectos. Finalmente los mandos de navegación permiten al usuario 
desplazarse a través de los resultados, y en caso que la navegación forme parte del 
proceso de alguna acción aparecerá activo el botón Continuar y cada elemento 
contendrá un enlace de seleccionar, que permiten regresar al flujo de actividades en 
dicho proceso y adicionar el elemento como parte de este flujo de acciones.   
Los resultados serán desplegados como una lista, cada elemento de ésta incluirá un 
conjunto de datos básicos y un conjunto de enlaces, que podrán ser o no vistos 
dependiendo si  la navegación es parte de un flujo de operaciones. 
 
Figura 92. Ejemplo de un ítem del resultado 
 
Fuente: Elaboración personal, 2008 
 
La anterior figura muestra el ítem para los resultados de una consulta de integrantes, la 
información básica que esta enseña incluye el nombre, el e-mail y la profesión del 
integrante, la opción de seleccionar aparecerá, cuando se necesite involucrar a este en 
algún flujo de acciones, y las opciones de operación en la parte baja, permiten realizar 
algunas acciones sobre el elemento en cuestión, en este caso invitar a este integrante a 
formar parte de algún grupo al que el usuario pertenece (invitar a grupo) y contactarle  
(contactar). Si se presiona sobre la fotografía del integrante inmediatamente se accede a 
los datos públicos de la cuenta de éste.  







Figura 93. Criterios de búsqueda de Proyecto Figura 94. Criterios de búsqueda de Grupo 
  





8.6. DIAGRAMA DE CLASES COMPLETO 
La funcionalidad prestada hasta el momento esta concentrada de forma estática en el  
diagrama de clases presentado en la Figura 98. 
 
Figura 97. Diagrama de clases completo 
 





9. DISEÑO DEL PAQUETE <<PROYECTO>> 
 
¿Cuándo apareció éste paquete?, si bien en el capítulo de análisis no se presenta como 
tal, a medida que se elaboró el paquete de <<cuenta>>, algunos casos de uso 
presentaron una relación muy fuerte con la entidad Proyecto, por lo cual se decidió 
extraer las clases con que presentan dicha relación del paquete cuenta y junto con el 
paquete <<GUI proyecto>>, se agrupó en este nuevo paquete, con la intención de 
concentrar aquí todo lo relacionado con un proyecto.  
Este paquete presta la funcionalidad de creación de un nuevo proyecto y actividades 
relacionadas con la publicación de información sobre éste, su realización es llevada a 
cabo por dos subpaquetes, que siguen el esquema de trabajo que se ha venido 
empleando durante la ejecución del desarrollo, como se muestra en el siguiente 
diagrama. 
 
Figura 98. Realización paquete <<proyecto>> 
 
Fuente: Elaboración personal, 2008 
 
El conjunto de clases identificadas en el capitulo de análisis y que posteriormente 




Figura 99. Jerarquía del paquete 
 
Fuente: Elaboración personal, 2008 
 
También  se incluyen aquí los casos de uso que mostraron una relación con el mismo. 
Cada subpaquete se describe a continuación: 
1. Interfaz grafica de proyecto: maneja la interfaz gráfica para las diferentes 
funcionalidades prestadas por el sistema. 
Nombre: <<GUI proyecto>> 
• NavegadorProyecto: especializa las funcionalidades de la interfaz de navegación 
para el recurso proyecto. Interfaz de usuario con las opciones de búsqueda y 
navegación a través de los proyectos en la comunidad. 
• Cronograma: interfaz grafica de captura de eventos para la planeación de un 
proyecto. 
• VistaProyecto: interfaz gráfica que da acceso al usuario a las funcionalidades 
proporcionadas para un proyecto. 
• Requerimiento: formulario gráfico para la captura de un requerimiento. 
• AreaProyectos: área donde se listan un conjunto de proyectos relacionados con 




2. Gestionar proyecto: alberga aquel conjunto de clases que realizan el manejo de las 
peticiones hechas por los diferentes usuarios. 
Nombre: <<gestionproyecto>> 
• Planeador: controlador del cronograma de trabajo. 
• GestorRequerimiento: manejador de captura y gestión de requerimientos. 
• GestorProyecto: controlador par las acciones sobre proyecto. 
• Proyecto: entidad que alberga la información de los proyectos publicados. 
• Requerimiento: clase entidad para el almacenamiento de la información de los 
requerimientos de un proyecto. 
 
9.1. DIAGRAMA INICIAL DE CLASES PARA EL PAQUETE <<PROYECTO>> 
La  Figura 101  muestra el diagrama inicial de clases identificadas en análisis pero como 
se ha mencionada asignado a este nuevo paquete, aquí se muestra las principales 
relaciones entre estas.  
 
Figura 100. Diagrama de clases inicial con las clases identificadas para este paquete 
 
Fuente: Elaboración personal, 2008 
 
Por un lado tenemos VistaProyecto (conocida anteriormente como CuentaProyecto) es 
de tipo interfaz y contendrá los diferentes componentes gráficos que mostrarán 




para apoyar dicha funcionalidad esta la clase GestorProyecto que es básicamente un 
controlador de eventos de usuario, esta clase tiene una relación con otros dos 
controladores Planeador y GestorRequerimiento el primero nos ayudará en la tarea de 
crear un cronograma de trabajo para la ejecución del proyecto, por su parte el segundo 
permitirá que el Cliente ingrese una descripción o una lista de características en función 
de las cuales se realizará el desarrollo. 
Por otro lado todas las operaciones anteriores requerirán el uso de información que será 
accedida mediante el empleo de las clases de entidad Proyecto y Requerimiento, 
finalmente dos clases que serán seguramente empleadas por otros paquetes, la clase 
NavegadorProyecto y AreaProyectos, que son componentes gráficos especializados 
para búsqueda y despliegue de información, con un tipo de formato especial. 
 
9.2. SUBSISTEMA PROYECTO 
Del paquete <<proyecto>> realizarnos una traza a nivel de diseño, para representarlo 
como un subsistema llamado Proyecto, para distribuir este en la arquitectura elegida.  
 
Figura 101. Realización del paquete en subsistema 
 
Fuente: Elaboración personal, 2008 
 
Según la distribución mostrada en el siguiente diagrama, vemos un esquema 
cliente/servidor, donde convencionalmente de parte del cliente tendremos la interfaz 
gráfica, y cargaremos el servidor con operaciones y accesos a datos, sin embargo es 
necesario mencionar que esta distribución no es necesariamente rígida, debido a dos 
cuestiones:  por una parte tenemos diferentes tipos de usuario, el hecho de utilizar los 




simplificación, pues tanto ambas clases de grupos como clientes y visitantes (integrantes 
en proceso de navegación)  tendrán acceso a este subsistema, sin embargo la 
funcionalidad prestada a cada uno es diferente, se intuye la necesidad de realizar la 
mayor reutilización de recursos para lo cual la interfaz gráfica debe ser construida 
dinámicamente en el servidor. 
Por otra parte, dado que éste subsistema tiene una entrada significativa de información, 
la validación de ésta involucrará carga computacional de parte del nodo Cliente, con lo 
cual el subsistema gestor de solicitudes incluirá versiones reducidas en su contraparte el 
nodo cliente. 
 
Figura 102. Distribución del subsistema proyecto sobre la arquitectura elegida 
 
Fuente: Elaboración personal, 2008 
 
En el resto del capitulo se identificará y refinará los recurso del ámbito de solución, al 
realizar cada caso de uso asignado a este subsistema como una realización de diagramas 
de secuencia. Como hemos hecho en capítulos pasados dada la gran relación de ambos 





9.3. ESTRUCTURA DEL PAQUETE 
Dado el interés en la etapa de análisis de capturar principalmente la funcionalidad y los  
recursos para llevarla en términos del ámbito del problema, se simplificó mucho la 
estructuración del paquete, en esta sección se pretende mostrar la mayor cantidad de 
relaciones entre clases de este subsistema y de otros, que posteriormente faciliten la 
implementación del mismo.  
Para comenzar recordemos que este subsistema prestará servicios a diferentes usuarios, 
se debe entonces pensar de la forma más general en aspectos para el acceso a la 
funcionalidad que será restringida en la construcción de la interfaz hecha por el 
servidor, así el diagrama en la Figura 104 muestra la estructuración completa de dicha 
interfaz, como puede apreciar tenemos que VistaProyecto contiene todos los 
componentes gráficos para despliegue de información, algunos de ellos pueden ser o no 
ocultados por el sistema dependiendo usuario, de igual forma variará su 
comportamiento. 
 
Figura 103. Diagrama de clases con los componentes gráficos para proyecto 
 
Fuente: Elaboración personal, 2008 
 
La interfaz gráfica principal tiene asociado gestor de proyecto quien maneja las 
peticiones del usuario y modifica en caso de ser requerido la información sobre el 
proyecto. 
Continuando con la interfaz gráfica el siguiente diagrama hace referencia a una relación 
con el paquete <<navegacion>> ya que en él se encuentra las clases AreaResultados y 
Navegador, aquí las empleamos para especializar su funcionamiento con datos 




muestran información muy básica sobre un proyecto en particular, por su lado 
NavegadorProyecto especializa navegador definiendo las entradas tanto para 
AreaResultados como para AreaCriterios, éste tema es tratado con más profundidad en 
el capítulo de diseño del paquete <<navegacion>>. 
 
Figura 104. Diagrama de clases para los componentes gráficos de navegación 
 
Fuente: Elaboración personal, 2008 
 
Como se dará cuenta  los casos de uso de este subsistema no emplean la funcionalidad 
asociada a estas clases, sin embargo son mostrados aquí pues hacen parte del subsistema 
en cuestión.  El siguiente diagrama presenta la estructura de clases que ayudarán en las 
tareas de captura y almacenamiento tanto de requerimientos como del cronograma 





Figura 105. Diagrama de clases para prestaciones del paquete 
 
Fuente: Elaboración personal, 2008 
 
Las interfaces Cronograma y Requerimiento son entendidas aquí como formularios para 
la captura de esta clase información cuyo tratamiento y posterior almacenamiento estará 
a cargo de su respectivo controlador. 
 
Figura 106. Implementación de la interfaz Vinculador 
 
Fuente: Elaboración personal, 2008 
 
Otro aspecto importante es la aparición de la clase VinculadorProyecto que supervisa 
las acciones de vinculación de grupos al proyecto, como se ve en el diagrama 




Finalmente la relación entre controladores nos permite ver como se hace un uso de casi 
de la mayoría de estos, al igual que se da acceso a la edición y visualización de 
diagramas desde este subsistema. 
 
Figura 107. Diagrama de clases relación entre gestores de solicitud 
 
Fuente: Elaboración personal, 2008 
 
Se espera que lo anterior de una visión muy somera pero ilustradora de la estructura y 
relación de las clases de este subsistema con el resto del sistema. 
 
9.4. COMPORTAMIENTO DEL PAQUETE  
Como se observó en el diagrama de jerarquía al inicio de este capítulo, hay seis casos de 
uso asignados a este subsistema,  a continuación se realiza cada uno como una colección 
de diagramas de secuencia para encontrar las diferentes operaciones para cada clase 
identificada.  
 
9.4.1. Nuevo requerimiento.   
Este caso de uso es iniciado cuando el Cliente, presiona el enlace de nuevo 
requerimiento en la barra de menú en VistaProyecto, al final de este capítulo se incluye 




Figura 108. Diagrama de secuencia para la creación de un nuevo requerimiento 
 
Fuente: Elaboración personal, 2008 
 
La solicitud es atendida entonces por el _:GestorProyecto, el cual se encarga de activar 
al _:GestorRequerimiento que en un esquema similar a como lo hace vinculación, se 
encarga junto con la interfaz de Requerimiento de desplegar un formulario que permitirá 
la captura del mismo, una vez completado el formulario se hace la publicación del 
nuevo requerimiento lo que incluye una comunicación a los grupos vinculados a dicho 
proyecto manejado por el GestorContacto  y el almacenamiento del requerimiento 
creado.  
 
9.4.2. Solicitud aclaración.   
La solicitud de aclaración es una acción iniciada por el grupo (es decir un integrante de 
éste) que se refiere a una acción de contacto para ampliación de información 
relacionada con un requerimiento publicado, bien sea con el fin de ampliar la 




Figura 109. Diagrama de secuencia para solicitar aclaración acerca de un requerimiento 
 
Fuente: Elaboración personal, 2008 
 
Como se aprecia el _:GestorProyecto realiza un llamado al _:GestorContacto para 
activar dicho proceso, estableciendo previamente el tipo de relación, en este caso es de 
solicitud de información, pues un grupo requiere aclarar un requerimiento publicado 
como parte del proyecto que se consulta. El proceso de contacto se tratará en el 
desarrollo del paquete <<contacto>> en un capítulo posterior. 
 
9.4.3. Cargar requerimientos.   
Esta acción se inicia de forma simultánea con otras, al dar click sobre el enlace del 
menú principal de aldedo  “PROYECTO”, éste iniciará una serie de consultas de 






Figura 110. Diagrama de secuencia para cargar el área de requerimientos 
 
Fuente: Elaboración personal, 2008 
 
Quien captura dicha solicitud es el GestorProyecto que en su proceso de creación de la 
interfaz apropiada para el integrante que accede a esta información, realiza una consulta 
a la entidad recuperando así una colección de requerimientos, que posteriormente serán 
desplegados en el AreaRequerimientos, es decir, una lista de estos. 
 
9.4.4. Planear proyecto.   
Los proyectos creados pueden tener asociado un cronograma de entregas, esta 
realización de caso de uso permite a un cliente, crear uno para un proyecto propuesto, 
actualmente como se ha diseñado, el conjunto de actividades son recuperadas de una 
entidad llamada CicloVida, que podría en futuro modificarse para listar una serie de 





Figura 111. Diagrama de secuencia para creación y asociación un cronograma a un proyecto 
 
Fuente: Elaboración personal, 2008 
 
En la interfaz VistaProyecto el cliente escoge la opción de planearProyecto, el 
_:GestorProyecto captura dicha petición y activa el _:Planeador este se encarga de 
recuperar de la clase entidad CicloVida una lista de actividades previamente 
determinada y junto con la interfaz _:Cronograma despliega el formulario que permitirá 
establecer las fechas para la ejecución de las mismas posteriormente veremos dicho 
formulario. Una vez el Cliente determina toda la información requerida el Planeador 
guarda y asocia el cronograma al proyecto. 
 
9.4.5. Cargar cronograma.   
Esta es una de las acciones que se inicia de forma simultánea al dar click sobre el enlace 





Figura 112. Diagrama de secuencia para cargar un cronograma en la vista del proyecto 
 
Fuente: Elaboración personal, 2008 
 
De manera similar a como se carga la información de requerimientos se carga la 
información del cronograma en AreaCronograma, para esta primera versión la 
modificación de este cronograma, viene dado solo para el cliente, pero puede ser 
consultado por todos los integrantes de los grupos vinculados al proyecto. 
  
9.4.6. Invitar grupos.   
Estas acciones son iniciadas por el cliente desde VistaProyecto o desde el 
NavegadorProyecto cuando hace una búsqueda de este tipo de recursos, esta vez es 
controlada por el GestorProyecto, él activa para el cliente el gestor navegación 






Figura 113. Diagrama de secuencia para invitar a un grupo  
 
Fuente: Elaboración personal, 2008 
 
Las acciones continúan con el envió del mensaje de invitación a la cuenta de los grupos 
seleccionados, durante la navegación, para completar apropiadamente el  proceso se 
espera que aquellos usuarios contactados puedan visitar la información del proyecto y 
decidan vincularse. 
De manera similar cuando las acciones son empezadas desde  NavegadorGrupo el 
cliente encuentra un enlace en estos para enviar la invitación. 
 
9.4.7. Vincular en proyecto.   
Las acciones pueden ser iniciadas de dos maneras, porque el integrante está  navegando 
en NavegadorProyecto y elige vincularse como una de las opciones que acompaña los 
resultados, o bien porque está en la cuenta del proyecto VistaProyecto  presiona el 




Cual sea el método elegido, las acciones deberán ser controladas por el GestorProyecto, 
el cual activa el gestor de vinculación, que ya se ha visto en el desarrollo de otros casos 
de uso, éste se encarga de desplegar el formulario de vinculación a proyecto, 
estableciendo los valores por defecto del mismo, para mostrarlo al usuario. Si bien 
quien realiza las acciones aquí mencionadas es un individuo, éste se presenta en 
representación de un grupo, dada la política de aldedo de permitir el registro únicamente 
a grupos de trabajo, no a integrantes solitarios de la comunidad. 
 
Figura 114. Diagrama de secuencia de vinculación de un grupo al proyecto 
 
Fuente: Elaboración personal, 2008 
 
Continuando con el flujo de operaciones, luego de llenar el formulario de vinculación y 
aceptar el envío de esta información, el GestorVinculacion valida la información 
consignada, de acuerdo a las políticas de aldedo y restricciones del proyecto, que darán 




Figura 115. Culminación de vincular grupo a proyecto 
 
Fuente: Elaboración personal, 2008 
 
De forma similar a como se ha manejado las acciones que involucran grupos, las 
decisiones van de la mano de todos, el mensaje que se envía es una solicitud de 
confirmación de registro, que permitirá finalmente que cada integrante pueda o no 
confirmar, de ser afirmativa la respuesta de la mayoría de ellos, básicamente se 
conceden permisos a este grupo para ver información más detallada del proyecto. 
La razón por la cual la secuencia de acciones empieza con el método vincular, se 
entiende mejor luego de la lectura del paquete <<generico>> que muestra como luego 
del contacto a espera de una confirmación, el sistema GestorVinculacion en comunión 
con GestorContacto inician las acciones para continuar con el proceso de vinculación. 
 
9.4.8. Presentar diagrama.   
Una vez un grupo se ha registrado en este proyecto y se cambia el estado de éste a 
en_desarrollo, los diferentes grupos tienen acceso a la herramienta principal de la 
comunidad, el editor de diagramas; sí bien el acceso a éste se hace desde la vista del 
proyecto, mediante el enlace nuevo diagrama, toda esta funcionalidad se ha tratado 
exclusivamente en el capítulo de diseño del paquete <<diagramacion>>, pero es 
necesario mencionar aquí que hay dos opciones de visualización del diagrama, por una 




y por otro lado el Visualizador, es un caso especial que no permite la edición pero sí la 
visualización del diagrama, es usado por el cliente, para ver los progresos del desarrollo. 
 
Figura 116. Diagrama de secuencia para la visualización de un diagrama 
 
Fuente: Elaboración personal, 2008 
 
En este  caso como muestra la figura se recupera la información del diagrama a 
consultar, pero no se carga ninguna herramienta de edición. Solo se enseña el diagrama 
objeto de consulta. 
 
9.5. ESTADOS DEL PROYECTO 
A lo largo de su vida el proyecto pasa a través de diferentes estados producto de las 
interacciones de la comunidad, en el diagrama de la Figura 118 se ilustra estos estados y 
las acciones que producen un cambio entre ellos. 
Para comenzar un Cliente decide crear un nuevo proyecto, seleccionando en su cuenta 
de usuario Nuevo proyecto se da inicio a la captura de datos básicos, estos datos 
incluyen información como el nombre del proyecto, una descripción básica, líneas de 
interés, una descripción detallada del mismo, y otro tipo de información relacionada con 
éste. Al crear dicho proyecto, este queda en estado Creado, es decir que 




Cuando el cliente decide que es hora que la comunidad pueda tener acceso para iniciar 
el proceso de reclutamiento de interesados puede cambiar su estado a Publicado desde 
su cuenta de usuario publicado, lo cual significa que ahora los integrantes de la 
comunidad tendrán acceso a la información básica de éste, posteriormente 
describiremos en detalle esta información. 
 
Figura 117. Diagrama transición de estados del ciclo de vida de un proyecto 
 
Fuente: Elaboración personal, 2008 
 
Los grupos interesados en formar parte de este proyecto empiezan el proceso de 




pesar de estar en este estado los requerimientos exactos aun no serán publicados hasta 
que el cliente autorice a la etapa de Iniciado donde ya no se reciben más registros y se 
publican por completo los requerimientos, también aquí se activa la comunicación entre 
los actores involucrados para el refinamiento de la información publicada, luego que 
todo lo discutible ha llegado a un acuerdo y el proyecto pasa a un estado de Valido, 
donde no hay más modificaciones sobre el proyecto. 
Cuando se da la orden de comenzar el desarrollo, se tiene un entendimiento general del 
problema y se liberar las actividades de creación de diagramas, finalmente se espera que 
el desarrollo culmine apropiadamente. 
 
9.6. INTERFAZ GRÁFICA DE USUARIO 
Existe grandes diferencias entre las interfaces mostradas a los usuarios, que dependen 
del tipo de usuario y su relación con el proyecto, en esta sección se habla un poco sobre 
estas.  
 
Figura 118. Interfaz gráfica del proyecto para integrante 
 




En la cuenta de proyecto para un integrante de la comunidad que únicamente navegando 
por diferentes proyectos encuentra éste y decide ver su información, tendrá como 
opciones del menú proyecto, el vincularse al proyecto o contactar directamente a quien 
le publicó, por otra parte el tipo de información que a él se le enseña incluye: datos 
básicos del proyecto,  un enlace a la cuenta del cliente, el cronograma de trabajo 
propuesto por el cliente, y el conjunto de grupos vinculados.  El visitante puede 
entonces, ver la información del proyecto, ver la información del cliente, consultar el 
cronograma propuesto, y la información pública de las cuentas de los diferentes grupos 
vinculados al proyecto. 
 
Figura 119.  Interfaz grafica de proyecto para cliente. 
 
Fuente: Elaboración personal, 2008 
 
En la cuenta del proyecto para el cliente, encuentra aquí los diferentes enlaces que dan 
acceso a la publicación y modificación de información como: modificar cronograma, 





información que puede modificar, el cliente puede atender los mensajes dirigidos por 
usuario a este proyecto y también consultar los diagramas que ellos están editando y son 
públicos, recordemos que al dar click sobre estos enlaces se activa el _:Visualizador 
dado que es un cliente y no puede editar dichos diagramas. 
 
Figura 120. Interfaz gráfica de proyecto para desarrollador vinculado. 
 
Fuente: Elaboración personal, 2008 
 
Una vez se ha hecho el registro de los grupos, un integrante de estos, puede ingresar a la 
información completa del proyecto, e activar la creación de diagramas, recordando es 






Figura 121. Interfaz gráfica de proyecto para evaluador 
 
Fuente: Elaboración personal, 2008 
 
En el caso de los evaluadores, a pesar que ellos pueden ingresar y realiza actividades 
básicas de edición de diagramas, sus actividad esta condicionada a la publicación de 
resultados por parte del grupo de desarrollo así el estado del diagrama debe ser 









9.7. DIAGRAMA DE CLASES COMPLETO 
 
Figura 122. Diagrama de clases completo del paquete 
 





10. DISEÑO DEL PAQUETE <<DIAGRAMACION>> 
 
Como su nombre lo dice, este paquete encapsula las actividades de diagramación de 
modelos, proporcionando las herramientas y el control necesarios para llevar a cabo ésta 
tarea por un grupo de trabajo, bien sea un grupo evaluador o un grupo desarrollador. 
Este paquete presenta una dependencia importante del paquete de <<permisos>>, 
principalmente por el acceso para modificación de los diagramas. Además se ha decido 
dividir la funcionalidad asignada en los siguientes subpaquetes: 
1. Recurso compartido: encargado de la gestión del recurso compartido. 
Nombre: <<recursocompartido>> 
• GestorDiagrama: controlador de acciones de un grupo sobre un área de trabajo 
de diagramación. 
• Monitor: permite identificar la finalización de una sesión de trabajo. 
• ConexionCompartido: interfaz que describe las operaciones para la utilización 
del recurso. 
2. UI diseño: alberga aquel conjunto de clases que realizan el manejo de la GUI de 
diseño. 
Nombre: <<guidiseño>> 
• EventosDiagramacion: controlador encargado de capturar los diferentes eventos 
producto de la interacción del usuario con las herramientas de diagramación y 
ejecutar las acciones pertinentes a cada una. 
• Editor: una clase de tipo interfaz que permite la construcción de diagramas 
cuyos elementos son proporcionados en una barra de elementos de diagramación 
y un área de trabajo sobre el cual puede ponerse varios de estos recursos y 
relacionarse entre ellos. 
• EditorEvaluacion: básicamente es una extensión de las funcionalidades de Editor 
con restricciones de herramientas de construcción de diagramas. 
• Sincronizador: es el objeto responsable de mantener una comunicación activa 
con el servidor, para las acciones relacionados con el control de cambios de 
modificación del recurso compartido. Además coordina dicha interacción entre 
el cliente y el servidor. 
3. Gestión solicitud diagrama: encargado de atender las peticiones del cliente y enlazar 





• Diagrama: es una entidad, producto de la interacción entre los  integrantes de un 
grupo para la creación de un modelo. 
 
4. Paradigma: gestiona las reglas de construcción de modelos. 
Nombre: <<paradigma>> 
• CicloVida: entidad que contiene las actividades que forman el ciclo de vida del 
desarrollo de una aplicación para sus primeras etapas 
• Interprete: esta clase o servicio esta encargado interpretación de las reglas de 
creación de un diagrama. 
• InterpreteDOO: clase responsable de hacer cumplir las normas de construcción 
de diagramas, validando las acciones del usuario sobre el diagrama de trabajo. 
• Reglas: entidad que contiene el conjunto de reglas de verificación para los 
modelos construidos bajo un paradigma especifico. 
Una clase más que esta fuera de los paquetes anteriormente mencionados. 
NavegadorDiagrama: Especializa las funcionalidades de la interfaz de navegación para 
el recurso diagrama. Interfaz de usuario con las opciones de búsqueda y navegación a 
través de los diagramas de un proyecto. 
 
10.1. DIAGRAMA DE CLASES PARA EL PAQUETE <<DIAGRAMACION>> 
El siguiente es el diagrama inicial de clases de análisis identificadas para este paquete, 
la estructura mostrada abarca las diferentes relaciones entre las clases de análisis, la 
clase Editor es del tipo interfaz, que para nuestro sistema corresponde a una interfaz 
gráfica de usuario, ésta tiene asociado un controlador de eventos gráficos representado 
por una instancia de la clase EventosDiagramacion, de esta manera cada acción de 
diagramación que el usuario quiera realizar será controlada por dicho manejador de 
eventos, el cual tiene una relación estrecha con la clase GestorDiagrama como fue 
previamente mencionado, ya que gestiona el acceso compartido por parte del grupo de 





Figura 123. Diagrama de clases inicial del paquete <<diagramacion>> 
 
Fuente: Elaboración personal, 2008 
 
También es importante mencionar la participación de clases de control como el 
Sincronizador y Monitor, cuya función es la de garantizar un estado de conexión válido 
para las actividades realizadas por el grupo de trabajo. Por último la clase de interfaz 
gráfica EditorEvaluador al heredar directamente de la clase Editor posee todas las 
características mencionadas para este pero especializa su funcionalidad para el actor que 
Evaluador. 
 
10.2. SUBSISTEMA DIAGRAMACIÓN 
Del paquete <<diagramación>> realizaremos una traza al nivel de diseño, 
representándolo como un subsistema, que en adelante conoceremos como Edición 






Figura 124. Realización del paquete en subsistema 
 
Fuente: Elaboración personal, 2008 
 
Dada la siguiente distribución de funcionalidad del subsistema Edición diagramas, se 
empieza a tomar decisiones en cuanto a la implementación del mismo, como puede 
apreciarse la mayoría de las clases previamente identificadas se asignaron a los nodos 
del Cliente y Servidor WorkGroup, sin embargo hay que tener presente que la 
información de diagrama estará concentrada en las bases de datos del servidor Web por 
esta razón, es seguro que durante el diseño aparecerán clases en este nodo que realicen 
esta función.  
Las clases identificadas y asignadas a los nodos son hasta el momento clases del ámbito 
del problema, es decir que aún no se han considerado aquellas que formarán parte del 
ámbito de la solución. Por lo cual, se empezará a tomar decisiones de diseño acorde a 





Figura 125. Distribución del subsistema Edición diagramas sobre la arquitectura 
 
Fuente: Elaboración personal, 2008 
 
Para comenzar la identificación de los recursos del ámbito de solución, se estudia cada 
subpaquete y se realizan los casos de uso descritos como diagramas de colaboración en 
diagramas de secuencia, que contendrán las clases actuales y adicionáremos aquellas 
que hagan falta para la solución del problema. Las siguientes secciones están destinadas 





11. SUBPAQUETE INTERFAZ DE USUARIO DISEÑO 
 
En esta sección se diseña el paquete representado por el subsistema UI diseño, que 
funcionará en el nodo del cliente, como resultado de la previa distribución de las clases 
del subsistema Edición diagramas, tenemos el siguiente gráfico. 
 
Figura 126. Clases de análisis en el nodo cliente para el subsistema UI diseño 
 
Fuente: Elaboración personal, 2008 
 
La atención se centra en los casos de uso que describen la funcionalidad del anterior 
conjunto de clases. Para comenzar, dé un vistazo al diagrama de colaboración para el 




Figura 127. Diagrama de colaboración para el caso de uso Diagramar modelo 
 
Fuente: Elaboración personal, 2008 
 
Éste diagrama nos muestra a grandes rasgos como colaboran en la realización del caso 
de uso las diferentes clases previamente descritas, sin embargo la verdadera 
funcionalidad queda atrapada en un grado de abstracción demasiado alto, por lo que en 
ésta sección se detallará dicha funcionalidad a nivel de las acciones llevadas a cabo por 
el usuario. 
 
11.1. ESTRUCTURA DEL PAQUETE 
Como se mencionó anteriormente el nivel de abstracción para selección de las clases de 
análisis fue muy alto, en la sección de comportamiento del paquete se considera los 
componentes, sus propiedades, y en fin la funcionalidad del caso de uso refinada a 




Figura 128. Diagrama de clases inicial para subpaquete interfaz de usuario diseño 
 
Fuente: Elaboración personal, 2008 
 
Para poder prestar la funcionalidad propuesta para este subpaquete fue necesario incluir 
y especializar el conjunto de clases del anterior diagrama, este conjunto de clases 
nuevas se refinarán una vez se muestre su comportamiento. Por el momento serán 
mostrados los siguientes diagramas que refinan la estructura de éste paquete. 
 
Figura 129. Diagrama de clases de diseño para el subpaquete interfaz de usuario 
 





La repentina aparición de ésta gran cantidad de clases se debe principalmente a los 
detalles relacionados con el Editor, así como se puede observar, éste tiene tres 
componentes gráficos, el área de herramientas de diagramación o ToolBox, el área de 
controles o ControlBox (puede contener herramientas extras como zoom, deshacer 
acciones, etc.), y finalmente el área de trabajo o AreaGrafico. 
• ToolBox: está compuesta por el conjunto de herramientas disponibles para la 
creación de un diagrama, es decir, tanto las herramientas para crear nodos como 
para relacionarlos, de igual manera sucede con ControlBox, pero donde sus ítems 
son Controles. 
• AreaGrafico:  puede o no contener elementos del diagrama creados por el usuario 
actual, finalmente estos elementos serán u objetos de la clase Nodo u objetos de la 
clase Relacion. 
Observe que en el diagrama anterior hay unas clases resaltadas, todos corresponden a 
clases con un prefijo Eventos estos son manejadores de eventos que realizan la 
funcionalidad delegada a la clase de análisis EventosDiagramacion, tal y como se 
muestra a continuación.   
 
Figura 130. Diagrama de clases realización de EventosDiagramacion 
 
Fuente: Elaboración personal, 2008 
 
Finalmente, las clases de análisis EditorEvaluacion y Sincronizador, para la primera 
recordemos que es una especialización de la clase Editor, que restringe el tipo de 
herramientas que serán empleadas por los usuarios en este caso evaluadores, mientras la 
segunda realiza una traza directa a una clase Sincronizador que será empleado 




11.2. COMPORTAMIENTO DEL PAQUETE 
 
11.2.1. Nuevo elemento.   
Es la acción realizada por el usuario, en este caso, un miembro del grupo desarrollador 
al seleccionar un nodo o relación del conjunto de herramientas para el tipo de diagrama 
que actualmente se edita. Luego, desplazarse a un lugar del área de trabajo y realizar 
una instancia de este objeto sobre el área de trabajo. Además, debe tenerse en cuenta 
tanto, las acciones de validación para la acción solicitada del usuario como la 
comunicación del nuevo cambio al servidor Workgroup, que serán detalladas 
posteriormente. 
 
Figura 131. Diagrama de secuencia para nuevo elemento 
 
Fuente: Elaboración personal, 2008 
 
El diagrama muestra a  grandes rasgos el conjunto de acciones que serán realizadas en 
entre usuario y sistema para la creación de un nuevo elemento, por  una parte cuando el 
usuario empieza ésta tarea, dicho evento es realizado sobre el editor,  el evento es 




para la creación de un nuevo elemento, en los siguientes diagramas se muestra a un 
nivel más bajo de detalle el conjunto de objetos que darán un visión más refinada de las 
acciones mostradas en el anterior. 
 
Figura 132. Diagrama secuencia para eventos en la barra herramientas 
  
 
La barra de herramientas, básicamente contiene el conjunto de elementos, tanto nodos 
como relaciones, ésta posee un manejador de eventos manejadorTool: EventosTool, el 
cual controlará tres eventos; dos de estos, enfocar y desenfocar, permiten dar la 
impresión de botón a un elemento en esta barra, por otro lado el evento seleccionar, 
inicia una secuencia de acciones que conducirán a la determinación del tipo de objeto 
que se desea crear, esto se logra estableciendo en el manejadorArea: EventosArea el 
tipo de herramienta seleccionada, que será un icono desplazable del objeto herramienta: 
Elemento, luego adiciona dicho icono al área de diagramación areatrabajo: 
AreaGrafico, por último establece el estado del elemento a MOVIDO, para permitir 





Figura 133. Diagrama de secuencia para mover herramienta seleccionada 
  
 
Luego de que ha sido seleccionado el elemento, el usuario se desplazará por el área de 
trabajo, en ésta se enseña entonces una imagen de la herramienta seleccionada por el 
usuario dando la impresión de que la lleva  “a cuestas”.  Todo se inicia por la selección 
del nuevo elemento al dar click en una herramienta en la barra de herramientas, luego al 
desplazarse por el área de trabajo areatrabajo: AreaGrafico los eventos de movimiento 
serán capturados por el manejador  manejadorArea: EventosArea quien es el 
controlador de los mismos, éste se encarga entonces de recuperar las coordenadas del 
mouse del objeto evento a partir de la cual ubica un gráfico representación de la 
herramienta seleccionada sobre el área de trabajo. 
 
Figura 134. Diagrama de secuencia para la creación del nuevo elemento 
 





Continuando con la secuencia de acciones que conducirán a la creación del nuevo 
elemento, al hacer click sobre el área de trabajo el objeto manejador manejadorArea: 
EventosArea captura el evento, dado que fue informado anteriormente del tipo de 
elemento a crear, entonces delega  a nodo: Elemento crear un nuevo elemento, quien 
además de determinar el gráfico apropiado acorde a la herramienta seleccionada escoge 
también el manejador apropiado, dependiendo de si se ha seleccionado un nodo o una 
relación. 
Si justo antes de dar click sobre el área de trabajo el usuario decide interrumpir este 
proceso puede hacerlo solamente presionando la tecla escape, como se muestra a 
continuación, esto anula la acción de creación que se está llevando a cabo, dicha 
interrupción es controlada por el manejador _: EventosEditor, quien se encarga de 
informar de esto al manejadorArea: EventosArea. 
 
Figura 135. Diagrama de secuencia para la cancelación de creación 
 
Fuente: Elaboración personal, 2008 
 
Es necesario anotar que solo puede ser cancelada la selección del tipo de diagrama. No 
la acción de creación del nuevo elemento. Se quiere anotar que las tareas de validación 





11.2.2. Mover elemento.   
Una vez el elemento ha sido creado, es posible mover éste de una posición en el área de 
trabajo a otra, lo cual se logra al emplear una secuencia de acciones que se muestran a 
continuación.  
 
Figura 136. Diagrama de secuencia para mover elemento 
 
Fuente: Elaboración personal, 2008 
 
Se ampliará en detalle de las anteriores acciones, para empezar se debe capturar el 
elemento, dicha acción será asociada al evento de mousedown, recordemos que cuando 
el elemento fue creado se añadió a una lista llamada elementoscreados: Lista, lo que 




sus atributos, de esta manera y mediante el método seleccionarElementoLista, se 
obtiene dicho elemento y se establece su estado a MOVIDO. 
 
Figura 137. Diagrama de secuencia para captura de elemento para desplazamiento 
 
Fuente: Elaboración personal, 2008 
 
Recordemos también, que previamente se empleó un estado similar cuando nos 
referimos a herramientas, dada esta similitud y dado que tanto herramienta como nodo 
son del tipo Elemento, con unos pequeños cambios, se puede reutilizar el modelo de 
desplazamiento empleado para herramientas, cambiando eso sí el elemento sobre el que 
recaen dichas acciones, en este caso nodo: Nodo. 
 





Fuente: Elaboración personal, 2008 
 
El desplazamiento implica tanto una actualización del nodo que esta siendo desplazado 
como de sus relaciones. Luego de haber desplazado el elemento elegido a la posición 
deseada, el usuario decide soltar este en el nuevo punto. El siguiente diagrama enseña 
las acciones que se realizan entonces. 
 
Figura 139. Diagrama de secuencia para soltar elemento 
 
Fuente: Elaboración personal, 2008 
 
Lo único que se hace cuando el elemento desplazado se suelta, es modificar su estado ha 
SELECCIONADO, este es un estado que muestra el elemento con un resaltado 
gráficamente para mostrar que él tiene el foco.  
 
11.2.3. Relacionar elementos.   
Debe pensarse en este tipo de diagramas como una extensión del concepto de grafos; 
como es sabido, los grafos están constituidos por dos tipos de elementos, nodos y 
relaciones, las relaciones permiten vincular dos nodos a un concepto o idea, así en el 
caso del lenguaje UML las relaciones pueden vincular dos nodos con ideas tales como 
herencia, asociación, composición, transmisión de mensajes (comunicación), entre 
otras. Por esto un punto importante es permitir crear relaciones, que comparten muchas 
características de elementos, pero especializan su funcionalidad a conceptos que 




Figura 140. Diagrama de secuencia para relacionar elementos 
 
Fuente: Elaboración personal, 2008 
 
No hay diferencia en las acciones referentes a la elección de una herramienta cuando es 
un _: Nodo o una _: Relacion, sin embargo las acciones posteriores si involucra 
comportamiento diferentes por parte de algunos métodos. 
Similar a desplazar elemento, luego de seleccionar la herramienta de relación a emplear, 
se captura el primer elemento, presionando sin soltar el mouse sobre el elemento en 
cuestión, las acciones del método seleccionarElementoLista  involucran ahora 
identificar el tipo de la herramienta, es decir, relación a lo cual responderá con la 




establecimiento del primer elemento , aquel sobre el cual se ha mantenido presionado el 
mouse.  
 
Figura 141. Diagrama de secuencia para el primer elemento de la relación 
 
Fuente: Elaboración personal, 2008 
 
Ahora bien, ésta relación se incluye en la lista de elementosCreados, y ahora cuando el 
usuario mueva el mouse manteniendo presionado el botón derecho, encontrará en el 
área de trabajo la representación gráfica de dicha relación. Esto se debe a que 
reutilizamos el modelo de desplazar Nodo, solo que ahora lo hacemos con Relación, lo 





Figura 142. Diagrama secuencia para desplazar Relacion 
 
Fuente: Elaboración personal, 2008 
 
Continuando con las acciones para crear la relación, ahora el usuario busca en el área de 
trabajo el segundo elemento, una vez lo encuentra, se posiciona sobre él y libera el 
mouse, iniciando así las acciones que vinculan este elemento en la relación, finalmente 
se restablece el estado para la relación. 
 
Figura 143. Diagrama de secuencia selección del segundo elemento en una relación 
 




11.2.4. Eliminar elemento.  
Durante el proceso de edición, es posible que el usuario desee eliminar uno de los 
elementos del área de trabajo, esto puede realizarse seleccionando el elemento que se 
quiere eliminar y posteriormente presionando la tecla suprimir o delete. El manejado de 
eventos del editor capturará dicho evento y solicitará al objeto manejadorArea: 
EventosArea realizar las acciones pertinentes. 
 
Figura 144. Diagrama secuencia para eliminar elemento 
 
Fuente: Elaboración personal, 2008 
 
Como se aprecia en el diagrama, lo que realmente se hace es retirar de la lista 
elementosCreados: Lista el elemento en cuestión y retirar su representación gráfica de 
areatrabajo: AreaGrafico,  y luego se pone dicho elemento en una Pila llamada 
eliminado: Stack, esto es una estructura de datos que posteriormente nos permitirá sí el 
usuario así lo requiere recuperar dicho elemento, sin embargo la recuperación debe 
hacerse previo a cualquier acción extra como adición, pues la pila es limpiada luego de 






Figura 145. Diagrama de secuencia para deshacer borrado 
 
Fuente: Elaboración personal, 2008 
 
Las acciones de recuperación del elemento eliminado son lógicamente las contrarias al 
de eliminación, así se empieza por recuperar este de la pila eliminado: Stack y 
adicionarlo tanto a la de elementosCreados como al areatrabajo. 
 
11.2.5. Editar elemento.   
La edición de un elemento se refiere a la modificación de alguna de sus propiedades, 
por simplicidad para esta versión del aldedo, sólo manejaremos la propiedad name, es 
decir, el nombre del elemento bien sea un nodo o una relación.  La edición comienza 
seleccionando el elemento, objeto de la acción luego se presionan las teclas ctrl + e, esto 
dará inicio a las actividades de edición. El siguiente diagrama enseña que el evento 
enlazador elegido era un doble click, infortunadamente la especificación actual para el 
modelo de eventos manejado por el svg, no incluye esta clase de eventos, por lo cual 
esperamos que en futuras especificaciones se consideré la adición de estos y otro 
eventos que facilitarían el dominio de la herramienta por parte de un usuario. 
Nótese que el manejador  del evento de edición realiza una solicitud al elemento editado 
_:Elemento, con el método getModificadorPropiedades, con lo cual se pretende que en 
una versión futura puedan agregarse y modificarse fácilmente el conjunto de 
propiedades del elemento. Posterior a la obtención del anterior modificador se despliega 




Figura 146. Diagrama de secuencia para editar propiedades 
 
Fuente: Elaboración personal, 2008 
 
Es necesario agregar que posterior a la creación y despliegue del _: BoxPropiedades, la 
interacción con este será manejada por otra clase quien se encargará de controlar las 
acciones de edición de propiedades por parte del usuario. 
 
11.2.6. Cerrar diagrama.   
Finalmente, una vez el proceso de edición haya culminado, el usuario puede cerrar el 
diagrama esto lo consigue presionando el símbolo (a) del cuadro de controles, que 
enviará un mensaje de cierre al servidor informando que este usuario a culminado sus 
tareas de edición, a continuación es activado nuevamente la cuenta del grupo, donde el 





Figura 147. Diagrama de secuencia para cerrar diagrama 
 
Fuente: Elaboración personal, 2008 
 
11.3. INTERPRETE DOO 
Haciendo un paréntesis muy grande en éste punto de la descripción del paquete, se 
desea mencionar un aspecto relacionado con la validación del modelo, al principio de 
este capitulo aparece dos clases encargadas de esta la labor, la clase de control 
InterpreteDOO  y la clase entidad Reglas en la medida en que evoluciona el desarrollo 
del sistema se han presentado algunas preguntas al respecto de cómo implementar esta 
funcionalidad, sin dar una solución abrumadora que sobrecargue considerablemente el 
procesamiento, y limite demasiado la fluidez de la interacción del editor con el usuario. 
La solución que se propone requiere utilizar un paradigma diferente con  lo cual 
debería, implementarse un nuevo servicio que maneje esta funcionalidad o encontrar un 
plug-in para el navegador elegido que implemente y provea de una interfaz no gráfica 
para realizar la conexión al mismo y emplear su funcionalidad. 
La implementación está sujeta a estos factores con lo cual se advierte que es posible que 






11.3.1. Lógica de predicados 
La lógica de predicados nace de la necesidad de encontrar un lenguaje más complejo 
que refleje de la mejor forma posible el contenido de las sentencias, es decir, 
expresiones que pueden tomar algún valor de verdad, ésta herramienta permite: hacer 
referencia a objetos concretos (Pedro, Perro, Daniel), hacer referencia a funciones 
(querer correr, mirar) y relaciones (es único), y hacer afirmaciones acerca de los objetos 
y las relaciones entre ellos. Si ha leído con cuidado lo anterior notara que una 
herramienta de este tipo permite crear un “universo” en función de un conjunto de 
reglas o condiciones, y validar efectivamente estas sobre los diferentes elementos de 
este “universo”.  
No se pretende convertir esta sección en un manual de referencia, el objetivo es ubicar 
al lector dentro del contexto de solución del problema planteado, para una mejor 
comprensión de lo expuesto hasta el momento se presenta el siguiente ejemplo. 
Considere la frase: 0 no es sucesor de ningún número natural. En la lógica primaria la 
expresión se reduce a un símbolo proposicional p, el único manejo semántico posible es 
asignarle un valor de verdad. Sin embargo con la lógica de predicados podemos utilizar 
un lenguaje más rico para la representar el anterior. Así, definiendo un universo como el 
conjunto de los números naturales junto con el léxico L={0,s}, es posible escribir la 
frase de una manera más formal: Vx┐s(x)=0. 
Como puede apreciarse este lenguaje tiene mayor poder expresivo al permitir 
representar relaciones (s(x)) y conectivos de cuantificación (Vx) entre otros. 
 
11.3.2. Programación lógica 
La conocida ecuación de Kowalski*: Algoritmo = Lógica + Control, establece la idea 
esencial de la programación lógica. La lógica ésta en la información declarativa del 
problema y este se resuelve mediante un mecanismo de inferencia o control. 
Existen diferentes herramientas que hacen cálculo de lógica de predicados, donde 
simplemente el programador debe definir una base de conocimientos y unas reglas 
                                                 





iníciales, es decir, describir el problema y puede proceder a realizar cuestionamientos 
sobre le universo creado, siendo el control completamente procesado por la maquina. 
Nuestro interés radica en una herramienta con esta funcionalidad, de lado del cliente con 
un plug-in o un script con una interfaz bien definida, o del lado del servidor con algún 
servicio de conexión, la razón es la inmensa simplificación del problema. 
 
11.3.3. Interpretando UML 
A continuación se lleva a cabo una descripción de las reglas que controlan la relación 
para uno de los diagramas UML, luego se enseña un par capturas de pantalla donde se 
presenta su implementación en una herramienta de programación de este paradigma 
conocida como SWI-Prolog, se espera que el siguiente desarrollo sea lo suficientemente 
ilustrativo para comprender la efectividad de la solución propuesta. 
El diagrama que hemos elegido para la validación de las relaciones entre sus elementos 
es el diagrama de casos de uso, la siguiente es la estructura suministrada por el lenguaje 
para dicho diagrama: 
 
Figura 148. Estructura de UML para diagrama caso de uso 
 
Fuente: Elaboración personal, 2008. 
 
Note que han aparecido algunos elementos y relaciones que explícitamente no se 
mencionaron en el diagrama estructura UML mostrado al inicio del documento, esto se 




Include y Extended son especializaciones de dependencia con una semántica definida 
estereotipada para este tipo de diagrama. Según la especificación para el diagrama de 
casos de uso se presenta la siguiente tabla que enseña cómo los elementos se relacionan 
entre sí. 
 
Tabla 24. Relaciones entre elementos en casos de uso 
Relacion entre elementos 
  actor usecase package 
actor 
generalización asociación   
directedasociation   
usecase 
asociación generalización   
directedasociation Include   
  Extend   
package     dependencia 
 
 
Para resaltar algunas características es posible notar como la generalización solo es 
empleado por actores y casos de uso y como el empleo de Include y Extend se da 
únicamente entre elementos usecase, pero es mejor emplear la lógica de predicados para 
describir el problema como se muestra a continuación. 
• Vx Vy (actor(x) Λ actor(y) => generalizacion(x, y)). 
• Vx Vy (usecase(x) Λ usecase(y) => generalizacion(x, y)). 
• Vx Vy (usecase(x) Λ usecase(y) => include(x, y)). 
• Vx Vy (usecase(x) Λ usecase(y) => extend(x, y)). 
• Vx Vy (package(x) Λ package(y) => dependencia(x, y)). 
• Vx Vy ((actor(x) Λ usecase(y))V((usecase(x) Λ actor(y)) => asociacion(x, y)). 






Dadas las anteriores reglas podemos emplear un lenguaje de programación y definir el 
siguiente: 
 
Figura 149. Captura de pantalla para descripción de validación de relaciones del diagrama. 
 
Fuente: SWI-Prolog, 2008. 
 
 
El anterior funciona como validación de las relaciones entre los elementos de un 
diagrama de casos de uso, lo que debe hacerse es actualizar la base de hecho 
continuamente con el ingreso o eliminación de elementos de los tipos referidos, y 
preguntar cada vez que se desee entablar una relación entre ellos, suponga que se ha 












Figura 150. Consultar validación para creación de relaciones. 
 
Fuente: SWI-Prolog, 2008. 
 
En el primer caso se solicita ver una dependencia entre los elementos idactor2 y 
idusecase1, que obviamente no puede ser posible para lo cual el sistema responde con 
un false esto lo podemos informar al usuario y detener las acciones que siguen, por otra 
parte al preguntar sobre generalizacion entre dos elementos de tipo actor  la  relación es 
valida. 
 
Lo que se ha querido presentar es la forma como se llevara a cabo la validación de las 
reglas para la creación de diagramas, en términos generales, este esquema se empleara 




11.4. INTERFACES GRÁFICAS DE USUARIO 
Ésta sección está dedicada a mostrar y describir a grandes rasgos algunas capturas de 





Figura 151. Interfaz gráfica Editor 
 
Fuente: Elaboración personal, 2008 
 
La anterior figura muestra claramente los elementos que venimos describiendo en la 
sección anterior y que lo conforman, estas son: el Área de diagramación donde será 
arrastrados y puestos los elementos seleccionados del Cuadro de  herramientas que 
contiene el conjunto de herramientas que permiten la creación de diagramas y 
finalmente el Cuadro de controles que contiene mandos para realizar zoom sobre el 
diagrama en edición o regresar a la cuenta aldedo. 





Figura 152. Ejemplo creación de diagrama 
 
Fuente: Elaboración personal, 2008 
 
Esta ilustración nos presenta un diagrama creado con este editor y en proceso de 
modificación de una de las propiedades de un elemento, tal como se enseña en el cuadro 
de propiedades a la derecha del elemento llamado socio el cual nos permite modificar 
como anteriormente se planteó el nombre del elemento. 
 
11.5. DIAGRAMA DE CLASES COMPLETO 
Dado el tamaño de modelo presentado al inicio de la sección, obviaremos algunas 




Figura 153 Diagrama de clases completo para realización de EventosDiagramacion 
 





Figura 154. Diagrama de clases completo para realización de EventosDiagramacion 
 
Fuente: Elaboración personal, 2008 
 
El anterior diagrama proviene del mostrado inicialmente llamado Diagrama de clases 
realización de EventosDiagramacion recordemos que la relación empleada aquí no es 
una especialización sino una realización, es decir que funcionalidad descrita para la 
clase EventosDiagramacion, estará repartida entre las clases que la realizan, estas 
tienen asociada todo el proceso de edición de diagramas, tal como se ha diseñado 
durante este capitulo, aun así oculta detalles de su implementación y es posible que en la 
misma aparezcan más métodos y atributos para las clases aquí mostradas. 
Es bueno resaltar el hecho que la clase EventosElemento, se ha  separado en dos para 
los grandes subconjuntos de elementos que caracterizan este tipo de diagramas, 
EventosRelacion y EventosNodos. Además aparece un manejador más, que no había 
sido considerado EventosEditor el cual llevara a cabo la funcionalidad principalmente 




Figura 155. Diagrama de clases para Diagramacion 
 
Fuente: Elaboración personal, 2008 
 
11.6. MODELOS DE EVENTOS DE INTERFAZ GRÁFICA 
Debido a la interacción entre el usuario y la herramienta, se referencian a continuación 
los modelos más comunes para el manejo de eventos de interfaz gráfica, que son 
implementados por  la mayoría de las herramientas de programación. 
 
11.6.1. Modelo de propagación.   
Los componentes de la interfaz gráfica forman parte de una jerarquía de componentes 
visuales, en éste modelo cada evento iniciado es capturado por un nodo hoja dentro de 





Figura 156. Modelo de propagación para manejo de eventos 
 
Fuente: Elaboración personal, 2008 
 
11.6.2. Modelo de delegación.   
A diferencia del anterior en este modelo se define una jerarquía de eventos y sus 
respectivos “Listener” o escuchadores, como se muestra en el gráfico es posible realizar 
una implementación (variación de especialización) de dicho escuchador, para luego 
vincularlo como manejador del evento particular. 
 
Figura 157. Modelo de delegación para el manejo de eventos 
 




Ambos modelos muestran una relación de dependencia con el objeto llamado Event, 
dicho objeto incluye información del evento disparado, esto significa que nuestra 
implementación para el manejo del evento puede obtener información del mismo a 
través de este objeto, dada la dependencia de este, cualquier cambio en él puede 
obligarnos a modificar nuestro manejador.  
Aunque el comportamiento de ambos modelos es diferente, estructuralmente tienen 
similitudes: ambos asocian a un componente gráfico un manejador de evento, el cual 
recibe un objeto Event con información sobre el evento. 
La herramienta de implementación es que será empleada para implementación es 
JavaScript, ésta tiene un modelo de eventos de propagación delegando el control del 
evento a una función que recibe un objeto Event con información sobre el evento, sin 
embargo nos genera un inconveniente, dada la naturaleza del problema puede haber un 
número considerable de eventos de usuario, lo cual nos conduciría a un mayor grado de 
entropía pues el modelo sigue un ordenamiento más orientado a programación 
estructurada, por lo cual se va a emular la estructura de objetos del modelo de 
delegación abusando un poco de la flexibilidad del lenguaje, pero se tendrá presente que 
el comportamiento esta regido por el modelo implementado por el lenguaje. 
 
11.7. SCALABLE VECTOR GRAPHICS (SVG) 
Hasta el momento se ha hecho un manejo de la parte visual de nuestro editor, 
refiriéndonos lo menos posible a la tecnología de implementación utilizada para tal fin,  
en esta corta sección se referencia dicha tecnología conocida como SVG. Es una 
recomendación del consorcio W3C, básicamente es un lenguaje que permite expresar 
gráficos 2D  de una forma textual, una extensión del XML en el ámbito de los gráficos 
bidimensionales.  
Tiene multitud de características que permiten crear gráficos de diversas complejidades, 
con él es posible realizar animaciones, incluir vínculos, e incluso puede ser utilizado en 
unión a lenguajes como JavaScript que permite manejar enlace de eventos  y acceder a  
cada elemento que compone el gráfico mediante tecnología DOM. 





Figura 158. Gráfico SVG para un icono actor 
 
Fuente: Elaboración personal, 2008 
 
Observe que la descripción del gráfico se realiza en un lenguaje que tiene las  
características del lenguaje XML, así, cada etiqueta “forma primitiva” referencia un 
objeto en el grafico, siendo éste el caso para <circle> y <line>, y dentro de cada una de 
estas se especifican un conjunto de atributos en la forma “llave=valor”, dependiendo del 
tipo de etiqueta puede haber diversos atributos, así por ejemplo, para la etiqueta 
<circle> tenemos los atributos cx, cy, r que fácilmente pueden homologarse con las 
características posición en x, posición en y , y radio que efectivamente son las 
propiedades básicas de un círculo, esto no quiere decir que sean los únicos atributos 
para esta etiqueta, por el contrario existe una gran lista de ellos que nos permiten, 
además de variar características básicas, también modificar estilos de apariencia, tal 
como tipo de línea de contorno, color de la misma, o color de relleno, etc.  
De forma similar ocurre con la mayoría de elementos que componen este gráfico, note 
que las etiquetas que llamamos “formas primitivas”, están contenidas en una, la etiqueta 
<g>,  ésta es una etiqueta especial, no hay una representación grafica de la misma, su 
principal función es la de agrupar, si observa con cuidado a ella se ha asignado un 
atributo “id=actor”, si bien cualquier elemento puede tener este tipo de atributo, se 
decidió que estuviera allí para facilitar el trabajo de transformación que pueda 
presentarse producto de la interacción con el usuario sobre el conjunto de elementos 
gráficos. 
Por ultimo la etiqueta <svg> determina el comienzo y fin de un documento de este tipo, 
también cuenta con cantidad de atributos, sin embargo no es de interés para este 
documento ser un manual de referencia de esta tecnología, sólo la referirnos aquí, por el 





12. SUBPAQUETE GESTIÓN SOLICITUDES DIAGRAMA 
 
Las funciones de este paquete son las de mantener persistencia de los diagramas de 
trabajo y permitir comunicar al grupo de trabajo con el servicio manejador del recurso 
compartido. 
La funcionalidad de éste subpaquete tiene una cohesión con el subpaquete 
<<recursocompartido>>, debido a que el paquete actual es una interfaz proporcionada 
por el servicio de gestión de recurso compartido y la interacción con el componente de 
la interfaz gráfica de usuario.  
 
12.1. ESTRUCTURA DEL PAQUETE 
 
Figura 159. Diagrama básico de clases para el subpaquete gestión de solicitudes diagrama 
 
Fuente: Elaboración personal, 2008 
 
El anterior diagrama muestra las clases que serán empleadas para la realización del 
paquete objeto de trabajo.  Observe lo siguiente, por una parte la clase 
ReceptorSolicitud, a pesar de tener el mismo nombre, y funcionalidad similar a la del 
paquete <<recursocompartido>> no son físicamente los mismos componentes pues 
como se ha enseñado en el diagrama de distribución, ambos paquetes están en nodos 




disponibles en cada nodo, además agrega la funcionalidad correspondiente a la gestión 
del almacenamiento y recuperación del recurso. 
La clase Mensaje tiene solo la función de crear el mensaje acorde con el formato 
previamente descrito. Por su parte Diagrama controla el acceso y consulta de la base de 
datos, que contiene los recursos de trabajo. Las otras dos clases, hacen referencia a los 
mecanismos de diseño elegidos para la ejecución de la funcionalidad de cada clase. 
 
12.2. COMPORTAMIENTO DEL PAQUETE 
 
12.2.1. Nuevo Diagrama 
 
Figura 160. Diagrama de secuencia para nuevo diagrama en subpaquete gestión de solicitud 
 
Fuente: Elaboración personal, 2008 
 
Esta solicitud es realizada por algún integrante de un grupo. Se encarga por una parte de 
crear un nuevo recurso en la base de datos e indicarle al manejador de recurso 
compartido que cree uno nuevo con el fin de comenzar su modificación, el método 
nuevoDiagrama es invocado entonces por mensaje de un objeto de lado del cliente 




diagrama y además crear el recurso. La respuesta al cliente es obviamente el conjunto 
de primitivas de creación de diagramas acorde al seleccionado, en un mensaje de 
activación del editor. 
 
12.2.2. Abrir diagrama existente 
El diagrama en la Figura 162, sigue un patrón muy similar al de nuevo diagrama, la 
diferencia radica principalmente en la función de cargarDiagrama y en la respuesta 
dada al cliente. En la función cargarDiagrama, como el recurso ya ha sido creado, es 
posible en este punto obtener el idres, es decir, el identificador del recurso, con lo cual 
Diagrama retorna, por una parte la información del tipo de diagrama para obtener las 
primitivas de creación que serán enviadas al cliente y por otra una cadena 
representación del recurso, para solicitar su carga al manejador del recurso compartido. 
 
Figura 161. Diagrama de secuencia para abrir diagrama en subpaquete gestión de solicitud 
 





Los dos casos anteriores bien pueden ser vistos como mensajes de apertura, que 
dependen del estado de existencia del diagrama, sin embargo, para el trabajo simultáneo 
será muy común que varios integrantes de un grupo trabajen sobre un recurso 
específico, pensando en esto, existe una validación más hecha durante la realización de 
los anteriores escenarios. 
 
Figura 162. Diagrama de secuencia para apertura de Diagrama 
 
Fuente: Elaboración personal, 2008 
 
Como se enseña en el diagrama cada vez que es recibido un mensaje de apertura, es 
necesario verificar el estado de edición del diagrama, para de esta forma obviar el envío 
innecesario del estado del diagrama al manejador del recurso compartido, luego si se 
detecta que dicho diagrama ya esta siendo editado, se asumirá una operación de 
vincularDiagramador, que realmente solo se encarga de enviar un mensaje tipo 





12.2.3. Cerrar diagrama 
Figura 163. Diagrama de secuencia para cerrar diagrama en subpaquete gestión de solicitud 
 
Fuente: Elaboración personal, 2008 
 
Para la función de cerrar diagrama, lo único diferente es el manejo hecho a la respuesta 
obtenida pues en caso recordemos que en caso de que el recurso sea identifique que 
quien esta solicitando esta operación es el último, almacenara el estado del diagrama 










12.2.4. Realizar modificación 
 
Figura 164. Diagrama de secuencia para modificar diagrama en subpaquete gestión de solicitud 
 
Fuente: Elaboración personal, 2008 
 
El comportamiento de esta funcionalidad tiene una característica importante, y es que 
cada cambio detectado no es ni validado ni almacenado en este punto, además la 
respuesta obtenida representa los cambios que deben ser realizados por el cliente para la 
actualización de su área de trabajo frente a los hechos por los miembros de su grupo.  
 
12.3. DESCRIPCIÓN DEL MENSAJE 
Pensando en  la comunicación con el WorkServer se diseño la estructura básica del 
mensaje para facilitar la futura agregación de nuevas funcionalidades. 
El formato del mensaje es el siguiente: 
{“idres”:””, “idrem”:””, “idelem”:””, “action”:””, “args”: {[key: value,]*}} 




• <<idres>>  es el identificador del recurso a ser modificado, el usuario no tiene 
conocimiento de este valor pero es utilizado para llevar a cabo las acciones 
solicitadas sobre un recurso específico. 
• <<idrem>> es el identificador del remitente, permite reconocer que integrante del 
grupo esta solicitando la acción a realizar. 
• <<idelem>> es el identificador del elemento sobre el que se ejecutaran las acciones, 
dependiendo del tipo de acción puede ser requerido o no. 
• <<action>> indica la acción solicitada sobre un recurso y puede tomar uno de los 
siguientes valores: [new | del | mod | close | load | add], algunas aplican a nivel de 
diagrama y otras a nivel de elementos del diagrama. 
• <<args>> son el conjunto de argumentos en la forma (llave: valor) necesarios para 
la ejecución de la tarea solicitada. 
Como se menciono la anterior estructura, es muy flexible pues podemos modificar 
cualquier propiedad de cualquier elemento, sin variar ésta. 
El identificador args puede tener varios estados, dependiendo de los valores para los 
identificadores action e idelem: 
 
Tabla 25. Mensajes definidos para diagramación 
idelem action args 
null new {“name”:”Nombre del diagrama”} 
null load {} 
null close null 
Id_valido add {“name”:””, ”posx”:””, ”posy”:””,…} 
Id_valido mod {“param1”:”value”,”param2”:”value”,...} 
Id_valido del null 
 
El estado de null más que un valor valido significa que en el mensaje no aparecerá la 
variable citada. 
La anterior es una descripción algo superflua que nos permite reconocer las diferentes 
partes de la cadena del mensaje. Sin embargo, a continuación se tratara un poco más 




msj_display ::= “{” [param_list](“,”[args_list]) “}” 
param_list ::= param (“,”param)* [“,”] 
param ::= key_param “:” value_param 
args_list ::= arg (“,”arg)* [“,”] 
arg ::= key_arg “:” value_arg 
key_param ::= “new” | “add” | “load” | “close” | “mod” | “del” 
key_arg ::= [“name” | “posx” | “posy”] 
value_arg: identifier 
value_param: identifier 
identifier::= (letter|"_") (letter | digit | "_")* 
 
12.4. DIAGRAMA DE CLASES COMPLETO 
A continuación se enseña el diagrama de clases completo para este paquete, es necesario 
recordar que los métodos mostrados al momento son producto del análisis y diseño, y 
que dada el entorno de implementación elegido es posible que sean agregados nuevos 
métodos para la realización de dicha funcionalidad. 
 
Figura 165. Diagrama de clases completo para el paquete gestión solicitudes diagrama 
 
Fuente: Elaboración personal, 2008 
 
Un último detalle es que los mecanismos de implementación de socket y BD pueden 
seguramente variar entre métodos y objetos, por lo que se quiere aclarar que en el 
anterior diagrama la representación de los mismos solo pretende mostrar una 





13. SUBPAQUETE GESTIÓN DEL RECURSO COMPARTIDO 
 
Para la gestión del área compartida se elaboro previamente el siguiente diagrama de 
colaboración: 
 
Figura 166. Diagrama colaboración, gestión de recurso compartido 
 
Fuente: Elaboración personal, 2008 
 
Debe tener presente que la clase Diagrama se encuentra en el servidor Web y de 
Aplicación, para el trabajo cómo recurso compartido se tiene una copia del estado del 




Figura 167. Distribución del subpaquete recurso compartido en el nodo WorkGroup 
 
Fuente: Elaboración personal, 2008 
 
Note que las clases asignadas al nodo Servidor Workgroup son ambas de control, dado 
que el sistema esta siendo creado según las necesidades del usuario y él no requiere una 
interfaz para chequear el funcionamiento de esa parte, no se cuenta con GUI’s, sin 
embargo, es posible proponer una interfaz que permita en un futuro al administrador del 
sistema ver el estado actual del servicio, y conocer además la interacción de los actores 
sobre un recurso específico. Además puede proponerse mostrar un conjunto de 
parámetros que permitan conocer la eficacia del servicio y hasta los posibles conflictos 
que se estén generando producto de las interacciones de los grupos de trabajo sobre un 
recurso. 
Las clases identificadas en el anterior diagrama de colaboración sólo consideran el 
ámbito del problema, por esta razón en esta sección, diseñaremos una solución que 
puede adicionar más clases a las consideradas, esto hará que las responsabilidades de 
éstas se distribuyan en varias otras. 
Sí se lee detenidamente, puede darse cuenta, qué parte de la funcionalidad de la clase 
GestorDiagrama debe estar también en el paquete <<gestionsolicituddiagrama>> el cual 
se hospeda en el servidor Web, es decir que estas responsabilidades se llevarán a cabo 
en dos nodos diferentes, puede tomarse como ejemplo crear nuevoDiagrama  según lo 
descrito en éste párrafo el Servidor Web recibirá una petición de creación de recurso, 
como él contiene las bases de datos, lógicamente será quien creé el registro con la 
información proporcionada por el usuario en la tabla adecuada de la base de datos, pero 
además debe iniciar las tareas que corresponden al Servidor Workgroup, es decir, las 
concernientes a la creación del recurso y gestión de solicitudes de modificación, para 
trabajo en grupo.  
• GestorDiagrama: Controlador de acciones de un grupo sobre un recurso de área de 




• Monitor: Controlador que permitirá reconocer el estado de la conexión, para 
asegurar la persistencia de los cambios. 
Por su parte la clase Monitor debe necesariamente implementarse en el servidor 
Workgroup, pero será solo considerada en futuras implementaciones. 
Dadas las responsabilidades de las clases anteriores y el despliegue de este paquete se 
pueden identificar las siguientes clases de diseño. Lo que se hace realmente es 
fragmentar la clase GestorDiagrama, cuya finalidad es controlar las acciones de un 
grupo de trabajo sobre un área compartida, en varias clases de diseño que servirán a éste 
propósito.  
• EscuchadorConexion y ReceptorSolicitud: para atender las conexiones de un 
usuario y recibir sus peticiones. 
• GestorCompartido: hospeda los recursos actualmente activos, además identifica de 
quién proviene y cómo debe interpretarse el mensaje de la petición de 
modificación. 
• Resource: es el recurso en sí, pero su diferencia con Diagrama radica en que es una 
copia temporal de éste, únicamente para la sesión de trabajo. 
• Worker: debe finalmente realizar la operación solicitada a nivel de elementos del 
recurso y manejar la concurrencia sobre el mismo. 
Así bien, en esta sección pensaremos únicamente en las solicitudes que pueden ser 
recibidas por parte del Servidor Workgroup, pues se ha determinado que el paquete 
<<recursocompartido>> se implantará sobre éste, por esa razón se diseñará pensando en 
esta decisión. Se describe entonces la estructura que tendrán  y cómo deben interactuar 
estas clases para realizar las tareas concernientes al nodo de despliegue referido. 





13.1. ESTRUCTURA DEL PAQUETE  <<RECURSOCOMPARTIDO>> 
 
Figura 168. Estructura básica del subpaquete recurso compartido 
 
Fuente: Elaboración personal, 2008 
 
Como se observa las clases EscuchadorConexion y ReceptorSolicitud especializan la 
funcionalidad de Thread quien es una clase hilo genérica, hasta el instante no se ha 
determinado su contraparte en la implementación, vamos a describir porqué se diseño 
de esta manera el paquete recursocompartido. Es decir, cuál fue el motivo para proponer 
esta estructura como solución.  
La clase EscuchadorConexion tiene una dependencia de uso de un objeto tipo socket, 
este es un recurso para realizar conexión a servicios, mediante la especificación de una 
URL, es decir, una dirección IP más un puerto de conexión. Dentro de las herramientas 
que este objeto nos entrega existe un llamado que bloquea el hilo de ejecución actual y 
realiza la recepción de conexiones, sí se le emplea para la interpretación del mensaje, 
estas operaciones posiblemente generarían una latencia en el proceso que de seguro será 
detectada por aquellos clientes que deban controlar una excepción tipo   
ConnectionRefused, o algo que se le parezca. Por eso la clase implementa su propio 
hilo, una vez establecida la conexión entrega a ReceptorSolicitud ésta, para que pueda 
entonces recibir los mensajes de petición y enviar las respuestas al cliente en dicha 
conexión.  
Se tiene quien atienda las conexiones, quien reciba y envié los mensajes al destinatario 
específico, se describirá entonces quién interpreta cada mensaje, procesa la petición y 




Como se intuye la gestión de los recursos exige la manipulación simultanea de varios de 
estos, además del trabajo simultaneo sobre ellos por parte de un grupo. Considerando 
esto se crea la clase GestorCompartido, la cual toma este nombre por dos razones. En 
primer lugar es una clase que contiene todos los recursos sobre los que se está 
trabajando, y en segundo lugar porque sus objetos se encargan de la interpretación de 
mensajes sobre el recurso que conservan.  Así, ésta clase contiene un listado de todos 
los recursos actualmente activos del sistema, permitiendo de esta manera incluir 
mensajes para la gestión a nivel de recurso; es decir, mensajes de apertura del recurso, 
carga, cierre, etc. En el otro caso realiza una redirección de los mensajes de edición de 
elementos al Resource que alberga. Para esto, cada recurso instancia un objeto Worker 
por petición, para ser más específico, ésta clase es simplemente un hilo que finalmente 
interpreta los mensajes y controla la concurrencia sobre el recurso compartido. Dicho 
control regula el trabajo sobre un mismo elemento evitando la realización de la tarea 
solicitada en el mensaje cuando el elemento esta siendo utilizado por otro. 
Dadas las características del problema, el recurso puede dividirse en elementos que 
serán objeto de cambio de las peticionas, para evitar un bloqueo y simular una 
concurrencia como decisión de diseño se utilizará una estructura tipo DOM (document 
object model) para el recurso, esto tiene una ventaja, y es que permite fraccionar los 
distintos elementos y protegerlos individualmente del acceso simultaneo. 
Se describe a continuación el tratamiento de los diferentes llamados que pueden ser 
atendidos por el servidor Workgroup. 
 
13.2. COMPORTAMIENTO DEL PAQUETE 
 
13.2.1. Nuevo recurso 
El diagrama de la Figura 170 muestra las operaciones llevadas a cabo por el servidor 
luego de la recepción de un mensaje solicitando la creación de un nuevo recurso. Un 






Figura 169. Diagrama de secuencia Nuevo Recurso 
 
Fuente: Elaboración personal, 2008 
 
Un aspecto importante a resaltar aquí es el llamado al método getInterprete, lo que se 
pretende con este es crear un objeto de la clase GestorCompartido, cada vez que este se 
invoca, revisa sí existe dentro de la lista de objetos de esta clase,  un objeto que tenga un 
identificador igual al idres enviado en el mensaje, de ser así quiere decir que dicho 
objeto ya ha sido previamente creado y se retorna una referencia éste, la cual deberá 
realizar la interpretación del mensaje, de lo contrario el objeto es creado y anexado a la 
lista de gestorRecurso (lista de objetos de la clase GestorRecurso). 
Luego que el objeto ReceptorSolicitud obtiene la referencia al objeto 
GestorCompartido, invoca su método interpretarMensaje(msj),  este método tiene la 
función de identificar si la operación solicitada es a nivel de recurso o si es a nivel de 
elementos del recurso, redirigiendo ésta en el segundo caso al objeto Resource. Dado 
que el mensaje actual es de creación, parte del trabajo ya esta hecho con la instancia del 
objeto actual, sin embargo aun hace falta un detalle, como un recurso puede estar siendo 
editado simultáneamente por diferentes personas, es necesario mantener un registro de 
aquellos que están trabajando actualmente sobre el recurso, la razón es simple, cada uno 
de ellos debe recibir un lista de actualización, como respuesta a la acción realizada y 




Un diagrama del lado del cliente puede actualizarse por dos razones, como solicitud 
directa de actualización, o bien como resultado de una operación realizada por quien 
edita el recurso, es decir una petición cualquiera. 
Una nota importante es, que cuando un nuevo diagramador ingrese a la sesión de trabajo 
no se creara un nuevo recurso para este, sino que será vinculado a la lista de miembros 
anteriormente mencionada y su respuesta será el estado actual del recurso. 
 
13.2.2. Cerrar recurso 
Este diagrama en la figura 171 es muy similar al previamente documentado pero 




Figura 170. Diagrama de secuencia Cerrar recurso 
 
Fuente: Elaboración personal, 2008 
 
Un par de anotaciones importantes, la función del método closeResource, éste debe  
chequear el número actual de miembros que están trabajando sobre el recurso para de 
esta manera saber si elimina por completo el recurso o sólo retira a este usuario sin 




xmlresponse estará vacía indicando que el usuario ha sido retirado con éxito, y si es el 
último usuario, contendrá el documento xml completo del recurso para ser almacenado 
en la base de datos. 
 
13.2.3. Operaciones a nivel de elementos del recurso 
Nuevo elemento: Modificar elemento: Eliminar elemento 
 
Figura 171. Diagrama de secuencia para operaciones a nivel de recurso 
 
Fuente: Elaboración personal, 2008 
 
Como notará la Figura 171 está recortada en su lado izquierdo, esto ha sido intencional 
pues se espera que la funcionalidad hasta este punto haya sido aprendida, en las 
descripciones previas. El método interpretarMensaje ha sido invocado y detectó una 
solicitud de modificación sobre algún elemento del recurso. Algunos mensajes de 










Estos listan los mensajes que pueden considerarse como básicos, adición, modificación, 
eliminación para el tratamiento de un elemento.  El diagrama es un tanto genérico pues 
considera los tres como una petición de modificación, sin embargo permite ilustrar las 
responsabilidades a nivel de operaciones para el tratamiento de dichos mensajes. 
En este diagrama intervienen otros dos objetos en adición a los vistos en los diagramas 
anteriores ellos son Resource y Worker. Por su parte Resource contiene el recurso que 
será un objeto DOM, pero además para su implementación una colección de objetos que 
nos permite asociar a cada elemento en el objeto DOM un lock o algo así como un 
seguro, que permitirá controlar las acciones realizadas por múltiples usuarios sobre ese 
elemento particular. 
Por su parte, Worker, que dado el diagrama de clases, nos indica que especializa a 
Thread, es decir, será un hilo, tendrá como función llevar a cabo las acciones sobre 
elemento, así lo muestra el anterior diagrama en donde en la interpretación del mensaje 
por Resource se instancia un objeto de tipo Worker entregando una referencia al 
recurso, dicho objeto, resolverá la petición, y modificará el recurso, solicitando el lock 
que controla los accesos al elemento. Finalmente, luego de liberar el lock de ese 
elemento reporta los cambios realizados al gestor compartido en el método 
reportChange, en donde se apilará por cada integrante en la sesión una referencia al 
elemento modificado, para que pueda ser informado de los cambios realizados por los 
demás miembros del grupo. 
 
13.3. DIAGRAMA DE CLASES COMPLETO 
Dada la especificación de los anteriores diagramas de secuencia se puede refinar el 
diagrama de clases inicial al identificar y asignar las operaciones sobre las clases que 
forman parte de este paquete, recuerde que básicamente este paquete se implantará  por 




Figura 172. Diagrama de clases completo para el paquete, recurso compartido 
 
Fuente: Elaboración personal, 2008 
 
Es posible también que en la implementación aparezcan nuevas operaciones que ayuden 






14. GESTIONAR ESTADO DIAGRAMA 
 
Otro de los casos de uso enmarcados dentro de la funcionalidad delegada al paquete 
<<diagramacion>> es gestionar el estado del recurso, básicamente consiste en manejar 
los diferentes estados durante el “tiempo” de vida de un diagrama, dadas las diferentes 
etapas establecidas por las políticas de aldedo. 
Se quiere en esta sección aclarar esta parte de la funcionalidad del paquete. Con este 
objetivo se presenta a continuación la realización del caso de uso en el diagrama de 
colaboración. 
 
Figura 173. Diagrama de colaboración, gestionar estado diagrama 
 





Para comenzar, se decidió relacionar este caso de uso con el paquete 
<<diagramacion>> como un intento por preservar el control de los estados del 
diagrama  cerca de la clase Diagrama. En éste se presenta una funcionalidad importante 
que es cambiar estado, que permite realizar o no sobre el diagrama ciertas acciones que 
también pueden modificar el estado del mismo.  Por lo tanto, es importante tener un 
control que permita validar el cambio de dicho estado según el estado actual y la acción 
llevada a cabo por alguna entidad de la comunidad (grupo, integrante). 
Para comprender mejor los diferentes estados que deben ser controlados, se tiene el 
diagrama de la Figura 175. 
 
Figura 174. Diagrama de transición de estados para el recurso diagrama 
 





Este diagrama de transición de estados enseña los diferentes estados por los que 
atraviesa un diagrama durante su ciclo de vida completo, además de las diferentes 
acciones que provocarán un cambio entre un estado y otro. De esta manera se muestra la 
importancia de tener un control. Además, en cada estado existe una serie de permisos 
que deben ser cumplidos producto de las políticas de gestión de recursos. 
Para tener una idea más detallada del comportamiento de estas clases atendiendo la 
funcionalidad citada, se presenta el siguiente diagrama de secuencia. 
 
Figura 175. Diagrama de secuencia para cambiar estado diagrama 
 
Fuente: Elaboración personal, 2008 
 
Aquí hay varios puntos muy importantes, primero sabemos bien, por lo descrito en los 
otros subpaquetes de <<diagramacion>> que la clase de análisis GestorDiagrama fue 
dividida en diversas clases del diseño, aquí no ha sido la excepción,  puesto que como se 
observa se tiene una clase llamada GestorEstado cuya responsabilidades pasaran a ser 
las asignadas a GestorDiagrama para el caso de uso actual, además será quien 
implemente la maquina de estados, mostrada anteriormente. Dado esto tendrá una gran 
dependencia de la clase Diagrama con quien colaborara para realizar las permutaciones 
apropiadas entre estados. 
El manejo de los permisos y la validación de acciones, será responsabilidad absoluta de 




paquete <<permisos>>, por ahora se puede decir básicamente que su tarea es validar 
frases del tipo (Sujeto Verbo Objeto), un ejemplo de  ello para la situación analizada 
puede ser (Entidad cambiaEstado Recurso), en palabras podemos decir que la tarea del 
gestor seria resolver el sujeto, objeto y solicitar una correspondencia a la entidad 
Permisos.  De esta manera enviaría un mensaje a Permisos tipo getPermiso(“Carlos 





15. DISEÑO DEL PAQUETE <<CONTACTO>> 
 
Un aspecto importante dentro de la comunidad es la comunicación, ésta se realiza de 
dos maneras. La primera de ellas es el contacto mediante el envío de mensajes entre 
entidades de la comunidad; muchas de las interfaces enseñadas hasta el momento, 
incluyen enlace de contactar dentro de sus menús, e incluso las listas de diferentes 
elementos o recursos de la comunidad pueden ir acompañados de estos enlaces. Cada 
integrante y grupo posee dentro de su cuenta una lista de mensajes enviado por alguna 
otra entidad dentro de la comunidad. Por otra parte hay otra manera de comunicarse, 
ésta únicamente involucra la comunicación dentro del grupo, es activado cuando dos o 
más integrantes de un grupo, coinciden en una actividad en la comunidad. 
Durante este capítulo se verá, cómo éste paquete lleva a cabo ambos métodos de 
comunicación. El siguiente diagrama nos enseña como se ha decido dividir las 
prestaciones de este paquete en subpaquetes, que realizan la funcionalidad asignada al 
mismo. 
 
Figura 176. Realización del paquete <<contacto>> 
 
Fuente: Elaboración personal, 2008 
 
La asignación de las clases previamente identificadas a este paquete  y otro par que 
fueron asignadas dado el proceso de diseño de paquetes previos se muestra  claramente 




mismo, aunque en el capítulo de análisis describimos su funcionalidad, profundizaremos 
en la manera como se espera dar solución a ambos requerimientos. 
Figura 177. Jerarquía del paquete <<contacto>> 
 
Fuente: Elaboración personal, 2008 
 
1. Mensajería instantánea: paquete para prestar el servicio de mensajería instantánea, o 
chateo entre los integrantes de un grupo. 
Nombre: <<msjins>> 
• Chat: Interfaz grafica para la comunicación entre integrantes de un grupo. 
• GestorCanal: Controlador responsable de la conexión, transferencia, gestión de 
la perdida de conexión. 
2. Interfaz de contacto mail: contiene principalmente las clases de interfaz que 
intervienen en el proceso de envío de mensajes entre entidades de la comunidad. 
Nombre: <<mail>> 
• Contacto: Cuadro de diálogo que despliega las opciones para el contacto 
mediante mensajes entre entidades de la comunidad. 
• Buzon: Componente gráfico que contiene los mensajes privados enviados a esta 
entidad por cualquier otra entidad en la comunidad, sólo puede ser vista por la 




• VisorMensaje: Permite a la entidad que recibe el mensaje, ver el contenido de 
éste y acceder a opciones de respuesta. 
3. Gestión de servicio de contacto: contiene las clases control para supervisar la 
creación, envío y entrega de mensajes entre las entidades de la comunidad. 
Nombre: << gestioncontacto >> 
• GestorContacto: Permite manejar el envío de mensajes entre las diferentes 
entidades de la comunidad. 
• GestorInteraccion: Controlador que se encarga de vigilar las relaciones de 
contacto o interacción entre entidades. 
• Conversacion: Entidad encargada de manejar el grupo de mensajes 
intercambiados entre entidades de la comunidad. 
 
15.1. DIAGRAMA DE CLASES PARA EL PAQUETE <<CONTACTO>> 
El siguiente diagrama muestra las relaciones principales entre las clases asignadas a este 
paquete y clases de otros paquetes, se desea resaltar que a pesar de las diferencias en 
cuanto a procesamiento que puede haber por parte de ambos servicios el esquema de 
almacenamiento de mensajes será esencialmente el mismo.  
 
Figura 178. Diagrama de clases inicial del paquete <<contacto>> 
 





El diseño propuesto en éste capítulo, hará seguramente un uso exhaustivo de 
reutilización de mecanismos empleados para la implementación de los anteriores 
paquetes, pues como se hará notar, muchos componentes ya han sido creados. 
 
15.2. SUBSISTEMA CONTACTO 
Del paquete <<contacto>> realizamos una traza al nivel de diseño, representándolo 
como un subsistema que se distribuirá dada la arquitectura elegida. 
 
Figura 179. Realización del paquete en subsistema 
 
Fuente: Elaboración personal, 2008 
 
Como se había mencionado se empezará a realizar una reutilización de recursos creados 
hasta el momento, uno de ellos es el que tiene que ver con el subsistema Gestor recurso 
compartido, desarrollado durante el diseño del paquete <<diagramación>>, lo 
emplearemos para el servicio de mensajería instantánea. Los otros subsistemas 
identificados se han distribuido manteniendo el esquema manejado hasta el momento, 
nuevamente como en otras oportunidades, se hace notar que algunas de las clases de 





Figura 180. Distribución del subsistema Gestión contacto sobre la arquitectura 
 
Fuente: Elaboración personal, 2008 
 
Dado que aparentemente se puede diferenciar las prestaciones de dos servicios de este 
paquete, tanto su estructura como su comportamiento serán descritos a continuación 






16. SERVICIO DE MAIL 
 
El caso de uso asociado a esta funcionalidad es ContactarEntidad, a continuación 
haremos una realización del mismo en términos de operaciones y de las clases 
identificadas en el diagrama de colaboración del capítulo de análisis. 
 
16.1. ESTRUCTURA DEL PAQUETE 
El conjunto de clases que son empleadas en el desarrollo de ésta funcionalidad se 
enseña el la Figura 182. 
 
Figura 181. Estructura del paquete <<contacto>> para el servicio de contacto 
 
Fuente: Elaboración personal, 2008 
 
Hay tres interfaces gráficas que permiten realizar las actividades de este servicio, 
_:Contacto, _:Buzon y _:VisorMensajes el primero es un formulario de captura de 
información que incluye datos sobre el remitente, el destinatario, el tipo de asunto y el 




través de éste se tiene acceso al servicio. Por su parte _:Buzon, es un componente 
gráfico con una lista de mensajes enviados a la cuenta de la entidad actual incluye junto 
a cada elemento de ésta un conjunto de enlaces a las operaciones que pueden realizarse 
sobre el mensaje, finalmente _:VisorMensajes, en una interfaz de despliegue de 
información que muestra la información completa para el mensaje citado. 
El _:GestorContacto esta compuesto por un _:GestorInteraccion y tiene una 
dependencia de uso de la clase entidad _:Conversacion para el almacenamiento de los 
mensajes creados. Por último existe una relación entre el gestor de interacción y otras 
clases de control para manejar los requerimientos de evaluacion de interacción. Estos 
temas se tratan en el diseño del paquete <<generico>>, pero se citan aquí dado que el 
inicio de sus acciones es producto de las operaciones para éste subpaquete. 
 
16.2. COMPORTAMIENTO DEL PAQUETE  
 
16.2.1. Iniciar contacto.   
El contacto puede ser iniciado de varias maneras, cada una de ellas manejada en un 
contexto diferente, así si se elige la opción contactar del menú de cuenta desde el home 
de la cuenta de la entidad, el sistema asumirá que se necesita determinar a quien va 
dirigido y que el remitente es el usuario de esta cuenta. Si en proceso de navegación por 
información de recursos de la comunidad, en las cuentas de alguno de estos se recurre a 
este enlace el sistema asume que se quiere contactar a la entidad consultada. Otros 
medios por los cuales se puede acceder a esta funcionalidad son; a través de enlaces en 





Figura 182. Diagrama de secuencia para iniciar contacto 
 
Fuente: Elaboración personal, 2008 
 
Las acciones son iniciadas de alguna de las maneras descritas, lo cual activará  
_:GestorContacto, éste dependiendo del contexto de la relación, enseñara un formulario 
de contacto donde el remitente podrá seleccionar el tipo o asunto del mensaje, ingresar 
el mensaje y finalmente enviarlo. 
 
16.2.2. Entregar mensaje.   
En este punto se tiene la información del mensaje, ahora, el sistema debe coordinar las 
acciones de entrega al destinatario indicado en el formulario de contacto, el 
_:GestorInteraccion cumple con la función de vigilancia de la interacción entre las 
entidades involucradas esto quiere decir que permite evaluar la satisfacción de ambos de 





Figura 183. Diagrama de secuencia para entregar mensaje 
 
Fuente: Elaboración personal, 2008 
 
El elemento etiquetado como Objeto, esta allí para simbolizar el hecho que la acción de 
contactar puede darse  de diversas maneras. 
 
16.2.3. Responder mensaje.   
Cada mensaje dirigido a un usuario es “depositado” en  _:Buzon, éste es simplemente 
un componente gráfico que permite el acceso a la información del mensaje y de igual 





Figura 184. Diagrama de secuencia de responder mensaje 
 
Fuente: Elaboración personal, 2008 
 
Dado que los mensajes pueden estar asociados con algún tipo de relación o asunto, estos 
pueden aparecer con  algunas operaciones preestablecidas,  así por ejemplo, sí el 
mensaje es una invitación para formar parte de algún  proyecto, el asunto aquí sería 
invitación y las operaciones asociadas a este podrían ser aceptar o rechaza, claro está 
esto depende del tipo de mensaje enviado. 
Según muestra el diagrama, cuando la entidad que consulta el mensaje da click sobre 
este, el _:GestorContacto obtiene la conversación asociada notificando una consulta de 
dicho mensaje al objeto _:GestorInteraccion, posteriormente en el :VisorMensajes 
enseña el mensaje, donde igualmente deben aparecer las operaciones asociadas según el 
tipo de mensaje y que incluyen el proceso de inicio de contacto previamente descrito, 
con lo cual el ciclo es repetido hasta que sea terminada dicha conversación donde se 
dará también por terminada la interacción, esto dispara entonces la actividad de 
evaluación descrita a continuación. 
 
16.2.4. Activar evaluación.   
Cada integrante y grupo de la comunidad tiene un “calificación” por llamarlo de alguna 




evaluacion de una relación de contacto, quien esta encargado de iniciar o no dicha 
evaluación para <<contacto>> es precisamente _:GestorInteraccion, cada relación 
maneja un cuestionario diferente, lo que se hace aquí es activar el proceso de evaluación 
para una relación de contacto entre entidades de la comunidad. 
 
Figura 185. Diagrama de secuencia para activar evaluación 
 
Fuente: Elaboración personal, 2008 
 
16.3. INTERFAZ GRÁFICA DE USUARIO 
La primera interfaz importante es el dialogo contactar, compuesto por la entrada del 
remitente, el destinatario, una lista de asuntos, y un área de texto para escribir el 
mensaje. En la Figura 187, se enseña este dialogo en su máxima expresión, es decir que 





Figura 186. Cuadro de dialogo contacto 
 
Fuente: Elaboración personal, 2008 
 
Por su parte el buzón como se ha venido mencionando es un componente gráfico con 
una lista de mensajes enviados a una entidad en particular, dicha lista puede incluir un 
enlace a la cuenta pública del remitente, y algunos enlaces de operaciones asociados al 
tipo de mensaje, sí éste se especificó en el envío. 
 
Figura 187. Buzon de mensajes 
 




Finalmente, el visor de mensajes un box que permite consultar el mensaje recibido y 
responder ya sea con un conjunto de acciones dependientes del asunto, rechazando o 
respondiendo con un mensaje al remitente. 
 
Figura 188. Visor de mensajes 
 






17. SERVICIO MENSAJERÍA INSTANTÁNEA (CHAT) 
 
Se ha decidido manejar ésta funcionalidad de modo similar como  se manejó 
anteriormente el uso del recurso compartido para el paquete <<diagramación>>, 
recordemos que éste servicio es prestado por el nodo de WorkGroup, dado que la parte 
de gestión dicho recurso fue descrito en el paquete citado, aquí se prestará atención al 
tratamiento por parte de los nodos cliente y servidor web, del manejo del recurso de 
operaciones para el chat.  
 
17.1. ESTRUCTURA DEL PAQUETE 
Las clases relacionadas con esta funcionalidad se muestran a continuación: 
 
Figura 189. Estructura del paquete <<contacto>> para  el servicio de mensajería instantánea 
 
Fuente: Elaboración personal, 2008 
 
La clase chat representa el componente gráfico mediante el cual el usuario intercambia 
mensajes con otros usuarios activos sobre en el salón de discusión actual, se quiere 
aclarar que éste servicio se emplea de forma simultánea por los integrantes de un grupo. 
El controlador GestorCanal es quien captura y maneja todas las solicitudes, éste emplea 




diferentes mensajes intercambiados por los integrantes del grupo, y para el manejo del 
recurso compartido hace uso de dos clases vistas en el paquete de <<diagramacion>>, 
Mensaje y ReceptorSolicitud encargados de crear los mensajes de solicitud y dar acceso 
a las prestaciones de dicho recurso. 
 
17.2. COMPORTAMIENTO DEL PAQUETE  
 
17.2.1. Activar chat.   
Es una actividad que se da inicio cuando un integrante de un grupo en una sesión de 
trabajo para un proyecto, presiona el vinculo Chat, con lo cual el sistema comprueba 
qué usuarios del grupo particular están conectados a la sección de trabajo actual y crea 
un nuevo recurso de intercambio de mensajes que será compartido por ellos, esto si no 
se ha creado uno todavía. 
 
Figura 190. Diagrama de secuencia para nueva conversación 
 





Luego de crear los recursos para la gestión de la comunicación, se activa el chat para 
cada usuario, dentro de su sesión de trabajo actual. Ahora los usuarios activos de este 
proyecto pueden empezar a comunicarse. 
 
17.2.2. Unirse a conversación.   
Si un integrante de un grupo ingresa a la sesión de trabajo y desea comunicarse con el 
grupo, pero éste ya inició una conversación, puede unirse a esta conversación,  ya que el 
manejo del recurso compartido inicialmente dará apertura a la conversación actual y a 
cambio enviará al integrante una colección con los mensajes escritos hasta el momento. 
 
Figura 191. Diagrama de secuencia de unirse a conversación 
 
Fuente: Elaboración personal, 2008 
 
El recurso compartido es informado del nuevo usuario con lo cual creará una entrada 
para los cambios informados al mismo,  y retornara el recurso actual, para ser enviado al 
usuario, más adelante  en este capitulo se determinan los diferentes mensajes que serán 





17.2.3. Nuevo mensaje.   
Similar a como se realizó la creación de elementos para el diagrama en el paquete 
<<diagramacion>>, se crean aquí elementos, pero ésta vez de tipo mensaje, éste es sólo 
una cadena de texto introducida por un usuario. 
 
Figura 192. Diagrama de secuencia para nuevo mensaje 
 
Fuente: Elaboración personal, 2008 
 
Cada vez que el usuario ingresa  una cadena de texto en la interfaz gráfica Chat y 
presiona la tecla de  enter, se inicia el proceso de transmisión del mensaje, con lo cual 
_:GestorCanal pide a la objeto de la clase _:Mensaje formatear un mensaje de tipo 
creación de elemento cuyo contenido es la cadena de texto en su interior, luego 
transfiere dicho mensaje al gestor de recurso compartido y a cambio espera un conjunto 
de elementos en formato XML, con los cambios a comunicar al usuario.  
 
17.2.4. Cerrar chat.   
Cuando uno de los integrantes desea salir de la conversación lo único que debe hacer es 
cerrar el box flotante del chat, con lo cual el sistema inicia las operaciones de liberación 




Figura 193. Diagrama de secuencia para cerrar chat 
 
Fuente: Elaboración personal, 2008 
 
Recordemos que puede haber  varias personas en esta actividad, así que es necesario 
verificar si existen aun dos o más de ellas, para realizar la solicitud al recurso 
compartido de cerrar la sesión de trabajo. 
En el momento en que la última persona sale del chat, informando dicha acción al gestor 
de recurso compartido, se obtiene de él una cadena en formato XML, con la 
conversación completa llevada a cabo entre los integrantes del grupo.  
 
17.3. DISEÑO DE LOS MENSAJES ENTRE SUBSISTEMAS 
La estructura de mensajes para el gestor de recurso compartido ya había sido definida 
anteriormente, no se explicará dicha estructura pero se usará para definir los mensajes 
utilizados en este subsistema por las actividades descritas. 
{“idres”:””, “idrem”:””, “idelem”:””, “action”:””, “args”: {[key: value,]*}} 
La siguiente tabla enseña los valores para los parámetros correspondientes a cada 





Tabla 26. Mensajes para Chat 
 idelem action args 
Nueva 
conversación 
null new {“name”:”Conversacion”} 
No implementado null load null 
Cerrar null close null 
Nuevo elemento Id_valido add {“text”:”cadena de texto”,} 
No implementado Id_valido mod null 
No implementado Id_valido del null 
 
El estado de null más que un valor valido significa que en el mensaje no aparecerá el 
parámetro asociado. El parámetro idres coincidirá con el identificador asociado a la 
conversación en la creación de la nueva entrada en la base de datos. El parámetro idrem 
es el identificador del remitente, permite reconocer que integrante del grupo esta 
solicitando la acción a realizar. 
 
17.4. INTERFAZ GRÁFICA DE USUARIO 
La única interfaz gráfica con la que el usuario se entenderá en esta actividad es la del 
chat que se muestra a continuación, básicamente es sólo un cuadro de dialogo flotante 
con un área donde se despliega los mensajes publicados y enviados, además un cuadro 
de texto para ingresar el mensaje. 
 
Figura 194. Interfaz gráfica de chat 
 




17.5. DIAGRAMA DE CLASES COMPLETO 
El diagrama de la Figura 195, omite la clase Examinador  pues será tratada con más 
detenimiento en el diseño de paquete <<generico>>. 
 
Figura 195. Diagrama de clases completo para el paquete contacto 
 





18. DISEÑO DEL PAQUETE <<GENERICO>> 
 
Cuando se distribuyó los paquetes en el capítulo de análisis, también se mencionó que 
era una distribución inicial y que sólo representaba un punto de partida para manejar la 
complejidad debido a lo grande que se proyectaba el sistema, luego de elaborar la 
mayoría de paquetes y realizar los casos de uso en diagramas de secuencia, se reconoció 
un conjunto de actividades con características similares, esto llevo a la conclusión de 
que sería mejor agruparlos en un paquete nuevo, que ha sido nombrado como 
<<generico>> debido principalmente a que la funcionalidad que éste encierra se ha 
prestado para ser utilizado dentro de diversos casos de uso, se espera que en éste 
capítulo se de a entender ésta razón de manera clara y concisa.   
 
Figura 196. Realización del paquete <<generico>> 
 
Fuente: Elaboración personal 2008. 
 
Para empezar el paquete <<generico>> es realizado en función de otro par, llamados 
<<GUI generico>> y <<gestiongenerico>>, si se recuerda, el primero de ellos albergaba 
un conjunto de interfaces gráficas de actividades como la Vinculación, el AreaGrupos,  
etc., sin embargo el segundo surgió de no tener muy claro donde ubicar cierta clases 
debido al empleo similar que se hacían de estos en un conjunto de casos de uso, esto 






Figura 197. Jerarquía del paquete <<generico>> 
 
Fuente: Elaboración personal 2008. 
 
1. Interfaz: contiene la clase con la estructura de la interfaz para prestar el servicio al 
sistema. 
Nombre: <<GUI generico>> 
• Vinculación: Interfaz gráfica que permite crear un relación entre entidades y 
recursos en la comunidad. 
• Formulario: Interfaz grafica de usuario genérica para la creación de formularios 
de captura de datos. 
• Evaluacion:   Generalización de las diferentes interfaces de evaluación. 
 
2. Gestión de solicitudes: similar a otros paquetes contiene las clases de control y 
algunas entidades requeridas para las obligaciones de cada uno. 
Nombre: <<gestiongenerico>> 
• GestorVinculacion: Un controlador que colabora en las actividades de 
vinculación. 
• GestorInvitacion: Controlador que coordina las acciones donde entidades de la 




• Examinador: Identificar el tipo de cuestionario y completar las tareas de 
evaluación modificando los ranking para la entidad evaluada 
• Cuestionario: Contiene los diferentes cuestionarios a realizar a las entidades de 
la comunidad para la evaluación de relaciones entre ellos. 
• Vinculador: interfaz no gráfica para permitir particularizar las actividades 
relacionados con algún tipo de vinculación. 
 
18.1. DIAGRAMA DE CLASES PARA EL PAQUETE <<GENERICO>> 
Las clases antes enunciadas se muestran junto con sus relaciones con otras en el 
diagrama de la Figura 198, del cual se harán las siguientes observaciones: 
Formulario representa una clase de interfaz grafica genérica para la creación de 
formularios, en esta sección serán tratados dos Vinculacion y Evaluacion, los cuales 
tienen asociados su correspondiente manejador de eventos. 
 
Figura 198. Diagrama de clases inicial del paquete <<generico>> 
 




Hay una relación importante entre la clase GestorVinculacion y la interfaz Vinculador, 
como se verá los casos de uso que implementen dicha interfaz acogerán el flujo de 
operaciones definido para GestorVinculacion en éste capítulo. Finalmente la 
importancia del paquete permisos, debido al tipo de función llevada a cabo por el 
GestorVinculacion. 
A continuación se muestra el desarrollo de casos de uso que se pueden llamar de 
comportamiento generico debido principalmente a que definen una secuencia de 
acciones que finalmente deben ser implementadas por cada caso de uso particular que 
les emplee, empezaremos con el comportamiento de vinculación. 
 
18.2. COMPORTAMIENTO DEL PAQUETE PARA EL CASO DE USO 
VINCULACIÓN 
 
18.2.1. Generico vinculación.   
Lo que se pretende en esta sección es definir un conjunto de operaciones que deben ser 
implementadas por los casos de uso que desarrollan una actividad de este tipo, para 
mencionar algunos que son resultado del proceso en éste proyecto, vincular integrante a 
grupo, registrar y vincular a proyecto. Cada uno de éstos tiene un comportamiento 
general similar, que se ha encapsulado en las clases de este paquete, pero la 
determinación de alguna información depende del ámbito de aplicación particular, por 
lo mismo estos casos de uso son llevados a cabo en el paquete con el que más guardaba 
relación, en éstos se determinaron el conjunto de operaciones particulares para 





Figura 199. Diagrama de secuencia para vinculación 
 
Fuente: Elaboración personal, 2008 
 
Inicialmente se empieza por aclarar, a  pesar que el diagrama insinúa  que una entidad 
directamente activa la vinculación, por lo general es el gestor de cuenta de la misma, el 
objeto _:GestorVinculacion solicita al objeto que implementa la interfaz de operaciones 
definidas en Vinculador, obtener un formulario que representa el conjunto de datos de 
importancia para el caso de uso en cuestión, después de tenerlo se despliega en una 
interfaz gráfica de :Vinculacion que en realidad enseña el formulario recuperado, dicho 
formulario puede tener un conjunto de elementos gráficos que involucren un 
procesamiento del sistema, el mismo vinculador deberá proveer dicho gestor de 
acciones. 
Cuando el usuario acepte la vinculación se inicia un conjunto de acciones cuya 
secuencia  y tiempo de invocación es controlado por _:GestorVinculacion, de esta forma 
inicialmente solicita al _:Vinculador verificar la validez de la información introducida 




entidad de la comunidad se solicita una lista de contacto, si el contenido del formulario 
es válido para los fines del :Vinculador y si la lista de contacto no está vacía,  se solicita 
el mensaje que es simplemente una cadena de texto que será enviada con la solicitud, y 
posteriormente se envía esto a toda la lista de contacto. Cuando el proceso de contacto 
es llevado a cabo es porque se requiere una confirmación por parte de las entidades 
involucradas en la actividad, por lo cual se guarda un registro en la entidad 
:VinculacionPendiente que posteriormente permitirá saber como continuar una vez se de 
la confirmación. 
Si por el contrario, no se recupera ninguna lista de contacto, esto significa que la 
actividad no requiere el proceso de confirmación, sin embargo si los datos son validos 
seguramente la actividad quiera culminar el proceso de vinculación inmediatamente, es 
responsabilidad de la clase particular, implementar este método y modificar los 
permisos que sean necesarios. 
El resultado de éste paquete será un flujo de programación dependiente de las 
actividades particulares de cada realización del mismo. 
 
Figura 200. Interfaz definida para Vinculador hasta el momento 
 
Fuente: Elaboración personal, 2008 
 
La Figura 200, muestra el conjunto de operaciones que “deben” ser implementadas por 
las clases para los casos de uso que requieran esta funcionalidad. La palabra se puso 
entre comillas, debido a que hay ciertas combinaciones al implementar estas 
operaciones que permiten alterar un poco las condiciones para la vinculación, por 
ejemplo si desea vincular un nuevo integrante a un grupo, deberá realizar un método de 
la operación, getFormularioVincualcion este formulario seguramente contendrá una 
forma de identificar tanto el usuario como el grupo al que se desea vincular actividades 




usted confía en la forma como se determina la información provista por el usuario en el 
formulario, muy seguramente decida no implementar ninguna operación en el método 
validarDatos, si se ha determinado que antes de realizar la vinculación definitiva de este 
integrante, todos los integrantes del grupo deben estar de acuerdo usted debe retornar 
una colección de direcciones para miembros del grupo e igualmente determinar el 
mensaje apropiado, finalmente sea bien porque el usted decida que requiere o no dicha 
confirmación, deberá implementar el método continuarVinculacion, donde finalmente 
se almacenan los datos y se modifican los permisos de acceso correspondientes para las 
entidades y recursos correspondientes. 
 
18.2.2. Continuar vinculación.   
A pesar que las clases Buzon y GestorContacto no pertenecen a este paquete, estas dan 
inicio a las acciones que culminan el proceso de vinculación generico, permitiendo que 
aquellas especializaciones que requieran un proceso de contacto y confirmación puedan 
culminar sus acciones de forma apropiada. 
 
Figura 201. Diagrama de secuencia para continuar vinculación 
 





Cuando una confirmación de contacto es recibida, el objeto _:GestorVinculacion 
recupera de sus vinculaciones pendientes la información para recrear el estado del 
proceso y validar las condiciones necesarias para continuar con la vinculación, recuerde 
que esto solo será posible si el numero de confirmaciones supera la mitad de las 
entidades contactadas. Finalmente si el proceso se lleva a termino se borra la entrada de 
la vinculación pendiente, con lo cual culminaría el proceso. 
 
18.2.3. Generico desvincular.   
De igual manera como la actividad anterior define una interfaz de operaciones que 
pueden ser utilizadas por varios casos de uso, en esta sección lo haremos con el proceso 
de desvinculación. 
 
Figura 202. Diagrama de secuencia generico para actividades de desvinculación 
 
Fuente: Elaboración personal, 2008 
 
El flujo de actividades cambia sólo en ciertos aspectos, por ejemplo, el formulario 




condición de contacto pero no se especifica aquí, pues ya se vio anteriormente, por 
último se desea resaltar el método continuarProceso, no es necesariamente activado por 
la misma clase éste será invocado cuando las condiciones se hayan cumplido, para 
continuar con el proceso que estaba realizando. Así la interfaz _:Vinculador se completa 
en la Figura 203 con los métodos agregados aquí. 
 
Figura 203. Interfaz vinculador 
 
Fuente: Elaboración personal, 2008 
 
Un punto a resaltar, la clase que implemente estas prestaciones no necesariamente debe 
estar interesada en prestar una funcionalidad para la desvinculación. Así, que los 
métodos para las operaciones de desvinculación pueden estar vacios.  
 
18.3. INTERFAZ GRÁFICA DE USUARIO 
La única interfaz gráfica para enseñar aquí sería formulario <<boundary>>Vinculacion, 
sin embargo, este es diferente dependiendo del ámbito de uso,  por lo cual se ha dejado 








18.4. DIAGRAMA DE CLASES COMPLETO 
 
Figura 204. Diagrama de clases completo para el paquete <<generico>> 
 






19. UNA REFERENCIA DE LA IMPLEMENTACIÓN 
 
Este capítulo tiene por objetivo el de ilustrar algunos temas y decisiones tomadas 
durante el desarrollo en el ámbito de implementación, para empezar se realizó un 
esfuerzo por mantener los principios de la programación orientada a objetos,  por lo que 
se emplearon herramientas que permitieran hacer la implementación bajo este 
paradigma de programación o se acercaban a él. A pesar que dichas herramientas no son 
exclusivas del paradigma citado, implementan muchas de las características de éste. A 
continuación mencionaremos qué herramientas y qué parte de la funcionalidad se 
implementó con ellas. 
El lenguaje de programación Python*,  se empleo en la implementación del subpaquete 
gestión del recurso compartido, de él se usaron varios módulos (paquetes en términos 
de lenguajes exclusivamente orientado a objetos), estos fueron el de manejo de hilos,  el 
de manejador de middleware sockets y el manejador de documentos XML mediante 
creación de arboles DOM. Estas herramientas nos permitieron crear el servicio para la  
modificación de documentos en XML de forma concurrente por varios usuarios, 
también es empleada para la realización del servicio de mensajería instantánea, 
mostrándonos su facilidad de reutilización. 
El lenguaje de programación JavaScript†, es un lenguaje de programación que se utiliza 
principalmente para crear páginas web dinámicas. Técnicamente, JavaScript es un 
lenguaje de programación interpretado, por lo que no es necesario compilar los 
programas para ejecutarlos. No es orientado a objetos sin embargo provee un 
mecanismo que permite crear elementos parecidos a las clases, lo que se suele 
denominar pseudoclase. La razón para elegir éste es que permite trabajar con 
documentos SVG‡, otra tecnología empleada en la descripción de gráficos como 
documentos XML, lo cual da una gran flexibilidad para el manejo gráfico que requería 
la aplicación. 
 
                                                 






El lenguaje de programación  PHP 5*,  (acrónimo de "PHP: Hypertext Preprocessor") es 
un lenguaje "open source" interpretado de alto nivel embebido en páginas HTML y 
ejecutado por  un servidor de aplicación.  Esta versión maneja muchas características de 
los lenguajes orientados a objetos, sin embargo,  no maneja objetos de estado activo 
debido a que trabaja por conexión, cuando esta se activa el lenguaje nos permite crear 
todo un universo de objetos para dar una respuesta a la solicitud portada en la conexión 
pero en cuanto esta termina todo este universo es destruido, fue una de las razones que 
nos motivo a crear el servicio antes mencionado en Python.  De este lenguaje fueron 
empleados una diversidad mecanismos que permitieron la conexión vía sockets al 
servicio de recurso compartido, el acceso a las bases de datos, acceso archivos, entre 
otros. 
 
La técnica AJAX†,  no es una tecnología en sí mismo. En realidad, se trata de la unión 
de varias tecnologías que se desarrollan de forma autónoma.  AJAX es un acrónimo de 
Asynchronous JavaScript + XML, lo que quiere decir que las peticiones HTTP al 
servidor se transforman en peticiones JavaScript que se realizan al elemento encargado 
de AJAX. Las peticiones más simples no requieren intervención del servidor, por lo que 
la respuesta es inmediata. Si la interacción del servidor requiere la respuesta del 
servidor, la petición se realiza de forma asíncrona mediante AJAX. En este caso, la 
interacción del usuario tampoco se ve interrumpida por recargas de página o largas 
esperas por la respuesta del servidor. Esto fue ampliamente utilizado en desarrollo del 
sistema, desde el editor de diagramas, pasando por la búsqueda de recursos de consulta, 
etc. 
 
Navegador Mozilla Firefox 2.0‡, en teoría los navegadores deberían ser indiferentes al 
código JavaScript escrito, para permitir la portabilidad de las aplicación elaborados para 
estos, sin embargo existe algunas diferencias que obligan al desarrollador a considerar 
especificaciones particulares para el manejo de algunas características, dado que esto 
podía retrasar aun más la culminación del trabajo, se  decidió cumplir con las 
características necesarias para que funcionase al menos en uno, precisamente el que se 
ha citado.  
 
El lenguaje de consulta de base de datos MySQL, debido a su facilidad fue empleado 
extensamente en las diversas consultas hecha a la base de datos de aldedo. A 
continuación  se muestra la estructura de la base de datos. 
 







Se implementaron la mayor parte de los casos de uso descritos en el documento,  sin 
embargo no incluiremos el código aquí, debido principalmente a que podría tornarse 
demasiado extenso, éste  se presenta junto con el documento en formato digital.  
 
Para las pruebas empleamos el wampserver*,  donde montamos el sitio, además fue 
necesario configurar el include_path del archivo php.ini para permitir importar las 
clases en el ámbito del proyecto y activar los permisos para que una página web haga 
peticiones en un script php que maneja socket. 








Durante la ejecución de éste proyecto tuve la oportunidad de mejorar mis habilidades en 
el ámbito de proyectos relacionados con software, admito que sin el empleo de muchas 
herramientas para el desarrollo de la propuesta, la complejidad en términos del volumen 
y desconocimiento del ámbito de solución, me hubiese abrumado, sin embargo, no 
puedo decir que haya sido del todo fácil, sino más bien manejable. En cuanto a nuevos 
conocimientos adquiridos, puedo asegurar que fueron tanto en amplitud, como en 
profundidad; pues me ha permitido comprender mejor un conjunto significativo de 
herramientas proveídos durante el transcurso de mi carrera y además aplicarlas en el 
ámbito de desarrollo web, tema donde mi experiencia era casi nula. 
Cuando comencé el desarrollo tenía una idea muy vaga sobre la evolución y alcance que 
puede tener una herramienta de este tipo, luego de leer y conocer más al respecto me 
asombran los desarrollos que se están llevando a cabo en áreas tan diversas como la 
gestión de proyectos, procesamiento de texto, edición de imágenes, modelamiento 3D, 
en el ámbito académico, control de citas medicas, etc. Esto no significa necesariamente 
que en futuro inmediato todo el software funcione bajo esta filosofía, sin embargo es 
necesario tener muy presente que la facilidad de acceso a internet y el aumento en 
velocidad pueden en un futuro, equiparar en varios aspectos a la computación de 
escritorio, agregando muchas ventajas. 
A pesar que la idea se estructura y se concibe inicialmente para el ámbito del desarrollo 
de software, es posible abstraer un modelo más generico de la misma con aplicación en 
el ámbito académico, dada la flexibilidad del lenguaje de modelación UML, su ámbito 
de aplicación más generico son los sistemas, ya que el conjunto de herramientas que nos 
facilita su especificación tiene una amplia aplicación en éstos. 
Un aporte importante al programa Ingeniería de Sistemas y Computación, es este 
documento, como referencia de un proceso de desarrollo software, donde el modelado 
empleando UML no es considerado una herramienta meramente documental, sino, por 
el contrario, su elaboración a sumado significativamente en la actividad de 
programación, al convertirse en un mapa guía de la creación del software. 
Este proyecto explora de manera muy genérica pero, sin dejar de ser formales y 
rigurosos, tanto las relaciones como servicios que pueden ser brindados a una 
comunidad involucrada con el desarrollo del software en actividades de modelado bajo 
una herramienta apropiada para ello. Si bien los autores del UML afirman que es un 




quien lo habilita para un ámbito de aplicación particular lo cual conlleva a pensar que es 
posible utilizar este esquema de trabajo en diferentes ámbitos de aplicación donde sea el 
proceso quien determine el conjunto de los diagramas y el objeto de modelado.  
Como recomendación para trabajos futuros basados en este proyecto se propone: 
• El refinamiento de los perfiles definidos para los usuarios, lo cual permitiría que 
los grupos conformados pudiesen tener integrantes con diversas habilidades que 
permitan realizar un mejor uso de las herramientas. 
• Explorar la hipótesis del empleo de la herramienta UML como herramienta de 
modelado para diversos tipos de sistemas, donde su ámbito de aplicación, es 
definido por el proceso empleado. 
• El análisis por parte del programa Ingeniería de Sistemas y Computación de la 
necesidad de incluir en su plan académico, el estudio de la programación 
orientada a web. 
Personalmente, espero que éste trabajo no tenga un éxito singular (sólo lo lea el 
evaluador), sino que motive a otras personas a creer y trabajar en sus ideas. Por mi 
parte, considero me ha hecho grandes aportes nivel personal y me ha permitido pensar 
en nuevas aplicaciones donde posiblemente reutilizaré mucha de la funcionalidad 
implementada aquí, guardo la esperanza  que pueda aplicar todo lo aprendido en este 
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