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Kurzfassung
Die effiziente und zielgerichtete Ausfu¨hrung von Bauvorhaben wird in hohem Maße
von der zugrunde liegenden Bauablaufplanung beeinflusst. Dabei ist unter Verwen-
dung herko¨mmlicher Methoden und Modelle die Planung des Bauablaufs ein zumeist
aufwa¨ndiger und fehlertra¨chtiger Prozess.
Am Ende der gegenwa¨rtig u¨blichen Vorgehensweise fu¨r die Planung eines Bauablaufs
erfolgt lediglich die Dokumentation des Endergebnisses. Mo¨gliche Ablaufalternativen,
die im Verlauf der Planung betrachtet wurden, sind im resultierenden Bauablaufplan
nicht enthalten und gehen verloren. Eine formale Kontrolle des geplanten Bauablaufs
hinsichtlich seiner Vollsta¨ndigkeit ist nur begrenzt mo¨glich, da beispielsweise existie-
rende Methoden der 4D-Visualisierung derzeit nicht ausreichend in den Prozess der
Planung von Bauabla¨ufen integriert sind.
Gegenstand der vorliegenden Arbeit ist die Entwicklung eines neuen Modells fu¨r die
Unterstu¨tzung der Bauablaufplanung. Dafu¨r wird der gro¨ßtenteils manuelle Vorgang
der Bauablaufplanung auf Basis verfu¨gbarer Bauwerksinformationsmodelle (BIM) wei-
testgehend automatisiert und die Methodik der 4D-Animation in den Prozess der Bau-
ablaufplanung integriert.
Ausgehend von in einer Erfahrungsdatenbank gespeicherten Informationen werden auf
Basis einer A¨hnlichkeitsermittlung Bauteilen des betrachteten BIM geeignete Vorga¨nge
zugeordnet und mittels Algorithmen der Graphentheorie ein Workflowgraph aller mo¨g-
lichen Bauablaufvarianten generiert.
Aufgrund der vorgenommenen Kopplung des Bauablaufplans mit Bauteilen eines BIM
und der visuellen Darstellung des Bauablaufs kann vom Planer im Rahmen der Mo-
dellierungsgenauigkeit des BIM auf die Vollsta¨ndigkeit des Bauablaufplans geschlossen
werden. Dies ermo¨glicht dem Anwender ein hohes Maß an Kontrolle des geplanten
Bauablaufs bereits innerhalb der Planungsphase. Weiterhin unterstu¨tzt das entwickel-
te Modell die Integration von Ablaufvarianten, was deren Gegenu¨berstellung ermo¨glicht
und die Wiederverwendbarkeit bereits geplanter Bauabla¨ufe durch eine entsprechend
ausgerichtete Abbildung des Modells.
Die Anwendbarkeit des erarbeiteten Modells wird anhand einer prototypischen Imple-
mentierung nachgewiesen und anhand eines Praxisbeispiels verifiziert.

Abstract
The efficient and targeted execution of construction works is greatly affected by the un-
derlying construction schedule. By using common methods and models for construction
scheduling, this process is usually error-prone and expensive.
In common practise, the focus of construction scheduling is limited to the documenta-
tion of the final result. Possible construction alternatives that were considered during
the planning phase are not included in the resulting construction schedule and are
lost for further consideration. A formal control of the planned construction schedule in
terms of completeness is very limited, since existing methods such as 4D visualization
are insufficiently integrated in the planning process.
The presented work addresses the development of a new model that supports the
construction planning process. Therefore, the mostly manual process of construction
planning will be largely automated based on available building information models
(BIM) and integrates the methodology of 4D animation into this process.
Based on information stored in a knowledge database, appropriate tasks will be assigned
to building elements of the considered BIM on the basis of similarity calculations.
Subsequently, a workflow graph is generated by using algorithms of graph theory.
Due to the resulting logical interconnection of BIM objects and schedule processes
and the visual representation of the construction building process, it becomes possi-
ble for the planner to suggest on the completeness of the construction schedule. This
allows for a high degree of control over the planned construction schedule, already
during the planning phase. Furthermore, the developed model supports the integrati-
on of construction alternatives into the schedule to allow their comparison as well as
the reusability of already planned construction schedules by an appropriately targeted
model mapping.
The developed model’s applicability is shown based on a prototype implementation
and verified using a practical example.
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1 Einleitung
”
. . . Im
”
Leitbild Bau“ werden Durchga¨ngigkeit der Wertscho¨pfungskette
Bau, Partnerschaftliches Bauen, Betrachtung des Lebenszyklus, Bildung und
Innovation als die Leitlinien des zuku¨nftigen Bauens in Deutschland ge-
nannt. Eine wesentliche Umsetzungskomponente ist hierbei ein verbesserter
Einsatz von IT. Durchga¨ngigkeit der Wertscho¨pfungskette ist somit auch
eine Durchga¨ngigkeit der IT-Anwendung. Eine durchga¨ngige IT-Nutzung
auf der Basis von standardisierten Austauschverfahren und schrittweise
auf Basis digitaler Bauwerksmodelle, die eine Lebenszyklusbetrachtung erst
ermo¨glichen, muss daher angestrebt werden. . . . Die Umsetzung kann sich
dabei nicht nur auf den IT-Aspekt konzentrieren, sondern umfasst auch ei-
ne innovative Weiterentwicklung der Arbeitsabla¨ufe. Hierzu bedarf es der
Bereitschaft der am Bau Beteiligten.“
Ru¨diger Marquard, DIN Deutsches Institut fu¨r Normung e.V.
aus [Liebich u. Gersching 2010]
”
. . . It’s the
”
I“ in BIM. When I talk to people really implementing BIM
the same idea exists everywhere - that the reason to do BIM is to create
a database of information that represents the design and [enables] digital
organization. . . [and] there needs to be a very clear BIM value proposition
for the owner.“
Jay Bhatt, Senior Vice President, AEC Solutions, Autodesk
aus [Jones 2010]
1.1 Problemstellung
Ausfu¨hrungsprozesse im Bauwesen beinhalten viele Vorga¨nge und weisen komplexe
Abha¨ngigkeiten auf. Die Erstellung eines Bauablaufplans wird herko¨mmlich per Hand
ausgefu¨hrt und dokumentiert lediglich das Endergebnis dieser Planung. Dabei erfolgt
die Festlegung eines mo¨glichen Bauablaufplans oft ohne Beru¨cksichtigung anderer mo¨g-
licher Leistungen. Gewo¨hnlich ist jedoch mehr als ein Bauablauf fu¨r das Erreichen eines
Projektziels mo¨glich und die Analyse von Alternativen wu¨nschenswert.
Die aus der herko¨mmlichen Vorgehensweise resultierenden Bauabla¨ufe sind festgeschrie-
ben und unflexibel. Sich daraus ergebende Konflikte mit der Realita¨t sind unvermeid-
bar. Die infolge dessen notwendigen Anpassungen der Bauablaufplanung werden jedoch
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aufgrund des resultierenden Aufwands nicht geta¨tigt, was mit einem hohen Verlust an
Kontrolle des Bauablaufs einhergeht.
Erstellte Bauablaufplanungen sind aufgrund fehlender Modelle kaum wiederverwendbar
und mu¨ssen in der Regel fu¨r jedes Projekt von Grund auf neu erstellt werden.
Moderne Mo¨glichkeiten der 4D-Animation sind nicht in den Prozess der Bauablaufpla-
nung integriert, sondern sind dem Prozess der Planung lediglich fu¨r deren Visualisie-
rung nachgelagert. Eine solche virtuelle Darstellung des Bauablaufs bedarf ebenfalls
einer aufwa¨ndigen Erstellung und ha¨ndischen Nachfu¨hrung des Modells als Reaktion
auf Planungsa¨nderungen.
1.2 Zielsetzung und Abgrenzung
Zielsetzung der Arbeit ist das Entwickeln eines Modells fu¨r die Unterstu¨tzung der Bau-
ablaufplanung. Es wird die teilautomatisierte Generierung von Bauablaufpla¨nen mit
Ausfu¨hrungsvarianten fu¨r die Beru¨cksichtigung und Untersuchung dieser Varianten im
Hinblick auf die Realisierung von Teilleistungen der Bauausfu¨hrung angestrebt. Durch
die Integration von Varianten in den Bauablauf werden zwei Ziele verfolgt. Zum einen
soll die transparente Dokumentation von Entscheidungen ermo¨glicht werden, indem
der Bauablaufplan mit den innerhalb der Planungsphase betrachteten Varianten diese
reflektiert. Zum anderen wird eine schnelle Reaktion bei Sto¨rungen auf der Baustelle
durch das Vorhalten von Ablaufvarianten erwartet.
Infolge der Teilautomatisierung des Planungsvorgangs wird eine schnelle und kontrol-
lierte Anpassung des Bauablaufplans bei Modifikation der Bauwerksplanung durch er-
neutes Generieren des Bauablaufplans angestrebt.
Weiterhin wird das Ziel verfolgt, die Wiederverwendbarkeit bereits ausgefu¨hrter Bauab-
laufpla¨ne zu ermo¨glichen und diese so als Wissensbasis fu¨r Planer verfu¨gbar zu machen.
Fu¨r die angestrebten Ziele soll die Auswertung von in Bauwerksinformationsmodellen
enthaltenen Informationen im Hinblick auf den Prozess der Bauablaufplanung unter-
sucht werden. Unter diesem Gesichtspunkt wird die Integration einer 4D-Animation
in den Prozess der Bauablaufplanung angestrebt. Durch die Integration einer 4D-
Animation bereits in der Planungsphase des Bauablaufs wird eine verbesserte Kontrolle
des zu planenden Bauablaufs gegenu¨ber herko¨mmlichen Methoden erwartet.
Methoden fu¨r die Optimierung des Bauablaufs hinsichtlich des Einsatzes von Ressour-
cen, dem zeitlichen Ablauf oder anderen Gesichtspunkten der Netzplantechnik sind
nicht Gegenstand dieser Arbeit. Vielmehr ist zu erwarten, dass diese Methoden eine
sinnvolle Erweiterung fu¨r die Auswahl von im angestrebten Modell enthaltenen Aus-
fu¨hrungsvarianten darstellen.
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1.3 Aufbau der Arbeit
Die vorliegende Arbeit ist in 7 aufeinander aufbauende Kapitel eingeteilt. Den Kern
der Arbeit bilden die Kapitel 2.2 bis 2.5 sowie 4 und 5.
Kapitel 2 - Problem und Lo¨sungsansatz
Nach der Einleitung wird in Kapitel 2 zuna¨chst der derzeitige Stand der Forschung
und Technik betrachtet. Es wird ein U¨berblick u¨ber den Stand gegenwa¨rtiger Techno-
logien, Methoden und Forschungsansa¨tze bezogen auf die Bauablaufplanung gegeben.
Aufbauend auf dieser Betrachtung wird die Problemstellung der Arbeit konkretisiert
und ein entsprechender Lo¨sungsansatz erarbeitet. Zu diesem Zweck werden die Defizite
herko¨mmlicher Modelle der Bauablaufplanung identifiziert und diskutiert.
Kapitel 3 - Grundlagen und Begriffe
Im dritten Kapitel werden notwendige Grundlagen und Begriffe beschrieben, die fu¨r das
Versta¨ndnis der nachfolgenden Kapitel wesentlich sind. Es handelt sich insbesondere um
die Darstellung verschiedener Algorithmen fu¨r bipartite Graphen und dessen erweiterte
Definitionsform den Workflowgraphen. Diese bilden das Fundament fu¨r die Entwicklung
des angestrebten Modells im folgenden Kapitel.
Kapitel 4 - Generierung von Ablaufalternativen
Innerhalb dieses Kapitels wird das Modell fu¨r die teilautomatisierte Generierung von
Bauablaufpla¨nen entwickelt. Die Beschreibung des Modells erfolgt dabei allgemeingu¨ltig
auf Basis der Mengenlehre und Relationenalgebra. Die zum Erreichen der Ziele entwi-
ckelten Algorithmen werden ebenfalls in allgemeiner Form dargestellt und detailliert
beschrieben.
Kapitel 5 - Pilotimplementierung
Fu¨r das in Kapitel 4 entwickelte Modell wird dessen prinzipielle Anwendbarkeit in Form
eines entwickelten Prototypen nachgewiesen. Wichtige Aspekte der Umsetzung werden
dabei dargestellt und erla¨utert.
Kapitel 6 - Anwendungsbeispiel
Basierend auf der Pilotimplementierung des fu¨nften Kapitels wird ein Anwendungsbei-
spiel vorgestellt. Es wird die prinzipielle Vorgehensweise fu¨r die Planung eines Bauab-
laufs auf Basis des im vorangestellten Kapitel beschriebenen Prototypen anhand eines
Beispielprojekts gezeigt.
Kapitel 7 - Zusammenfassung und Ausblick
Die Arbeit schließt mit dem siebten Kapitel. Es werden die erzielten Ergebnisse in Kurz-
form zusammengefasst und kritisch diskutiert. Abschließend werden Anknu¨pfpunkte
fu¨r eine mo¨gliche Weiterfu¨hrung des vorgestellten Forschungsansatzes gegeben.
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In diesem Kapitel wird zuna¨chst der derzeitige Stand der Forschung und Technik bezo-
gen auf die Bauablaufplanung betrachtet. Es vermittelt eine kompakte U¨bersicht u¨ber
die verschiedenen Forschungsaktivita¨ten im Bereich der Bauablaufplanung der letzten
Jahre und gibt Auskunft u¨ber derzeit in der Praxis eingesetzte Werkzeuge.
Aufbauend auf dieser Betrachtung wird die Problemstellung der Arbeit konkretisiert
und ein entsprechender Lo¨sungsansatz erarbeitet. Zu diesem Zweck werden die Defizite
herko¨mmlicher Modelle der Bauablaufplanung identifiziert und diskutiert.
Es folgt die Betrachtung des Prozesses der Terminplanung. Aus den sich daraus erge-
benden Schlussfolgerungen wird ein Lo¨sungsansatz erarbeitet und vorgestellt.
2.1 Stand der Forschung und Technik
Eine aktuelle und sehr ausfu¨hrliche Betrachtung der Forschungslandschaft, aber auch
der Praxis zum Thema der Bauablaufplanung ist in [Tulke 2010] zu finden. Eine eben-
falls aktuelle Betrachtung mit dem Schwerpunkt der Wissensrepra¨sentation und Verar-
beitung in der Bauablaufplanung ist in [Mikulakova 2010] dargestellt. In den genannten
Arbeiten beschriebene als auch weiterfu¨hrende Aspekte werden nachfolgend in zusam-
mengefasster Form dargestellt. Fu¨r eine ausfu¨hrliche Abhandlung, insbesondere zum
Thema 4D-Animation und Terminplanung, wird ausdru¨cklich [Tulke 2010] empfohlen.
2.1.1 Bauwerksinformationsmodelle (BIM)
Obwohl jede Beschreibung eines Bauwerks (also auch die Beschreibung in Form von
zweidimensionalen Pla¨nen) im weitesten Sinne ein Bauwerksinformationsmodell dar-
stellt, bezeichnet dieser Begriff hier die computergestu¨tzte Beschreibung eines Bau-
werks in Form eines digitalen Datenmodells. Entgegen der reinen Dokumentation der
Bauwerksplanung wird innerhalb solcher Modelle die Abbildung von Daten angestrebt,
die den gesamten Lebenszyklus des Bauwerks betreffen. Entsprechende Anforderungen
an ein solches Modell wurden in [Bjo¨rk 1995] dargestellt. Eine U¨bersicht u¨ber die
Entwicklung solcher Modelle beziehungsweise der Bauwerksmodellierung findet sich in
[Eastman 1999].
Industry Foundation Classes (IFC)
Das bekannteste BIM stellen die IFC dar. Es handelt sich um ein objektorientiertes
Modell zur Beschreibung von Bauwerken.
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In der Praxis und in der Literatur wird die Rolle der IFC zum Teil kontrovers dis-
kutiert. Es werden hierzu hauptsa¨chlich zwei Meinungen vertreten. Einerseits werden
die IFC lediglich als standardisiertes Datenformat fu¨r den Datei basierten Austausch
betrachtet. Andererseits wird das objektorientierte Modell der IFC als Schema fu¨r die
Implementierung eines zentrales Modells fu¨r alle am Bau Beteiligten beispielsweise auf
Basis eines BIM-Servers herangezogen.
Der Beginn der Entwicklung des Modells geht auf das Jahr 1995 zuru¨ck. Es wird von der
Organisation buildingSMART 1 definiert. Die Semantik des Objektmodells wird unter
Verwendung der Sprache EXPRESS [ISO 2004] definiert und ist frei verfu¨gbar2. Die
derzeitige verfu¨gbare Version wird mit IFC2x3 TC1 bezeichnet und wurde im Juli 2007
vero¨ffentlicht. Die Vero¨ffentlichung der nachfolgenden Version IFC2x4 ist fu¨r Anfang
2011 geplant [buildingSMART 2008]. Das IFC Format ist bei ISO3 als ISO/PAS 167394
registriert und ist in Begriff unter ISO/IS 16739 ein internationaler Standard zu werden
[Liebich u. Gersching 2010].
Verfu¨gbare Software Export und Import von Bauwerksmodellen werden inzwischen
von einer Vielzahl an Software-Applikationen unterstu¨tzt. Tabelle 2.1 zeigt eine U¨bersicht
der offiziell nach IFC2x3 Stufe 2 zertifizierten Anwendungen, die sowohl den Import
als auch den Export von IFC-Daten unterstu¨tzen.
Produkt Firma Webseite
ALLPLAN 2006.2 Nemetschek www.nemetschek.de
ArchiCAD 11 Graphisoft www.graphisoft.de
AutoCAD Architecture 2008 SP1 Autodesk www.autodesk.de
Bentley Architecture 8.9.3 Bentley Systems www.bentley.com
DDS-CAD 6.4 DDS www.dds-cad.de
EliteCAD Architecture 11 SP1 Messerli Informatik www.elitecad.eu
Revit Architecture 2008 SP1 Autodesk www.autodesk.de
SCIA ESA-PT Nemetschek www.scia-software.de
TEKLA Structures 13.0 TEKLA Corporation www.tekla.com
Tabelle 2.1: Software mit IFC-Import / Export Funktionalita¨t - Quelle:
http://www.buildingsmart.de/2/2 01 03.htm#IFC2x3Step2 - Abruf:
05.02.2011
Stufe 2 entspricht nach buildingSMART einer endgu¨ltigen Zertifizierung der Software.
Sie wird erteilt, sobald die Verarbeitung komplexer IFC-Dateien nachgewiesen werden
kann.
1ehemals Industrieallianz fu¨r Interoperabilita¨t e.V. - steht fu¨r eine not-for-profit Organisation mit
dem Ziel
”
. . . den modellbasierten Ansatz fu¨r die Optimierung der Planungs-, Ausfu¨hrungs-,
und Bewirtschaftungsprozesse im Bauwesen im Rahmen der buildingSMART-Initiative (Stich-
wort: Bauwerksmodell) zu etablieren.“, Quelle: http://www.buildingsmart.de/1/index.htm - Ab-
ruf: 03.02.2011
2http://buildingsmart-tech.org/products/ifc specification/ifc-releases/ifc2x3-tc1-release/summary -
Abruf: 03.02.2011
3Internationale Organisation fu¨r Normung
4PAS - Publicly Available Specification, (engl.: o¨ffentlich verfu¨gbare Spezifikation)
2.1 Stand der Forschung und Technik 7
Datenformate Der Austausch beziehungsweise die Bereitstellung von IFC-Daten kann
auf verschiedene Arten erfolgen. Am weitesten verbreitet sind STEP-Dateien [ISO
2002a]. Weitere Mo¨glichkeiten sind der Austausch als XML-Dateien [ISO 2002b] sowie
der Austausch u¨ber IFC-Modellserver. Die zuletzt genannte Mo¨glichkeit findet ha¨ufig
Anwendung in der Forschung im Hinblick auf den kollaborativen Einsatz von BIM (vgl.
[Plume u. Mitchell 2007] und [Chen u. a. 2005]). Als kommerzielle Lo¨sungen existieren
der Eurostep Model Server (Eurostep - www.eurostep.com) und der EDModelServer
for IFC (EPM Technology AS - www.epmtech.jotne.com). Eine verfu¨gbare open sour-
ce Umsetzung eines BIM-Servers auf Basis der IFC ist unter http://bimserver.org/ zu
finden (vgl. [Beetz u. a. 2010]).
Bedeutung in der Praxis Bauwerksinformationsmodelle gewinnen in der Praxis zu-
nehmend an Bedeutung, so ist ein U¨bergang von der Nutzung traditioneller CAD-
Software zu BIM-Software erkennbar (vgl. [Watson 2010] und [Howard u. Bjo¨rk 2008]).
Insbesondere die IFC spielen hierbei eine bedeutende Rolle. Beispielsweise haben die
Verwaltungsbeho¨rden fu¨r o¨ffentliche Geba¨ude der USA GSA5, Da¨nemark, Finnland
und Norwegen eine Absichtserkla¨rung fu¨r den Einsatz und die Unterstu¨tzung der Wei-
terentwicklung offener BIM Standards, konkret der IFC, unterzeichnet (siehe [GSA
2008]). Auch in Deutschland gewinnt der Einsatz der IFC an Bedeutung. Beispiels-
weise setzt die Staatliche Bauverwaltung Bayerns versta¨rkt die IFC innerhalb ihrer
Datenverwaltung ein (siehe [Pries 2007]). Es ist zu erwarten, dass sich dieser Trend
nach erfolgter Standardisierung der IFC als ISO Norm (siehe [Liebich u. Gersching
2010]) weiter versta¨rkt. Das Interesse an einem offenen BIM Standard begru¨ndet sich
an dieser Stelle in der Erwartung eines ho¨heren Nutzwertes der erstellten Bauwerks-
informationen u¨ber den gesamten Lebenszyklus eines Bauwerks. Die Ablage dieser In-
formationen als Sammlung von Dokumenten wie Zeichnungen, Listen usw. wird den
heutigen Anforderungen zunehmend weniger gerecht, da deren Auswertung nicht for-
mal mo¨glich ist. Gleichzeitig sichert ein offenes BIM-Format die zuku¨nftige Lesbarkeit
der darin abgebildeten Informationen.
Weitere Modelle
Im direkten Vergleich mit den IFC als offenes BIM existiert keine konkrete Alternative.
Zwar beinhaltet jede Applikation, die eine Planung von Bauwerken auf Modellbasis
erlaubt (siehe Tabelle 2.4), ein Bauwerksinformationsmodell, der direkte Zugriff auf
die enthaltenen Informationen ist jedoch nur u¨ber die entsprechende Applikation oder
gegebenenfalls u¨ber Schnittstellen mo¨glich. Diese Modelle sind jeweils auf die zugrunde
liegende Applikation zugeschnitten und somit nicht standardisiert, was die inhaltliche
Auswertung der darin abgebildeten Informationen erschwert.
In der Forschung existierende generische Modelle bieten prinzipiell die Mo¨glichkeit
der Abbildung eines BIM. Dahingehende Forschungsansa¨tze stellen beispielsweise die
Mo¨glichkeit der Zusammenfassung und Verwaltung von Teilmodellen verschiedener Dis-
ziplinen der Bauwerksplanung und des Bauwerksmanagements zu einem Zentralmodell
5GSA - U.S. General Services Administration
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bereit. Bedingt durch den generischen Ansatz mu¨ssen derartige Modelle zuna¨chst ent-
sprechend den Anforderungen des Abbildungszwecks initialisiert beziehungsweise im-
plementiert werden, was ein entsprechendes Expertenwissen voraussetzt (vgl. [Wender
2009], [Hauschild 2003] und [Willenbacher 2002]). Auch hier ist die Mo¨glichkeit der
Auswertung im Modell abgebildeter Informationen von der Implementierung bezie-
hungsweise Initialisierung des generischen Modells abha¨ngig.
2.1.2 Terminplanung
In [Winch u. Kelsey 2005] wird im Jahr 2005 unter anderem die Frage aufgegriffen, wel-
che Methoden Terminplaner in der Praxis nutzen. Fu¨r die Beantwortung dieser Frage
wurden achtzehn Planer von fu¨nf nicht na¨her bezeichneten, in England fu¨hrenden Fir-
men nach ihren ta¨glichen Aufgaben befragt. Als etablierte Methode wurde der Einsatz
von Netzplantechnik [DIN 2009] unter Verwendung der Critical Path Method (CPM)
oder Program Evaluation and Review Technique (PERT) auf Basis von Balkendiagram-
men als Standardverfahren identifiziert. Seinerzeit eingesetzte Software-Applikationen
waren in der Reihenfolge ihrer Wichtigkeit Primavera, Power Project und in Erga¨nzung
MS Excel. In [Besner u. Hobbs 2008] aus dem Jahr 2008 wird unter anderem erneut
ein Querschnitt der eingesetzten Methoden der Terminplanung ermittelt. Auch hier
wird die Netzplantechnik sowie die CPM als wichtigstes Verfahren der Terminplanung
genannt und entspricht dem derzeitigen Standardverfahren.
Die Hauptziele der Netzplantechnik beinhalten die Ermittlung der Dauer eines Pro-
jekts, die Identifikation mo¨glicher Risiken und die Bestimmung kritischer Vorga¨nge im
Bauablauf, welche die Gesamtdauer des Bauablaufs maßgeblich beeinflussen. Mit die-
sem Wissen ko¨nnen beispielsweise nicht kritische Vorga¨nge umgeplant werden, ohne
den Gesamtablauf zu sto¨ren.
Die CPM ist hierbei als deterministisches Verfahren anzusehen. Beispielsweise verlangt
die Bewertung von Vorga¨ngen mit Dauern die exakte Angabe eines fru¨hesten Start-
und Endtermins. Dieser Umstand ist problematisch, da die Angabe derartiger Infor-
mationen naturgema¨ß mit Ungewissheit behaftet ist.
Die PERT ist als nichtdeterministisches Verfahren einzustufen, da an dieser Stelle
mit der Angabe von wahrscheinlichen Dauern gearbeitet wird. Es existieren weitere
Ansa¨tze, die Ungewissheit u¨ber die Angabe von Dauern in die Berechnung einfließen
zu lassen. Beispielsweise wird in [Freundt 2005; Freundt u. Beucke 2004] die Angabe
von Dauern auf Basis der Fuzzy-Logic6 untersucht. Ziel ist eine gegenu¨ber determinis-
tischen Modellen robustere Modellierung des Bauablaufs, um die Auswirkungen von
Sto¨rungen in der Bauausfu¨hrung, auf den geplanten Bauablauf zu minimieren.
Die Netzplantechnik und deren Methoden werden in der Literatur weitla¨ufig behandelt.
Weiterfu¨hrende Informationen finden sich beispielsweise in [Kochendo¨rfer u. a. 2010],
[Zimmermann u. a. 2010] und [Domschke u. Drexl 2007].
6
”
verschwommene Logik“ - Modellierung von Unscha¨rfen auf Basis umgangssprachlicher Beschrei-
bungen - vgl. [Bo¨hme 1993]
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Software fu¨r die Terminplanung In [Tulke 2010] wurden die vier in Tabelle 2.2 dar-
gestellten Software-Applikationen, als die den Markt anfu¨hrenden Terminplanungspro-
gramme, basierend auf Interviews identifiziert. Alle Applikationen bieten die Planung
nach der CPM mit dem Ergebnis eines Balkenplans. Die Applikation ViCo Control
bietet weiterhin die Planung auf Basis der Line of Balance7 (LoB) Methode.
Firma Internetseite Produktname Verfahren
Asta www.teamplan.co.uk Teamplan CPM
Microsoft officemicrosoft.com MS Project CPM
Oracle www.primavera.com Primavera P6 CPM
VICO Software www.vicosoftware.com ViCo Control LoB
Tabelle 2.2: U¨berblick u¨ber die meist verbreiteten Terminplanungsprogramme -
Quelle: [Tulke 2010]
2.1.3 4D-Animation
Eine weiteres Gebiet der Terminplanung betrifft die 4D-Animation, bei welcher der
geplante Bauablauf visualisiert wird.
Bedeutung in der Forschung In der Forschung ist die virtuelle Darstellung des Bau-
ablaufs das in den letzten Jahren am weitla¨ufigsten bearbeitete Gebiet in der Bau-
ablaufplanung. Dieser Umstand ist insbesondere auf die zunehmende Verfu¨gbarkeit
dreidimensionaler Bauwerksplanungen zuru¨ckzufu¨hren, welche die Bauwerksgeometrie
darstellen. Die vierte Dimension betrifft die zeitliche Bewertung von Vorga¨ngen des
Bauablaufs, deren Abfolge auf dieser Basis virtuell dargestellt wird. Grundlage dafu¨r
ist die Verknu¨pfung des dreidimensionalen Geba¨udemodells mit einem fertig geplan-
ten Bauablauf. In diesem Zusammenhang wird sowohl in der Literatur als auch in der
Praxis von einer 4D-Animation bzw. 4D-Simulation gesprochen.
Es ist anzumerken, dass oft zwischen beiden Begriffen nicht unterschieden wird. Der
Begriff Simulation wird dabei ha¨ufig auch fu¨r eine reine Animation des Bauablaufs
verwendet. Gleichwohl gibt es weiterfu¨hrende Ansa¨tze, die dem Begriff der Simulation
eher entsprechen. Beispiele dafu¨r sind die Simulation von im Bauablauf eingesetzten
beweglichen Kra¨nen fu¨r die Erkennung von o¨rtlichen Kollisionskonflikten beziehungs-
weise gegenseitigen Behinderungen, die den Bauablauf sto¨ren [Tantisevi u. Akinci 2009]
oder die Optimierung eines Bauablaufs hinsichtlich verschiedener Kriterien durch des-
sen Constraint-Basierte Simulation [Ko¨nig u. Beißert 2009]. Aus diesem Grund wird
innerhalb dieser Arbeit der Begriff 4D-Animation verwendet.
Zweck einer solchen Darstellung ist sowohl die visuelle Kontrolle als auch die Kom-
munikation des geplanten Bauablaufs. Der Nutzen ist die bessere Versta¨ndlichkeit des
7Weg-Zeit-Diagramm, bei der die Fertigstellung von Bauabschnitten bezogen auf die Zeit dargestellt
wird - vgl. [Uher 2003].
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Bauablaufs gegenu¨ber der sonst u¨blichen Kommunikationsform als Balkenplan und in
diesem Zusammenhang die Vermeidung von logischen Fehlern im Bauablauf. Ein weite-
rer Vorteil besteht in der daraus resultierenden ra¨umlichen Einordnung von Aufgaben
des Bauablaufplans in das Bauwerksmodell. Untersuchungen zur Anwendbarkeit und
dem Nutzen von 4D-Planungen sind in [Koo u. Fischer 1998] dargelegt.
Bauteile des geplanten Bauwerks werden zu diesem Zweck entsprechend ihren zuge-
ordneten Vorga¨ngen ein- oder ausgeblendet. Unterstu¨tzt wird diese Darstellung durch
eine entsprechende Einfa¨rbung der Bauteile, um deren Status (im Bau befindlich, fertig,
usw.) zu visualisieren. Diesbezu¨gliche Untersuchungen sind im Hinblick auf die Art der
Darstellung in [Chang 2009] und [Koo u. Fischer 2003] beschrieben. Ergebnis der Un-
tersuchungen ist unter anderem die Empfehlung, eine einheitliche Darstellungsform fu¨r
eine 4D-Animation zu definieren, um deren Transparenz fu¨r den Anwender zu erho¨hen.
Die herko¨mmliche Vorgehensweise fu¨r die Erstellung einer 4D-Animation besteht in
der ha¨ndischen Verknu¨pfung von Vorga¨ngen des Bauablaufplans mit Objekten des
Bauwerksmodells.
An dieser Stelle ist bereits ein grundsa¨tzliches Problem dieser Vorgehensweise zu be-
nennen. Das aus der CAD-Planung stammende Bauwerksmodell weist in der Regel
nicht die notwendige Granularita¨t bzw. Strukturierung auf, die fu¨r eine korrekte Ver-
knu¨pfung notwendig ist. Beispielsweise wird eine Betondecke durch aneinandergereihte
Betonierabschnitte hergestellt, diese im CAD-System jedoch meist durchga¨ngig model-
liert. Diesem Umstand kann zwar mit einer groben Modellierung des Bauablaufplans
begegnet werden, geht aber mit einer daraus resultierenden groben Animation einher.
Alternativ ist das Modell im CAD-System entsprechend den Vorgaben der Bauablauf-
planung anzupassen, was den Aufwand fu¨r die Erstellung einer 4D-Animation erho¨ht
und die enge Zusammenarbeit zwischen Konstrukteur und Terminplaner erforderlich
macht. Die zweite Methode fu¨hrt zwangsla¨ufig zu Problemen, falls mehrere Bauabla¨ufe
fu¨r dasselbe Geba¨udemodell erstellt werden mu¨ssen, was aus verschiedenen Gru¨nden
notwendig werden kann (siehe [Robert 2008] und [Koo u. Fischer 2003]).
Die manuelle Methode der Verknu¨pfung ist gleichzeitig mit einem hohen Aufwand ver-
bunden, wie auch in [Koo u. Fischer 1998] und [Koo u. Fischer 2000] wiedergegeben,
da Vorga¨nge und dazu korrespondierende Bauwerksobjekte manuell selektiert und ver-
knu¨pft werden mu¨ssen. Forschungsthemen im Bereich der 4D-Animation bescha¨ftigen
sich aus diesem Grund vorwiegend mit der Optimierung des Vorgangs fu¨r die Erstel-
lung einer 4D-Animation. Das konkrete Problem besteht dabei darin, den Aufwand fu¨r
die notwendige Verknu¨pfung der Vorga¨nge des Bauablaufs mit den Bauteilen des 3D-
Geba¨udemodells zu minimieren. [Tulke 2010] nennt neben der ha¨ndischen Verknu¨pfung
vier weitere Ansa¨tze fu¨r die Erstellung von 4D-Animationen. Die in der Arbeit dies-
bezu¨glich enthaltenen Erkenntnisse werden nachfolgend zusammengefasst:
”
Zuweisung von Terminen oder Bestimmung einer Erstellungsreihenfolge
von Bauteilen in der CAD-Anwendung und anschließend automatische Er-
zeugung des Terminplans aus dem CAD-Programm.
”
aus [Tulke 2010]
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Als problematisch wird bei Verwendung dieser Methode festgestellt, dass die Definition
von Vorga¨ngen innerhalb der CAD-Anwendung stattfindet. An dieser Stelle findet eine
U¨berschneidung der Aufgabenbereiche des Konstrukteurs und des Terminplaners statt.
Vorga¨nge des Bauablaufs mu¨ssen demnach bereits innerhalb der Konstruktionsplanung
definiert werden oder aber erfordern eine enge Kooperation zwischen Konstrukteur und
Terminplaner. Weiterhin ist die Vorgabe einer Reihenfolge von Vorga¨ngen nicht effizient
mo¨glich. Eine entsprechende Umsetzung mit der Mo¨glichkeit des Exports nach MS
Project existiert beispielsweise als Entwicklung von Autodesk Consulting, basierend
auf Autodesk Revit [Autodesk-Consulting 2007].
”
Erzeugung einer gleichartigen Baumstruktur des Bauwerksmodells (pro-
duct break down structure) und des Terminplans (work break down struc-
ture). Anschließend erfolgt eine Abbildung der beiden Ba¨ume aufeinander.
”
aus [Tulke 2010]
Hierbei handelt es sich um Forschungsansa¨tze, die in [Aalami u. a. 1998], [Dawood
u. a. 2003], [Kang u. a. 2005] und [Dawood u. a. 2005] dargestellt sind. Es wird eine
Automatisierung erreicht, indem das Bauwerksmodell und der Terminplan einer Glie-
derungsstruktur unterworfen wird, was eine anschließende Abbildung beider Modelle
aufeinander erlaubt. An dieser Stelle werden die dadurch entstehenden Zwa¨nge auf-
grund der gegebenen Gliederungsstruktur als zu unflexibel eingescha¨tzt.
”
Nutzung von Datenbankanfragen zur Selektion von Bauteilen auf Basis des
Objekttyps und vergebener Attribute.“
aus [Tulke 2010]
Bei dieser Methode wird der Aufwand fu¨r die Selektion von typisierten Objekten des
Bauwerksmodells verringert beziehungsweise kann gezielt auf Basis von Objekteigen-
schaften erfolgen. Die Eigenschaften eines Objekts sind dabei abha¨ngig vom zu Grunde
liegenden Bauwerksmodell. Anschließend erfolgt die Zuweisung des Ergebnisses einer
Datenbankanfrage (Menge von Objekten des Bauwerksmodells) zu Vorga¨ngen des Bau-
ablaufplans. Vorgang und Objekte des Bauwerks werden dabei automatisch verknu¨pft.
Hervorzuheben ist, dass durch die Verwendung von Abfragen anhand von Objektei-
genschaften der Zuordnungsprozess vom konkreten Bauwerksmodell entkoppelt wird.
Abfragen ko¨nnen entsprechend auch fu¨r andere Bauwerksmodelle genutzt werden. Wei-
terhin ko¨nnen A¨nderungen im Bauwerksmodell auf diese Weise in gewissem Umfang
beru¨cksichtigt werden. Die genannte Methode ist in der Applikation Autodesk Navis-
Works Jetstream umgesetzt. An dieser Stelle wird das Fehlen einer Abfragemo¨glichkeit,
bezogen auf die ra¨umlichen Lage von Objekten des Bauwerksmodells, als problematisch
festgestellt.
”
Interaktive Erstellung des Terminplans in einer 3D-Umgebung mit gleich-
zeitiger Spezifikation der Visualisierung fu¨r 4D.“
aus [Tulke 2010]
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Der letzte Ansatz entspricht einer interaktiven Erstellung der 4D-Animation infolge des
virtuellen Zusammensetzens des Bauwerksmodells durch den Anwender. In [Zhou u. a.
2009] und [Waly u. Thabet 2002] werden Bauteile a¨hnlich dem Baukastenprinzip Schritt
fu¨r Schritt, entsprechend dem bestehenden Bauwerksmodell, erneut zusammengefu¨gt.
Die zugeho¨rigen Vorga¨nge werden bei jedem dieser Schritte definiert, bewertet und dem
jeweiligen Bauteil zugeordnet. Auf diese Weise entsteht mit der Definition des Bauab-
laufs die zugeho¨rige 4D-Animation, die zu jedem Zeitpunkt visualisiert werden kann.
Durch diesen Ansatz wird die 4D-Animation in den Prozess der Bauablaufplanung in-
tegriert. Im Grunde entspricht dies der manuellen Zuordnung eines Vorgangs zu jedem
Bauteil. Die sequentielle Reihenfolge von Vorga¨ngen ergibt sich jedoch dabei automa-
tisch anhand der durch den Anwender vorgegeben Reihenfolge des Zusammensetzens.
An dieser Stelle ergibt sich im Vergleich zur ha¨ndischen Verknu¨pfung ein a¨hnlich hoher
Aufwand fu¨r die Erstellung des Terminplans respektive der 4D-Animation.
In [Tulke 2010] selbst wird verschiedenen, hier angesprochenen, Problemen Rechnung
getragen. Basierend auf der Nutzung von Datenbankanfragen wird fu¨r die Selekti-
on von Bauteilen auf Basis von Objekteigenschaften eine umfassende Abfragespra-
che entwickelt, welche die genannte Methode um Abfragemo¨glichkeiten hinsichtlich
der ra¨umlichen Lage von Objekten auf Basis geometrischer Methoden erweitert. Es
wird dabei die Lage von Objekten des Bauwerksmodells bezogen auf deren Lage zu
geometrisch definierten Arbeitszonen und Achsen beru¨cksichtigt. Gleichzeitig wird die
geometrische Teilung von Objekten des Bauwerksmodells anhand von Arbeitszonen
und Achsen unterstu¨tzt, was die daraus resultierende 4D-Animation von der innerhalb
der CAD-Applikation konstruierten Geometrie des Bauwerksmodells entkoppelt. Da-
durch wird ein wesentliches Problem beim Erstellen von 4D-Animationen gelo¨st. Bisher
notwendige Absprachen zwischen Terminplaner und CAD-Konstrukteur entfallen, die
bisher fu¨r das Erreichen der fu¨r die 4D-Animation notwendigen Objektgranularita¨t
notwendig waren.
Tabelle 2.3 fasst die in der Literatur benannten Prototypen mit 4D-Funktionalita¨t
zusammen:
Organisation Anwendungsname Literaturquelle
University of Salford web-based 4D/IFC
data base
[Tanyer u. Aouad 2005]
University of Teeside 4D/VR informati-
on base
[Dawood u. a. 2003], [Dawood
u. a. 2005]
VTT Visual Product
Chronology
[Ka¨hko¨nen u. Leinonen 2003],
[Porkka u. Ka¨hko¨nen 2007]
University of Wolverhampton 4DX [Zhou u. a. 2009]
Carnegie Mellon University SiDaCoS [Jan Reinhardt 2004]
University of British Columbia REPCON [Staub-French u. a. 2008]
Bauhaus-Universita¨t Weimar,
HOCHTIEF
Scheduling Assi-
stant
[Tulke 2010]
Tabelle 2.3: 4D-Animationssoftware in der Literatur - nach [Tulke 2010]
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Software fu¨r die 4D-Animation Tabelle 2.4 gibt einen U¨berblick u¨ber kommerziell
verfu¨gbare 4D-Animationsprogramme. Laut [Tulke 2010] handelt es sich bei Autodesk
Navisworks und Synchro Project Constructor um die derzeit am Markt etabliertes-
ten Produkte. Ein Vergleich der genannten Applikationen hinsichtlich des Funktions-
umfangs wird jedoch nicht dargestellt. Hierzu wird auf [Heesom u. Mahdjoubi 2004],
[Leen-Seok u. a. 2004], [Sheppard 2004], [Porkka u. Ka¨hko¨nen 2007] und [Eastman u. a.
2008] verwiesen.
Firma Internetseite Produktname
Autodesk www.autodesk.com Revit Architecture,
Navisworks Simulate
Balfour Technologies www.bal4.com fourDscape
Bentley www.bentley.com, ProjectWise Navigator
Bentley www.commonpointinc.com ConstructSim
Building Explorer www.buildingexplorer.com Building Explorer
Ceco Interactive Design www.ceco.se Ceco Viewer
D-studio www.d-studio.be xD Virtual Builder
iD-ProPlan www.idproplan.co.uk 4D-CCIR
Gehry Technologies www.gehrytechnologies.com Digital Project
Innovaya www.innovaya.com Visual Simulation
Intergraph www.intergraph.com SmartPlant Review
Synchro www.synchroltd.com Project Constructor
Tekla www.tekla.com Tekla Structures
VICO Software www.vicosoftware.com ViCo 5D Presenter
Tabelle 2.4: Marktu¨berblick 4D-Animationssoftware - Quelle: [Tulke 2010]
2.1.4 Generierung von Bauablaufpla¨nen
Erste Forschungsansa¨tze fu¨r die Generierung von Bauabla¨ufen sind in zeitlicher Abfol-
ge ihrer Vero¨ffentlichung CONSTRUCTION PLANEX [Hendrickson u. a. 1987], ORA-
PLAN [Darwiche u. a. 1988], GHOST [Navinchandra u. a. 1988], Builder [Cherneff u. a.
1991], KNOW-PLAN [Morad u. Beliveau 1994] und CasePlan [Dzeng u. Tommelein
1997; Dzeng 2000; Dzeng u. Whang 2003; Dzeng u. Tommelein 2004].
Eine Auswahl der genannten Forschungsansa¨tze wird ab Beginn der neunziger Jahre
nachfolgend kurz dargestellt:
Builder Der in [Cherneff u. a. 1991] pra¨sentierte Prototyp Builder erlaubt die Ge-
nerierung von Bauabla¨ufen auf Basis von Bauteilen und definierten Regeln. Hierzu
wird ein eigens entwickeltes, wissensbasiertes 2D-CAD-System namens Draw KM 8
implementiert. Draw KM greift fu¨r das Erzeugen von Konstruktionspla¨nen auf eine
Objekt-Datenbasis zuru¨ck. Diese beinhaltet verschiedene Klassen von Bauelementen
8Draw KM - draw knowlede module: wissensbasiertes Zeichenmodul
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wie Wa¨nde und Tu¨ren. Methoden fu¨r die Darstellung der Objekte, die Netzplange-
nerierung, die Erzeugung von Balkendiagrammen und der Kostenkalkulation werden
innerhalb dieser Klassen bezogen auf das zu repra¨sentierende Bauteil implementiert.
Draw KM erzeugt ein semantisches Netz, welches die Abha¨ngigkeiten von Objekten
zueinander darstellt, beispielsweise die Zugeho¨rigkeit einer Tu¨r zu einer Wand. Ein wei-
teres Modul Planner KM 9 erzeugt auf Basis des semantischen Netzes und vordefinierter
Regeln schließlich einen Netzplan.
KNOW-PLAN In [Morad u. Beliveau 1994] wird die Implementierung eines komple-
xen Geometrie basierten Planungssystems fu¨r Bauabla¨ufe mit der Bezeichnung KNOW-
PLAN vorgestellt. Zusammenfassend kann die Funktionsweise von KNOW-PLAN wie
folgt dargestellt werden: Das System nutzt die geometrische Lage von Bauwerksobjek-
ten im dreidimensionalen Raum, deren Abha¨ngigkeiten zueinander sowie die ra¨umliche
Beziehung zu anderen Bauwerksobjekten als Basis fu¨r die Generierung eines zugeho¨rigen
Bauablaufs. Das 3D-Modell wird dazu u¨ber entsprechende Interfaces aus CAD-Daten
(IGDS, 3DM)10 in ein internes Format (WALKTHRU-Modell) u¨berfu¨hrt. Dabei werden
die geometrisch ra¨umlichen Beziehungen zwischen Bauwerksobjekten aus dem geplan-
ten 3D-Modell des Bauwerks extrahiert. Die Zuordnung von Vorga¨ngen zu Bauwerks-
objekten erfolgt auf Basis von Objektklassen. Die Definition einer solchen Objektklasse
wird vom Anwender vorgenommen und auf Basis einer festgelegten Menge mo¨glicher
Attribute beschrieben - welche Attribute an dieser Stelle mo¨glich sind, wird jedoch nicht
dargestellt. Als typische Attribute einer Klasse werden lediglich ein Name, mo¨gliche
Arbeitsrichtungen (x-, y- oder z-Richtung) und die Priorita¨t der Arbeitsrichtung ge-
nannt, die darstellen soll, welche der drei mo¨glichen Arbeitsrichtungen die bevorzugte
ist. Weiterhin mu¨ssen vom Anwender Abha¨ngigkeiten im Sinne ihrer Reihenfolge im
Bauablauf zwischen den Objektklassen selbst angegeben werden. Ferner wird die Defi-
nition von geometrisch definierten Zonen und somit darin enthaltener Bauwerksobjekte
unterstu¨tzt, deren Reihenfolge durch den Anwender vorgegeben werden kann. Der Bau-
ablauf wird anhand von mehrstufigen, vordefinierten Regeln auf Basis geometrischer
Informationen, der Arbeitsrichtung und vom Anwender definierter weiterfu¨hrender Re-
geln generiert.
CasePlan Im Gegensatz zu den bereits genannten Ansa¨tzen liegt der Fokus in [Dzeng
u. Tommelein 1997] weniger auf dem Aspekt der Generierung von Bauabla¨ufen als auf
deren Wiederverwendung. Basierend auf der Methodik des Case Based Reasoning11
(CBR) wird ein System vorgestellt, das die automatisierte Bauablaufplanung im Be-
reich des Anlagenbaus zur Errichtung von Dampfkesseln fu¨r Kraftwerke erlaubt. CBR
ist ein Teilgebiet der Ku¨nstlichen Intelligenz (KI) und stellt ein maschinelles Verfah-
ren zur Problemlo¨sung durch Analogieschluss dar12 (siehe [Aamodt u. Plaza 1994]).
9Planner KM - planner knoewledge modul: wissensbasiertes Planungsmodul
10IGDS - Intergraph Datei; 3DM - Bechtel Intergraph Datei
11engl.: Fall basiertes Schließen
12Wikipedia, http://de.wikipedia.org/wiki/Case-Based Reasoning - Abruf: 01.02.2011), wei-
terfu¨hrende Informationen zum Verfahren des CBR finden sich beispielsweise in [Kolodner
1993]
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Grundgedanke dieses Verfahrens ist die U¨bertragbarkeit vorhandener Lo¨sungen eines
Problems auf a¨hnliche Probleme. Zu diesem Zweck wird in CasePlan der zu errichtende
Dampfkessel als Problem und ein geplanter Bauablauf als dessen Lo¨sung betrachtet.
Diese Paare werden innerhalb einer Wissensbasis gespeichert. Infolge dieser Abbildung
ist es unter Verwendung des Systems mo¨glich Bauabla¨ufe (als Lo¨sung) auf Basis des
CBR fu¨r a¨hnliche Dampfkessel (Problem) zu bestimmen und anzupassen. Ergebnis des
Vorgangs ist ein Vorgangsnetzplan fu¨r die Errichtung des Dampfkessels. In spa¨teren
Arbeiten wird dieser Ansatz weiter verfolgt. In [Dzeng u. Whang 2003] wird aufbauend
auf [Dzeng 2000] die Anwendung des CasePlan Systems anhand von Straßenbauprojek-
ten gezeigt. In [Dzeng u. Whang 2003] erfolgt schließlich die Adaption des Ansatzes auf
generische Produktmodelle. Die fu¨r die Anwendung des CBR notwendige Berechnung
der A¨hnlichkeit von Problemstellungen erfolgt hierbei auf Basis von Objekteigenschaf-
ten und wird in [Dzeng u. Tommelein 2004] ausfu¨hrlich behandelt.
In [Mikulakova 2010] wird ebenfalls ein Konzept auf Basis des CBR fu¨r die Wie-
derverwendung und als Grundlage fu¨r die Generierung von Bauablaufpla¨nen vorge-
stellt, das auf der automatisierten Zuordnung von Vorga¨ngen gespeicherter Bauabla¨ufe
zu Bauteilen eines BIM beruht. Insbesondere der darin pra¨sentierte Ansatz fu¨r die
A¨hnlichkeitsbestimmung von Bauteilen eines BIM findet im weiteren Verlauf der Ar-
beit Verwendung und wird an entsprechender Stelle erla¨utert.
Weitere Generierungsansa¨tze An der TU-Berlin wurde ebenfalls ein Forschungsan-
satz vorgestellt, der dem Bereich der Generierung von Bauabla¨ufen zuzuordnen ist.
Hierzu existiert eine Reihe von Vero¨ffentlichungen [Huhnt 2005], [Huhnt u. Enge 2006],
[Enge u. Huhnt 2008], [Huhnt 2009] und [Enge 2010]. Der Grundgedanke des vorge-
stellten Ansatzes basiert dabei im Wesentlichen auf dem in [Heinrich u. Huhnt 2003]
vorgestellten Prinzip der Modellierung von Vorga¨ngen des Bauablaufs mit Vorausset-
zungen und Resultaten. Eine solches Konstrukt wird als Template13 bezeichnet. Ein
Template beschreibt hierbei alle notwendigen Vorga¨nge, die zum Erstellen, dem Umbau
oder Abriss einer bestimmten Bauwerkskomponente notwendig sind. Nach der Zerle-
gung eines Bauwerks (die Granularita¨t der Zerlegung ist dabei vom Nutzer zu wa¨hlen)
in seine Komponenten wird diesen ein entsprechendes Template durch den Anwen-
der zugeordnet. Anschließend werden weitere technologische Abha¨ngigkeiten zwischen
Vorga¨ngen (resultierend aus den zugewiesenen Templates) verschiedener Komponenten
definiert. Diese werden in Form von Vorgangsvoraussetzungen und Vorgangsresultaten
modelliert. Die Abha¨ngigkeiten sind vom Anwender vorzugeben. Voraussetzungen und
Resultate beschreiben dabei Bauwerkskomponenten, die sich in einem bestimmten Zu-
stand befinden. Auf Basis dieser Informationen wird ein Bauablauf generiert, indem
die Voraussetzungen dieser Vorga¨nge mit Vorga¨ngen passender Bauwerkskomponenten
verknu¨pft werden. Der resultierende Bauablauf kann nach einer durch den Anwender
erfolgten Bewertung der Vorga¨nge fu¨r eine 4D-Animation genutzt werden (siehe [Huhnt
2010]). Der Fokus des Ansatzes liegt hierbei weniger auf der Generierung des Bauab-
laufs, sondern mehr auf dessen Vollsta¨ndigkeit und logischen Richtigkeit.
13engl.: Vorlage
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Ein weiterer Ansatz wird in [de Vries u. Hanrik 2007] vorgestellt. Hierbei steht die
Sequenzierung von Vorga¨ngen des Bauablaufs im Blickpunkt. Um die Reihenfolge der
Erstellung von Bauwerkskomponenten zu bestimmen, wird das einer CAD-Anwendung
entstammende dreidimensionale Bauwerksmodell geometrisch analysiert. Dabei wird
die relative Position von Bauwerkskomponenten untereinander untersucht. Der Ansatz
setzt hierbei voraus, dass Komponenten, die sich geometrisch gesehen unterhalb von
anderen Komponenten befinden, vor diesen erstellt werden mu¨ssen. Weiterhin wer-
den zusa¨tzliche Positionen bei der Analyse in Betracht gezogen (beispielsweise links
daneben, rechts daneben, dahinter oder davor), die einer Priorisierung entsprechend
dem Ansatz von [Morad u. Beliveau 1994] unterliegen. Auf diese Weise wird auf eine
Reihenfolge der Erstellung von Bauwerkskomponenten geschlossen. Das Ergebnis die-
ser Sequenzierung kann anschließend in ein Terminplanungsprogramm importiert und
weiterverarbeitet werden.
2.1.5 Zusammenfassung
4D-Animation Die 4D-Animation wird bereits praktisch angewendet und ist in der
Forschung die im Moment am ha¨ufigsten untersuchte Methodik im Bereich der Bauab-
laufplanung. Dabei akzeptieren bestehende Forschungsansa¨tze die in der Praxis u¨bliche
Arbeitsweise und untersuchen die Optimierung des Verknu¨pfungsvorgangs zwischen
Objekten des dreidimensionalen Bauwerksmodells mit den Vorga¨ngen eines erstellten
Terminplans. Die Nachfu¨hrung des Bauablaufplans bei A¨nderungen im Bauwerksmo-
dell ist ebenfalls Gegenstand der Forschung. Eine Integration der 4D-Animation in den
Prozess der Planung des Bauablaufs findet dabei nicht statt.
Generierung Methoden zur automatisierten Bauablaufplanung werden in der Praxis
aufgrund fehlender Software nicht angewendet. Forschungsansa¨tze zur Generierung von
Bauabla¨ufen existieren zum Teil als prototypische Umsetzungen. Bestehende Ansa¨tze
integrieren dafu¨r die Zuordnung von Vorga¨ngen zu Bauteilen in die CAD-Applikation
[Cherneff u. a. 1991]. Den in der CAD-Applikation zur Konstruktion verfu¨gbaren Bau-
teiltypen wird dafu¨r im Vorfeld ein entsprechender Vorgang vom Anwender zugeordnet.
Durch die Verwendung dieser Bauteiltypen in der Konstruktionsphase kann auf die not-
wendigen Vorga¨nge im Bauablauf geschlossen werden. Die Sequenzierung der Vorga¨nge
erfolgt dabei in der Regel manuell. Bei diesem Ansatz findet eine U¨berschneidung der
Arbeitsbereiche des Konstrukteurs und Bauablaufplaners statt, was entsprechende Ab-
sprachen der an diesem Prozess beteiligten Personen erfordert. Die Sequenzierung der
Vorga¨nge erfolgt dabei auf Basis von Regeln, deren Erstellung ein entsprechendes Ex-
pertenwissen voraussetzt und dadurch vom Anwender kompliziert zu handhaben ist.
Infolge der Abbildung von Bauteilklassen auf konkrete Bauteile des Bauwerksmodells
wird in [Morad u. Beliveau 1994] eine Entkopplung der Bauablaufplanung vom CAD-
System erreicht. Der Aspekt der Sequenzierung von Vorga¨ngen anhand vom Nutzer
in eine Reihenfolge gebrachter geometrischer Zonen wird als aussichtsreich angese-
hen, da dies der herko¨mmlichen Arbeitsweise im Sinne einer Einteilung in Arbeitszo-
nen entspricht. Eine Sequenzierung anhand der geometrischen Position von Bauteilen
bzw. Bauwerkskomponenten, wie auch in [de Vries u. Hanrik 2007] dargestellt, wird
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als problematisch angesehen, da die Reihenfolge der Erstellung beispielsweise nicht
zwangsla¨ufig von unten nach oben oder links nach rechts entsprechen muss (vgl. Kapi-
tel 4.1).
Wiederverwendung Durch den Einsatz der Methodik des CBR kann eine Wieder-
verwendbarkeit von Bauablaufpla¨nen erreicht werden. Voraussetzung dafu¨r ist eine
entsprechende Modellierung das Bauablaufs und der darin enthaltenen Vorga¨nge. Der
Aspekt der U¨bertragbarkeit vorhandener Lo¨sungen auf neue Probleme ist vielverspre-
chend. Insbesondere die automatisierte Zuordnung von Vorga¨ngen zu Bauwerksobjek-
ten, in Kombination mit der Modellierung von Vorga¨ngen mit Voraussetzungen und
Resultaten (beispielsweise [Heinrich u. Huhnt 2003] und [Huhnt 2009]), erscheint mit-
hilfe der in [Dzeng u. Whang 2003] beziehungsweise [Mikulakova 2010] dargestellten
A¨hnlichkeitsbestimmung betrachteter Bauwerksobjekte zielfu¨hrend.
Unterstu¨tzung von Ablaufvarianten Eine Unterstu¨tzung von Ablaufvarianten im
Prozess der Bauablaufplanung wird von keinem der genannten Forschungsansa¨tze be-
ru¨cksichtigt.
2.2 Entwicklungsbedarf
Bei der gegenwa¨rtig u¨blichen Vorgehensweise fu¨r die Planung eines Bauablaufs erfolgt
lediglich eine Dokumentation des Planungsprozesses, wobei sich diese auf das Beschrei-
ben des Endergebnisses beschra¨nkt. Wa¨hrend des Planungsprozesses entscheidet sich
der Planer auf Basis der ihm zu diesem Zeitpunkt zur Verfu¨gung stehenden Infor-
mationen fu¨r genau einen mo¨glichen Bauablauf. Innerhalb des Entscheidungsprozesses
zieht er aufgrund seiner Erfahrung mehrere Ausfu¨hrungsalternativen fu¨r das Erreichen
von Projektzielen in Betracht. Diese Alternativen gehen bei der herko¨mmlichen Vor-
gehensweise verloren und sind im resultierenden Bauablaufplan nicht enthalten. Auch
die Entscheidungen, die zu diesem Ergebnis gefu¨hrt haben, bleiben von der Doku-
mentation des Bauablaufs ausgeschlossen. Es ist somit bei anschließender Betrachtung
des Planungsergebnisses weder mo¨glich festzustellen, warum eine bestimmte Varian-
te gewa¨hlt wurde, noch welche mo¨glichen Ausfu¨hrungsalternativen in Betracht gezo-
gen wurden. Die eigentliche Intention, welche zum konkret geplanten Bauablaufplan
gefu¨hrt hat, geht bei Nutzung herko¨mmlicher Modelle verloren. Dies muss als proble-
matisch und als großer Nachteil herko¨mmlicher Modelle angesehen werden. Beispiels-
weise nimmt sowohl die Qualita¨t als auch die Menge der fu¨r die Bauablaufplanung
relevanten Informationen mit fortschreitender Planung und wa¨hrend der eigentlichen
Bauausfu¨hrung zu. Es ist somit mo¨glich, dass die Entscheidung des Planers fu¨r eine
bestimmte Ausfu¨hrungsalternative zu einem Zeitpunkt getroffen wurde, an dem bei-
spielsweise unzureichende oder auch qualitativ ungenu¨gende Informationen vorlagen.
Ebenso ist es mo¨glich, dass sich aufgrund a¨ußerer Bedingungen wa¨hrend des Baua-
blaufs Randbedingungen a¨ndern, was mo¨glicherweise ebenfalls zu einer anderen Ent-
scheidung gefu¨hrt ha¨tte. Dieser Umstand fu¨hrt nicht nur zu eventuell falschen Entschei-
dungen, sondern auch infolge nicht verfu¨gbarer Alternativen in der Bauablaufplanung
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zu verzo¨gerten Reaktionen bei Sto¨rungen.
Beispiel: Stahlbetonwa¨nde ko¨nnen als Fertigteil oder mittels Ortbeton eingebaut bzw.
hergestellt werden. Zu Beginn der Planung wurde festgelegt, dass Stahlbetonwa¨nde
mittels Ortbeton hergestellt werden. Die Entscheidung wurde aufgrund der innerhalb
der ausfu¨hrenden Firma verfu¨gbaren Technologie und der durch die Herstellung anfal-
lenden Kosten gefa¨llt. Wa¨hrend der eigentlichen Bauausfu¨hrung kann jedoch plo¨tzlich
aufgrund a¨ußerer Sto¨rungen der Zeitplan nicht mehr eingehalten werden. Durch eine
drohende Konventionalstrafe ist nach den nun vorliegenden Informationen plo¨tzlich
die Variante, Wa¨nde in Form von Betonfertigteilen einzubauen, die bessere Alternati-
ve, da auf diese Weise Zeit eingespart werden kann und die entstehenden Mehrkosten
gegenu¨ber der sonst fa¨lligen Konventionalstrafe eine Einsparung bedeuten ko¨nnen.
Weiterhin besteht unter Verwendung herko¨mmlicher Modelle nur eine begrenzte Mo¨g-
lichkeit der formalen Kontrolle des Bauablaufs. Eine Untersuchung auf Eindeutigkeit
und Vollsta¨ndigkeit des Bauablaufs kann nicht erfolgen. Ebenso ist eine Kontrolle lo-
gischer Abha¨ngigkeiten von Teilabla¨ufen nicht oder kaum mo¨glich. Dies ist auf die
fehlende Verbindung zwischen dem geplanten Bauablauf und den Informationen, die
zur Entwicklung des vorliegenden Bauablaufplans gefu¨hrt haben, zuru¨ckzufu¨hren. Ei-
ne Kontrolle des geplanten Bauablaufs erfolgt meist durch aufwa¨ndiges Gegenpru¨fen
durch einen anderen Planer oder aber durch wiederholtes Pru¨fen desselben Planers.
Beide Mo¨glichkeiten sind zeitaufwa¨ndig, von subjektiven Entscheidungen gepra¨gt und
fehlertra¨chtig.
Ein weiteres Problem ist die fehlende Modellierung von Abha¨ngigkeiten zwischen dem
Bauablaufplan und der zugrunde liegenden Bauwerksmodellierung. Eine ha¨ufig an-
gewandte Methode, diesem Problem zu begegnen, ist das nachtra¨gliche Modellieren
dieser Abha¨ngigkeiten. Als Beispiel ist hier die 4D-Animation des Bauablaufs zu nen-
nen. Der geplante Bauablauf wird unter Verwendung von Softwarewerkzeugen nach
dessen Planung mit einem aus der Bauwerksplanung vorhanden Geba¨udemodell ver-
knu¨pft. Dieser Vorgang erfolgt in der Regel mit großem Aufwand ha¨ndisch. Die so
erzeugten Verknu¨pfungen mu¨ssen nach jeder Planungsa¨nderung nachgefu¨hrt werden,
um auf diese Weise den aktuellen Bauablauf visualisieren zu ko¨nnen. Begru¨ndet durch
den hohen zeitlichen Aufwand erfolgt die Erstellung einer 4D-Planung in der Regel
nur bei großen Projekten. Gleichwohl wird der Nutzen einer solchen Visualisierung
gerade bei der Kommunikation des Bauablaufs zwischen den beteiligten Planern und
ausfu¨hrenden Gewerken als hoch angesehen, da sich auf diese Weise die zeitliche Abfol-
ge von Teilabla¨ufen besser nachvollziehen la¨sst. Ebenfalls wird die Kontrolle logischer
Abha¨ngigkeiten erreicht. Dies betrifft beispielsweise die Reihenfolge von Teilabla¨ufen,
die dadurch einer visuellen Pru¨fung unterzogen werden kann. Weiterhin ist die visuelle
und zum Teil auch rechnergestu¨tzte Kontrolle der Vollsta¨ndigkeit des Bauablaufplans
mo¨glich, indem gepru¨ft wird, ob fu¨r alle herzustellenden Bauteile eine entsprechende
Verknu¨pfung zum Bauablaufplan existiert.
Die ungenu¨gende Reaktion auf A¨nderungen innerhalb der Planung des auszufu¨hrenden
Bauwerks ist ebenfalls auf die fehlende Verknu¨pfung zwischen dem geplanten Bau-
werk und der geplanten Bauausfu¨hrung zuru¨ckzufu¨hren. Notwendige Anpassungen sind
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vom Planer in diesem Fall gleichermaßen ha¨ndisch in den Bauablaufplan einzupflegen.
Bei der Mehrheit von Bauablaufpla¨nen, die dem gegenwa¨rtigen Stand der Technik
entsprechend erstellt werden und bei komplexen Bauwerken leicht mehrere tausend
Vorga¨nge enthalten, ist vor allem die Identifikation der dadurch betroffenen Prozesse
sehr aufwa¨ndig. Herko¨mmliche Modelle bieten an dieser Stelle keine ausreichende Un-
terstu¨tzung. Ha¨ufig erfolgt in der Praxis aufgrund der genannten Probleme eine solche
Nachplanung gar nicht oder nur in begrenztem Umfang. Dies hat die Inkonsistenz des
geplanten Bauablaufs mit dem realen Ablauf zur Folge, was mit dem Verlust an Kon-
trolle u¨ber den Bauablauf einhergeht.
Ferner muss festgestellt werden, dass geplante und ausgefu¨hrte Bauabla¨ufe in ihrer
derzeit modellierten Form nicht oder nur im begrenzten Umfang fu¨r andere Baupro-
jekte wiederverwendet werden ko¨nnen. Ein oft angefu¨hrter Grund dafu¨r ist, dass Pro-
dukte im Bauwesen mit wenigen Ausnahmen als Unikate bezeichnet werden ko¨nnen.
Der Bauablauf, der in seiner Gesamtheit zur Herstellung eines Bauwerks fu¨hrt, leitet
sich in großem Maß aus dem geplanten Bauwerk ab. An dieser Stelle ist festzustel-
len, dass dieser selbst bei identischen Bauwerken an verschiedenen Standorten nicht
zwangsla¨ufig wiederholbar ist. Gru¨nde hierfu¨r sind beispielsweise abweichende Bau-
grundbedingungen oder auch die jeweils vorhandene Infrastruktur, die den Einsatz
spezifischer Technologien fu¨r das Erstellen des Bauwerks erschweren oder sogar ver-
hindern ko¨nnen. In den meisten Fa¨llen unterscheiden sich Bauwerke jedoch ohnehin
infolge ihrer Einmaligkeit, so dass sich die Frage der Wiederverwendbarkeit bereits
ausgefu¨hrter Bauabla¨ufe meist gar nicht stellt. Zwar wird innerhalb der Bauablaufpla-
nung auf vorhandenes Wissen in Form von existierenden Bauablaufpla¨nen a¨hnlicher
Projekte zuru¨ckgegriffen, dies ist jedoch ein manueller, nicht automatisierter Prozess,
der von subjektiven Entscheidungen des jeweiligen Planers gekennzeichnet ist. Auch
beschra¨nkt sich dieser Vorgang in der Regel nur auf die U¨bernahme grober Strukturen
des existierenden Bauablaufs. Eine Anpassung von Bauablaufpla¨nen bereits umgesetz-
ter Projekte auf die jeweiligen Gegebenheiten reicht in der Regel nicht aus oder ist zu
zeitaufwa¨ndig. Dies hat ha¨ufig die aufwa¨ndige Neuerstellung eines Bauablaufplans fu¨r
jedes aktuell umzusetzende Bauprojekt zur Folge.
2.3 Analyse der Bauablaufplanung
Generell wird ein Bauablauf aus der Art des zu verwirklichenden oder auch umzubau-
enden Bauwerks abgeleitet. Um eine Realisierung des Bauwerks zu ermo¨glichen, mu¨ssen
die fu¨r die Verwirklichung des angestrebten Bauwerks notwendigen Informationen ein-
deutig beschrieben werden. Die Menge dieser Informationen sowie die Art und Weise
der Beschreibung wird als Produktmodell bezeichnet. Das Modell fu¨r die Beschreibung
eines Bauablaufs wird als Prozessmodell bezeichnet.
Es folgt die Analyse der beiden Modelle sowie die Betrachtung der darin enthaltenen
Informationen im Hinblick auf die im Anschluss ebenfalls betrachtete prinzipielle Ar-
beitsweise bei der Planung eines Bauablaufs. Ziel dieser Untersuchung ist das Ableiten
mo¨glicher Lo¨sungsansa¨tze, um die im vorangestellten Kapitel genannten Probleme zu
konkretisieren und einen Lo¨sungsansatz zu entwickeln.
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2.3.1 Betrachtung des Produktmodells
Die Beschreibung eines Produktmodells im Bauwesen erfolgt auf verschiedene Arten:
Beschreibung durch Baupla¨ne: Bauwerksbeschreibende Informationen liegen dem
Planer in der Regel in Form von zweidimensionalen technischen Zeichnungen vor. Die
so bezeichneten Baupla¨ne entsprechen der Dokumentation des zum Zeitpunkt der Er-
stellung vorliegenden Endergebnisses der Bauwerksplanung. Baupla¨ne existieren ausge-
richtet auf die zu beschreibenden Informationen sowohl in verschiedenen Detailstufen,
als auch Ausrichtungen im Hinblick auf die darin zu beschreibenden Informationen.
Ein Geba¨ude wird dabei in der Regel durch eine Anzahl verschiedener Baupla¨ne, dem
Plansatz, beschrieben. Typischer Bestandteil dieser Baupla¨ne ist die Darstellung des
Bauwerks in Grundrissen von Struktureinheiten (z.B. Etagen), Schnitte durch das Bau-
werk und aus den Bauwerksansichten. Baupla¨ne enthalten sowohl topologische als auch
geometrische Informationen. Aus topologischer Sicht betrifft dies die Beschreibung von
Beziehungen zwischen Bauteilen - beispielsweise die Zugeho¨rigkeit von Bauteilen zu
Geba¨udeflu¨geln oder Etagen ebenso wie die Zuordnung von Fenstern zu Wa¨nden oder
deren Eingliederung in definierte Bauabschnitte, die aus den jeweiligen Pla¨nen inter-
pretiert werden mu¨ssen. Geometrische Informationen beziehen sich auf die maßhaltige
Darstellung von Bauteilen beziehungsweise den Bauwerken hinsichtlich ihrer Geome-
trie. Baupla¨ne enthalten die Position von Bauteilen innerhalb eines gegebenen Koordi-
natensystems, sowie deren exakte zweidimensionale geometrische Darstellung in einem
angegebenen Maßstab, erga¨nzt durch die Angabe zusa¨tzlicher Maße, die in der jewei-
ligen Darstellung nicht ersichtlich sind. Beispiel hierfu¨r sind Bru¨stungsho¨hen und die
Ho¨he der Fenster in den Grundrissen. Weiterhin existieren Detailzeichnungen mit ei-
ner technisch exakten Beschreibung einzelner Bauteile sowie spezialisierte Pla¨ne wie
Schalungs- und Bewehrungspla¨ne. Ebenso geben sie je nach Detaillierungsgrad Aus-
kunft u¨ber die zu verwendenden Materialien, die durch entsprechende Schraffuren oder
auch Farben dargestellt werden. Der Abriss als auch der Wiederaufbau von Bautei-
len kann ebenfalls dargestellt werden, wie es beispielsweise bei der Umnutzung von
Bauwerken oder Sanierungsarbeiten notwendig ist. Die Art und Weise der Ausfu¨hrung
dieser Pla¨ne ist nach DIN 135614, ISO 415715, ISO 259416, ISO 751817 und weiteren
Vorschriften und Arbeitsrichtlinien genormt.
Erga¨nzt werden diese Pla¨ne durch weitere Informationen, die in unmittelbarem Zusam-
menhang mit der Beschreibung des geplanten Bauwerks stehen. Diese Informationen
sind in zusa¨tzlichen, die Planung begleitenden Dokumenten enthalten. Sie beinhalten
zum einen Teil ausgewertete Informationen, die in den Pla¨nen zwar enthalten, aber
nicht unmittelbar ersichtlich sind, wie beispielsweise Bauteil-, Material- und Bemuste-
rungslisten. Zum anderen handelt es sich um zusa¨tzliche Informationen, die beispiels-
weise die technische Ausru¨stung eines Bauwerks im Detail beschreiben.
14DIN 1356 Bauzeichnungen
15ISO 4157 Zeichnungen fu¨r das Bauwesen
16ISO 2594 Bauzeichnungen; Projektionsmethoden
17ISO 7518 Zeichnungen fu¨r das Bauwesen; Vereinfachte Darstellung von Abriss und Wiederaufbau
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Auch diese zusa¨tzlichen Informationen ko¨nnen mittels der Festlegungen nach DIN EN
61355 Teil C18 eindeutig abgebildet werden.
Beschreibung durch Bauwerksinformationsmodelle: Zunehmende Bedeutung er-
langen digitale Bauwerksinformationsmodelle aufgrund ihrer erweiterten Mo¨glichkeiten.
Der Informationsgehalt ist dabei abha¨ngig von der Art und dem mo¨glichen Detaillie-
rungsgrad der angewendeten Modellierung. Modelle wie beispielsweise die IFC, die eine
allgemeingu¨ltige Abbildung fu¨r alle Bereiche des Bauwesens anstreben, versuchen die
Abbildung aller fu¨r das Bauwesen notwendigen Informationen innerhalb eines Modells.
Solche Modelle weisen eine sehr hohe Informationsdichte auf.
Geometrische, topologische als auch das Bauwerk weiterfu¨hrend beschreibende Infor-
mationen werden innerhalb einer Datenstruktur abgebildet. In der Regel folgt die Ab-
bildung einer solchen Datenstruktur dem objektorientierten Ansatz. Ein Bauwerk wird
dabei mittels seiner Bauteile beschrieben. Diese werden als Objekte mit ihren zugrun-
de liegenden Eigenschaften abgebildet. Beispielsweise wird eine Wand auch als ein
solches Objekt abgebildet und muss nicht infolge ihrer geometrischen Darstellung -
wie beispielsweise vier Linien und einer Schraffur - interpretiert werden. Vielmehr ist
die geometrische Repra¨sentation als eine Eigenschaft dieser Wand anzusehen, welche
gleichzeitig auch deren geometrische Abmessungen beinhaltet. Die geometrische Be-
schreibung erfolgt dabei in der Regel dreidimensional und unter Verwendung der rea-
len Maße. Gleichwohl werden in solchen Modellen mehrere Darstellungsarten wie zum
Beispiel auch die zweidimensionale Repra¨sentation fu¨r Pla¨ne des vorangegangenen Ab-
schnitts unterstu¨tzt. Topologische Strukturen eines Geba¨udes oder auch Beziehungen
von Bauteilen untereinander werden durch Relationen zwischen den jeweiligen Objek-
ten abgebildet. Sie bedu¨rfen keiner Interpretation, sondern ko¨nnen direkt abgerufen
werden. Dies betrifft beispielsweise die Zugeho¨rigkeit von Bauteilen zu Etagen oder
Ra¨umen. Auch die Zuweisung von Materialien oder anderen weiterfu¨hrenden Informa-
tionen wird u¨ber Relationen abgebildet.
Ein Großteil der in der Praxis eingesetzten Software bildet intern eine solche Daten-
struktur ab. Auch die Vorgehensweise bei der Planung eines Bauwerks ist zum Teil an
diese Struktur angelehnt, indem das Bauwerk ausgehend von Struktureinheiten und
Bauteilen geplant wird (Graphisoft ArchiCAD, Autodesk Revit, Nemetschek Allplan
und weitere). Eine nicht proprieta¨re Exportmo¨glichkeit des in der Planungssoftware
vorliegenden Bauwerksinformationsmodells ist in der Regel als STEP-basierte IFC-
Datei mo¨glich.
2.3.2 Analyse des Prozessmodells
Das Prozessmodell im Bauwesen bildet die Menge der notwendigen Informationen ab,
um den fu¨r ein geplantes Bauvorhaben angestrebten Bauablauf hinreichend genau zu
beschreiben. Es beschreibt alle notwendigen Arbeitsschritte, die in ihrer technologisch
18DIN EN 61355 Klassifikation und Kennzeichnung von Dokumenten fu¨r Anlagen, Systeme und Ein-
richtungen - Teil C fu¨r den technischen Bereich des Bauwesens. Die Norm regelt die einheitliche
und Hersteller u¨bergreifende Klassifikation und Identifikation von Dokumenten. Sie ist internatio-
nal gleich unter der Bezeichnung IEC 61355
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richtigen Reihenfolge zur Realisierung der angestrebten Baumaßnahme fu¨hren. Ein
solcher Arbeitsschritt wird als Vorgang oder auch Prozess bezeichnet - z.B.
”
Rohbau
Erdgeschoss“ oder
”
Erstellung Außenwa¨nde 1.-OG“. Dabei ist der Inhalt des Baua-
blaufplans nicht auf die Bauausfu¨hrung selbst beschra¨nkt. Es werden auch Vorga¨nge
hinsichtlich der Ausschreibung und Vergabe von Leistungen, der Beschaffung von Mate-
rial, der Baustelleneinrichtung, der Bauabnahme und der Inbetriebnahme des Bauwerks
beru¨cksichtigt.
Ziel der Bauablaufplanung ist die terminliche Koordination des Bauablaufs. Vorga¨nge
werden somit in ihrem zeitlichen Zusammenhang betrachtet. Jedem Vorgang ist eine
Dauer zugeordnet, die die notwendige Zeit beschreibt, um diesen Vorgang auszufu¨hren.
Ebenso ist eine Zuordnung anderer fu¨r den Bauablauf relevanter Gro¨ßen, wie beispiels-
weise Kosten oder Ressourcen, zu Vorga¨ngen mo¨glich.
Ein weiterer Inhalt des Prozessmodells ist die Abbildung von Abha¨ngigkeiten, die zwi-
schen den Vorga¨ngen des Bauablaufs existieren. Dies betrifft die schon erwa¨hnte Rei-
henfolge von Vorga¨ngen.
Die Dokumentation der Terminplanung erfolgt je nach gewu¨nschtem Detailgrad durch
verschiedene graphische Darstellungsarten wie Terminliste, Gantt-Diagramm19, Lini-
endiagramm (bei Linienbaustellen, z.B. im Straßen- oder Tunnelbau) und Netzplan.
Alle Dokumentationsformen finden Verwendung, wobei Balkenpla¨ne in der Praxis am
ha¨ufigsten fu¨r die Darstellung des Bauablaufs genutzt werden.
Die Dokumentation des Bauablaufs ist auch unter Verwendung der IFC mo¨glich, in-
klusive der Zuordnung von Vorga¨ngen zu Bauteilen.
2.3.3 Analyse des Planungsprozesses
Bauablaufpla¨ne existieren in unterschiedlichen Detaillierungsstufen und Abbildungen.
Bei der Planung von Bauabla¨ufen werden verschiedene Phasen durchlaufen, in denen
der Bauablaufplan in verschiedenen Detailstufen entwickelt wird (die Analyse der Bau-
ablaufplanung erfolgt in Anlehnung an [Bauer 2007]).
Ausgehend von einer Rahmen- oder Grobterminplanung erfolgt durch eine Arbeitspa-
ketzerlegung (WBS20) die schrittweise Verfeinerung, die bis zur Zerlegung in fu¨r das
Projekt relevante Einzelaufgaben fu¨hrt. Man bezeichnet die weiteren beiden Phasen als
Koordinations- oder Steuerungsplan und Feinterminplan. Die einzelnen Phasen und de-
ren Inhalte sind in Abbildung 2.1 ersichtlich. Als Grundlage der Planung dienen hierfu¨r
die Ausfu¨hrungspla¨ne und das Leistungsverzeichnis sowie vorhandene Informationen
u¨ber Randbedingungen wie die Qualita¨t der Ausfu¨hrung oder geforderte Termine.
Innerhalb des Grobterminplans erfolgt zuna¨chst die Erstellung einer hierarchischen
Gliederungsstruktur, die zum Teil von der Art des Bauwerks abha¨ngig ist. U¨blicherweise
erfolgt die Gliederung dabei nach Bauteilen, Geschossen, Bauabschnitten, den Ausfu¨h-
rungsphasen, den Gewerken sowie einer Einteilung in Teilbauleistungen. Kann eine
Gliederung aufgrund des Bauwerkscharakters nicht erfolgen, wird eine entsprechende
Einteilung in Bauabschnitte vorgenommen. Ha¨ufig werden diese groben Strukturen aus
19graphische Darstellung der zeitlichen Abfolge von Vorga¨ngen
20engl.: Work Breakdown Structure
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Abbildung 2.1: Phasen der Prozessmodellierung
fru¨heren Planungen fu¨r a¨hnliche Bauwerke u¨bernommen. Eine Anpassung ist jedoch in
der Regel selbst bei dieser groben Strukturierung notwendig.
Wa¨hrend der Erstellung des Koordinationsplans erfolgt die Festlegung der einzuset-
zenden Bauverfahren und somit der auszufu¨hrenden Vorga¨nge. An dieser Stelle wird
eine subjektive Entscheidung des Planers fu¨r ein bestimmtes Bauverfahren getroffen.
Gewo¨hnlich basiert diese Auswahl auf Erfahrungswerten des jeweiligen Planers. Es fin-
det somit die Selektion einer mo¨glichen Ausfu¨hrungsvariante statt, die in Form der
gewa¨hlten Vorgangsabfolge im Bauablauf festgeschrieben wird.
Nachfolgend wird die technologisch richtige Reihenfolge der Vorga¨nge bestimmt, aus
der sich eine Ablaufstruktur ergibt. Dabei werden Vorga¨nge in die zuvor entwickelte
Gliederungsstruktur eingeordnet, wodurch eine erste grobe Reihenfolge der Vorga¨nge
entsteht. Die weitere Anordnung von Vorga¨ngen und deren Definition ist abha¨ngig
von der Tiefe der Planung - ihrem Detaillierungsgrad. Die Detailstufe der Vorga¨nge
ist dabei abha¨ngig vom Fortschritt der Planung und ihrer erforderlichen Qualita¨t. In
[Bauer 2007] wird fu¨r die Bezeichnung der Detailstufen von Ablaufschritten die in
Abbildung 2.2 gezeigte Einteilung vorgenommen. Ha¨ufig bricht die Planung hier schon
auf einer Stufe zwischen dem Teilablauf und der Ablaufstufe ab. Die Feinplanung findet
dann meist wa¨hrend der Bauphase auf der Baustelle statt.
Nach der Erstellung des prinzipiellen Ablaufs erfolgt die Zuordnung der Arbeitsdauer zu
den Vorga¨ngen. Die Dauer von Vorga¨ngen wird in der Regel durch den Planer auf Basis
von Aufwands- oder Leistungswerten berechnet oder beruhen auf Erfahrungswerten.
Ausgehend von einem Startdatum fu¨r einen Vorgang, der sich aus dem Enddatum des
vorangestellten Vorgangs ergibt, bestimmt sich, wann ein Vorgang beginnt und wann
er endet. In diesem Zusammenhang spricht man ab dieser Stufe der Bauablaufplanung
von einem Terminplan.
Es folgen abschließende weitere Schritte der Planung, wie das Erstellen von Arbeits-
verzeichnissen, die Planung der Baustelleneinrichtung sowie die Leistungs- und Kapa-
zita¨tsabstimmung fu¨r die Einhaltung vorgegebener Termine.
Alle oder auch nur Teile der genannten Schritte sind mitunter wiederholt auszufu¨hren.
Dies ist der Fall, wenn sich Informationen a¨ndern, auf deren Basis Entscheidungen
getroffen wurden, die zum geplanten Bauablauf gefu¨hrt haben. Beispielsweise trifft dies
in hohem Maße auf Informationen zu, die aus der Bauwerksplanung gewonnen werden.
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Gesamtablauf Bauwerk erstellen
Teilablauf Obergeschoss erstellen
Ablaufstufe Stütze fertigen
Vorgang Stütze einschalen
Teilvorgang
Vorgangsstufe
Vorgangselement
Ablaufschritte Arbeitssysteme
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Abbildung 2.2: Gliederung des Arbeitssystems [Bauer 2007]
Auch wa¨hrend der Bauausfu¨hrungsphase, in welcher der Terminplan der Kontrolle des
Bauprozesses dient, kann die Nachfu¨hrung des Terminplans aufgrund von Sto¨rungen
notwendig werden.
2.4 Problembetrachtung
Innerhalb der vorangestellten Kapitel wurde die prinzipielle Vorgehensweise der Bauab-
laufplanung und die dafu¨r zugrunde liegenden Informationen betrachtet. Dabei konnten
verschiedene Probleme derzeitig angewendeter Methoden und Modelle fu¨r das Erstellen
einer Bauablaufplanung erkannt werden. Es werden zusammenfassend folgende Kern-
probleme festgestellt, auf die innerhalb dieser Arbeit eingegangen werden soll:
Integration von Planungsalternativen: Derzeitige Modelle dokumentieren jeweils
nur das Endergebnis der Planung. Die eigentliche Intention, warum ein Bauablauf in
der vorliegenden Form entwickelt wurde, geht dabei verloren. Ein neues Modell muss
die Planungsintention mit einbeziehen. Prinzipiell handelt es sich hierbei im weitesten
Sinn um die Abbildung von Wissen unter verschiedenen Gesichtspunkten. Vom Planer
betrachtete Planungsalternativen sollen dabei in die Modellierung des Bauablaufs ein-
fließen. Dies gewa¨hrleistet die mo¨gliche Gegenu¨berstellung dieser Alternativen unter
verschiedenen Gesichtspunkten. Weiterhin wird hiermit nicht nur die Voraussetzung
geschaffen, Entscheidungen ru¨ckga¨ngig zu machen, sondern auch deren Dokumentati-
on abzubilden, was die Beantwortung folgender Fragen ermo¨glicht:
• Warum wurde eine bestimmte Variante gewa¨hlt?
• Was hat den Planer dazu bewegt, diese Entscheidung zu treffen?
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• Welche Alternativen wurden fu¨r die Entscheidungsfindung u¨berhaupt betrachtet?
• Gibt es weitere Alternativen, die noch gar nicht betrachtet wurden?
• Ist eine Alternative aufgrund aktueller Informationen besser geeignet?
• Kann aufgrund einer Sto¨rung im Bauablauf eventuell mit einer Variante geant-
wortet werden?
Erzeugen konsistenter Bauabla¨ufe: Die Nachfu¨hrung geplanter Bauabla¨ufe bei ei-
ner gea¨nderten Bauwerksplanung wie auch wa¨hrend der eigentlichen Bauausfu¨hrung ist
sehr aufwa¨ndig. Sie wird durch existierende Werkzeuge fu¨r die Bauablaufplanung in-
folge der in der Regel fehlenden Verknu¨pfung zwischen dem Bauwerksmodell und dem
Prozessmodell nicht ausreichend unterstu¨tzt. Dies hat ha¨ufig Inkonsistenzen zwischen
dem Bauwerksmodell und dem Prozessmodell zur Folge. Dieser Informationsverlust
muss durch das zu entwickelnde Modell minimiert werden. Es muss demzufolge die logi-
schen Abha¨ngigkeiten zwischen beiden Modellen abbilden ko¨nnen. Eine Unterstu¨tzung
des Planers mittels entsprechender Werkzeuge ist dabei von großer Bedeutung. Ziel ist
eine teilautomatisierte Abbildung der logischen Zusammenha¨nge zwischen Produkt-
und Prozessmodell, um dem Planer die Konsistenzsicherung zwischen beiden Modellen
zu ermo¨glichen.
Wiederverwendbarkeit der Bauablaufplanung: Eine effektive Wiederverwend-
barkeit der Bauablaufplanung ist bei Verwendung derzeitiger Modelle a¨ußerst begrenzt
oder gar nicht mo¨glich. Es erfolgt lediglich die U¨bernahme grober Strukturen und
Teilabla¨ufe. Um diesem Umstand zu begegnen, muss der Bauablauf in einer Form mo-
delliert und persistent gespeichert werden ko¨nnen, die eine Wiederverwendbarkeit von
Bauablaufpla¨nen ermo¨glicht. Ziel ist dabei eine automatisierte Erzeugung von Bauab-
laufpla¨nen auf Basis dieser gespeicherten Informationen.
Integration der visuellen Kontrolle: Die Vorteile einer 4D-Planung sind im All-
gemeinen anerkannt. So hat diese Form der Planung bereits Einzug in die praktische
Anwendung gehalten. Die Problematik besteht in der Erstellung solcher Modelle. Der-
zeitig erfolgt die Verknu¨pfung des Bauablaufs mit dem virtuellen Bauwerk, nachdem
der Bauablauf fertig geplant wurde. Eine vollsta¨ndige Integration in den Prozess der
Bauablaufplanung existiert nicht. Da die Erstellung und Nachpflege eines solchen Mo-
dells in der Regel ha¨ndisch erfolgt, ist der Aufwand fu¨r die Erstellung einer solchen
Planung sehr hoch. Eine 4D-Planung erfolgt dadurch meist nur bei gro¨ßeren Projek-
ten, die diesen Aufwand rechtfertigen. Auch an dieser Stelle ergibt sich das Problem
der Inkonsistenz zwischen den beiden Modellen und erfordert die bessere Unterstu¨tzung
des Planers durch Entwicklung entsprechender Werkzeuge. Ziel des neuen Modells ist
die Integration der 4D-Planung in die Bauablaufplanung, um eine konsistente 4D-
Planung zu ermo¨glichen, sowie die Vorteile einer solchen Planung fu¨r kleinere Projekte
zu ermo¨glichen und den Aufwand fu¨r große Projekte zu minimieren.
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2.5 Lo¨sungsstrategie
Ausgehend von den Schlussfolgerungen des letzten Kapitels wird eine generelle Lo¨-
sungsstrategie entwickelt, die zur Modellbildung in Kapitel 4 fu¨hrt.
2.5.1 Bestimmung von Vorga¨ngen
Bei der Erstellung von Bauablaufpla¨nen besteht eine starke Abha¨ngigkeit zum geplan-
ten Bauwerk. Das Bauwerk selbst wird durch das Produktmodell beschrieben. Mit der
Verfu¨gbarkeit von standardisierten Bauwerksinformationsmodellen (BIM), beispiels-
weise auf Basis der IFC, liegen diese Informationen in einer definierten, automatisiert
auswertbaren Datenstruktur vor, die unter Verwendung aktueller Planungswerkzeuge
im Zuge der Bauwerksplanung erstellt werden kann.
Grobterminplanung: Die grobe Struktur eines Bauablaufplans kann aus den im BIM
enthaltenen Informationen abgeleitet werden, da die analog zur etablierten Vorgehens-
weise beno¨tigten Informationen bezu¨glich der Bauwerksstruktur darin enthalten sind.
Dies entspricht im Sinne von Abbildung 2.2 der Definition von Teilabla¨ufen - beispiels-
weise auf Geschoss- oder Bauabschnittebene - und entspricht der Grobterminplanung,
welche die erste Phase der Prozessmodellierung darstellt.
Die teilautomatisierte Zuordnung von Bauteilen fu¨r die Definition von Ablaufstufen
bis hin zu Vorga¨ngen und zu den Teilabla¨ufen der Grobterminplanung kann ebenfalls
auf Basis der im BIM vorhandenen Informationen erfolgen. Sa¨mtliche Bauteile wie
Fundamente, Wa¨nde oder Stu¨tzen liegen in einer objektorientierten Form vor und
sind durch auswertbare Relationen im BIM in die Geba¨udestruktur eingebettet. Dies
betrifft beispielsweise die Zuordnung von Bauteilen zu Etagen, Ra¨umen oder auch
Bauabschnitten.
Feinterminplanung: Infolge einer Zuordnung von Materialien zu Bauteilen im BIM
ist der Ru¨ckschluss auf die fu¨r das Bauteil anzuwendenden Bauverfahren realisierbar
und ermo¨glicht somit die Ableitung von Vorga¨ngen im Sinne einer Feinterminplanung.
Bedingung hierfu¨r ist die Abbildung und Speicherung der Bauverfahren in einer Form,
die einen solchen Ru¨ckschluss formal zula¨sst. Gleichwohl existiert an dieser Stelle die
Integrationsmo¨glichkeit von Varianten im Modell, da verschiedene Mo¨glichkeiten fu¨r
die Herstellung von Bauteilen infolge der Existenz verschiedener Technologien fu¨r deren
Herstellung existieren. Das Modell darf daher nicht auf die Beschreibung von nur einer
mo¨glichen Technologie fu¨r ein angestrebtes Teilziel beschra¨nkt sein.
2.5.2 U¨bertragbarkeit von Vorga¨ngen und Bestimmung der
Reihenfolge
Gemeinsamkeiten verschiedener Bauwerke: Betrachtet man Bauwerke auf der
Detailebene eines BIM, wird deutlich, dass ein Bauwerk aus einer Menge von Bauteilen
wie beispielsweise Fundamenten, Stu¨tzen oder Wa¨nden besteht. Weiterhin existiert fu¨r
ein Bauwerk eine topologische Struktur. Ein Bauwerk wird in der Regel in Abschnitte
eingeteilt, denen wiederum Bauteile zugeordnet sind. Die topologische Struktur von
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Bauwerken ist dabei meist u¨bertragbar, die darunter liegende Geometrie jedoch in der
Regel nicht. Auf dieser Detailebene wird deutlich, dass es sich in ihrer Gesamtheit
zwar aufgrund ihrer abweichenden Geometrie um verschiedene Geba¨ude handelt, diese
jedoch aufgrund ihrer Bestandteile a¨hnlich sein ko¨nnen.
Gemeinsamkeiten verschiedener Bauablaufpla¨ne: Wendet man die Aussage des
letzten Absatzes analog auf einen Bauablaufplan an, fu¨hrt dies zum gleichen Ergebnis.
Zerlegt man einen Bauablaufplan in dessen Bestandteile, so wird deutlich, dass dieser
aus einer Menge von Vorga¨ngen besteht, die in technologisch richtiger Reihenfolge aus-
gefu¨hrt das Bauwerk als solches erstellen helfen. Ein Vorgang oder auch eine Kette von
Vorga¨ngen a¨ndert dabei entweder den Zustand eines Bauteils oder fu¨hrt zur Erstellung
eines neuen Bauteils mit bestimmten Eigenschaften. Da eine Kette von Vorga¨ngen auch
durch einen einzelnen Vorgang infolge eines gro¨beren Detaillierungsgrades substituiert
werden kann, soll an dieser Stelle vereinfacht gelten, dass ein Vorgang zur Erstellung
eines Bauteils mit definierten Eigenschaften fu¨hrt (siehe Abbildung 2.3).
Abbildung 2.3: Beispiel fu¨r die Substitution von Vorgangssketten
Schlussfolgerung: Fu¨hrt man die Aussagen der letzten beiden Abschnitte zusammen,
lassen sich daraus folgende drei Thesen ableiten:
These 1 Ein Vorgang resultiert technologisch in einem Bauteil, das sich zum betrach-
teten Zeitpunkt in einem definierten Zustand befindet. Das Bauteil und dessen Zustand
kann in Form einer Bauteilbeschreibung formal abgebildet werden.
These 2 Bauteile ko¨nnen miteinander hinsichtlich ihres Typs und ihrer Eigenschaften
verglichen werden. Stimmen deren Typ und Eigenschaften in hohem Maß u¨berein, so
sind die betrachteten Bauteile zueinander a¨hnlich. Haben zwei einander gegenu¨berge-
stellte Bauwerke a¨hnliche Bauteile, so sind die zur Erstellung der Bauteile notwendigen
Vorga¨nge u¨bertragbar. Sie stellen zumindest eine mo¨gliche Variante fu¨r die Erstellung
des betrachteten Bauteils dar.
These 3 Vergleicht man Bauteile eines Bauwerkes, fu¨r dessen Erstellung ein Baua-
blaufplan erzeugt werden soll, mit einem Bauwerk, fu¨r das bereits Vorga¨nge definiert
wurden, so kann bei a¨hnlichen Bauteilen ein wahrscheinlicher Vorgang als eine mo¨gliche
Variante fu¨r deren Erstellung bestimmt werden. Als notwendige Voraussetzung mu¨ssen
alle Vorga¨nge mit ihren korrespondierenden Bauteilen im bestehenden Bauablaufplan
oder zumindest mit einem, das jeweilige Bauteil fu¨r einen Vergleich hinreichend genau
beschreibenden, Datensatz verknu¨pft sein.
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Bestimmung der Reihenfolge: Ein Bauablaufplan hat einen Startpunkt, an dem die
Erstellung des Bauwerks beginnt, und einen Endpunkt, an dem die Erstellung des Bau-
werks abgeschlossen ist. Zwischen Start- und Endpunkt werden die Vorga¨nge in einer
sequentiellen Reihenfolge abgearbeitet, die sich aus der technologisch richtigen Abfolge
der Vorga¨nge ergibt. Ein Fenster kann in zeitlicher Abfolge beispielsweise erst dann
eingebaut werden, wenn die zugeho¨rige Wand bereits existiert. Ein weiteres Beispiel ist
das Einbauen eines Riegels zum Komplettieren eines Rahmens, der erst eingebaut wer-
den kann, wenn seine zugeho¨rigen Stu¨tzen bereits errichtet wurden (siehe Abbildung
2.4).
Abbildung 2.4: Abha¨ngigkeiten von Vorga¨ngen am Beispiel eines Rahmens
Demnach existieren zwischen Vorga¨ngen logische Abha¨ngigkeiten und es gelten folgende
beiden Aussagen:
Vorga¨ngerbeziehung: Ein Vorgang kann nur dann zur Ausfu¨hrung kommen, wenn
seine Vorga¨nger ausgefu¨hrt wurden und somit seine notwendigen Voraussetzungen hin-
reichend erfu¨llt sind.
Nachfolgerbeziehung: Ein Vorgang stellt die notwendige Voraussetzung fu¨r seine
Nachfolger dar, die nur dann ausgefu¨hrt werden ko¨nnen, wenn er selbst ausgefu¨hrt
wurde.
Da nach These 1 Vorga¨nge als Ergebnis Bauteile in einem definierten Zustand lie-
fern, muss dieses Bauteil die Voraussetzung fu¨r alle nachfolgenden Vorga¨nge darstellen.
Das durch den nachfolgenden Vorgang erzeugte Bauteil ist wiederum die notwendige
Voraussetzung fu¨r alle Nachfolger dieses Vorgangs. Bauteile ko¨nnen somit als techno-
logisch notwendige Bedingungen fu¨r das Ausfu¨hren von Vorga¨ngen angesehen werden.
Es lassen sich daraus folgende Thesen ableiten:
These 4 Fu¨r einen Vorgang ko¨nnen Voraussetzungen und Resultate definiert werden.
Sowohl die Voraussetzungen als auch die Resultate eines Vorgangs lassen sich durch
Bauteile in einem definierten Zustand beschreiben.
These 5 Durch die Verknu¨pfung der Resultate eines Vorgangs mit identischen Vorbe-
dingungen anderer Vorga¨nge kann die logische Reihenfolge von Vorga¨ngen hergestellt
werden.
These 4 und 5 werden in Abbildung 2.5 verdeutlicht. Durch die Kopplung der Bauteile
Stu¨tze#1 und Stu¨tze#2 wird die logische Reihenfolge der Vorga¨nge Stu¨tze erstellen
und Riegel einbauen hergestellt.
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Abbildung 2.5: Zusammenhang von Prozessen
2.5.3 Automatisierungsansatz
Aus den Thesen des vorangestellten Kapitels 2.5.2 la¨sst sich ein Ansatz fu¨r eine teil-
automatisierte Generierung von Bauablaufpla¨nen ableiten.
Abbildung von Vorga¨ngen mit Voraussetzungen und Resultaten: Der Grund-
gedanke besteht zuna¨chst darin, den gesamten Bauablauf auf Basis eines jeden einzel-
nen Vorgangs mit den fu¨r dessen Ausfu¨hrung notwendigen Voraussetzungen und dessen
nach seiner Ausfu¨hrung erzeugtem Resultat formal abzubilden. Ein a¨hnlicher Ansatz
wurde bereits in [Heinrich u. Huhnt 2003] und in den darauf folgenden Arbeiten [Huhnt
2005], [Enge 2005] sowie [Enge 2010] verfolgt.
Die Beschreibung von Voraussetzungen und des Resultats eines Vorgangs erfolgt dabei
in Form von Bauteilen, die sich fu¨r den gewa¨hlten Zeitpunkt der Abbildung in einem
definierten Zustand befinden. Dieser Zustand oder auch Status eines Bauteils wird
durch seine fu¨r den Abbildungszeitpunkt bestehenden Eigenschaften ausgedru¨ckt.
Voraussetzungen und Resultat eines Vorgangs lassen sich anhand eines logischen Da-
tensatzes21 formal beschreiben. Ziel dieser Vorgehensweise ist die Entkopplung der
Vorga¨nge vom konkreten Bauprojekt. Es ermo¨glicht die voneinander unabha¨ngige De-
finition von Vorga¨ngen und erlaubt gleichzeitig die projektunabha¨ngige Speicherung
von bauteilbezogenen Prozessinformationen. Es werden folgende Definitionen getrof-
fen:
Definition 1 Voraussetzungen eines Vorgangs werden jeweils durch einen logischen
Datensatz abgebildet, der ein Bauteil mittels seiner Eigenschaften beschreibt. Der Ab-
bildungszeitpunkt fu¨r die Eigenschaften von Voraussetzungen eines Vorgangs ist der
unmittelbare Zeitpunkt, bevor dieser ausgefu¨hrt werden kann.
21vgl. [Claus u. Schwill 2003] Ein Datensatz ist die kleinste logisch in sich abgeschlossene Datenmenge
- hier fu¨r die Beschreibung eines Bauteils
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Definition 2 Das Resultat eines Vorgangs wird durch einen logischen Datensatz abge-
bildet, der ein Bauteil mittels seiner Eigenschaften beschreibt. Der Abbildungszeitpunkt
fu¨r die Eigenschaften eines Resultats ist der unmittelbare Zeitpunkt, nachdem dieser
ausgefu¨hrt wurde.
3 Grundlagen und Begriffe
Das vorliegende Kapitel entha¨lt notwendige Grundlagen und definiert Begriffe, die zum
Versta¨ndnis der Arbeit dienen. Es behandelt Methoden und Algorithmen auf bipartiten
Graphen und Workflowgraphen, die im weiteren Verlauf dieser Arbeit fu¨r das Modell
zum Generieren von Bauablaufpla¨nen herangezogen werden.
Das Kapitel beschra¨nkt sich dabei auf das Minimum an notwendigen Informationen, die
fu¨r das Versta¨ndnis der Arbeit einerseits als auch fu¨r die Entwicklung von Algorithmen
in den nachfolgenden Kapiteln andererseits notwendig sind. Die formale Beschreibung
basiert dabei vorwiegend auf [Pahl u. Damrath 2000].
3.1 Bipartite Graphen
Bipartite Graphen eignen sich, um Beziehungen zwischen zwei voneinander verschie-
denen Mengen formal zu beschreiben. Dabei du¨rfen jeweils nur Kanten existieren, die
eine Abbildung zwischen diesen Mengen repra¨sentieren. Ein solcher Graph besteht aus
jeweils zwei voneinander disjunkten1, endlichen Knoten- und Kantenmengen. Nachfol-
gende Definitionen basieren auf [Pahl u. Damrath 2000] und [Ko¨nig 2004]).
Definition: Ein Graph G = (V1,V2; R1,R2) heißt bipartiter Graph, wenn V1, V2
disjunkte Knotenmengen und R1, R2 disjunkte Kantenmengen mit R1 ⊆ V1 × V2 und
R2 ⊆ V2 × V1 sind. Eine Kante von Knoten x ∈ V1 zu Knoten y ∈ V2 wird mit dem
geordneten Paar (x , y) ∈ R1 bezeichnet, eine Kante von Knoten y ∈ V2 zu Knoten
x ∈ V1 mit dem geordneten Paar (y , x ) ∈ R2.
G := (V1,V2; R1,R2) R1 ⊆ V1 × V2 R2 ⊆ V2 × V1 (3.1)
V1,V2 Disjunkte Menge der Knoten
R1,R2 Disjunkte Menge der geordneten Knotenpaare (Kanten)
Abbildung 3.1 zeigt als Beispiel die graphische Darstellung eines bipartiten Graphen.
1Zwei Mengen sind voneinander disjunkt, wenn kein Element der einen Menge ein Element der
anderen Menge ist.
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Abbildung 3.1: Beispiel fu¨r einen bipartiten Graphen G
Vorga¨nger und Nachfolger: Ein Knoten y besitzt dann einen Vorga¨nger x , wenn
eine Kante r(x , y) ∈ R1 | x ∈ V1 ∧ y ∈ V2 oder r(x , y) ∈ R2 | x ∈ V2 ∧ y ∈ V1
existiert. Die Menge der Vorga¨nger von x wird mit tV (x ) bezeichnet. Ein Knoten y ist
Nachfolger von x , wenn eine Kante r(x , y) ∈ R1 | x ∈ V1 ∧ y ∈ V2 oder r(x , y) ∈ R2 |
x ∈ V2 ∧ y ∈ V1 existiert. Die Menge der Nachfolger von x wird mit tN (x ) bezeichnet.
Die Anzahl der Vorga¨nger von x wird mit gV (x ) = |tV (x )|, die Anzahl der Nachfolger
mit gN (x ) = |tN (x )| bezeichnet. Die Anzahl der Vorga¨nger und Nachfolger wird auch
Vorga¨ngergrad und Nachfolgergrad genannt.
Vorga¨nger von x : tV (x ) = Rx
Nachfolger von x : tN (x ) = R
T x
Vorga¨ngergrad von x : gV (x ) = |tV (x )|
Nachfolgergrad von x : gN (x ) = |tN (x )|
3.2 Algorithmen und Methoden auf bipartiten Graphen
Dieses Kapitel beschreibt Methoden und Algorithmen auf bipartiten Graphen, die fu¨r
die Intention dieser Arbeit zielfu¨hrend sind. Fu¨r eine nachvollziehbare Beschreibung der
Algorithmen wird, soweit nicht anders angegeben, der nachfolgende Graph zugrunde
gelegt:
G := (T ,B ; P ,R) P ⊆ B × T R ⊆ T × B (3.2)
B := {1, 2, 3, 4, 5, 6} T := {a, b, c, d , e}
P := {(1, a), (2, b), (3, c), (3, d), (4, e), (5, e)}
R := {(a, 2), (a, 3), (b, 4), (c, 5), (d , 5), (e, 6)}
Der Graph besteht aus der Menge der Knoten B und der Menge der Knoten T . Zwi-
schen den Knoten existiert die Kantenmenge P = {(b, t) ∈ B × T} und die Kanten-
menge R = {(t , b) ∈ T × B} (siehe Abbildung 3.2).
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Abbildung 3.2: Beispielgraph G fu¨r die Darstellung von Algorithmen auf bipartiten
Graphen
3.2.1 Identifikation von Start- und Endknoten
Start- und Endknoten eines Graphen ko¨nnen durch Betrachtung der Struktur des Gra-
phen bestimmt werden.
Startknoten
Als Startknoten werden alle Knoten b ∈ B oder t ∈ T bezeichnet, die keine hinfu¨hrenden
Kanten haben. Oder anders ausgedru¨ckt, alle Knoten b ∈ B oder t ∈ T , die keinen
Vorga¨nger haben, sind Startknoten.
startNodes := {ski ∈ {B ∪ T} | gV (ski) = 0} (3.3)
Algorithmus 1 bestimmt nach Formel 3.3 die Menge der Startknoten. Als Eingangswert
dient der auf das Vorhandensein von Startknoten zu untersuchende bipartite Graph G .
Als Ergebnis wird die Menge der identifizierten Startknoten zuru¨ckgeliefert.
Algorithmus 1: getStartNodes(G)
Bestimmung der Menge von Startknoten
input : BipartiteGraph G := (T ,B ; P ,R)
output : return Menge der Startknoten startNodes
1 startNodes := {B ∪ T};
2 foreach Edge ei(f , s) ∈ {P ∪ R} do
3 startNodes := startNodes \ {s} ; // trage s aus der Menge der
Startknoten aus
4 end
5 return startNodes
Beschreibung Algorithmus 1: Fu¨r die Bestimmung der Startknoten werden zuna¨chst
alle Knoten des Graphen G in die Menge der zu bestimmenden Startknoten startNodes
als mo¨gliche Lo¨sung eingetragen. Anschließend wird u¨ber alle Kanten ei(f , s) ∈ {P∪R}
iteriert. Alle Knoten s der Kanten ei(f , s) werden aus der Menge der Startknoten ent-
fernt. Somit sind alle Knoten, die einen Vorga¨nger infolge der Relation R oder V ha-
ben, keine Startknoten. Der Algorithmus terminiert nach vollsta¨ndiger Iteration u¨ber
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{P ∪R} mit der Menge der vorhandenen Startknoten startNodes . Wird kein Startkno-
ten identifiziert, liefert der Algorithmus dem Ergebnis entsprechend eine leere Menge
zuru¨ck. Der Aufwand des angegebenen Algorithmus ist von der Anzahl n der Kanten
in {P ∪R} abha¨ngig und ist von der Ordnung O(n). Abbildung 3.3 zeigt das Ergebnis
mit der gefundenen Knotenmenge startNodes = {1} fu¨r den Beispielgraphen G .
Endknoten
Als Endknoten des Graphen G werden diejenigen Knoten bezeichnet, die keine weg-
fu¨hrenden Kanten haben - oder anders ausgedru¨ckt: Endknoten sind die Menge aller
Knoten b ∈ B oder t ∈ T , die keinen Nachfolger haben. Fu¨r alle Endknoten gilt:
endNodes := {eki ∈ {B ∪ T} | gN (eki) = 0} (3.4)
Algorithmus 2 bestimmt nach Formel 3.4 die Menge der Endknoten. Als Eingangswert
dient der auf das Vorhandensein von Endknoten zu untersuchende bipartite Graph G .
Als Ergebnis wird die Menge der identifizierten Endknoten zuru¨ckgeliefert.
Algorithmus 2: getEndNodes(G)
Bestimmung der Menge von Endknoten
input : BipartiteGraph G := (T ,B ; P ,R)
output : Menge der Endknoten endNodes
1 endNodes := {B ∪ T};
2 foreach Edge ei(f , s) ∈ {P ∪ R} do
3 endNodes := endNodes \ f ; // trage f aus der Menge der
Endknoten aus
4 end
5 return endNodes
Beschreibung Algorithmus 2: Fu¨r die Bestimmung der Endknoten werden zuna¨chst
alle Knoten des Graphen G in die Menge der zu bestimmenden Endknoten endNodes
als mo¨gliche Lo¨sung eingetragen. Anschließend wird u¨ber alle Kanten ei(f , s) ∈ {P∪R}
iteriert. Alle Knoten f der Kanten ei(f , s) werden aus der Menge der Endknoten ent-
fernt. Somit sind alle Knoten, die einen Nachfolger infolge der Relation R oder P
haben, keine Endknoten. Der Algorithmus terminiert nach vollsta¨ndiger Iteration u¨ber
{P ∪ R} mit der Menge der vorhandenen Endknoten endNodes . Wird kein Endkno-
ten identifiziert, liefert der Algorithmus dem Ergebnis entsprechend eine leere Menge
zuru¨ck. Der Aufwand des angegebenen Algorithmus ist von der Anzahl n der Kanten
in {P ∪ R} abha¨ngig und ist von der Ordnung O(n).
Beispiel: Abbildung 3.3 zeigt das Ergebnis mit der gefundenen Knotenmenge endNodes
= {6} fu¨r den Beispielgraphen G .
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Abbildung 3.3: Beispiel fu¨r Start- und Endknoten in G
3.2.2 Wege ausgehend von einem Knoten oder zwischen zwei
Knoten
Als Weg in einem Graphen wird ein offener Kantenzug2 bezeichnet, der keinen Knoten
mehrfach entha¨lt.
Algorithmus 3 bestimmt als Ergebnis die Menge von Wegen Mw . Fu¨r den an dieser
Stelle gezeigten Algorithmus ist ein Startknoten x1 und optional ein Endknoten x2
vorzugeben. Ist kein Endknoten x2 als Eingangswert gegeben, ergibt sich der jeweilige
Endknoten eines jeden Weges aus dem Knoten s der letzten Kante ei(f , s) ∈ {R ∪ P}
im gefundenen Weg. Ein Weg wird dabei als eine Folge3 von Knoten abgebildet.
Beschreibung Algorithmus 3: Als Eingangswerte des Algorithmus dienen der zu
betrachtende bipartite Graph G sowie ein Startknoten x1, von dem ausgehend alle
Wege im Graphen bestimmt werden sollen. Optional kann ein Endknoten x2 angegeben
werden. In diesem Fall wird ein gefundener Weg nur dann zur Menge der gefundenen
Wege hinzugefu¨gt, wenn u¨ber diesen der Endknoten x2 auch erreicht wird.
Es werden zwei Stapelspeicher definiert. Der Stapelspeicher pathStack ha¨lt alle zu be-
trachtenden Wege, die noch nicht vollsta¨ndig sind - in anderen Worten, deren Endkno-
ten noch nicht bestimmt oder fu¨r die x2 noch nicht erreicht wurde. Der Stapelspeicher
nodeStack ha¨lt alle als na¨chstes zu betrachtende Knoten.
Es folgt die Initialisierung der beiden Stapelspeicher. Zuna¨chst wird der gegebene Start-
knoten x1 auf den Stapelspeicher nodeStack gelegt. Eine leere Knotenliste w1 wird
erzeugt und auf den Stapelspeicher pathStack gelegt.
Solange der Stapelspeicher nodeStack nicht leer ist, wird gepru¨ft, ob der aktuell be-
trachtete Knoten currentNode Nachfolger hat. Ist dies der Fall und der aktuell be-
trachtete Knoten wurde noch nicht betreten, also nicht Element des momentan be-
trachteten Weges currentPath vom Stapelspeicher pathStack, wird er dem aktuellen
Weg currentPath hinzugefu¨gt. Der Weg wird im Anschluss daran wieder auf den Sta-
pelspeicher pathStack gelegt. Der den Nachfolger repra¨sentierende Knoten wird ent-
sprechend auf den Stapelspeicher nodeStack gelegt. Dies geschieht fu¨r alle Nachfolger
currentSuccessor des betrachteten Knotens currentNode. Die Anzahl mo¨glicher Wege
erho¨ht sich dabei um die Anzahl der Nachfolger minus eins.
Hat der momentan betrachtete Knoten currentNode keinen Nachfolger und x2 ist nicht
gegeben, wurde ein vollsta¨ndiger Weg ausgehend von x1 bestimmt, falls der Weg aus
2Kantenzug, der mit verschiedenen Knoten beginnt und endet (siehe [Pahl u. Damrath 2000])
3sequentielle Auflistung der Knoten eines Weges
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Algorithmus 3: getPathsBetween(G , x1, x2)
Wege ab einem oder zwischen zwei Knoten
input : BipartiteGraph G := (T ,B ; P ,R) und x1, x2 | xi ∈ {B ∪ T}
output : Wege paths ab x1 oder zwischen x1 und x2
1 paths = ∅;
2 new Stack nodeStack;
3 new Stack pathStack;
4 knotenStack.push(x1);
5 wegeStack.push(neue Knotenliste w1 <>);
6 while knotenStack 6= ∅ do
7 currentNode :=nodeStack.pop();
8 currentPath := pathStack.pop();
9 if (x2 = null∧ gN (currentPath) = 0)∨ (¬(x2 = null)∧ x2 = currentNode)
then
10 // trage currentNode in currentPath ein
11 currentPath := currentPath ∪ {currentNode};
12 // trage currentPath in paths ein
13 paths := paths ∪ {currentPath};
14 // Platzhalter - Siehe Kapitel 3.2.3
15 end
16 else
17 if currentNode 6∈ currentPath then
18 currentPath := currentPath ∪ {currentNode};
19 successors := tN (currentNode);
20 foreach currentSuccessor ∈ successors do
21 new NodeList w ;
22 // trage alle Knoten aus currentPath in w ein
23 w := w ∪ currentPath;
24 nodeStack.push(currentSuccessor);
25 pathStack.push(w);
26 end
27 end
28 end
29 end
30 return paths
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mehr Knoten als nur dem Startknoten besteht. Ist alternativ x2 gegeben und current-
Node entspricht dem Knoten x2, wurde ebenfalls ein vollsta¨ndiger Weg bestimmt. Nach
dem Einfu¨gen des momentan betrachteten Knotens currentNode in den momentan be-
trachteten Weg currentPath wird der Weg der Ergebnismenge paths hinzugefu¨gt. Der
Algorithmus terminiert, wenn keine Knoten mehr auf dem Stapelspeicher knotenStack
liegen.
Wird kein Weg identifiziert, liefert der Algorithmus dem Ergebnis entsprechend eine
leere Menge zuru¨ck.
Abbildung 3.4 zeigt das Ergebnis bezogen auf den Beispielgraphen mit den gefundenen
Wegen w1 =< 1, a, 2, b, 4, e, 6 >, w2 =< 1, a, 3, c, 5, e, 6 > und w3 =< 1, a, 3, d , 5, e, 6 >
fu¨r den gegebenen Startknoten x = 1.
Abbildung 3.4: Beispiel fu¨r Wege ausgehend von einem Knoten x1 = 1
Beispiel: Abbildung 3.5 zeigt das Ergebnis bezogen auf den Beispielgraphen mit den
gefundenen Wegen w1 =< 1, a, 3, c, 5 > und w2 =< 1, a, 3, d , 5 > fu¨r den gegebenen
Startknoten x1 = 1 und den gegebenen Endknoten x2 = 5.
Abbildung 3.5: Beispiel fu¨r Wege zwischen zwei Knoten x1 = 1 und x2 = 5
3.2.3 Zufa¨lliger Weg ab einem oder zwischen zwei Knoten
Unter einem zufa¨lligen Weg wird die willku¨rliche Wahl eines Weges ab einem oder
zwischen zwei Knoten verstanden. Dies ist beispielsweise fu¨r Algorithmus 5 in Kapi-
tel 3.2.4 notwendig. Dieser verlangt das zufa¨llige Wa¨hlen eines Weges zwischen zwei
Knoten. Der an dieser Stelle vorgestellte Algorithmus 4 modifiziert zu diesem Zweck
Algorithmus 3 aus Gru¨nden der Effizienz.
Beschreibung Algorithmus 4: Fu¨r die Bestimmung eines zufa¨lligen Weges wird Zei-
le 14 in Algorithmus 3 durch durch die in Algorithmus 4 angegebene ersetzt. Durch
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Algorithmus 4: getRandomPath(G , x1, x2)
Zufa¨lliger Weg ab x1 oder zwischen x1 und x2
input : BipartiteGraph G := (T ,B ; P ,R) und x1, x2 | xi ∈ B ∨ xi ∈ T
output : Wege paths ab x1 oder zwischen x1 und x2
. . . ; // Fehlende Zeilen Siehe Algorithmus 3
14 return paths
. . . ; // Fehlende Zeilen Siehe Algorithmus 3
30 return paths
diese Modifikation wird der Algorithmus nach der Identifikation des ersten identifizier-
ten Weges abgebrochen und der zu diesem Zeitpunkt bestimmte Weg als Element der
Menge paths zuru¨ckgeliefert. Auch hier ist das Ergebnis eine leere Menge, falls kein
solcher Weg existiert.
3.2.4 Kantendisjunkte Wege zwischen zwei Knoten
Als kantendisjunkte Wege zwischen einem Startknoten x1 und einem Endknoten x2
werden diejenigen Wege wi(x1, x2) bezeichnet, die keine gemeinsamen Kanten haben.
Eine Menge von kantendisjunkten Wegen W (x1, x2) wird dann als solche bezeichnet,
wenn alle Wege dieser Menge paarweise kantendisjunkt sind. Dabei ist die Anzahl der
mo¨glichen kantendisjunkten Wege zwischen zwei Knoten x1 und x2 durch das Mini-
mum vom Nachfolgergrad des Knotens x1 und dem Vorga¨ngergrad des Knotens x2
maxw(x1, x2) ≤ Min{gN (x1), gV (x2)} beschra¨nkt [Pahl u. Damrath 2000].
Algorithmus 5 basiert im Wesentlichen auf [Pahl u. Damrath 2000, Kapitel 8.4.4]. Der
hauptsa¨chliche Unterschied zur dort angegebenen Bildungsvorschrift besteht im Ver-
fahren fu¨r die Bildung der Ersatzwege w¯i und w¯k . Im Gegensatz zu [Pahl u. Damrath
2000] erfolgt hier die Pru¨fung nicht auf Basis einzelner, umgekehrter Kanten von wi
in wk , sondern es werden umgekehrte Wege von wi in wk fu¨r die Bildung der Ersatz-
wege herangezogen. Es handelt sich hierbei um einen iterativen Vorgang, der fu¨r alle
nicht zusammenha¨ngenden Wege zwischen den alternierenden Ersatzwegen w¯i und w¯k
ausgefu¨hrt werden muss.
Beschreibung Algorithmus 5: Es handelt sich bei Algorithmus 5 um einen rekursi-
ven Algorithmus. Demzufolge beno¨tigt er als Eingangswerte nicht nur den Graphen G
und die beiden Knoten x1 und x2, sondern ebenfalls die Menge der zu diesem Zeitpunkt
identifizierten, wahrscheinlichen kantendisjunkten Wege. Fu¨r den Start des iterativen
Prozesses handelt es sich um eine leere Menge. Fu¨r die Konstruktion der kantendisjunk-
ten Wege zwischen Knoten x1 und Knoten x2 wird zuna¨chst ein beliebiger Weg zwischen
den beiden Knoten bestimmt (siehe Algorithmus 4). Konnte kein Weg bestimmt wer-
den, so gibt es auch keine weiteren oder gar keine kantendisjunkten Wege zwischen
den Knoten. Fu¨r diesen Aufruf des Algorithmus wird der Menge der kantendisjunkten
Wege disjointPaths kein weiterer hinzugefu¨gt.
Ist die Menge der kantendisjunkten Wege disjointPaths keine leere Menge, muss der
aktuell gefundene Weg wi mit allen darin enthaltenen Wegen wk verglichen werden.
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Algorithmus 5: getEdgeDisjointPaths(G , x1, x2)
Kantendisjunkte Wege zwischen zwei Knoten
input : BipartiteGraph G := (T ,B ;P ,R) und x1, x2 | xi ∈ {B ∪ T}
output : disJointPaths ; // kantendisjunkte Wege zwischen x1 und x2
1 wi := getRandomPath(G , x1, x2) ; // Siehe Algorithmus 4
2 if |wi | = 0 then return disjointPaths;
3 woriginal := wi ;
4 if |disjointPaths| > 0 then
5 foreach wk ∈ disjointPaths do
6 while changed = true do
7 changed := false;
8 // Pru¨fe auf umgekehrte Kantenzu¨ge
9 label out: for endW 2 := |wi | − 1 downto 0 do
10 for startW 1 := 0 to |wk | do
11 if nodeendW 2 ∈ wi = nodestartW 1 ∈ wk then
12 // gemeinsamen Knoten gefunden
13 endW 1 := startW 1; startW 2 := endW 2;
14 for j := endW 2− 1 bis j ≥ 0 ∧ endW 1 + 1 < |wk | step
−1 do
15 if nodej ∈ wi = nodeendW 1+1 ∈ wk then
16 // Begin Kantenzug
17 startW 2 := j ;
18 endW 1 := endW 1 + 1;
19 changed := true;
20 end
21 else break out ; // verlasse Schleife label out
22 end
23 end
24 end
25 end
26 if changed = true ; // Ersetze wi durch w¯i und wk durch w¯k
27 then
28 substW 1 :=< nodei | nodei ∈ wk ∧ 0 ≤ i ≤ startW 1 + 1 >;
29 substW 1 ◦ < nodei | nodei ∈ wi ∧ endW 2 + 1 ≤ i ≤ |wi | >;
30 substW 2 :=< nodei | nodei ∈ wi ∧ 0 ≤ i ≤ startW 2 + 1 >;
31 substW 2 ◦ < nodei | nodei ∈ wk ∧ endW 1 + 1 ≤ i ≤ |wk | >;
32 wi := substW 2;
33 pathsToRemove ∪ {wk};
34 pathsToAdd ∪ {substW 1};
35 end
36 end
37 disjointPaths ∪ pathsToAdd ;
38 disjointPaths \ pathsToRemove;
39 end
40 end
41 Bilde Ersatzgraph Gi durch Umkehrung der Kanten von woriginal in G ;
42 disjointPaths ∪ {wi};
43 getEdgeDisjointPaths(Gi , x1, x2, disjointPaths) ; // Rekursion
44 return disJointPaths;
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Es wird auf das erste Auftreten eines umgekehrten Kantenzuges von wi in wk ∈
disjointPaths gepru¨ft. Es wird wi durch w¯i und wk durch w¯k ersetzt. Dieser Schritt
wird solange mit den jeweiligen Ersatzwegen wiederholt, bis es keine umgekehrten
Kantenzu¨ge von w¯i in w¯k mehr gibt.
Beispiel:
wi =< x1, . . . , a, l , i , v , e, . . . , u, t , r , f , . . . , x2 >
wk =< x1, . . . , s , v , i , l ,m, . . . , b, r , t ,m, . . . , x2 >
Erster Iterationsschritt
Die Kante (r , t) von wk ist in umgekehrter Richtung in wi enthalten:
wi =< x1, . . . , a, l , i , v , e, . . . , u,t,r, f , . . . , x2 >
wk =< x1, . . . , s , v , i , l ,m, . . . , b,r,t,m, . . . , x2 >
Es folgt die Bildung der verku¨rzten Wege w¯i u¨ber die Kettung des ersten Teilweges
< x1, . . . , a, l , i , v , e, . . . , u, t > von wi und dem zweiten Teilweg < m, . . . , x2 > von wk
und w¯k u¨ber die Kettung des ersten Teilweges < x1, . . . , s , v , i , l ,m, . . . , b, r > von wk
mit dem zweiten Teilweg < f , . . . , x2 > von wi :
w¯i =< x1, . . . , a, l , i , v , e, . . . , u, t ,m, . . . , x2 >
w¯k =< x1, . . . , s , v , i , l ,m, . . . , b, r , f , . . . , x2 >
Zweiter Iterationsschritt - fu¨r w¯i und w¯k
Der Weg < v , i , l > von w¯k ist in umgekehrter Richtung in w¯i enthalten:
w¯i =< x1, . . . , a,l,i,v, e, . . . , u, t , r , t ,m, . . . , x2 >
w¯k =< x1, . . . , s ,v,i,l,m, . . . , b, r , f , . . . , x2 >
Es folgt die Bildung der verku¨rzten Wege w¯i u¨ber die Kettung des ersten Teilweges
< x1, . . . , a, l > von w¯i mit dem zweiten Teilweg < m, . . . , b, r , f , . . . , x2 > von w¯k
aus dem vorherigen Iterationsschritt und w¯k u¨ber die Kettung des ersten Teilweges
< x1, . . . , s , v > von w¯k mit dem zweiten Teilweg < e, . . . , u, t ,m, . . . , x2 > von w¯i aus
dem vorherigen Iterationsschritt:
w¯i =< x1, . . . , a, l ,m, . . . , b, r , f , . . . , x2 >
w¯k =< x1, . . . , s , v , e, . . . , u, t , r , t ,m, . . . , x2 >
Dritter Iterationsschritt - fu¨r w¯i und w¯k
Es sind keine weiteren umgekehrten Wege von w¯k in w¯i enthalten, somit endet die
Iteration.
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Im Anschluss wird der modifizierte Weg w¯k in der Ergebnismenge disjointPaths ausge-
tauscht und der modifizierte Weg w¯i eingetragen.
Es folgt der rekursive Aufruf des Algorithmus mit dem Ersatzgraphen Gi . Dieser wird
gebildet, indem alle im Weg woriginal (entspricht dem urspru¨nglich gefunden Weg wi)
enthaltenen Kanten im Graph G umgekehrt werden. Der Algorithmus terminiert, wenn
kein Weg zwischen x1 und x2 im jeweiligen Ersatzgraph Gi mehr gefunden wird. Die
Menge disjointPaths entspricht dann der Menge kantendisjunkter Wege zwischen x1
und x2.
Abbildung 3.6 zeigt als Beispiel die kantendisjunkten Wege w1 =< a, 2, b, 3, c > und
w2 =< a, 1, b, 4, c > zwischen Knoten x1 = a und Knoten x2 = c fu¨r den dargestellten
Graphen G .
Abbildung 3.6: Beispiel fu¨r kantendisjunkte Wege zwischen zwei Knoten
3.2.5 Knotendisjunkte Wege zwischen zwei Knoten
Als knotendisjunkte Wege innerhalb eines Graphen zwischen einem Startknoten x1 und
einem Endknoten x2 werden diejenigen Wege bezeichnet, die außer einem gemeinsamen
Start- und Endknoten keinen weiteren gemeinsamen Knoten haben. Eine Menge von
knotendisjunkten Wegen zwischen einem Knoten x1 und einem Knoten x2 wird als
solche bezeichnet, wenn die enthaltenen Wege untereinander paarweise disjunkt sind.
Dabei ist die Anzahl der mo¨glichen knotendisjunkten Wege zwischen den Knoten x1 und
x2 durch das Minimum vom Nachfolgergrad des Knotens x1 und dem Vorga¨ngergrad des
Knotens x2 maxw(x1, x2) ≤ Min{gN (x1), gV (x2)} beschra¨nkt [Pahl u. Damrath 2000].
Algorithmus 6 basiert auf [Pahl u. Damrath 2000, Kapitel 8.4.4] und dient der Bestim-
mung der Menge knotendisjunkter Wege zwischen einem Startknoten x1 und einem
Endknoten x2.
Beschreibung Algorithmus 6: Als Eingangswerte des Algorithmus dienen der zu
betrachtende bipartite Graph G sowie ein Startknoten x1 und ein Endknoten x2, zwi-
schen denen alle knotendisjunkte Wege im Graphen bestimmt werden sollen. Es wird
der Ersatzgraph GE gebildet, indem zuna¨chst jeder Knoten nodei ∈ G durch eine Kan-
te (node ′i , node
′′
i ) ersetzt wird. Diese Substitution wird in der Relation substitutionMap
durch Abbildung von nodei ∈ {B ∪T} auf die Ersatzkante (node ′i , node ′′i ) des Knotens
in GE gespeichert, um das Einfu¨gen der Kanten des Graphen G zu ermo¨glichen. Wei-
terhin wird die umgekehrte Abbildung reverseSubstitutionMap der Ersatzkanten auf
den urspru¨nglichen Knoten gespeichert, um die Substitution der Ersatzkanten auf die
Ursprungsknoten zu ermo¨glichen.
U¨ber den Aufruf des Algorithmus 5 werden alle kantendisjunkten Wege edgeDisjoint-
Paths im Ersatzgraphen GE bestimmt. Durch die Ru¨cksubstitution der Ersatzkanten
eines jeden Weges currentPath ∈ edgeDisjointPaths werden die knotendisjunkten Wege
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Algorithmus 6: getNodeDisjointPaths(G , x1, x2)
Knotendisjunkte Wege zwischen Knoten
input : BipartiteGraph G := (T ,B ; P ,R) und x1, x2 | xi ∈ {B ∪ T}
output : knotendisjunkte Wege nodeDisjointPaths zwischen x1 und x2
1 // Bilde Ersatzgraphen GE
2 GE := (TE ,BE ; PE ,RE );
3 // Relation der Knoten von G auf die Kanten im Ersatzgraphen
GE
4 substitutionMap := N × PE | N ∈ {B ∪ T};
5 // Relation der Kanten im Ersatzgraphen GE auf die Knoten von
G
6 reverseSubstitutionMap := PE × N | N ∈ {B ∪ T};
7 // Ersetzen der Knoten von G durch Kanten in GE
8 foreach nodei ∈ {B ∪ T} do
9 BE := BE ∪ {node ′i};
10 TE := TE ∪ {node ′′i };
11 // Ersatzkante in PE eintragen
12 PE := PE ∪ {(node ′i , node ′′i )};
13 // Knoten in G auf Ersatzkante abbilden
14 substitutionMap := substitutionMap ∪ {(nodei , (node ′i , node ′′i ))};
15 // Ersatzkante in GE auf Knoten in G abbilden
16 reverseSubstitutionMap :=
reverseSubstitutionMap ∪ {((node ′i , node ′′i ), nodei)};
17 end
18 // Einfu¨gen der Kanten im Ersatzgraphen
19 foreach edgei(fj , sk) ∈ {P ∪ R} do
20 firsti = node
′′
n | (nl , (node ′m , node ′′n) ∈ substitutionMap ∧ nl = fj ;
21 secondi = node
′
m | (nl , (node ′m , node ′′n) ∈ substitutionMap ∧ nl = sk ;
22 if firsti ∈ BE then insert (firsti , secondi) in PE
23 else trage (firsti , secondi) in RE ein
24 end
25 edgeDisjointPaths := getEdgeDisjointPaths(Gi , x1, x2, disjointPaths);
26 nodeDisjointPaths := ∅;
27 foreach currentPath ∈ edgeDisjointPaths do
28 substitutionPath := ∅;
29 substitutionPath := substitutionPath ∪ {x1};
30 for i := 1 to |currentPath| − 1 step +2 do
31 substNodei := nl | ((node ′m , node ′′n), nl) ∈ reverseSubstitutionMap ∧
node ′m = nodei ∧ node ′′m = nodei+1 ∧ nodei ∈ currentPath ;
32 end
33 substitutionPath := substitutionPath ∪ {x2};
34 nodeDisjointPaths := nodeDisjointPaths ∪ {substitutionPath};
35 end
36 return nodeDisjointPaths
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in G bestimmt. Werden keine knotendisjunkte Wege identifiziert, liefert der Algorith-
mus dem Ergebnis entsprechend eine leere Menge zuru¨ck.
Beispiel: Abbildung 3.7 zeigt das Ergebnis bezogen auf den Beispielgraphen mit den
gefundenen Wegen w1 = {a, 3, c, 5, e}, w2 = {a, 2, b, 4, e} fu¨r den gegebenen Start-
knoten x1 = a und den gegebenen Endknoten x2 = e im oberen Teil der Abbildung.
Im unteren Teil wird der bereits fu¨r die kantendisjunkten Wege verwendete Graph aus
Abbildung 3.6 dargestellt. Hier gibt es nur einen Weg.
Abbildung 3.7: Beispiel fu¨r knotendisjunkte Wege zwischen zwei Knoten
3.2.6 Subgraphen ab einem Knoten oder zwischen zwei Knoten
Als Subgraph Gsub wird im Rahmen dieser Arbeit ein Graph Gsub bezeichnet, der
alle Knoten und Kanten des Graphen G entha¨lt, die ausgehend von einem gegebenen
Knoten x1 ∈ {B ∪ T} erreicht werden ko¨nnen. Dieser Knoten definiert demnach den
Startknoten eines solchen Subgraphen. Wird als weitere Randbedingung der Endknoten
x2 ∈ {B ∪ T} des zu bestimmenden Subgraphen vorgegeben, erha¨lt man die Menge
aller Knoten und Kanten, u¨ber die ausgehend vom Startknoten der Endknoten erreicht
werden kann.
Subgraphen ausgehend von einem Knoten
Ein Subgraph Gsub ausgehend von einem Knoten x1 wird gebildet, indem zuna¨chst alle
Knoten der ermittelten Wege in G nach Algorithmus 3 mit x2 = null der jeweiligen
Knotenmenge Tsub oder Bsub zugeordnet werden. Gleiches gilt fu¨r die entsprechenden
Kanten pi(b, t) ∈ P und ri(t , b) ∈ R, die jeweils zwischen den Knoten eines Weges
existieren(siehe Kapitel 3.2.2).
Subgraphen zwischen zwei Knoten
Ein Subgraph Gsub zwischen einem Knoten x1 ∈ {B ∪ T} und einem Knoten x2 ∈
{B ∪ T} wird gebildet, indem zuna¨chst alle Knoten der ermittelten Wege in G nach
Algorithmus 3 mit x1 und x2 der jeweiligen Knotenmenge Tsub oder Bsub zugeordnet
werden. Gleiches gilt fu¨r die entsprechenden Kanten pi(b, t) ∈ P und ri(t , b) ∈ R, die
jeweils zwischen den Knoten eines Weges existieren (siehe Kapitel 3.2.2).
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Algorithmus 7 stellt die notwendigen Schritte fu¨r die Bestimmung von Subgraphen dar.
Algorithmus 7: getSubGraphBetween(G , x1, x2)
Subgraph zwischen oder ab Knoten
input : BipartiteGraph G := (T ,B ; P ,R) und x1, x2 | x ∈ {B ∪ T}
output : Gsub ab Knoten x1 mit x2=null oder zwischen Knoten x1 und x2
1 Gsub := (Tsub ,Bsub ; Psub ,Rsub);
2 paths := getPathsBetween(G , x1, x2);
3 foreach currentPath < nodei , nodei+1, . . . , node|currentPath| >∈ paths do
4 for i = 0 to i < |currentPath| step +1 do
5 currentNode := nodei ;
6 if currentNode ∈ B then
7 Bsub := Bsub ∪ {currentNode};
8 if i + 1 < |currentPath| then
9 Psub ∪ {(currentNode, nodei+1)};
10 end
11 end
12 else
13 Tsub := Tsub ∪ {currentNode};
14 if i+1 < |currentPath| then
15 Rsub := Rsub ∪ {(currentNode, nodei+1)};
16 end
17 end
18 end
19 end
20 return Gsub
Beschreibung Algorithmus 7: Als Eingangswerte des Algorithmus dienen der zu
betrachtende bipartite Graph G sowie der Startknoten x1 und ein optionaler Endknoten
x2, von dem aus bzw. zwischen denen der Subgraph bestimmt werden soll. Ist x2 gege-
ben, werden alle Wege zwischen den Knoten x1 und x2 nach Algorithmus 3 bestimmt
und in paths eingetragen. Ist x2 nicht gegeben, erfolgt die Ermittlung der Wege ausge-
hend von Knoten x1. Anschließend wird jeder Knoten currentNode eines jeden Weges
in paths in die entsprechende Knotenmenge Bsub oder Tsub des Graphen Gsub einge-
tragen. Gleichzeitig werden die entsprechenden Kanten p(b, t) ∈ P und r(t , b) ∈ R in
Psub bzw. Rsub eingetragen. Handelt es sich bei currentNode um den Endknoten eines
Weges, dann existiert keine Kante, die dem Graphen Gsub hinzugefu¨gt werden muss.
Beispiel: Abbildung 3.8 zeigt das Ergebnis bezogen auf den Beispielgraphen mit den
Subgraphen Gsub1 , fu¨r einen gegebenen Startknoten x1 = a (linke Seite) und Gsub2 , fu¨r
den gegebenen Startknoten x1 = 3 und den gegebenen Endknoten x2 = e (rechte Seite).
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Abbildung 3.8: Beispiel fu¨r Subgraphen
3.3 Workflowgraphen
Im Rahmen dieser Arbeit wird als Workflowgraph formal ein bipartiter Graph nach
Kapitel 3.1 verstanden. Er besteht aus einer Menge von Aktivita¨ten und einer Menge
von Transitionen. Eine Transition ist der U¨bergang von vorangegangenen Aktivita¨ten
zu nachfolgenden Aktivita¨ten. Eine Aktivita¨t kann nur dann begonnen werden, wenn
dessen Vorga¨ngertransitionen erreicht wurden. Die nachfolgenden Definitionen basieren
auf [van der Aalst 1998], [Klinger 2003], [Ko¨nig 2004].
Entscheidung/Asynchronisation Ein Workflowgraph kann Entscheidungen beinhal-
ten (XOR-split), die den Ablauf im Graphen verzweigen oder im Gegensatz dazu Asyn-
chronisationen (AND-Split), die das parallele Ausfu¨hren von Aktivita¨ten ermo¨glichen.
Eine Entscheidung tritt auf, wenn eine Transition mehr als einen Nachfolger hat. Eine
Asynchronisation ist durch eine Aktivita¨t mit mehr als einem Nachfolger gekennzeich-
net. Bei einer Entscheidung wird also genau eine der nachfolgenden Kanten betreten.
Bei einer Asynchronisation werden hingegen alle nachfolgenden Kanten betreten.
Kontakt/Synchronisation Korrespondierend zu Entscheidungen und Asynchronisa-
tionen kann ein Workflowgraph Kontakt- (XOR-Join) und Synchronisationsknoten
(AND-Join) enthalten. Ein Kontakt fu¨hrt vorangestellte Entscheidungen wieder zu-
sammen. Es handelt sich um Knoten der Menge der Transitionen, die mehr als einen
Vorga¨nger haben. Fu¨r einen Kontakt wird demnach gefordert, dass mindestens eine
seiner Vorga¨ngeraktivita¨ten erreichbar ist. Eine Synchronisation ist eine Aktivita¨t, die
mehr als einen Vorga¨nger hat. Sie fu¨hrt vorangestellte Asynchronisationen wieder zu-
sammen. Es wird gefordert, dass alle Vorga¨ngertransitionen erreichbar sind.
Abbildung 3.9: Workflowgraphen - U¨bersicht
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3.4 Algorithmen und Methoden auf Workflowgraphen
Fu¨r die Darstellung der Methoden und Algorithmen auf Workflowgraphen wird weiter-
hin Graph G aus Kapitel 3.1 verwendet. Bezogen auf die Definitionen in Kapitel 3.3
handelt es sich bei Knotenmenge T um die Menge der Aktivita¨ten und Menge B stellt
die Menge der Transitionen dar. Die Beziehung zwischen Aktivita¨ten und Transitio-
nen wird durch die Kantenmenge P und die Beziehung zwischen Transitionen und
Aktivita¨ten durch die Menge der Kanten R abgebildet.
3.4.1 Identifikation von XOR-Split- und XOR-Join-Knoten
XOR-Split- und XOR-Join-Knoten eines Workflowgraphen ko¨nnen durch Betrachtung
der Struktur des Graphen bestimmt werden.
XOR-Split-Knoten
Als XOR-Split Knoten werden jene Knoten der Menge der Transitionen B bezeichnet,
die nachfolgende Bedingung erfu¨llen:
Alle Knoten bi ∈ B , die mehr als eine wegfu¨hrende Kante besitzen, sind XOR-Split-
Knoten. Oder anders ausgedru¨ckt, alle Knoten b ∈ B , die mehr als einen Nachfolger
besitzen, sind XOR-Split-Knoten:
xorSplits := {bi ∈ B | gN (bi) > 1} (3.5)
Algorithmus 8 bestimmt die Menge der XOR-Splits. Als Eingangswert dient der zu
untersuchende bipartite Graph. Als Ergebnis wird die Menge der identifizierten XOR-
Splits zuru¨ckgeliefert. Werden keine XOR-Splits identifiziert, liefert der Algorithmus
eine leere Menge als Ergebnis.
Algorithmus 8: getXorSplits(G)
Bestimmung der Menge von XOR-Split-Knoten
input : BipartiteGraph G := (T ,B ; P ,R)
output : Menge der XOR-Split Knoten xorSplits
1 xorSplits := ∅;
2 foreach possibleSplit ∈ B do
3 // hat possibleSplit mehr als einen Nachfolger ?
4 if gN (possibleSplit) > 1 then
5 // trage possibleSplit in die Menge der XOR-Splits ein
6 xorSplits := xorSplits ∪ {possibleSplit};
7 end
8 end
9 return xorSplits
3.4 Algorithmen und Methoden auf Workflowgraphen 47
Beschreibung Algorithmus 8: Fu¨r die Bestimmung der XOR-Splits wird u¨ber alle
bi ∈ B iteriert. Hat ein Knoten bi mehr als einen Nachfolger wird er der Menge xorSplits
hinzugefu¨gt. Abbildung 3.10 zeigt die nach dem Algorithmus bestimmte Knotenmenge
xorSplits = {3}.
XOR-Join-Knoten
Die Menge aller Knoten bi der Menge der Transitionen B werden als XOR-Join-Knoten
bezeichnet, wenn fu¨r sie mehr als eine hinfu¨hrende Kante existiert, der Knoten bi
demnach mehr als einen Vorga¨nger hat. Fu¨r alle XOR-Joins gilt:
xorJoins := {bi ∈ B | gV (bi) > 1} (3.6)
Algorithmus 9 bestimmt die Menge der XOR-Joins. Als Eingangswert dient der auf das
Vorhandensein von XOR-Joins zu untersuchende bipartite Graph. Als Ergebnis wird
die Menge der identifizierten XOR-Joins zuru¨ckgeliefert.
Algorithmus 9: getXorJoins(G)
Bestimmung der Menge von XOR-Join-Knoten
input : BipartiteGraph G := (T ,B ; P ,R)
output : Menge der XOR-Join Knoten xorJoins
1 xorJoins := ∅;
2 foreach possibleJoin ∈ B do
3 // hat possibleJoin mehr als einen Vorga¨nger ?
4 if |gV (possibleJoin)| > 1 then
5 // trage possibleJoin in die Menge der XOR-Joins ein
6 xorJoins := xorJoins ∪ {possibleJoin};
7 end
8 end
9 return xorJoins
Beschreibung Algorithmus 9: Fu¨r die Bestimmung der XOR-Joins wird u¨ber alle
bi ∈ B iteriert. Hat ein Knoten bi mehr als einen Vorga¨nger, wird er der Menge xorJoins
hinzugefu¨gt.
Beispiel: Abbildung 3.10 zeigt die nach dem Algorithmus bestimmte Knotenmenge
xorJoins = {5}.
Abbildung 3.10: Beispiel fu¨r XOR-Split und XOR-Join Knoten
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3.4.2 Identifikation von AND-Split und AND-Join Knoten
AND-Split- und AND-Join-Knoten eines Workflowgraphen ko¨nnen durch Betrachtung
der Struktur des Graphen bestimmt werden.
AND-Split Knoten
Als AND-Split-Knoten werden jene Knoten der Menge der Aktivita¨ten T bezeichnet,
die nachfolgende Bedingung erfu¨llen:
Alle Knoten ti der Menge T , die mehr als eine wegfu¨hrende Kante haben, sind AND-
Split-Knoten, bzw. alle Knoten ti der Menge T , die mehr als einen Nachfolger besitzen,
sind AND-Split-Knoten:
andSplits := {ti ∈ T | gN (ti) > 1} (3.7)
Algorithmus 10 bestimmt die Menge der AND-Splits. Als Eingangswert dient der zu
untersuchende bipartite Graph. Als Ergebnis wird die Menge der identifizierten AND-
Splits zuru¨ckgeliefert. Werden keine AND-Splits identifiziert, liefert der Algorithmus
eine leere Menge als Ergebnis.
Algorithmus 10: getAndSplits(G)
Bestimmung der Menge von AND-Split-Knoten
input : BipartiteGraph G := (T ,B ; P ,R)
output : Menge der AND-Split Knoten andSplits
1 andSplits := ∅;
2 foreach possibleSplit ∈ T do
3 // hat possibleSplit mehr als einen Nachfolger ?
4 if gN (ti) > 1 then
5 // trage possibleSplit in die Menge der AND-Splits ein
andSplits := andSplits ∪ ti}
6 end
7 end
8 return andSplits
Beschreibung Algorithmus 10: Fu¨r die Bestimmung der AND-Splits wird u¨ber
alle ti ∈ T iteriert. Hat ein Knoten ti mehr als einen Nachfolger, wird er der Men-
ge andSplits hinzugefu¨gt. Abbildung 3.11 zeigt die nach dem Algorithmus bestimmte
Knotenmenge andSplits = {a}.
AND-Join Knoten
Alle Knoten pi der Menge der Aktivita¨ten T werden als AND-Join Knoten bezeichnet,
wenn fu¨r sie mehr als eine hinfu¨hrende Kante existiert - der Knoten ti demnach mehr
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als einen Vorga¨nger hat. Fu¨r alle AND-Joins gilt:
andJoins := {ti ∈ T | gV (ti) > 1} (3.8)
Algorithmus 11 bestimmt die Menge der AND-Joins. Als Eingangswert dient der zu
untersuchende bipartite Graph. Als Ergebnis wird die Menge der identifizierten AND-
Joins zuru¨ckgeliefert.
Algorithmus 11: getAndJoins(G)
Bestimmung der Menge von AND-Join-Knoten
input : BipartiteGraph G := (T ,B ; P ,R)
output : return Menge der AND-Join Knoten andJoins
1 andJoins = ∅;
2 foreach possibleJoin ∈ T do
3 // hat possibleJoin mehr als einen Vorga¨nger ?
4 if |gV (possibleJoin)| > 1 then
5 // trage possibleJoin in die Menge der AND-Splits ein
6 andJoins := andJoins ∪ {ti};
7 end
8 end
9 return andJoins
Beschreibung Algorithmus 11: Fu¨r die Bestimmung der AND-Joins wird u¨ber
alle ti ∈ T iteriert. Hat ein Knoten ti mehr als einen Vorga¨nger, wird er der Menge
andJoins hinzugefu¨gt.
Beispiel: Abbildung 3.11 zeigt die nach dem Algorithmus bestimmte Knotenmenge
andJoins = {e}.
Abbildung 3.11: Beispiel fu¨r AND-Split und AND-Join Knoten
3.4.3 Identifikation korrespondierender Split-Join und Join-Split
Paare
In einem Workflowgraphen, der well handled ist (siehe Kapitel 3.4.4), hat jeder XOR-
Split und jeder AND-Split einen korrespondierenden Join-Knoten, durch den er syn-
chronisiert wird. Welcher split-Knoten split zu welchem Join-Knoten join und umge-
kehrt geho¨rt, kann durch Algorithmus 12 bzw. 13 bestimmt werden.
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Algorithmus 12: getJoinsFromSplit(G , split)
Bestimmung der Menge korrespondierender Join-Knoten von einem Split-
Knoten
input : BipartiteGraph G := (T ,B ; P ,R), split
output : Menge der korrespondierenden join-Knoten correspondingJoins
1 correspondingJoins := ∅;
2 possibleJoins := ∅;
3 if split ∈ getANDSplits(G) then
4 possibleJoins := getANDJoins(G)
5 end
6 else possibleJoins := getXORJoins(G);
7 foreach currentJoin ∈ possibleJoins do
8 if |getNodeDisjointPaths (G , split , currentJoin)| > 1 then
9 correspondingJoins := correspondingJoins ∪ {currentJoin}
10 end
11 end
12 return correspondingJoins
Bestimmung von korrespondierenden Join-Knoten
Die Menge von Join-Knoten, die einen Split-Knoten synchronisieren, kann durch Algo-
rithmus 12 bestimmt werden. Dabei wird die Art der Synchronisation beachtet. AND-
Join Knoten werden fu¨r einen AND-Split Knoten bestimmt und XOR-Join Knoten fu¨r
einen XOR-Split Knoten.
Beschreibung Algorithmus 12: Fu¨r die Bestimmung der Menge der korrespon-
dierenden Synchronisationen correspondingJoins nach Algorithmus 12 wird zuna¨chst
festgestellt, ob es sich beim Knoten split um einen AND-Split oder einen XOR-Split
handelt. Da davon ausgegangen wird, dass es sich bei G um einen Graphen han-
delt, der well handled ist, sind nur passende Join-Knoten mo¨glich - also AND-Split
mit AND-Join und XOR-Split mit XOR-Join. Die entsprechende Menge von Knoten
possibleJoins wird nach Algorithmus 11 oder 9 bestimmt. Anschließend wird paarweise
gepru¨ft, ob mehr als ein knotendisjunkter Weg zwischen Knoten split und jedem Knoten
currentJoin der Menge possibleJoins existiert. Trifft diese Bedingung fu¨r einen Knoten
currentJoin zu, wird dieser in die Ergebnismenge correspondingJoins eingetragen. Ab-
bildung 3.12 zeigt die Ergebnisse correspondingJoins = {5} und correspondingJoins =
{e} des Algorithmus fu¨r split = 3 bzw. split = a.
Bestimmung von korrespondierenden Split-Knoten
Die Menge von Split-Knoten, die durch einen Join-Knoten synchronisiert werden, kann
durch Algorithmus 13 bestimmt werden. Dabei wird die Art der Synchronisation beach-
tet. AND-Split Knoten werden fu¨r einen AND-Join Knoten bestimmt und XOR-Split
Knoten fu¨r einen XOR-Join Knoten.
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Algorithmus 13: getSplitsFromJoin(G , join)
Bestimmung der Menge von korrespondierenden split-Knoten von einem join-
Knoten
input : BipartiteGraph G := (T ,B ; P ,R), join
output : der korrespondierenden Join-Knoten correspondingJoins
1 correspondingSplits := ∅;
2 possibleSplits := ∅;
3 if join ∈ getANDJoins(G) then
4 possibleSplits := getANDSplits(G)
5 end
6 else possibleSplits := getXORSplits(G);
7 foreach currentSplit ∈ possibleSplits do
8 if |getNodeDisjointPaths (G , currentSplit , join)| > 1 then
9 correspondingSplits := correspondingSplits ∪ {currentSplit}
10 end
11 end
12 return correspondingSplits
Beschreibung Algorithmus 13: Fu¨r die Bestimmung der Menge der korrespondie-
renden Splits correspondingSplits wird zuna¨chst festgestellt, ob es sich beim Knoten
join um einen AND-Join oder einen XOR-Join handelt. Da davon ausgegangen wird,
dass es sich bei G um einen Graphen handelt, der well handled ist, sind nur passende
Split-Knoten mo¨glich - also AND-Join mit AND-Split und XOR-Join mit XOR-Split.
Die entsprechende Menge von Knoten possibleSplits wird nach Algorithmus 10 oder 8
bestimmt. Anschließend wird paarweise gepru¨ft, ob mehr als ein knotendisjunkter Weg
zwischen jedem Konten der Menge currentSplit und dem Knoten join existiert. Trifft
diese Bedingung fu¨r einen Knoten currentSplit zu, wird dieser in die Ergebnismenge
correspondingSplits eingetragen.
Beispiel: Abbildung 3.12 zeigt die Ergebnisse correspondingSplits = {3} und corre-
spondingSplits = {a} des Algorithmus fu¨r join = 5 bzw. join = e.
Abbildung 3.12: Beispiel fu¨r korrespondierende split- / join-Paare
3.4.4 Well Handled Test und Bestimmung von Konfliktpaaren
Ein Workflowgraph ist dann well handled, wenn jeder AND-Split mit einem AND-
Join und jeder XOR-Split mit einem XOR-Join synchronisiert wird (siehe [Richter von
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Hagen u. Stucky 2004]). Ist dies nicht der Fall, kann dies zu Verklemmungen im Ablauf
des Graphen fu¨hren. Ist ein Workflowgraph well handled, so ist seine Struktur korrekt
und er entha¨lt nur gu¨ltige Instanzgraphen und somit ausschließlich gu¨ltige Abla¨ufe. Ein
Workflowgraph ist nicht well handled, wenn knotendisjunkte Wege zwischen artfremden
Split-Join-Paaren im Graphen existieren. Ein solches Paar wird Konfliktpaar genannt.
Beschreibung Algorithmus 14: Fu¨r die Bestimmung der Konfliktpaare werden
zuna¨chst alle AND-Joins andJoins nach Algorithmus 11 und alle XOR-Splits xorSplits
nach Algorithmus 8 bestimmt. Anschließend erfolgt die Ermittlung der Menge knoten-
disjunkter Wege paarweise zwischen jedem Knoten currentXorSplit ∈ xorSplits und
jedem Knoten currentAndJoin ∈ andJoins . Ist der Betrag der Menge knotendisjunk-
ter Wege - also deren Anzahl - gro¨ßer eins, wurde ein Konfliktpaar (currentXorSplit ,
currentAndJoin) identifiziert und wird der Ergebnismenge conflictPairs hinzugefu¨gt.
Dieser Prozess wird fu¨r alle nach Algorithmus 10 bestimmten AND-Split Knoten mit
jedem nach Algorithmus 9 bestimmten XOR-Join Knoten wiederholt. Als Ergebnis
wird die Menge von Konfliktpaaren conflictPairs zuru¨ckgeliefert. Handelt es sich dabei
um eine leere Menge, ist der Graph well handled, anderenfalls nicht.
Algorithmus 14: getConflictPairs(G)
Bestimmung von Konfliktpaaren
input : BipartiteGraph G := (T ,B ; P ,R)
output : return Menge der Konfliktpaare conflictPairs
1 conflictPairs := ∅;
2 andJoins := getANDJoins(G);
3 xorSplits := getXORSplits(G);
4 foreach currentXorSplit ∈ xorSplits do
5 foreach currentAndJoin ∈ andJoins do
6 if |getNodeDisjointPaths (currentXorSplit , currentAndJoin)| > 1
then conflictPairs ∪ {(currentXorSplit , currentAndJoin)}
7 end
8 end
9 xorJoins := getXORJoins(G);
10 andSplits := getANDSplits(G);
11 foreach currentAndSplit ∈ andSplits do
12 foreach currentXorJoin ∈ xorJoins do
13 if |getNodeDisjointPaths (currentAndSplit , currentXorJoin)| > 1
then
conflictPairs := conflictPairs ∪ {(currentAndSplit , currentXorJoin)}
14 end
15 end
16 return conflictPairs
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Beispiel: Abbildung 3.13 zeigt das Ergebnis fu¨r einen auf Basis von G modifizierten
Graphen G ′. Das Konfliktpaar (3, e) wurde ermittelt, da die beiden knotendisjunkten
Wege w1 =< 3, c, 5, e > und w2 =< 3, d , 7, e > zwischen der Entscheidung xorSplit = 3
und andJoin = e existieren. Konfliktpaar (a, 5) begru¨ndet sich durch die knotendis-
junkten Wege w3 =< a, 2, b, 5 > und w4 =< a, 3, c, 5 > zwischen der Asynchronisation
andSplit = a und dem Kontakt xorJoin = 5 jeweils im Graphen G ′. Graph G ′ ist
nicht konfliktfrei und somit nicht well handled. Die Aktivita¨t e kann nicht ausgefu¨hrt
werden, falls die Wahl bei Entscheidungsknoten 3 auf die Folgeaktivita¨t c fa¨llt und
somit die Transition 7 nicht erreicht wird. Die Transitionen 5 und 7 mu¨ssen jedoch fu¨r
die Ausfu¨hrbarkeit von e in jedem der mo¨glichen Abla¨ufe erreichbar sein.
Abbildung 3.13: Konfliktpaare {(3, e), (a, 5)} fu¨r G ′
3.4.5 Bestimmung von Instanzgraphen
Ein Workflowgraph kann ausgehend von einer Starttransition in eine Menge von gu¨lti-
gen Instanzgraphen zerlegt werden, sofern der Graph well handled (siehe Kapitel 3.4.4)
ist. Die Menge der Instanzgraphen beschreibt alle mo¨glichen Abla¨ufe in einem Work-
flowgraphen. Dabei entspricht die Anzahl der Instanzgraphen der Anzahl der im Work-
flowgraphen enthaltenen Entscheidungsknoten (XOR-Splits) plus eins. Entha¨lt ein Work-
flowgraph keine Entscheidungen, gibt es nur einen mo¨glichen Ablauf, der dem weiteren
Verlauf des Workflowgraphen ab der gegebenen Starttransition entspricht. Ein Instanz-
graph stellt einen der mo¨glichen Abla¨ufe innerhalb des Graphen ausgehend von einer
gegebenen Starttransition dar. Die Bestimmung von Instanzgraphen erfolgt nach Al-
gorithmus 15.
Beschreibung Algorithmus 15: Der Algorithmus bestimmt die Menge aller Instanz-
graphen instGraphs des Graphen G ausgehend von einem Startknoten startNode. Es
wird ein neuer Instanzgraph instGraph erzeugt und mit dem Ausgangsknoten startNode
initialisiert. Ab hier werden die nachfolgenden Schritte ausgefu¨hrt:
1. Trage alle Instanzgraphen graphsToRemove aus der Menge instGraps aus, die
entfernt werden mu¨ssen und alle neu begonnenen Instanzgraphen pathsToAdd in
die Menge der Instanzgraphen instGraphs ein, die im vorangestellten Durchlauf
bestimmt wurden.
2. Bestimme den na¨chsten zu betrachtenden Instanzgraphen currenInstGraph. Wur-
de u¨ber alle Elemente der Menge instGraphs iteriert, dann fahre fort mit Schritt 7.
3. Bestimme den na¨chsten Knoten currentInstGraphNode im zu betrachtenden In-
stanzgraphen currentInstGraph. Wenn fu¨r den Knoten currentInstGraphNode
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Algorithmus 15: getInstanceGraphs(G , startNode)
Bestimmung der Menge von Instanzgraphen
input : BipartiteGraph G := (T ,B ;P ,R), startNode ∈ {T ∪ B}
output : Menge der Instanzgraphen instGraphs ab startNode
1 instGraph := ∅;
2 new instGraph := (TS ,BS ;PS ,RS );
3 if startNode ∈ T then TS := TS ∪ {startNode} else BS := BS ∪ {startNode};
4 instGraphs := instGraphs ∪ {instGraph};
5 graphsToAdd := ∅; graphsToRemove := ∅; changed := false;
6 repeat
7 instGraphs := instGraphs ∪ {graphsToAdd};
8 graphsToAdd := ∅; instGraphs := instGraphs \ {graphsToRemove};
9 graphsToRemove := ∅; changed := false;
10 foreach currentInstGraph(TI ,BI ;PI ,RI ) ∈ instGraphs do
11 foreach currentInstGrapheNode ∈ currentInstGraph do
12 if gN (currentInstGraphNode) = 0 mit gN (x ) auf currentInstGraph then
13 successors := gN (currentInstGraphNode) mit gN (x ) auf G ;
14 if currentInstGraphNode ∈ T then
15 foreach currentNode ∈ successors do
16 TI := TI ∪ {currentSuccessor};
17 RI := RI := RI ∪ {(currentInstGraphNode, currentNode)};
18 changed := true;
19 end
20 end
21 else
22 if |successors| > 1 then
23 graphsToRemove ∪ currentInstGraph;
24 foreach currentSuccessor ∈ successors do
25 new copyGraph := (TC ,BC ;PC ,RC );
26 copyGraph := (TC ∪ TI ,BC ∪ BI ;PC ∪ PI ,RC ∪ RI );
27 BC := BC ∪ {currentSuccessor};
28 PC := PC ∪ {(currentInstGraphNode, currentSuccessor)};
29 grapphsToAdd := grapphsToAdd ∪ {copyGraph};
30 changed := true;
31 end
32 end
33 else
34 foreach currentSuccessor ∈ successors do
35 BC := BI ∪ currentSuccessor ;
36 PC := PC ∪ {(currentInstGraphNode, currentSuccessor)};
37 changed := true;
38 end
39 end
40 end
41 end
42 end
43 end
44 until changed ;
45 return instGraphs
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noch keine Nachfolger im momentan betrachteten Instanzgraphen currentInst-
Graph existieren, fahre fort mit Schritt 5, sonst weiter mit Schritt 3.
4. Ermittle die Nachfolger successors von currentInstGraphNode im Ausgangsgra-
phen G . Pru¨fe fu¨r jeden Nachfolger currentNode der Menge successors , ob er Ele-
ment der Menge der Aktivita¨ten T des Ausgangsgraphen ist. Wenn nicht, weiter
mit Schritt 5. Ist currentNode ∈ T kann es sich nicht um einen Entscheidungs-
knoten handeln. Es entsteht somit kein neuer Instanzgraph. Alle Nachfolger von
currentNode werden in die Menge TI und alle Kanten (currentInstGraphNode,
currentNode) in die Menge RI des momentan betrachteten Instanzgraphen current-
InstGraph eingetragen. Der aktuelle Durchlauf wird mit changed := true mar-
kiert. Weiter mit Schritt 3.
5. Knoten currentInstNode ist Element der Menge der Transitionen B . Es wird
gepru¨ft, ob der Knoten currentInstNode ein Entscheidungsknoten ist. Dies ist
der Fall, wenn er mehr als einen Nachfolger hat. Hat er mehr als einen Nach-
folger (sonst weiter mit Schritt 6), erho¨ht sich die Anzahl der Instanzgraphen
um die Anzahl der Nachfolger minus eins. currentInstGraph wird als zu entfer-
nender Graph der Menge graphsToRemove zugeordnet. Anschließend wird fu¨r
jeden Nachfolger currentSuccessor ein neuer Graph copyGraph(TC ,BC ; PC ,RC )
erzeugt und mit den Mengen aller Knoten und Kanten von currentInstGraph
initialisiert. Zusa¨tzlich wird der Knoten currentSuccessor der Menge BC und
die Kante (currentInstGraphNode, currentSuccessor) der Menge PC zugeordnet.
Es folgt das Eintragen von copyGraph in die Menge graphsToAdd . Der aktuelle
Durchlauf wird mit changed = true markiert. Weiter mit Schritt 3.
6. Es gibt demnach nur einen oder gar keinen Nachfolger currentSuccessor . Gibt
es einen, so wird dieser der Menge BI und die Kante (currentInstGraphNode,
currentSuccessor) der Menge PC zugeordnet und der aktuelle Durchlauf wird
mit changed = true markiert. Weiter mit mit Schritt 3.
7. Es wurde u¨ber alle zu betrachtenden Instanzgraphen der Menge instGraphs ite-
riert. Wurde im aktuellen Durchlauf eine Vera¨nderung in der Menge der Instanz-
graphen instGraphs oder in den darin enthaltenen Instanzgraphen vorgenommen,
so wurde changed mit dem Wert true belegt. Wenn ja, beginnt ein neuer Durch-
lauf - weiter mit Schritt 1. Sonst weiter mit Schritt 8.
8. Alle Instanzgraphen des Graphen G ausgehend vom Knoten startNode wurden
bestimmt. instGraphs ist die Ergebnismenge und wird zuru¨ckgeliefert.
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Beispiel: Abbildung 3.14 zeigt die Menge der durch Algorithmus 15 bestimmten In-
stanzgraphen ausgehend von Knoten 1.
Abbildung 3.14: Menge der Instanzgraphen fu¨r G ausgehend von Knoten
startNode = 1
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Dieses Kapitel stellt das modellorientierte Konzept fu¨r das automatisierte Generieren
von Bauabla¨ufen auf Basis eines BIM vor. Der Modellentwurf erfolgt im Hinblick auf
die Umsetzung des Konzeptes in Kapitel 5 objektorientiert. Die formale Beschreibung
des Modells erfolgt auf Basis der Mengen- und Relationenalgebra und stu¨tzt sich dabei
auf die in Kapitel 3 vorgestellten Methoden und Algorithmen.
4.1 Systementwurf
Auf Basis der in den Kapiteln 2.5.1 und 2.5.2 erla¨uterten Abha¨ngigkeiten sowie dem
Automatisierungsansatz nach Kapitel 2.5.3 wird ein Modell entwickelt, das alle fu¨r die-
sen Ansatz notwendigen Informationen beinhaltet. Ziel ist die formale Abbildung der
subjektiven Entscheidungsprozesse der Bauablaufplanung. Das Modell soll es erlauben,
die Teilabla¨ufe in eine logische Reihenfolge zu bringen und den subjektiven Entschei-
dungsweg, der zur Bildung eines Bauablaufs gefu¨hrt hat, in ein Softwaresystem zu
u¨bertragen. Der Vorteil besteht darin, dass dieser Entscheidungsweg formal abgebildet
wird und dadurch dessen Wiederverwendbarkeit ermo¨glicht wird. Wenn beispielsweise
ein Vorgang fu¨r die Erstellung einer Wand modelliert wurde, dann ist er auch zuku¨nftig
durch dessen Abbildung im Modell vorhanden.
Abbildung 4.1 zeigt die Prinzipskizze des angestrebten Systementwurfs1 ausgehend von
einem der Planung entstammenden Bauwerksinformationsmodell.
Die innerhalb des Systems auszufu¨hrenden Arbeitsschritte ergeben sich dabei wie folgt:
1. Strukturierungsphase: Es erfolgt die Definition einer dem Bauwerksinforma-
tionsmodell u¨bergeordneten Struktur in Form von Struktureinheiten. Die Defini-
tion von Struktureinheiten basiert dabei auf der Struktur des Bauwerks, vorge-
gebenen Bauabschnitten als auch Gewerken und entspricht in diesem Sinne einer
Grobterminplanung. Eine Struktureinheit beschreibt alle darin enthaltenen Bau-
elemente, die in einem zugeho¨rigen Teilablauf herzustellen sind. Die Reihenfolge
der Erstellung von Struktureinheiten und somit deren Teilabla¨ufe ist dabei durch
den Anwender vorzugeben. Diese Vorgabe ist notwendig, da nicht automatisiert
auf die richtige Reihenfolge dieser Teilabla¨ufe geschlossen werden kann. Beispiels-
weise ist die Vorgehensweise, ein Bauwerk beginnend mit dem Fundament bis zum
Dachgeschoss herzustellen, zwar in den meisten Fa¨llen die maßgebende, jedoch
1vgl. [Claus u. Schwill 2003] Als System wird in der Informationstechnologie die Zusammenfassung
mehrerer Komponenten zu einer Einheit fu¨r ein wohldefiniertes Bu¨ndel von Aufgaben verstanden
- hier die Gesamtlo¨sung fu¨r die automatisierte Generierung von Bauablaufpla¨nen.
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ist sie nicht zwingend richtig. Als Beispiel kann der Umbau eines Bauwerks infol-
ge einer Umnutzung herangezogen werden, bei dem aufgrund nutzungsbedingter
Vorgaben die Umbauten in der Reihenfolge zwanzigstes, fu¨nfzehntes, siebzehntes
Obergeschoss ausgefu¨hrt werden mu¨ssen.
Es werden alle fu¨r den jeweils zu detaillierenden Teilablauf relevanten Bauteile
aufgrund der Zugeho¨rigkeit zu ihren Struktureinheiten aus dem BIM extrahiert
und in Form definierter Bauteilobjekte in das System u¨berfu¨hrt.
2. Generierungsphase: Es folgt die automatisierte Zuordnung von Vorga¨ngen fu¨r
jedes der in Schritt 1 extrahierten Bauteilobjekte einer jeden Struktureinheit.
Dafu¨r werden Vorga¨nge innerhalb der Datenbasis gesucht, die als Ergebnis ein
passendes Bauteilobjekt liefern, und somit automatisch bestimmt. Ko¨nnen keine
passenden Vorga¨nge gefunden werden, muss zumindest ein passender Vorgang
vom Anwender definiert und in die Datenbasis eingefu¨gt werden. Wenn fu¨r jedes
zu betrachtende Bauteilobjekt ein Vorgang bestimmt wurde, wird auf Basis der
gefundenen Vorga¨nge ein mo¨glicher Teilablauf generiert. Dies erfolgt durch die
Verknu¨pfung der Resultate von Vorga¨ngen mit identischen Vorbedingungen nach
These 5.
3. Kopplungsphase: Nach der Bestimmung zumindest eines gu¨ltigen Teilablaufs
fu¨r jede Struktureinheit erfolgt deren Kopplung zu einem Gesamtablauf auf Basis
der u¨bergeordneten Grobterminplanung aus Punkt 1.
Gleiche Ausgangsinformationen fu¨hren dabei im Idealfall zu gleichen Ergebnissen auf
Basis des in der Datenbasis vorgehaltenen Wissens. Der Automatisierungsansatz fu¨hrt
dadurch zu reproduzierbaren Ergebnissen. Durch die formale Abbildung erfolgt eine
eingeschra¨nkte Entkopplung von subjektiven Entscheidungen des Planers. Einschra¨n-
kend muss festgestellt werden, dass fu¨r den Bauprozess viele Besonderheiten aufgrund
des Unikatcharakters von Bauwerken und aufgrund von a¨ußeren Bedingungen existie-
ren. Auch ist die Kombination von Teilabla¨ufen nicht vo¨llig frei, da zwischen ihnen
ebenfalls Abha¨ngigkeiten bestehen, die sich abha¨ngig vom Bauwerk unterscheiden und
vom Planer beru¨cksichtigt werden mu¨ssen. Aus diesem Grund besteht die Notwendig-
keit des manuellen Eingriffs. An dieser Stelle kommt die subjektive Entscheidung des
Planers wieder in das System.
Der vormals manuelle Prozess der Bauablaufplanung wird auf Basis eines neu entwi-
ckelten Modells und darauf operierender Methoden in einen teilautomatisierten Pro-
zess u¨berfu¨hrt. Ziel der Arbeit ist demnach die Entwicklung eines den Planer un-
terstu¨tzenden Werkzeugs fu¨r die Bauablaufplanung.
4.1 Systementwurf 59
Abbildung 4.1: Prinzipskizze des Systementwurfs
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4.2 Modellbildung
Unter Modellbildung wird die hinreichend genaue Abbildung eines Systems fu¨r ein kon-
kretes Problem verstanden. Das System innerhalb dieser Arbeit sind Methoden fu¨r das
teilautomatisierte Generieren von Bauabla¨ufen, die zur Herstellung von Bauwerksab-
schnitten beziehungsweise kompletten Bauwerken fu¨hren.
Innerhalb des vorliegenden Kapitels erfolgt die Entwicklung eines Modells fu¨r den
gewa¨hlten Lo¨sungsansatz nach Kapitel 2.5 und des Systementwurfs gema¨ß dem voran-
gestellten Kapitel 4.1.
4.2.1 Digitales Bauwerksinformationsmodell
Fu¨r die Abbildung des BIM erfolgt keine eigens definierte, formale Abbildung. Prinzi-
piell ist der angestrebte Systementwurf fu¨r jede Form eines digitalen BIM anwendbar.
Es gelten jedoch nachfolgende Mindestanforderungen:
Anforderungen
Die im BIM enthaltenen Informationen mu¨ssen in den Modellentwurf, der in den nach-
folgenden Kapiteln entworfen wird, u¨berfu¨hrbar sein. Um dies zu gewa¨hrleisten, mu¨ssen
folgende Kriterien zwingend erfu¨llt sein:
1. Alle Objekte eines BIM und somit auch die Beschreibung von Bau-
teilen unterliegen einer Taxonomie. Das heißt, alle Elemente des BIM sind
jeweils einer Klasse von Objekten zugeordnet oder es ist mo¨glich, sie einer Klasse
eindeutig zuzuordnen. Beispielsweise geho¨ren Wa¨nde, Tu¨ren oder Fundamente
jeweils einer Klasse von Objekten an oder ko¨nnen beispielsweise auf Basis einer
textuellen oder numerischen Bezeichnung zugeordnet werden. Diese Vorausset-
zung ergibt sich aus dem notwendigen Vergleich von Bauelementen fu¨r die Be-
stimmung der A¨hnlichkeit, da nur der Vergleich identischer Klassen an dieser
Stelle zu sinnvollen Ergebnissen fu¨hrt.
2. Alle Bauteile des BIM mu¨ssen eindeutig und persistent identifizierbar
sein. Dies ist sowohl fu¨r die Eindeutigkeit einer Zuordnung von Vorga¨ngen zu
Bauteilen des BIM als auch fu¨r die Zuordnung von Bauteilen zu Struktureinheiten
des Geba¨udemodells zwingend erforderlich.
3. Der Bauteilbeschreibung des BIM ist eine Materialbeschreibung zu-
geordnet. Das wichtigste Kriterium fu¨r die Auswahl der Art und Weise der
Herstellung eines Bauteils ist dessen Material. Fu¨r die Bestimmung passender
Vorga¨nge ist diese Information somit von entscheidender Bedeutung.
4. Fu¨r alle Bauteile des BIM muss eine geometrische Beschreibung vor-
liegen. Auch diese Information spielt fu¨r die Bestimmung von Vorga¨ngen eine
bedeutende Rolle, da aufgrund der Gro¨ße eines Bauteils gegebenenfalls auf tech-
nologische Notwendigkeiten geschlossen werden kann und diese somit Einfluss
auf die Auswahl passender Vorga¨nge hat. Ebenso ist diese Information fu¨r eine
4.2 Modellbildung 61
automatisierte Zuordnung der Voraussetzungen eines Vorgangs von entscheiden-
der Bedeutung (siehe Abschnitt
”
Schritt 2: Zuordnung von Voraussetzungen zu
Vorga¨ngen“ auf Seite 84). Weiterhin ist die Visualisierung des Bauwerks sowohl
fu¨r die Handhabbarkeit des Systems innerhalb der Strukturierungs- und Gene-
rierungsphase als auch fu¨r die Kontrolle des generierten Bauablaufs durch den
Anwender erforderlich.
4.2.2 Abbildung von Bauteilen
Bauteile werden innerhalb dieser Arbeit anhand eines logischen Datensatzes beschrie-
ben. Die Art der Abbildung folgt dem Ansatz der Objektorientierung. Ein Bauteil
wird demnach als Objekt betrachtet und mittels seiner Eigenschaften, bezogen auf das
Problem der teilautomatisierten Generierung von Bauablaufpla¨nen, hinreichend genau
beschrieben. Der notwendige Detailgrad und die Art der Abbildung wird aus den An-
forderungen des Systementwurfs nach Abbildung 4.1 abgeleitet.
Anforderungen
Ziel der Abbildung von Bauteilen ist die Realisierung einer formalen Zuordnung von
Vorga¨ngen, die zur Erstellung des jeweiligen Bauteils fu¨hren oder als Voraussetzung
des Vorgangs anzusehen sind. Zu diesem Zweck werden Vorga¨nge mit ihren Voraus-
setzungen und deren Resultat definiert und innerhalb einer Datenbasis gespeichert.
Voraussetzungen als auch das Resultat eines Vorgangs werden jeweils als ein bauteil-
beschreibendes Objekt abgebildet (vgl. Kapitel 4.2.4 und 4.2.5). Die Zuordnung eines
Vorgangs aus der Doma¨ne der Datenbasis zu einem Bauteilobjekt eines BIM erfolgt,
wenn das Bauteilobjekt des BIM und das Ergebnis des betrachteten Vorgangs einander
a¨hnlich sind. Abbildung 4.2 stellt den Vorgang der Zuordnung von Bauteilobjekten als
Ergebnis von Vorga¨ngen als Prinzipskizze dar.2
Im Wesentlichen erfolgt die Zuordnung von Vorga¨ngen zu Bauteilobjekten eines BIM,
wenn das Ergebnis eines Vorgangs in der Datenbasis dem Bauteilobjekt des BIM in
hohem Maße a¨hnlich ist. Grundlage hierfu¨r ist die Implikation, dass ein Vorgang, der
ein Bauteil erzeugt, auf die Erzeugung eines a¨hnlichen Bauteils u¨bertragen werden
kann.
Im Grundsatz basiert die Bestimmung der A¨hnlichkeit zweier Objekte auf dem Ver-
gleich ihrer Eigenschaften. Je mehr Eigenschaften u¨bereinstimmen, umso a¨hnlicher sind
sie sich. Je detaillierter ein Bauteil demnach mittels seiner Eigenschaften beschrieben
wird, umso ho¨her ist die Menge vergleichbarer Kriterien und somit die erreichbare Qua-
lita¨t des Vergleichs. Gleichzeitig steht die Anzahl der beschreibenden Eigenschaften im
umgekehrten Verha¨ltnis zum notwendigen Definitionsaufwand. An dieser Stelle muss
demnach entweder der Aufwand fu¨r die Definition der Eigenschaften reduziert oder aber
2Die Identifikation von Bauteilobjekten, die Voraussetzungen eines Vorgangs darstellen, erfolgt in
der ersten Stufe a¨hnlich der Methode zur Bestimmung von Ergebnissen eines Vorgangs. Auf die
Art der Abbildung von Bauteilobjekten hat dies keinen Einfluss. Aus diesem Grund wird an dieser
Stelle auf eine Erkla¨rung verzichtet. Beide Methoden werden jedoch in Kapitel 4.3.2 ausfu¨hrlich
erla¨utert.
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Abbildung 4.2: Prinzip des Vergleichs und der Zuordnung von Bauteilobjekten als Er-
gebnis von Vorga¨ngen
eine Einschra¨nkung hinsichtlich der Menge abzubildender Eigenschaften vorgenommen
werden. Eine weitere Mo¨glichkeit ist eine generische Art der Abbildung von Attributen
und deren zugeho¨riger Werte. Dabei werden die Attribute eines Objekts nicht innerhalb
deren Klassenbeschreibung, sondern zur Laufzeit3 der Applikation definiert. Objekte
ko¨nnen dadurch in nahezu beliebiger Auspra¨gung und Detailtreue beschrieben werden.
Fu¨r die Abbildung der Bauteilinformationen wurde ein Ansatz gewa¨hlt, der dem gene-
rischen Abbildungsansatz folgt. Er erlaubt das Beschreiben und Vergleichen von Ob-
jekten auf verschiedenen Detailstufen und bietet somit die gro¨ßtmo¨gliche Flexibilita¨t
des angestrebten Modells. Die Bestimmung der A¨hnlichkeit wird in Kapitel 4.2.3 na¨her
erla¨utert. Fu¨r die Abbildung der Bauteile bedeutet dies, dass alle Attribute hierar-
chisch in Form einer Baumstruktur abgebildet werden. Abbildung 4.3 zeigt als Beispiel
die mo¨gliche Modellierung der Datenstrukturen fu¨r eine Bodenplatte und eine Wand.
Formale Abbildung
Formal wird die Menge aller Bauelemente B als Menge von Objekten abgebildet. Jedes
Bauelement b ∈ B besteht aus einer endlichen Menge von Attributen a. Attribute
spiegeln die Eigenschaften eines Objekts der Realita¨t wider. Sie dru¨cken den Status
eines Bauteils zum Zeitpunkt der Betrachtung aus.
3Laufzeit - bezeichnet in diesem Zusammenhang die Phase wa¨hrend der Ausfu¨hrung eines Programms
oder Algorithmus
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Abbildung 4.3: Mo¨gliche generische Abbildung der Eigenschaften eines Bauteils am
Beispiel eines Fundaments und einer Wand
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B := {b1, . . . , bi | bi ist ein Bauelement} mit i ∈ N
bi := {a1 . . . aj | aj ist ein Attribut } mit j ∈ N (4.1)
Teilmengen Innerhalb der Doma¨ne existieren Teilmengen von Bauteilen. Es handelt
sich um die Menge der Bauteile des betrachteten BIM BBIM , die Menge der Bauteile
der Datenbasis BDB sowie die Menge von Bauteilen der jeweiligen Struktureinheit des
BIM Bsu (siehe Kapitel 4.2.6).
BBIM := {b1, . . . , bi | bi ist Bauelement des BIM} mit i ∈ N
Bsu := {b1, . . . , bk | bk ist Bauelement der Struktureinheit su} mit j , k ∈ N
BDB := {b1, . . . , bn | bn ist Bauelement der Datenbasis} mit n ∈ N
mit B := BBIM ∪ BDB
und Bsu ⊂ BBIM (4.2)
Attribut Ein Attribut ist ein geordnetes Tripel4 bestehend aus dem Attributtyp at ,
dem Namen an und dem Wert av des Attributs. Der Name an eines Attributs muss
innerhalb des Objekts eindeutig identifizierbar sein. Er darf demnach nicht mehrfach
vergeben werden. Das Zeichen ”.” kennzeichnet innerhalb des Namens an ausschließlich
das Trennzeichen der Baumebene (vgl. Beispiel auf Seite 66).
A := (at , an , av) mit at ∈ AT - Typ des Attributs nach Formel 4.4
mit an := (c1, . . . , ci) | ci ∈ T - ein eindeutiger Attributname im
Objekt
es gilt
∧
aj∈bi ,ak∈bi
ajn 6= akn fu¨r j 6= k
und
∧
ci∈an
ci = ”.” | ci ist Trennzeichen der Baumebene
und av ∈ at - der Wert des Attributs (engl. value) (4.3)
Wertmenge Der Wert eines Attributs av wird durch den Attributtyp at ∈ AT in
seinem fu¨r ihn gu¨ltigen Wertebereich eingeschra¨nkt. Formel 4.4 kennzeichnet die ver-
wendeten Wertebereiche. Sie umfassen die Menge der ganzen Zahlen Z, der rationalen
Zahlen Q, Wahrheitswerte W, alphanumerische Werte T und den Wertebereich ID fu¨r
die Darstellung eines eindeutigen Identifikators in Anlehnung an den GUID der IFC5.
4auch 3-Tupel - geordnete Aufza¨hlung von drei Objekten, siehe [Scheid 2000]
5Der GUID (Globaly Unique Identifier) der IFC besteht aus 128 Bit und wird durch 22 gu¨ltige
Zeichen der Menge ID aus Formel 4.4 ausgedru¨ckt. Siehe:
http://www.iai-tech.org/ifc/IFC2x3/TC1/html/ifcutilityresource/lexical/ifcgloballyuniqueid.htm
Abruf: 15.11.2010
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AT := {Z,Q,W,T, ID}
mit Z ist die Menge der ganzen Zahlen Z = {. . . ,−2,−1, 0, 1, 2, . . .}
mit Q ist die Menge der rationalen Zahlen Q = {p/q | p, q ∈ Z ∧ q 6= 0}
mit W ist ein Wahrheitswert W = {true, false}
mit T ist Text
und ID := (c1, . . . , ci , . . . , c22) | ci ∈ {0, 1, 2, 3, 4, 5, 6, 7, 8, 9,A,B ,C ,D ,E ,F ,
G ,H , I , J ,K ,L,M ,N ,O ,P ,Q ,R, S ,T ,U ,V ,W ,X ,Y ,Z , a, b, c, d ,
e, f , g , h, i , j , k , l ,m, n, o, p, q , r , s , t , u, v ,w , x , y , z , , $} (4.4)
Identifikator Objekte mu¨ssen eindeutig und persistent identifizierbar sein. Sie verfu¨-
gen aus diesem Grund u¨ber einen eindeutigen Identifikator. Der Identifikator wird als
Attribut des Objekts mit dem Namen an =”id” und dem Attributtyp at = ID abge-
bildet. Der Wert av des Attributs mit dem Namen an =”id”wird durch wid bezeichnet
und bezeichnet den vorausgesetzten Identifikator eines Bauteils des BIM (vgl. [Tulke
2010] oder [Hanff 2003]).
∧
B
∨
ai∈B
ani = ”id” ∧ avi = wid∧
Bi ,Bj
widi 6= widj fu¨r i 6= j (4.5)
Typ Bauteile mu¨ssen fu¨r einen effizienten Vergleich einer Klasse von Objekten an-
geho¨ren (vgl. Abschnitt
”
Anforderungen“ auf Seite 61). Der Bauteiltyp wird als Attri-
but des Objekts mit dem Namen an =”type” und dem Attributtyp at = T abgebildet.
∧
B
∨
ai∈B
ani = ”type” ∧ at = T (4.6)
Material Fu¨r die Bestimmung von passenden Vorga¨ngen ist die Angabe eines Mate-
rials zwingend notwendig (vgl. Abschnitt
”
Anforderungen“ auf Seite 61). Das Material
eines Bauteils kann in verschiedenen Auspra¨gungen vorliegen. Fu¨r den angestrebten
Lo¨sungsansatz werden sowohl Bauteile mit einschichtigem als auch mehrschichtigem
Materialaufbau unterstu¨tzt. Vorausgesetzt wird jeweils der Typ und Name eines Ma-
terials. Die Attributnamen an setzen sich dementsprechend zusammen und werden
mit material .layer ∗ .type und material .layer ∗ .name bezeichnet. Das Zeichen ∗ steht
dabei stellvertretend fu¨r eine Zahl n ∈ Z, welche die Nummer der Materialschicht re-
pra¨sentiert. Dabei wird die Angabe mindestens eines Materials vorausgesetzt, welches
den Attributen material .layer1.type und material .layer1.name entspricht.
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∧
B
∨
ai∈B
ani = ”material .layer1.type” ∧ at = T∧
B
∨
ai∈B
ani = ”material .layer1.name” ∧ at = T (4.7)
Bounding-Box Fu¨r die Bestimmung passender Vorga¨nge und fu¨r die Identifikati-
on von Voraussetzungen eines Vorgangs ist die Angabe der Geometrie eines Bauteils
zwingend notwendig (vgl. Abschnitt
”
Anforderungen“ auf Seite 61). Als Mindestan-
forderung gilt die Angabe der Bounding-Box6. Die Bounding-Box eines Bauteils wird
als Gruppe von Attributen des Objekts mit dem Namen an =”boundingBox .xDim”,
an =”boundingBox .yDim” und an =”boundingBox .zDim” mit dem Attributtyp at = Q
abgebildet. Die Angaben ihrer Ausdehnung sind bezogen auf den Ursprung eines loka-
len Koordinatensystems. Die numerischen Werte entsprechen der Angabe in Meter.
∧
B
∨
ai∈B
ani = ”boundingBox .xDim” ∧ at = Q∧
B
∨
ai∈B
ani = ”boundingBox .yDim” ∧ at = Q∧
B
∨
ai∈B
ani = ”boundingBox .zDim” ∧ at = Q
(4.8)
Beispiel: Das nachfolgende Beispiel zeigt die formale Abbildung der Objekte ”Wand1“
und ”Fundament”nach Abbildung 4.3. Die hierarchische Ordnung fließt in Form der
Namensgebung der Attribute ein, indem die Ebenen der Baumstruktur entsprechend
der Definition durch einen Punkt getrennt werden.
b1 := {a0, a1, a2, a3, a4, a5, a6, a7, a8, a9} a0 := (T, ”name”,”Wand1”)
a1 := (ID ,”id”, ”23juzddXqIseOb00sJHiz1”) a2 := (T, ”type”, ”Wand”)
a3 := (Q, ”boundingBox .xDim”, 4.0) a4 := (Q, ”boundingBox .yDim”, 0.24)
a5 := (Q, ”boundingBox .zDim”, 2.8) a6 := (T, ”material .layer1.name”, ”W 09”)
a7 := (T, ”material .layer1.type”,”Ziegel”) a8 := (T, ”material .layer2.name”, ”Putz”)
a9 := (T, ”material .layer1.type”,”Rauh”)
b2 := {a10, a11, a12, a13, a14, a15, a16, a17} a10 := (T, ”name”,”Fundament”)
a11 := (ID ,”id”, ”11juadeXqIsekb00sJHiz2”) a12 := (T, ”type”, ”Bodenplatte”)
6Beschreibt einen Quader mit minimalem Volumen, der das zugeho¨rige Objekt vollsta¨ndig um-
schließt. Eine Bounding-Box wird in der Regel achsenparallel angegeben.
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a13 := (Q, ”boundingBox .xDim”, 4.2) a14 := (Q, ”boundingBox .yDim”, 0.4)
a15 := (Q, ”boundingBox .zDim”, 1.2) a16 := (T, ”material .name”, ”C 25/30”)
a17 := (T, ”material .type”,”Beton”)
4.2.3 A¨hnlichkeit von Bauteilen
Um die Aussage der A¨hnlichkeit zweier Objekte formal treffen zu ko¨nnen, ist die Defi-
nition eines A¨hnlichkeitsmaßes erforderlich. Das A¨hnlichkeitsmaß stellt die A¨hnlichkeit
miteinander verglichener Bauteilobjekte als normalisierte Zahl im Intervall [0, 1] dar.
Die Zahl 1 steht dabei fu¨r die gro¨ßtmo¨gliche A¨hnlichkeit und die Zahl 0 fu¨r die
gro¨ßtmo¨gliche Verschiedenheit von Objekten.
Das Konzept fu¨r die Bestimmung der A¨hnlichkeit von Bauteilen, auf Basis deren gene-
rischer Beschreibung nach Kapitel 4.2.2, wurde innerhalb eines assoziierten Forschungs-
projekts entwickelt (vgl. [Tauscher u. a. 2007; Mikulakova u. a. 2008; Mikulakova 2010;
Mikulakova u. a. 2010]).
Die Bestimmung des A¨hnlichkeitsmaßes erfolgt dabei in drei Stufen. Es wird ein je-
weils normiertes strukturelles und ein inhaltliches A¨hnlichkeitsmaß bestimmt, die in
Kombination das Gesamta¨hnlichkeitsmaß ergeben.
Strukturelle A¨hnlichkeit Die Bestimmung der strukturellen A¨hnlichkeit bezieht sich
auf den Vergleich des Vorhandenseins von Attributen eines Bauteilobjekts. Je mehr
Attribute beider Bauteilobjekte u¨bereinstimmen, umso ho¨her ist die strukturelle A¨hn-
lichkeit beider Bauteilobjekte. Die Berechnung der strukturellen A¨hnlichkeit erfolgt
nach dem Feature Contrast Model (FCM) nach [Tversky 1977] und wurde wie folgt
erweitert:
simFCM (bi , bj ) :=
α · ∣∣ANi ∩ ANj ∣∣− β · ∣∣ANi \ ANj ∣∣− γ · ∣∣ANj \ ANi ∣∣∣∣ANi ∪ ANj ∣∣
mit α, β, γ als Wichtungen der Terme, es gilt: α + β + γ = 1
mit bi ∈ B und bj ∈ B
mit ANi als der Menge der Attributnamen an von Bi
und ANj als der Menge der Attributnamen an von Bj (4.9)
Dabei dru¨ckt
∣∣ANi ∩ ANj ∣∣ die Anzahl der in den Bauteilobjekten b1 und b2 u¨berein-
stimmenden Attribute aus. Attribute stimmen unbeachtet ihrer Werte u¨berein, wenn
deren Attributname ani und anj identisch ist. Durch
∣∣ANi \ ANj ∣∣ wird die Anzahl der
Attribute, die nicht in bj enthalten sind und
∣∣ANj \ ANi ∣∣ die Anzahl der Attribute, die
nicht in bi enthalten sind, ausgedru¨ckt.
∣∣ANi ∪ ANj ∣∣ kennzeichnet die Gesamtmenge der
in den zu vergleichenden Bauteilobjekten enthaltenen Attribute. Die Wichtungen α, β
und γ dru¨cken die Wichtigkeit des entsprechenden Koeffizienten aus. Als zweckma¨ßige
Werte haben sich innerhalb des assoziierten Forschungsprojekts infolge empirischer
Versuche die Werte α = 0, 7, β = 0, 2 und γ = 0, 1 als zweckma¨ßig herausgestellt (vgl.
[Mikulakova 2010]).
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Durch Anwendung von Formel 4.10 wird das Ergebnis aus Formel 4.9 normalisiert.
simstruct(bi , bj ) :=
simFCM (bi , bj ) + max (α, β, γ)
1 + max (α, β, γ)
simstruct Strukturelles A¨hnlichkeitsmaß (engl. Structural Similarity) (4.10)
Es ergibt sich der Wert simstruct , welcher die strukturelle A¨hnlichkeit zweier Bauteil-
objekte bezogen auf deren u¨bereinstimmende Attribute repra¨sentiert. Formel 4.10 ist
gu¨ltig, wenn alle Terme des Za¨hlers gro¨ßer 0 sind. Ist dies nicht der Fall, gelten fu¨r den
Wert α folgende Ersetzungen:
(∣∣ANi \ ANj ∣∣ = 0)⇒ α := α + β(∣∣ANj \ ANi ∣∣ = 0)⇒ α := α + γ(∣∣ANi \ ANj ∣∣ = 0) ∧ (∣∣ANj \ ANi ∣∣ = 0)⇒ α := α + β + γ (4.11)
Falls die beiden Bauteilobjekte bi und bj keine u¨bereinstimmenden Attribute besitzen,
so ergibt sich fu¨r das strukturelle A¨hnlichkeitsmaß simstruct der Wert 0.
(∣∣ANi ∩ ANj ∣∣ = 0)⇒ simstruct(bi , bj ) := 0 (4.12)
Inhaltliche A¨hnlichkeit Die inhaltliche A¨hnlichkeit bezieht sich auf den Vergleich
der Werte u¨bereinstimmender Attribute zweier Bauteilobjekte. Die Ermittlung der
inhaltlichen A¨hnlichkeit erfolgt auf Basis von [Richter 2008] fu¨r die Anwendung auf
beliebige Werte7 der verallgemeinerten Hamming-A¨hnlichkeit [Hamming 1950] nach
Formel 4.13 (vgl. [Mikulakova 2010]).
∧
ai∈bi ,aj∈bj
∨
ani=anj
simcont(bi , bj ) := 1−
∑(
wi ·
∣∣∣awim − awjm ∣∣∣)
n
mit 1 ≤ i ≤ n und 1 ≤ j ≤ n
mit n ist die Anzahl u¨bereinstimmender Attribute, es gilt: n :=
∣∣ANi ∩ ANj ∣∣
mit bi ∈ B ∧ bj ∈ B
mit m :=
∣∣awi − awj ∣∣
und wi ist die Wichtung fu¨r das Attribut ai
simcont Inhaltliches A¨hnlichkeitsmaß (engl. Content Similarity) (4.13)
7Literale oder boolesche Werte werden zu diesem Zweck in einen fu¨r Formel 4.13 verwertbaren,
numerischen Wert u¨berfu¨hrt.
4.2 Modellbildung 69
Haben die Bauteilobjekte bi und bj keine gemeinsamen Attribute, ist die inhaltliche
A¨hnlichkeit simcont(bi , bj ) = 0.
(∣∣ANi ∩ ANj ∣∣ = 0)⇒ simcont := 0 (4.14)
Gesamta¨hnlichkeit Durch Addition der strukturellen und inhaltlichen A¨hnlichkeit
simstruct(bi , bj ) und simcont(bi , bj ) ergibt sich die Gesamta¨hnlichkeit simo(bi , bj ) nach
Formel 4.15 (vgl. [Mikulakova 2010]).
simo(bi , bj ) := wstruct · simstruct(bi , bj ) + wcont · simcont(bi , bj )
mit wstruct ist die Wichtung des strukturellen A¨hnlichkeitsmaßes
mit wcont ist die Wichtung des inhaltlichen A¨hnlichkeitsmaßes
es gilt: wstruct + wcont = 1
simo Gesamta¨hnlichkeitsmaß (engl. Overall Similarity) (4.15)
Die Werte wstruct und wcont ermo¨glichen die Wichtung der strukturellen und inhaltlichen
A¨hnlichkeit bei der Zusammenfu¨hrung beider A¨hnlichkeitsmaße zum Gesamta¨hnlich-
keitsmaß simo .
4.2.4 Abbildung von Vorga¨ngen
Vorga¨nge werden ebenfalls als Objekte betrachtet und durch deren Eigenschaften be-
schrieben. Auch fu¨r deren Modellierung sind die sich aus dem Systementwurf nach
Abbildung 4.1 abzuleitenden Anforderungen maßgebend.
Anforderungen
Ziel der Abbildung von Vorga¨ngen ist deren formale U¨bertragbarkeit bezogen auf die
Erstellung a¨hnlicher Bauteile - oder anders ausgedru¨ckt:
Liefert ein Vorgang t als Ergebnis ein Bauteil b1 und es existiert ein Bauteil b2, das
b1 a¨hnlich ist, so kann b2 durch den Vorgang t ebenfalls erzeugt werden. Gleichzeitig
beno¨tigt der Vorgang t die gleichen Voraussetzungen fu¨r dessen Ausfu¨hrbarkeit (vgl.
Definition 1 und Definition 2 auf Seite 29). Es gilt:
Definition 3 Ein Vorgang hat ein Bauteil oder mehrere Bauteile in einem jeweils
definierten Zustand als Voraussetzung.
Definition 4 Ein Vorgang liefert nach dessen Ausfu¨hrung genau ein Bauteil in einem
definierten Zustand als Ergebnis.
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Ein Vorgang hat demnach eine beliebige Anzahl von Voraussetzungen und genau ein
Resultat. Voraussetzungen und Resultate werden durch Bauteilobjekte nach Kapitel
4.2.2 ausgedru¨ckt. Weiterhin wird fu¨r die Abbildung eines Vorgangs ein Name sowie
eine textuelle Beschreibung des Vorgangs beno¨tigt.
Einschra¨nkung: Wie bereits eingangs in Kapitel 2.5.2 erwa¨hnt und in Abbildung
2.3 bildlich dargestellt, kann eine Folge von Vorga¨ngen zu einem einzelnen Vorgang
zusammengefasst werden. Dies ist notwendig, da bei entsprechend detaillierter Mo-
dellierung von Vorga¨ngen die geforderte Abbildung von Vorga¨ngen mit Vorbedingun-
gen und Resultat entsprechend dem vorgestellten Lo¨sungsansatz nicht eingehalten
werden kann. Gru¨nde hierfu¨r sind beispielsweise Vorga¨nge, die nicht auf die Erstel-
lung von Bauteilen zuru¨ckzufu¨hren sind, wie das Einbringen von Beton in eine vor-
bereitete Schalung. Dies betrifft ebenso die Voraussetzungen solcher Vorga¨nge, die
eher der Bereitstellung von Material oder Ressourcen entsprechen. Einem Vorgang
kann jedoch ein beliebiger Substitutionsgraph zugeordnet werden, der im jeweils er-
forderlichen Detailgrad modelliert ist. Die Abbildung von Subgraphen fu¨r Vorga¨nge
hat jedoch auf den zugrunde liegenden Ansatz dieser Arbeit keinen Einfluss. Aus
diesem Grund und im Hinblick auf die U¨bersichtlichkeit wird auf die Beachtung von
Substitutionsgraphen fu¨r Vorga¨nge im weiteren Verlauf der Arbeit verzichtet.
Formale Abbildung
Vorgang Formal werden Vorga¨nge als Menge von Objekten T (engl. Task) abgebildet.
Jeder Vorgang t ∈ T besteht aus dem Tripel (tn , td , tguid). Das Tripel besteht aus dem
Namen des Vorgangs tn , einer Beschreibung des Vorgangs td sowie dem eindeutigen,
persistenten Identifikator tguid .
T := {t1, . . . , ti | ti ist ein Vorgang} mit i ∈ N
ti := (tn , td , tguid)
tn := (c1, . . . , ci) | ci ∈ T - ist Name des Vorgangs
td := (c1, . . . , ci) | ci ∈ T - ist Beschreibung des Vorgangs
tguid ∈ ID - ist eindeutiger, persistenter Identifikator
es gilt:
∧
Ti ,Tj
tguidi 6= tguidj fu¨r i 6= j mit i , j ∈ N (4.16)
Vorgangsgraph Die formale Abbildung von Vorga¨ngen mit seinen Voraussetzungen
P (engl. Prerequisites) und seinen Resultaten R (engl. Results) erfolgt auf Basis eines
bipartiten Graphen8. Fu¨r die Abbildung eines Vorgangs mit seinen Voraussetzungen
und Resultaten wird der Begriff Vorgangsgraph TG (engl. Task Graph) eingefu¨hrt. Fu¨r
die Abbildung des Graphen TG ergeben sich vier Objektmengen. Es handelt sich dabei
8siehe Kapitel 3.1 und [Pahl u. Damrath 2000]
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um die Menge der Vorga¨nge T (engl. Task), die Menge der Bauteile B (engl. Building
Element) und die zwischen diesen Mengen existierenden Relationen P und R.
TG := (T ,B ; P ,R)
mit R ⊆ T × B ; P ⊆ B × T
und PR+ u PR+T = 0 fu¨r PR := P ∪ R
und |T | = 1 ∧ |R| = 1
TG Vorgangsgraph
T Menge der Vorga¨nge (engl. Task)
B Menge der Bauteilbeschreibungen (engl. Building Element)
P Voraussetzungen des Vorgangs (engl. Prerequisites)
R Resultate des Vorgangs (engl. Results) (4.17)
Die Voraussetzungen P eines Vorgangs werden durch die Abbildung der Menge der
Bauteile B auf die Menge der Vorga¨nge T gebildet und entsprechen somit den Kanten
p(b, t) ∈ P . Die Resultate R eines Vorgangs werden durch die Abbildung der Menge
der Vorga¨nge T auf die Menge der Bauteile B definiert und entsprechen demnach
den Kanten r(t , b) ∈ R. Dabei ist die Anzahl der Vorbedingungen nicht begrenzt. Es
wird jedoch gefordert, dass ein Vorgang nur ein Resultat r(t , b) liefert. Die Menge der
Vorga¨nge T eines Vorgangsgraphen TG ist ebenfalls auf einen Vorgang beschra¨nkt.
Weiterhin wird gefordert, dass ein Bedingungsgraph azyklisch9 ist. Oder anders ausge-
dru¨ckt, ein Bauteil in einem definierten Zustand, welches bereits Vorbedingung eines
Vorgangs ist, kann nicht gleichzeitig ein Ergebnis desselben Vorgangs sein.
Abbildung 4.4 zeigt das Modell als graphische Darstellung.
Abbildung 4.4: Beispiel fu¨r Vorga¨nge mit Voraussetzungen und Resultaten (Vorgangs-
graphen)
Teilmengen Innerhalb der Doma¨ne existieren, analog zu den Mengen von Bauteilen,
Teilmengen von Vorgangsgraphen. Es handelt sich um die Menge der Vorgangsgra-
phen des betrachteten BIM TGBIM , die Menge der Vorgangsgraphen der Datenbasis
TGDB sowie die Menge von Vorgangsgraphen TGSUi , die einer Struktureinheit des BIM
zugeordnet wurden.
9vgl. [Pahl u. Damrath 2000] Ein bipartiter Graph TG ist azyklisch, wenn die transitive Hu¨lle PR+
mit PR := P ∪ R asymmetrisch ist. Existiert ein nichtleerer Weg von x nach y , so existiert kein
nichtleerer Weg von y nach x , da sonst die Verkettung beider Wege einen Zyklus liefern wu¨rde.
TG ist azyklisch ⇔ PR+ u PR+T = 0
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TGBIM := {tg1, . . . , tgi | tgi ist Vorgangsgraph des BIM} mit i ∈ N
TGSUj := {tg1, . . . , tgk | tgk ist Vorgangsgraph von SUj} mit j , k ∈ N
TGDB := {tg1, . . . , tgn | tgn ist Vorgangsgraph der Datenbasis} mit n ∈ N
und TGSUj ⊂ TGBIM ⊂ TGDB (4.18)
Beispiel: Das nachfolgende Beispiel zeigt die formale Abbildung zweier mo¨glicher
Vorga¨nge fu¨r das Beispiel nach Abbildung 4.3. Vorgang t1 erstellt Fundamente mit
den Eigenschaften nach Bauteilbeschreibung b2. Die Angabe von null in P1 bedeutet,
dass der Vorgang t1 keine notwendige Voraussetzung hat. Vorgang t2 erstellt Wa¨nde mit
den Eigenschaften nach Bauteilbeschreibung b1 und hat als notwendige Voraussetzung
ein Bauteil mit den Eigenschaften des Bauteils b2.
TG1 := T1,B1,P1,R1 TG2 := T2,B2,P2,R2
T1 := {t1} B1 := (b2) Siehe Beispiel Seite 66
T2 := {t2} B2 := (b1, b2) Siehe Beispiel Seite 66
t1 := (tn1 , td1 , tguid1)
tn1 := ”Fundament erstellen” td1 := ”Vorgang erstellt ein Fundament . . . ”
tguid1” := ”ghjuadGbMIsekb55sJHiz2”
P1 := {(null , t1)} R1 := {(t1, b2)}
t2 := (tn2 , td2 , tguid2)
tn2 := ”Wand erstellen” td2 := ”Vorgang erstellt eine Ziegelwand . . . ”
tguid2” :=”oplzdhGbMIsekb29sJJe38”
P2 := {(b2, t2)} R2 := {(t2, b1)}
4.2.5 Abbildung der Datenbasis
Als Datenbasis wird die Abbildung aller im System definierten Vorgangsgraphen TGDB
verstanden. Wird ein neuer Vorgang nach Kapitel 4.2.4 definiert, wird er in Form eines
Vorgangsgraphen TGi in die Datenbasis TGDB eingetragen und steht ab diesem Zeit-
punkt fu¨r alle nachfolgenden Generierungsvorga¨nge nach Kapitel 4.3.2 zur Verfu¨gung.
Die Menge der Vorgangsgraphen TGDB wa¨chst mit jedem neu definierten Vorgang. Die
Datenbasis stellt somit eine
”
lernende“ Wissensbasis dar. Sie repra¨sentiert alle im Sys-
tem enthaltenen Vorga¨nge in Form von beschreibenden Datensa¨tzen fu¨r die Erstellung
von Bauelementen und ha¨lt diese fu¨r den Generierungsprozess vor. Es wird dabei nicht
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gefordert, dass genau ein Vorgang fu¨r die Herstellung eines konkreten Bauelements
existiert. Fu¨r die Herstellung desselben Bauteils kann eine beliebige Anzahl weiterer
Vorga¨nge mit demselben Resultat definiert sein.
Formale Abbildung
Die Datenbasis wird formal durch die Gesamtmenge aller in der Datenbasis enthaltenen
Vorgangsgraphen (siehe Formel 4.18) abgebildet und entspricht der Menge TGDB .
4.2.6 Abbildung der Grobstrukturierung
Die Notwendigkeit der Abbildung einer Grobstrukturierung des Bauwerks leitet sich
aus dem Systementwurf nach Kapitel 4.1 Punkt 1 ab und muss die nachfolgenden
Anforderungen erfu¨llen.
Anforderungen
Eine Struktureinheit beschreibt einen Teil des geplanten Bauwerks oder Baumaßnahme
und besteht demnach aus einer endlichen Anzahl von Bauteilen. Die Menge der Bauteile
einer Struktureinheit muss zu diesem Zweck aus der Menge der Bauteile des BIM
extrahiert werden ko¨nnen.
Weiterhin ist die Modellierung von gerichteten Abha¨ngigkeiten zwischen Strukturein-
heiten notwendig, um deren vom Anwender zu definierende Bearbeitungsreihenfolge im
Bauablauf abzubilden.
Formale Abbildung
Struktureinheit Formal werden Struktureinheiten als die Menge von Objekten SU
(engl. Structure Units) abgebildet. Jede Struktureinheit su ∈ SU besteht aus einem
6-Tupel10 (sun , sur , suguid , sub , sutg , sus). Im Einzelnen bezeichnet sun den Namen der
Struktureinheit, sur die Bildungsvorschrift fu¨r deren Definition (siehe Kapitel 4.3.1),
suguid einen eindeutigen, persistenten Identifikator, sub die Menge der auf Basis der
Bildungsvorschrift sur aus dem BIM extrahierten Bauelemente b ∈ BBIM , sutg die
Menge der dieser Struktureinheit zugeordneten Vorgangsgraphen (siehe Kapitel 4.3.2)
und dem generierten Bauablauf fu¨r dieser Struktureinheit sus (siehe Abschnitt ”
Ver-
knu¨pfungsphase“ auf Seite 89).
10geordnete Menge von sechs Elementen, siehe [Scheid 2000]
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SU := {su1, . . . , sui | sui ist eine Struktureinheit des BIM} mit i ∈ N
sui := (sun , sur , suguid , sub , sutg , sus)
sun := (c1, . . . , ci) | ci ∈ T - ist Name der Struktureinheit
sur := (c1, . . . , ci) | ci ∈ T - ist Bildungsvorschrift der Struktureinheit (engl. Rule)
suguid ∈ ID - ist eindeutiger, persistenter Identifikator
es gilt:
∧
SUi ,SUj
suguidi 6= suguidj fu¨r i 6= j mit i , j ∈ N
sub := {b1, . . . bk | bk ∈ BSUi} fu¨r k ∈ N
sutg := {tg1, . . . , tgi) | tgi ∈ TGDB - ist ein Vorgangsgraph
sus := S (T ,B ,P ,R)
(4.19)
Strukturgraph Die gerichteten Abha¨ngigkeiten zwischen den Struktureinheiten sui ∈
SU erfolgt mittels eines schlichten, gerichteten Graphen11 SG (engl. Structure Graph).
Es wird gefordert, dass der Graph SG azyklisch ist, so dass die Vorga¨nge zum Er-
stellen von Bauelementen einer Struktureinheit im angestrebten Bauablauf nur einmal
ausgefu¨hrt werden ko¨nnen.
SG := (SU ,O) mit O ⊆ SU × SU
und O+ uO+T = 0
SG Strukturgraph (engl. Structure Graph)
O Reihenfolge der Struktureinheiten (engl. Order) (4.20)
4.2.7 Abbildung des Bauablaufs
Ziel dieser Arbeit ist das teilautomatisierte Generieren von Bauabla¨ufen. Das Ergebnis
des angestrebten Automatisierungsprozesses ist ein Bauablaufplan. Fu¨r dessen Abbil-
dung bestehen folgende Anforderungen:
11siehe [Pahl u. Damrath 2000], Kapitel 8.3.2
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Anforderungen
Das gesuchte Modell muss aufgrund der im angestrebten Bauablauf enthaltenen Va-
rianten fu¨r die Abbildung von Entscheidungen und parallelen Abla¨ufen geeignet sein.
In der Literatur existieren verschiedene Modelle, um Entscheidungssituationen und
Nebenla¨ufigkeit abzubilden. Als besonders geeignet haben sich die auf der Basis von
Petri-Netzen weiterentwickelten Workflowgraphen etabliert [van der Aalst 1998; Ko¨nig
2004; Klinger 2003]. Ein Workflowgraph ist ein bipartiter Graph, durch dessen Abbil-
dung zweier Knotenmengen parallele und alternative Vorga¨nge formal definiert werden
ko¨nnen. Fu¨r Workflowgraphen gelten gegenu¨ber bipartiten Graphen zusa¨tzliche Bedin-
gungen hinsichtlich ihrer strukturellen Integrita¨t. Erla¨uterungen, verwendete Methoden
und Algorithmen wurden in Kapitel 3.4 bezogen auf den angestrebten Lo¨sungsansatz
dargestellt.
Formale Abbildung
Der Bauablauf S entspricht infolge des Systementwurfs der Menge aller identifizierten,
gu¨ltigen Vorgangsgraphen der Datenbasis TGDB , die den Bauteilbeschreibungen BBIM
des BIM zugeordnet werden konnten (vgl. Kapitel 4.3.2), sowie zusa¨tzlichen Scheinkno-
ten und -kanten infolge der Konfliktlo¨sungs- (vgl. Kapitel 4.3.2) und Kopplungsphase
(vgl. Kapitel 4.3.3). Es wird gefordert, dass der Bauablauf S azyklisch ist.
S := {TS ,BS ,PS ,RS} | S ist ein Workflowgraph
mit PR+ u PR+T = 0 fu¨r PR := PS ∪ RS
S Workflowgraph des Bauablaufs (engl. Schedule)
TS Menge der Vorga¨nge des Bauablaufs (engl. Task)
BS Menge der Bauteilbeschreibungen des Bauablaufs (engl. Building Element)
PS Voraussetzungen der Vorga¨nge des Bauablaufs (engl. Prerequisites)
RS Resultate der Vorga¨nge des Bauablaufs (engl. Results) (4.21)
4.3 Methoden fu¨r die Generierung des Bauablaufs
Die nachfolgenden Unterkapitel behandeln Methoden und Algorithmen fu¨r den Ge-
samtprozess der Generierung. Dieser wird in der Reihenfolge der drei Phasen des Sys-
tementwurfs nach Kapitel 4.1 diskutiert (siehe Abbildung 4.1 und 4.5).
Abbildung 4.5: Phasen der Generierung
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4.3.1 Strukturierungsphase
Innerhalb der Strukturierungsphase erfolgt sowohl die Einteilung des durch das BIM
gegebenen Bauwerks in Struktureinheiten bzw. Bauabschnitte SU , fu¨r die ein Teilab-
lauf erstellt werden soll, als auch die Definition von deren Reihenfolge in Form eines
Strukturgraphen SG im Bauablauf durch den Anwender. Ziel ist die Extraktion und
Zuordnung der einer Struktureinheit zugeho¨rigen Bauteile. Die Bildung dieser Ein-
heiten ist dabei an die Vorgehensweise der Grobterminplanung beim Erstellen eines
Bauablaufplans angelehnt.
In [Tulke 2010] erfolgt eine Betrachtung der herko¨mmlichen Vorgehensweise fu¨r die
Gliederung in Bauabschnitte und deren U¨berfu¨hrung in eine modellbasierte Arbeits-
weise auf Basis eines BIM. Demnach erfolgt eine erste Einteilung auf Basis von Ge-
werken im Sinne einer groben Teilung der auszufu¨hrenden Arbeiten fu¨r den Roh- und
Ausbau, wobei Ausbauarbeiten in der Regel raumbezogen definiert werden. Sowohl
Rauminformationen als auch die Referenzierung darin enthaltener Objekte ist in der
Regel Bestandteil eines BIM und somit direkt verfu¨gbar.
Die Definition von Bauabschnitten bezogen auf auszufu¨hrende Rohbauarbeiten wird
hingegen zumeist auf Basis der groben Bauwerksstruktur festgelegt und im Anschluss
weiter untergliedert. Diese Untergliederung erfolgt in der Regel basierend auf einer zwei-
dimensionalen Arbeitsweise innerhalb von Zeichnungen. Zu diesem Zweck werden vom
Architekten Achsen und Arbeitszonen definiert. Sie werden dazu in die dem Bauwerk
zugrunde liegenden Zeichnung eingepflegt, farbig markiert und mit einer eindeutigen
Bezeichnung versehen. Dies dient der Referenzierung der Bauabschnitte innerhalb des
Beschreibungstextes fu¨r die auszufu¨hrenden Arbeiten - beispielsweise fu¨r die Definiti-
on von Betonierabschnitten zwischen zwei benannten Achsen oder der Herstellung von
Bauteilen oder Ausbaustufen innerhalb einer Arbeitszone. Bei der U¨bertragung dieser
Vorgehensweise muss festgestellt werden, dass die in einem BIM enthaltenen Daten
einer solchen Einteilung nicht zwangsla¨ufig entsprechen. Beispielsweise liegt eine Ge-
schossdecke in dem der CAD-Applikation entstammenden BIM gemeinhin als ein u¨ber
das komplette Geschoss durchga¨ngiges Objekt vor.
In [Tulke 2010] wird unter anderem eine BIM-basierte Methodik fu¨r die Ermittlung
von Bauteilen bezogen auf Arbeitszonen und Achseinteilungen vorgestellt, die der Ziel-
setzung der Strukturierungsphase in vollem Umfang entspricht. Das dort entwickelte
System ermo¨glicht nicht nur die Selektion von Bauteilen u¨ber die Definition von Ach-
sen und Arbeitszonen innerhalb des BIM, sondern daru¨ber hinaus eine attributbasierte
Auswahl von Bauteilen. Die Teilung von Bauteilen anhand definierter Arbeitszonen und
Achsen wird vom System ebenfalls unterstu¨tzt.
Das System la¨sst sich u¨ber eine fu¨r diesen Zweck entwickelte Sprache ansprechen. Das
Ergebnis einer solchen Anfrage liefert bei einer darauf ausgelegten Anfrage die Men-
ge aller einer solchen Anfrage entsprechenden Bauteilidentifikatoren (vgl. Abschnitt
”
Anforderungen“ auf Seite 60) und ermo¨glicht auf diese Weise das Selektieren und
U¨berfu¨hren der fu¨r den Ansatz dieser Arbeit notwendigen Bauteilinformationen aus
dem BIM in das Modell nach Kapitel 4.2.
Auf die volle Darstellung des Sprachumfangs wird an dieser Stelle verzichtet. Es sind
prinzipiell alle bauteilbezogenen Attribut-, Zonen- und Achsenabfragen in beliebiger
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Kombination realisierbar. Es gilt:
subi := select(suri )
mit select(suri ) ist eine Systemanfrage nach [Tulke 2010]
und subi ist die Menge der nach Regel suri selektierten Bauteile (4.22)
Zur Veranschaulichung der Systemanfragen select(sur) sollen die nachfolgenden zwei
Beispiele dienen:
Systemanfrage - Beispiel 1: Die nachfolgend formulierte Systemanfrage selektiert
die Menge aller Bauteilidentifikatoren GUID fu¨r die Menge der Bauteile im BIM (BBIM )
deren Attribut BUILDING STOREY den Wert ”2.OG”hat:
select({BBIM : BUILDING STOREY =”2.OG”− > GUID})
Abbildung 4.6 zeigt das Ergebnis der erfolgten Anfrage. Die durch die Anfrage se-
lektierten Bauteile sind gelb dargestellt.
Abbildung 4.6: Selektion aller Bauteile im 2.OG nach Beispiel 1
Systemanfrage - Beispiel 2: Durch die Schachtelung von Abfragen kann mittels un-
ten stehender Anweisung die Menge aller Bauteilidentifikatoren GUID fu¨r die Menge
der Bauteile im BIM BBIM selektiert werden, deren Attribut MATERIAL den Wert
”Stahlbeton”hat und sich innerhalb der geometrisch definierten ZoneA befinden:
select({inZoneRelation({BBIM : MATERIAL =”Stahlbeton”− >GUID}, {”ZoneA”}) :
− > GUID})
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Abbildung 4.7 zeigt das Ergebnis nach Ausfu¨hrung der Anfrage nach Beispiel 2. Die
innerhalb der Anfrage verwendete ZoneA wurde vom Anwender definiert und ist gru¨n
dargestellt. Die gelb markierten Bauteile befinden sich komplett innerhalb von ZoneA
und weisen eine Materialzuordnung entsprechend der Anfrage auf.
Abbildung 4.7: Selektion aller Bauteile in ZoneA mit dem Material ”Stahlbeton“ nach
Beispiel 2
Nachfolgendes Beispiel verdeutlicht die Definition eines Strukturgraphen:
Strukturgraph - Beispiel: Das nachfolgende Beispiel zeigt die Definition von zwei
Struktureinheiten su1 und su2. Struktureinheit su1 bildet alle Bauelemente des Ge-
schosses mit der Bezeichnung
”
Gru¨ndung“ ab, su2 alle Bauelemente des Geschosses
mit der Bezeichnung
”
EG“. Dies geschieht unter der Annahme, dass sich b2 als einziges
Bauelement im Geschoss
”
Gru¨ndung“ bzw. b1 als einziges Bauelement im Geschoss
”
EG“ befindet und die Arbeiten Geschoss
”
Gru¨ndung“ vor den Arbeiten am Geschoss
”
EG“ stattfinden sollen. Die bauteilbeschreibenden Objekte b1 und b2 ergeben sich aus
der jeweiligen Systemanfrage sur1 und sur2 nach [Tulke 2010] und werden nach deren
U¨berfu¨hrung in das Modell nach Kapitel 4.2.2 in die Menge sub1 bzw. sub2 eingetragen.
SU := {su1, su2}
su1 := (sun1 , sur1 , suguid1 , sub1) su2 := (sun2 , sur2 , suguid2 , sub2)
sun1 := ”Gru¨ndung” sun2 := ”Erdgeschoss”
sur1 := ”select({BBIM :BUILDING sur2 := ”select({BBIM :BUILDING
STOREY=”Gru¨ndung”->GUID})” STOREY=”EG”->GUID})”
suguid1” := ”gr2gc1GbMIseknaI 1JHiz2” suguid2” := ”ghjuadidualCJHiz2”
sub1 := {b2} Siehe Beispiel auf Seite 66 sub2 := {b1} Siehe Beispiel auf Seite 66
sutg1 := ∅ sutg2 := ∅
SG := (SU ,O) O := {(su1, su2)}
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4.3.2 Generierungsphase
Soll fu¨r ein Bauprojekt auf Basis eines BIM eine Bauablaufplanung erstellt werden,
wird fu¨r jedes laut Planung herzustellende Bauteil des Bauwerks in der Datenbasis nach
Vorga¨ngen gesucht, die ein jeweils a¨hnliches Bauteil als Ergebnis haben. Als notwendige
Ausgangsinformation wird die Menge von Bauteilen verstanden, fu¨r deren Herstellung
ein Workflowgraph generiert werden soll. Es handelt sich somit um alle Bauteile jeder
definierten Struktureinheit des geplanten Bauwerks bzw. der geplanten Baumaßnah-
me. Der Gesamtprozess der Generierungsphase wird demnach fu¨r jede Struktureinheit
ausgefu¨hrt und kann in die drei Phasen gegliedert werden. Es handelt sich im Ein-
zelnen um die Zuordnungsphase, die Verknu¨pfungsphase und die Konfliktlo¨sungsphase.
Abbildung 4.8 zeigt die Gliederung der Generierungsphase als Flussdiagramm.
Zuordnungsphase
Die Zuordnungsphase ist in zwei automatisierte und gegebenenfalls zwei weitere ma-
nuelle Arbeitsschritte gegliedert, die notwendig werden, falls die automatisierten Ar-
beitsschritte nicht zu einer erfolgreichen Zuordnung fu¨hren:
1. Im ersten Schritt wird fu¨r jedes Bauteil einer Struktureinheit innerhalb der Da-
tenbasis nach einem Vorgang gesucht, der ein a¨hnliches Bauteil als Ergebnis hat.
Wird ein solcher Vorgang gefunden, so wird der jeweilige Ergebnisknoten des
Bedingungsgraphen mit dem entsprechenden Bauteil verknu¨pft. Eine Mehrfach-
verknu¨pfung ein und desselben Bauteils mit verschiedenen Vorga¨ngen ist hierbei
mo¨glich. Konnte mehr als ein passender Vorgang fu¨r ein Bauteil ermittelt werden,
existieren verschiedene Vorga¨nge, die zur Erstellung eines identischen Bauteils
fu¨hren.
Konnte nicht fu¨r alle Bauteile der Struktureinheit ein passender Vorgang ge-
funden werden, ist die manuelle Definition eines solchen Vorgangs durch den
Anwender notwendig. Der durch den Anwender definierte Vorgang wird in die
Datenbasis eingefu¨gt und steht ab diesem Zeitpunkt fu¨r die Generierungsphase
zur Verfu¨gung. Nach einer solchen Neudefinition eines Vorgangs muss der Ver-
such der Zuordnung fu¨r alle zu betrachtenden Bauteile wiederholt werden. Dies
ist notwendig, da der oder die neu erzeugten Vorga¨nge Auswirkungen auf andere,
noch nicht zugeordnete oder auch bereits zugeordnete Bauteile haben kann (vgl.
Zuordnung von Vorga¨ngen, Seite 82).
2. Der zweite Schritt betrifft die Zuordnung notwendiger Voraussetzungen. Dies be-
trifft alle Vorga¨nge, die im ersten Schritt einem Bauteil zugeordnet wurden. Es
wird versucht, den Voraussetzungsknoten eines jeden ermittelten Vorgangs ein
entsprechendes Bauteil der Ausgangsmenge zuzuordnen. Dafu¨r wird in der Aus-
gangsmenge nach Bauteilen gesucht, die der Bauteilbeschreibung der jeweilig be-
trachteten Voraussetzung a¨hnlich ist. Wird ein solches Bauteil erkannt, wird des-
sen geometrische Na¨he zum bestimmten Bauteil des Ergebnisknotens als weiteres
Kriterium fu¨r eine Identifikation als Voraussetzung eines Vorgangs herangezogen.
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Abbildung 4.8: Flussdiagramm des Generierungsprozesses
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Bei erfolgreicher Bestimmung eines solchen Bauteils erfolgt die Verknu¨pfung mit
dem entsprechenden Voraussetzungsknoten des Bedingungsgraphen.
Konnten nicht alle Voraussetzungen der im ersten Schritt bestimmten Vorga¨nge
automatisch zugeordnet werden, erfolgt zuna¨chst die manuelle Zuordnung die-
ser Voraussetzungen durch den Anwender. Ist eine manuelle Zuordnung nicht
mo¨glich, gibt es keinen Vorgang, der das entsprechende Bauteil erzeugen kann.
Es muss demnach ein neuer Vorgang durch den Anwender definiert werden. Nach
einer solchen Definition muss der erste Schritt der Zuordnungsphase erneut aus-
gefu¨hrt werden, da die Neudefinition von Vorga¨ngen auch an dieser Stelle im
Algorithmus Auswirkungen auf andere Bauteile der Ausgangsmenge haben kann.
Die automatisierten Schritte der Zuordnungsphase werden im Anschluss detailliert er-
la¨utert. Fu¨r eine besseres Versta¨ndnis der Algorithmen und Methodik wird nachfolgen-
des Beispiel zugrunde gelegt:
Abbildung 4.9: Definierte Vorgangsgraphen der Datenbasis TGDB
Fu¨r das Beispiel wird vorausgesetzt, dass die nachfolgend na¨her erla¨uterten Bauteil-
beschreibungen b1 – b4 entsprechend ihrer Auspra¨gung eine sehr hohe A¨hnlichkeit
mit den in Abbildung 4.10 bezeichneten Bauteilen aufweisen. Die in Abbildung 4.9
dargestellten Vorgangsgraphen haben hierbei folgende Bedeutung:
T1 Vorgang mit dem Resultat einer Decke gegeben durch die Bauteilbeschreibung
b1 und keiner Voraussetzung
T2 Vorgang mit dem Resultat einer Stahlstu¨tze gegeben durch die Bauteilbeschrei-
bung b2 und die Voraussetzung einer Decke, beschrieben durch b1
T3 Vorgang mit dem Resultat einer Stahlstu¨tze gegeben durch die Bauteilbeschrei-
bung b2 und die Voraussetzung einer Decke, beschrieben durch b1
T4 Vorgang mit dem Resultat einer vorgeha¨ngten Fassadenwand gegeben
durch die Bauteilbeschreibung b3 und zwei Stahlstu¨tzen als Voraussetzungen,
beschrieben durch b2
T5 Vorgang mit dem Resultat einer Fensterfront gegeben durch die Bauteilbe-
schreibung b4 und die Voraussetzung einer Fassadenwand vom Typ b3
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Anmerkung: Die Vorga¨nge T2 und T3 sind nicht identisch. Es handelt sich um
zwei unterschiedliche Verfahren, die eine Stahlstu¨tze mit der selben Bauteilbeschrei-
bung b als Resultat und der selben Bauteilbeschreibung a einer Decke als Voraus-
setzung aufweisen.
Fu¨r die Bezeichnung der Bauteile des BIM wird die in Abbildung 4.10 dargestellte
Nummerierung verwendet. Die mit Nummer 1 bis 9 bezeichneten Bauteile stellen die
Bauteilmenge sub der jeweils betrachteten Struktureinheit su dar.
Abbildung 4.10: Bauteilbezeichnungen von bi ∈ sub der als Beispiel verwendeten Struk-
tureinheit
Schritt 1 - Zuordnung von Vorga¨ngen zu Bauteilen Die Zuordnung eines Vorgangs
t ∈ TDB zu einem Bauteilobjekt bi ∈ sub einer Struktureinheit su erfolgt auf Basis des
Vergleichs von Bauteilbeschreibungen der Datenbasis BDB mit den Bauteilobjekten
sub einer Struktureinheit. Algorithmus 16 zeigt die notwendigen Arbeitsschritte als
Pseudocode.
Beschreibung Algorithmus 16: Als Eingangswerte dienen die zu betrachtende Struk-
tureinheit su, der A¨hnlichkeitsgrenzwert limsim sowie die Menge der Vorgangsgraphen
der Datenbasis TGDB .
Es werden alle Bauteilobjekte currentBE ∈ sub der betrachteten Struktureinheit su
mit allen Bauteilbeschreibungen btg ∈ BDB der Datenbasis verglichen, die ein Re-
sultat eines Vorgangs r(tk , btg) ∈ R darstellen. Sind das Bauteilobjekt currentBE
und die Bauteilbeschreibung btg einander a¨hnlich, wird der Vorgang ttg geklont (de-
ep cloning)12 und das konkrete Bauteilobjekt currentBE als Resultat zugeordnet. Der
A¨hnlichkeitsgrenzwert limsim | 0 ≤ limsim ≥ 1 kennzeichnet den unteren Grenzwert fu¨r
eine solche Zuordnung. Eine Zuordnung eines Vorgangs erfolgt nur, wenn die Bedingung
12Unter klonen (engl. clone) wird in der Datenverarbeitung das Duplizieren eines Objekts verstanden.
Man unterscheidet zwischen deep cloning, wobei der Klon des Objekts ein eigensta¨ndiges Objekt
mit den gleichen, jedoch ebenfalls geklonten Eigenschaften darstellt, und einer shallow copy, bei
welcher der Klon ein eigensta¨ndiges Objekt ist, seine Eigenschaften jedoch identisch sind, also auf
die Eigenschaftsobjekte des zu duplizierenden Objektes referenzieren.
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Algorithmus 16: determineResults(su, limsim ,TGDB)
Zuordnung von Vorga¨ngen zu Bauteilen
input : su(sun , sur , suguid , sub , sutg , sus), limsim ,TGDB
output : Menge der Vorgangsgraphen sutg ∈ su
1 sutg := ∅;
2 foreach currentBE ∈ sub do
3 foreach currentTG(T ,B ,P ,R) ∈ TGDB do
4 foreach r(ttg , btg) ∈ R do
5 if simo(currentBEsu , btg) ≥ limsim then
6 Ttemp := {deepClone (ttg)};
7 Btemp := B \ {btg} ∪ {currentBEsu};
8 Ptemp := P ;
9 Rtemp := {(ttg , currentBEsu)};
10 tempTG := (Ttemp ,Btemp ,Ptemp ,Rtemp);
11 sutg := sutg ∪ {tempTG}
12 end
13 end
14 end
15 end
sim0(currentBE , btg) ≥ limsim erfu¨llt ist. Der Vorgang ttg stellt in diesem Zusammen-
hang einen mo¨glichen Vorgang fu¨r die Erstellung des Bauteilobjektes currentBE dar
und wird in die Menge der Vorgangsgraphen sutg der Struktureinheit su eingetragen.
Eine manuelle Definition eines neuen Vorgangs bzw. Vorgangsgraphen ist notwendig,
falls nicht fu¨r alle Bauteile der Struktureinheit su ein Vorgang bestimmt werden konnte.
Dies ist der Fall, wenn der Betrag der Differenz aller Bauteile einer Struktureinheit sub
und der Menge der Bauteile aller Strukturgraphen sutg , die Resultat eines Vorgangs
sind, gro¨ßer 0 ist.
surleft := sub \ {bi ∈ BTG | r(t , bi) ∈ RTG}
surleft ist die Menge der Bauteile der Struktureinheit, fu¨r die kein
Vorgang identifiziert werden konnte
mit BTG :=

|sutg |⋃
j=1
Bj | TGj (Tj ,Bj ,Pj ,Rj ) ∈ sutg

und RTG :=

|sutg |⋃
j=1
Rj | TGj (Tj ,Bj ,Pj ,Rj ) ∈ sutg
 (4.23)
84 4 Generierung von Ablaufalternativen
Wurde ein neuer Vorgangsgraph tgnew definiert und in die Datenbasis TGDB eingefu¨gt,
ist Algorithmus 16 erneut auszufu¨hren.
Beispiel: Abbildung 4.11 zeigt das Ergebnis fu¨r sutg nach Ausfu¨hrung von Algorithmus
16. Gru¨n dargestellte Kreise repra¨sentieren exemplarisch Bauteile der Struktureinheit,
denen ein Vorgang der Datenbasis TGDB zugeordnet werden konnte (vgl. Abbildung
4.10). Gelb dargestellte Kreise entsprechen den noch zuzuordnenden Voraussetzung
eines Vorgangs. Sie referenzieren kein konkretes Bauteil, sondern entsprechen einer
Bauteilbeschreibung nach Kapitel 4.2.2.
Abbildung 4.11: Menge der Vorgangsgraphen sutg der Struktureinheit nach der Zuord-
nung von Vorga¨ngen
Schritt 2: Zuordnung von Voraussetzungen zu Vorga¨ngen Die Zuordnung von Vor-
aussetzungen zu den im Schritt 1 identifizierten Vorga¨ngen einer Struktureinheit sutg
erfolgt in zwei Stufen. In der ersten Stufe werden die Bauteilobjekte, die Voraussetzun-
gen eines Vorgangs darstellen, mit den Bauteilen der betrachteten Struktureinheit ver-
glichen. Es werden analog zu Schritt 1 Bauteile identifiziert, die den als Voraussetzung
modellierten Bauteilen a¨hnlich sind. Eine Zuordnung der auf diese Weise bestimmten
Bauteile ist so nicht in jedem Fall mo¨glich, da diese unter Umsta¨nden nicht eindeutig
bestimmt werden ko¨nnen. Abbildung 4.12 verdeutlicht das Problem an einem Beispiel.
Fu¨r das in Abbildung 4.12 dargestellte Beispiel wird angenommen, dass ein Vorgang in-
nerhalb der Datenbasis existiert, der den Einbau der in blau dargestellten Fensterfront
repra¨sentiert und dieser in Schritt 1 zugeordnet wurde. Weiterhin wird angenommen,
dass der Vorgang als Voraussetzung eine Wand hat, deren Beschreibung auch derje-
nigen entspricht, in dem sich die Fensterfront im BIM befindet. Ein entsprechender
Vergleich des Bauteilobjekts der Voraussetzung des Vorgangs mit den Bauteilen der
teilweise dargestellten Struktureinheit identifiziert alle gelb dargestellten Wa¨nde als
a¨hnlich. Demnach sind alle auf diese Weise bestimmten Wa¨nde mo¨gliche Kandidaten,
fu¨r die Zuordnung als Voraussetzung dieses Vorgangs. Die offensichtlich richtige Wand
ist jedoch die, in der sich die blau dargestellte Fensterfront befindet. Um diese automa-
tisch zu bestimmen, werden in einer zweiten Stufe alle Kandidaten einer Voraussetzung
des betrachteten Vorgangs einer geometrischen Pru¨fung unterzogen.
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Abbildung 4.12: Geometrische Na¨he bei der Bestimmung von Voraussetzungen eines
Vorgangs
Algorithmus 17: isIntersect(bounds1, bounds2, δ)
Verschneidungstest zweier Bounding-Box Objekte
input : bounds1(lower .x , lower .y , lower .z , upper .x , upper .y , upper .z ),
bounds2(lower .x , lower .y , lower .z , upper .x , upper .y , upper .z ), δ
output : true wenn bounds1 und bounds2 sich schneiden, sonst false
1 if (bounds1.upper.x+δ > bounds2.lower.x ∧ bounds2.upper.x >
bounds1.lower.x−δ ∧ bounds1.upper.y+δ > bounds2.lower.y ∧
bounds2.upper.y > bounds1.lower.y−δ ∧ bounds1.upper.z+δ >
bounds2.lower.z ∧ bounds2.upper.z > bounds1.lower.z−δ) then return true;
2 else return false
Dies geschieht aufgrund der Annahme, dass Bauteile, die zwingend voneinander ab-
ha¨ngig sind, eine geometrische Na¨he aufweisen und dieser Umstand bei der Definition
der Vorgangsgraphen vom Anwender beru¨cksichtigt wird. Eine automatische Bestim-
mung von Voraussetzungen eines Vorgangs kann anderenfalls nicht erfolgen.
Fu¨r die geometrische Pru¨fung wird zuna¨chst ein Verschneidungstest des Resultats
mit den als mo¨gliche Kandidaten bestimmten Bauteilen der betrachteten Strukturein-
heit durchgefu¨hrt. Die rechnerisch einfachste Mo¨glichkeit einer solchen Pru¨fung ist ein
Verschneidungstest der Bounding-Boxen. Dazu wird die Bounding-Box des Resultats
um δ Einheiten vergro¨ßert und der Verschneidungstest mit den Bounding-Boxen aller
mo¨glichen Voraussetzungen durchgefu¨hrt. Der Verschneidungstest kann nach Algorith-
mus 17 fu¨r achsenparallele Bounding-Boxen durchgefu¨hrt werden. Es wird vorausge-
setzt, dass die Bounding-Boxen bounds1 und bounds2 im selben Koordinatensystem
definiert sind.
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Anmerkung: Bei den an dieser Stelle beschriebenen Bounding-Boxen handelt es
sich nicht um jene der Bauteilbeschreibungen fu¨r die Bestimmung der A¨hnlichkeit
nach Kapitel 4.2.2. Fu¨r die geometrische Pru¨fung handelt es sich um die Bounding-
Boxen von Bauteilen des BIM. Die Koordinaten der Bounding-Boxen befinden sich
somit im globalem Koordinatensystem des BIM.
Mo¨gliche Bounding-Boxen von Voraussetzungen, die keine Verschneidung mit der Boun-
ding-Box des Resultats des betrachteten Vorgangs aufweisen, entfallen. Bei ungu¨nstiger
Geometrie eines oder beider Ko¨rper ist ein Verschneidungstest mittels Bounding-Box
jedoch sehr ungenau. Abbildung 4.13 zeigt schematisch ein Beispiel fu¨r ein solches Pro-
blem. Die Stu¨tze S3 wu¨rde in diesem Fall fehlerhaft als Voraussetzung des Vorgangs
identifiziert.
Abbildung 4.13: Verschneidungstest mittels Bounding-Box
Das Ergebnis kann durch den Einsatz genauerer Verfahren, beispielsweise zur Bestim-
mung des minimalen Abstands zwischen Resultat und den mo¨glichen Voraussetzungen
oder einem Verschneidungstest mit der um δ vergro¨ßerten Geometrie des Resultats, ver-
bessert werden. Bei Vorgabe eines entsprechenden Toleranzmaßes fu¨r den minimalen
Abstand δ werden nur die Stu¨tzen S1 und S2 identifiziert (siehe Abbildung 4.14).
Abbildung 4.14: Minimale Distanz zwischen zwei Ko¨rpern
Effiziente Algorithmen fu¨r die Bestimmung der Distanz zwischen konvexen Polyedern
4.3 Methoden fu¨r die Generierung des Bauablaufs 87
und nicht konvexen Polyedern sind in [Dyllong u. a. 1999] bzw. [Kawachi u. Suzuki
2000] dargestellt. Ein genauer Verschneidungstest zweier dreidimensionaler Ko¨rper ist
in [Mo¨ller 1997] dargestellt oder kann durch Anpassung der in [Hubbard 1990] oder
[Laidlaw u. a. 1986] dargestellten Algorithmen erreicht werden. Alle genannten Algo-
rithmen setzen Oberfla¨chen voraus, die durch Dreiecke beschrieben werden. Die An-
wendung eines Verfahrens wird somit von der verfu¨gbaren Geometrie der Bauteile des
BIM bestimmt und muss gegebenenfalls entsprechend u¨berfu¨hrt werden.
Formal kann der minimale Abstand zweier geometrischer Ko¨rper mindist nach Formel
4.24 ausgedru¨ckt werden.
mindist(bgeomi , bgeomj ) := min(|p − q |)
mit bgeomi := {p | p ist ein Punkt innerhalb oder auf der Oberfla¨che von bi}
und bgeomj := {q | q ist ein Punkt innerhalb oder auf der Oberfla¨che von bj}
(4.24)
Liegt eine mo¨gliche Voraussetzung innerhalb der vorzugebenden Toleranzgrenze δ, wird
das auf diese Weise identifizierte Bauteil dem Vorgang als Voraussetzung zugeordnet
und steht fu¨r eine weitere Zuordnung als Voraussetzung fu¨r diesen Vorgang nicht mehr
zur Verfu¨gung.
Ist die Anzahl der auf diese Weise zuzuordnenden Voraussetzungen gro¨ßer oder kleiner
als die Anzahl der Voraussetzungen des Vorgangs, muss dieser Konflikt durch den
Anwender anhand einer manuelle Zuordnung gelo¨st werden.
Algorithmus 18 zeigt den zugeho¨rigen Algorithmus als Pseudocode.
Beschreibung Algorithmus 18: Als Eingangswerte dienen die zu betrachtende
Struktureinheit su, der A¨hnlichkeitsgrenzwert limsim und die Toleranzgrenze δ. Es wird
vorausgesetzt, dass Algorithmus 16 fu¨r die Bestimmung der Vorga¨nge bereits ausgefu¨hrt
wurde und die Bedingung sutg 6= ∅ erfu¨llt ist.
Fu¨r jeden Vorgangsgraphen currentTG ∈ sutg wird fu¨r jede Beschreibung eines Bauele-
ments currentBEsu , das eine Voraussetzung des Vorgangs currentTG ist, nach a¨hnlichen
Bauteilen in der Menge der Bauteile sub der betrachteten Struktureinheit gesucht. Falls
ein solches Bauteil identifiziert wird, das gro¨ßer oder gleich dem gegebenen A¨hnlich-
keitsgrenzwert limsim ist, wird es der Menge possiblePre als mo¨gliche Voraussetzung
fu¨r die gerade betrachtete Bauteilbeschreibung currentPre zugeordnet (vgl. Zeilen 7-11
in Algorithmus 18).
Im Anschluss wird gepru¨ft, ob ein Bauteil, das als mo¨gliche Voraussetzung fu¨r currentPre
bestimmt wurde, eine geometrische Na¨he innerhalb der Toleranzgrenze δ aufweist und
dem aktuellen Vorgangsgraphen currentTG noch nicht zugeordnet wurde. Ist dies der
Fall, wird gepru¨ft, ob dem aktuellen Vorgangsgraphen currentTG fu¨r currentPre be-
reits ein Bauteil zugeordnet wurde. Ist dies der Fall, ist das Bauteil currentPossiblePre
u¨berza¨hlig. Es wu¨rde demnach die Kriterien einer Zuordnung erfu¨llen, kann aber nicht
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Algorithmus 18: determinePrerequisites(su, limsim , δ)
Zuordnung von Voraussetzungen zu Vorga¨ngen
input : su(sun , sur , suguid , sub , sutg , sus), limsim , δ
output : Menge der Vorgangsgraphen sutg ∈ su
1 if sutg 6= ∅ then return;
2 foreach currentTG(T ,B ,P ,R) ∈ sutg do
3 resultBE := currentRes | r(currentTask , currentRes) ∈ R;
4 leftOverBE := ∅;
5 foreach p(currentPre, currentTask) ∈ P do
6 possiblePre := ∅;
7 foreach currentBEsu ∈ sub do
8 if simo(currentBEsu , possiblePre) ≥ limsim then
9 possiblePre := possiblePre ∪ {currentBEsu}
10 end
11 end
12 foreach currentPossiblePre ∈ possiblePre do
13 check = false;
14 if mindis(currentPossiblePre, resultBE ) ≤ δ)
∧currentPossiblePre 6∈ B then
15 if check = true then
leftOverBE := leftOverBE ∪ {currentPossibleBE};
16 else
17 check = true;
18 leftOverBE := leftOverBE \ {currentPossiblePre};
19 P \ {(currentPre, currentTask)};
20 B \ currentPre;
21 B := B ∪ {currentPossiblePre};
22 P := P ∪ {(currentPossiblePre, currentTask)};
23 end
24 end
25 end
26 end
27 if |leftOverBE | > 0 then manuelle Zuordnung der Voraussetzungen fu¨r
currentTG notwendig
28 end
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mehr zugeordnet werden. Es besteht jedoch die Mo¨glichkeit, dass dieses Bauteil ei-
ner weiteren Vorbedingung des Vorgangsgraphen currentTG zugeordnet werden kann.
Es wird zuna¨chst in die Menge leftOverBE eingetragen. Wurde der Voraussetzung
currentPre noch kein Bauteil zugeordnet, wird das Bauteil currentPossiblePre aus der
Menge leftOverBE entfernt und als Voraussetzung fu¨r currentPre in den Vorgangsgra-
phen currentTG eingefu¨gt (vgl. Zeilen 19-22 in Algorithmus 18).
Ist der Betrag der Menge leftOverBE gro¨ßer 0, konnten nicht alle Vorbedingungen ein-
deutig zugeordnet werden. In diesem Fall ist eine manuelle Zuordnung bzw. U¨berpru¨fung
der Voraussetzungen durch den Anwender notwendig.
Ist eine manuelle Zuordnung nicht mo¨glich, muss ein neuer Vorgang definiert und in
die Datenbasis TGDB eingefu¨gt werden. Dies ist der Fall, wenn nach der manuellen
Zuordnung der Betrag der Differenz der Menge der Bauteile aller Vorgangsgraphen sutg ,
die Voraussetzung eines Vorgangs sind, und der Menge der Bauteile der Struktureinheit
sub gro¨ßer 0 ist.
supleft := {b ∈ BTG | p(b, t) ∈ PTG} \ sub
supleft ist die Menge der Voraussetzungen aller Vorgangsgraphen sutg , fu¨r die
kein Bauteil identifiziert werden konnte
mit BTG :=

|sutg |⋃
i=1
Bi | TGi(Ti ,Bi ,Pi ,Ri) ∈ sutg

und PTG :=

|sutg |⋃
j=1
Ri | TGi(Ti ,Bi ,Pi ,Ri) ∈ sutg
 (4.25)
Wurde ein neuer Vorgangsgraph tgnew definiert und in die Datenbasis TGDB eingefu¨gt,
sind fu¨r die Algorithmen 16 und 18 fu¨r die betrachtete Struktureinheit su erneut aus-
zufu¨hren.
Beispiel: Abbildung 4.15 zeigt das Ergebnis fu¨r sutg ∈ su nach Ausfu¨hrung von Al-
gorithmus 16. Den Voraussetzungen der nach Algorithmus 16 bestimmten Vorga¨nge
wurden nun ebenfalls konkrete Bauteile der Struktureinheit zugeordnet (vgl. Abbil-
dung 4.10).
Verknu¨pfungsphase
Wa¨hrend der Verknu¨pfungsphase werden alle innerhalb der Zuordnungsphase ermit-
telten Vorgangsgraphen einer Struktureinheit sutg zusammengefu¨hrt. Formal gesehen
handelt es sich um die Vereinigung aller bisher bestimmten Vorgangsgraphen, wobei
deren Voraussetzungs- und Ergebnisknoten nun durch konkrete Bauteile der Struktu-
reinheit sub repra¨sentiert werden (siehe Formel 4.26).
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Abbildung 4.15: Menge der Vorgangsgraphen sutg der Struktureinheit nach der Zuord-
nung von Vorga¨ngen und Voraussetzungen
sus :=
|sutg |⋃
i=1
sutgi | sutgi (Ti ,Bi ,Pi ,Ri) ∈ sutg (4.26)
Als Ergebnis ergibt sich ein erster Bauablauf fu¨r die Vorga¨nge der betrachteten Struk-
tureinheit su. Dieser entsteht aufgrund der durch die Vereinigung der Strukturgraphen
sutg resultierenden Verknu¨pfung identischer Bauteile der Vorbedingungen und Resul-
tate nach These 5 (siehe Seite 28). Algorithmus 19 zeigt die Vorgehensweise.
Algorithmus 19: mergeTaskGraphs(su)
Kombination der Vorgangsgraphen
input : su(sun , sur , suguid , sub , sutg , sus)
output : bipartiter Graph sus ∈ su
1 sus := (T ,B ,P ,R);
2 T := ∅; B := ∅; P := ∅; R := ∅;
3 foreach currentTG(Tcurrent ,Bcurrent ,Pcurrent ,Rcurrent , ) ∈ sutg do
4 T := T ∪ Tcurrent ; B := B ∪ Bcurrent ;
5 P := P ∪ Pcurrent ; R := R ∪ Rcurrent ;
6 end
Beispiel: Abbildung 4.16 zeigt als Ergebnis von Algorithmus 19 den bipartiten Gra-
phen sus ∈ su. Identische Bauteile existieren aufgrund der Vereinigung aller Vorgangs-
graphen sutg nur noch ein mal. Es ergibt sich die Reihenfolge der Vorga¨nge T 1
I bis
T 5I .
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Abbildung 4.16: Bipartiter Graph sus nach der Vereinigung aller Vorgangsgraphen
sutg ∈ su
Konfliktlo¨sungsphase
Nach dem erfolgreichen Durchlaufen der Zuordnungs- und Verknu¨pfungsphase liegt
als Ergebnis ein bipartiter Graph sus vor. Der auf die vorgeschlagene Weise generier-
te Bauablauf ist jedoch im Sinne eines Workflowgraphen nicht zwangsla¨ufig korrekt.
Ziel der Konfliktlo¨sungsphase ist die U¨berfu¨hrung des bipartiten Graphen sus in einen
strukturell korrekten Workflowgraphen fu¨r die Struktureinheit su.
Zusammenfassung der Struktureinheit Fu¨r einen Workflowgraphen wird gefordert,
dass er einen Start- und einen Endknoten besitzt. In einem ersten Schritt werden alle
bestehenden Startknoten des Graphen sus an einen neuen Startknoten S ∈ T und
alle zu diesem Zeitpunkt bestehenden Endknoten an einen neuen Endknoten E ∈ T
angebunden. Dies bedeutet, dass bisherigen Startknoten s ∈ T u¨ber einen neuen Kno-
ten bi ∈ B und alle bisherigen Startknoten s ∈ B direkt durch Kanten angebunden
werden. Fu¨r den neuen Endknoten E gilt dies analog. Algorithmus 20 beschreibt die
zugeho¨rige Vorgehensweise.
Beispiel: Abbildung 4.17 zeigt als Ergebnis von Algorithmus 20 den bipartiten Gra-
phen sus ∈ su. Der bisherige Startknoten T 1I wurde u¨ber die Kanten p(ps ,T 1I ),
r(S , ps) und den Scheinknoten ps an den neuen Startknoten S angebunden. Der neue
Endknoten E wurde u¨ber die Kanten p(8,E ) und p(9,E ) an die bisherigen Endknoten
8 und 9 angeschlossen.
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Algorithmus 20: createStartEndNodes(su)
Zusammenfassung der Struktureinheit
input : su(sun , sur , suguid , sub , sutg , sus)
output : bipartiter Graph sus ∈ su
1 currentStartNodes := getStartNodes (sus);
2 currentEndNodes := getEndNodes (sus);
3 T := T ∪ {new startNode | sus(T ,B ,P ,R)};
4 T := T ∪ {new endNode | sus(T ,B ,P ,R)};
5 foreach currentStartNode ∈ currentStartNodes do
6 if currentStartNode ∈ T then
7 B := B ∪ {new pseudoNode};
8 R := R ∪ {(startNode, pseudoNode)};
9 P := P ∪ {(pseudoNode, currentStartNode)}
10 end
11 else
12 R := R ∪ {(startNode, currentStartNode)};
13 end
14 end
15 foreach currentEndNode ∈ currentEndNodes do
16 if currentEndNode ∈ T then
17 B := B ∪ {new pseudoNode};
18 R := R ∪ {(currentEndNode, pseudoNode)};
19 P := P ∪ {(pseudoNode, endNode)}
20 end
21 else
22 P := P ∪ {(currentEndNode, endNode)};
23 end
24 end
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Abbildung 4.17: Ergebnis der Zusammenfassung des Graphen sus der Struktureinheit
Konfliktlo¨sung Um eventuelle Konflikte des Graphen sus aufzulo¨sen, mu¨ssen diese
zuna¨chst erkannt werden. Dazu wird in einem na¨chsten Schritt der bipartite Graph sus
als Workflowgraph betrachtet und mittels well handled test nach Kapitel 3.4.4 seine
strukturelle Integrita¨t gepru¨ft. Das Ergebnis des Algorithmus getConflictPares(sus)
liefert alle Konfliktpaare des bipartiten Graphen sus .
Beispiel: Fu¨r das Beispiel ergeben sich die Konfliktpaare (1,T 4I ), (1,T 4II ) und
(1,E ), insofern der XOR-Split-Knoten 1 mit den AND-Join-Knoten T 4I , T 4II bzw.E
synchronisiert wird (siehe Abbildung 4.18).
Abbildung 4.18: Identifizierte Konfliktpaare des Graphen sus
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Aufgrund der Definition, dass ein Vorgang jeweils nur ein Resultat liefern kann (siehe
Kapitel 4.2.4), ist die Synchronisation eines XOR-Split-Knotens durch einen AND-Join
die einzige Klasse von strukturellen Fehlern, die bei Einhaltung aller genannten Bedin-
gungen an dieser Stelle auftreten kann. Eine falsche Synchronisation eines XOR-Splits
ist gleichbedeutend mit dem Vorhandensein paralleler Vorga¨nge bzw. Vorgangsketten.
Beschreibung Algorithmus 21: Die Eingangswerte des Algorithmus solveConflicts
sind der bipartite Graph sus nach der Ausfu¨hrung von Algorithmus 19, der Index
des vorherigen Durchlaufs currentStep sowie die maximale Anzahl von Durchla¨ufen
maxSteps . Die U¨bergabe der beiden Indexvariablen currentStep und maxSteps dient
der sicheren Terminierung des Algorithmus bei unerwartet auftretenden Fehlern, da
er nach der Korrektur eines Konfliktpaars rekursiv aufgerufen wird, um verbliebene
Konflikte zu lo¨sen. Die Anzahl der zu korrigierenden Fehler und somit der maximal zu
korrigierenden Konflikte kann dabei ho¨chstens der Anzahl der Konfliktpaare beim ers-
ten Aufruf des Algorithmus entsprechen. Die Indexvariable maxSteps wird nach einem
externen Aufruf mit dieser Anzahl initialisiert. currentStep wird vor jedem Durch-
lauf inkrementiert. Fu¨r einen externen Aufruf des Algorithmus ist fu¨r currentStep und
maxSteps der Wert −1 zu u¨bergeben.
Existiert wenigstens ein Konfliktpaar c1(a, b), so wird gepru¨ft, ob Knoten a ein XOR-
Split ist. Ist dies der Fall, werden alle Nachfolger successors := {asuck | asuck ∈ tN (a)}
des Knotens a ermittelt. Dies dient der Ermittlung aller von a abgehenden Kanten
(a, asuck ), die fu¨r die Konfliktlo¨sung behandelt werden mu¨ssen (vgl. Zeile 8 in Algorith-
mus 21).
Danach werden alle zu Knoten a korrespondierenden XOR-Join-Knoten joins ermittelt
(siehe Kapitel 3.4.1). Existieren solche Knoten, wird ein Scheinknoten t in die Menge
der Vorga¨nge T ∈ sus eingefu¨gt und u¨ber die Kante (a, t) angebunden. Anschließend
wird die Menge der knotendisjunkten Wege zwischen a und jedem Knoten currentJoin
ermittelt. Existieren solche Wege, mu¨ssen diese u¨ber einen neuen XOR-Split a ′ an den
Vorgang t angebunden werden. Die bisherige Kante (node0, node1) entfa¨llt und wird aus
der Menge der Vorbedingungen P ausgetragen. Die ehemalige Kante wurde bearbeitet
und somit wird der Knoten node1 aus der Menge der zu bearbeitenden Nachfolger
successors ausgetragen (vgl. Zeilen 13 - 19 in Algorithmus 21)
Entha¨lt die Menge der zu bearbeitenden Nachfolger successors noch Knoten, handelt es
sich um parallele Vorga¨nge bzw. Vorgangsketten. Jeder dieser Knoten currentSuccessor
muss demnach mittels der Kanten (t , a ′) ∈ R und (a ′, currentSuccessor) ∈ P u¨ber einen
neuen Knoten a ′ ∈ B angebunden werden. Die bisherige Kante (a, currentSuccessor)
∈ P entfa¨llt (vgl. Zeilen 24 - 32 in Algorithmus 21).
Ist die maximale Anzahl an mo¨glichen Durchla¨ufen noch nicht erreicht, erfolgt der re-
kursive Aufruf des Algorithmus mit den Parametern sus , currentStep und maxSteps .
Anmerkung: Ist nach Terminierung von Algorithmus 21 die Anzahl der Konflikt-
paare ungleich 0, ist die Struktur des Workflowgraphen inkonsistent. In diesem Fall
ist eine manuelle Korrektur des Workflowgraphen durch den Anwender notwendig.
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Algorithmus 21: solveConflicts(sus , currentStep,maxSteps)
Zusammenfassung der Struktureinheit
input : sus(T ,B ,P ,R), currentStep, maxSteps
output : Workflow Graph sus ∈ su
1 conflictsPairs(ci , ci+1, . . . , c|conflictPairs|) := getConflictPairs(sus);
2 if maxSteps = −1 then maxSteps := |conflictPairs|;
3 currentStep := currentStep + 1; xorSplits := getXorSplits(sus);
4 t = new Task ; successors := ∅;
5 if |conflictPairs| ≥ 1 then
6 currentConflict(a, b) := c1;
7 if currentConflict ∈ xorSplits then
8 successors := tN (a);
9 joins := getJoinsFromSplit(a);
10 if |joins| ≥ 1 then T := ∪{t}; P := P ∪ {(a, t)};
11 foreach currentJoin ∈ joins do
12 paths := getNodeDisjointPaths(sus , a, currentJoin);
13 if |paths| > 1 then
14 a ′ := new node; B := B ∪ {a ′};
15 foreach currentPath(node0, . . . , node|currentPath−1|) ∈ paths do
16 P := P \ {(node0, node1)};
17 P := P ∪ {(a ′, node1)};
18 R := R ∪ {(t , a ′)};
19 successors \ {node1} ;
20 end
21 end
22 end
23 end
24 foreach currentSuccessor ∈ successors do
25 a ′ := new node;
26 if t 6∈ T then
27 T := T ∪ {t}; P := P ∪ {(a ′, t)}
28 end
29 P := P \ {(a, currentSuccessor)};
30 B := B ∪ {a ′};
31 P := P ∪ {(a ′, currentSuccessor)};
32 R := R ∪ {(t , a ′)};
33 end
34 end
35 else return;
36 if currentStep ≤ maxSteps then
37 solveConflicts (sus , currentStep,maxSteps);
38 end
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Beispiel: Abbildung 4.19 zeigt das endgu¨ltige Ergebnis nach Durchlaufen der Kon-
fliktlo¨sungsphase fu¨r das benannte Beispiel nach Algorithmus 21.
Abbildung 4.19: Ergebnis fu¨r den Graphen sus nach Durchlaufen der Kon-
fliktlo¨sungsphase
4.3.3 Kopplungsphase
Innerhalb der Kopplungsphase wird der Gesamtbauablauf S in Form eines Workflow-
graphen generiert. Fu¨r die Veranschaulichung der in den Algorithmen 22 und 23 dar-
gestellten Vorgehensweise dient das in Abbildung 4.20 dargestellte Beispiel. Es zeigt
fu¨nf Workflowgraphen sus der Struktureinhieten su1 bis su5 sowie den Strukturgraphen
SG , der die Reihenfolge der Struktureinheiten definiert.
S1
S3 S4
S5
S2E1
E3 E4
E5
E2
sus1
sus3
sus2
sus4
sus5
su5
su1
su2
SG
su3 su4
Knoten des Strukturgraphen SG
susn
Vorgang
Bauteil des BIM
Start- und Endknoten des
Workflowgraphen
Abbildung 4.20: Beispiel fu¨r 5 Struktureinheiten sus1 bis sus5 und Strukturgraph SG
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Algorithmus 22: linkStructureUnits(SU , SG)
Kopplung der Workflowgraphen aller Struktureinheiten
input : SU , SG(SU ,O)
output : S
1 new WorkflowGraph S (Ts ,Bs ,Ps ,Rs);
2 new Task tstart ;
3 Ts := Ts ∪ {tstart};
4 new Task tend ;
5 Ts := Ts ∪ {tend};
6 SUstart := {sui ∈ SU | gV (sui) = 0};
7 foreach sustart ∈ SUstart do
8 appendUnit (tstart , tend , sustart , SG , S ); // Algorithmus 23
9 end
10 return S ;
Beschreibung Algorithmus 22: Als Eingangsparameter von Algorithmus 22 dienen
die Menge der Struktureinheiten SU sowie der Strukturgraph SG . Zuna¨chst wird ein
neuer Workflowgraph S erzeugt und dessen Startknoten tstart und Endknoten tend de-
finiert und in die Menge der Vorga¨nge T eingefu¨gt. Anschließend wird die Menge aller
Startknoten im Strukturgraph SG bestimmt. Die Workflowgraphen sus aller auf die-
se Weise bestimmten Struktureinheiten sustart werden unmittelbar an den Startknoten
tstart angebunden. Dies geschieht durch den Aufruf von appendUnit(tstart , tend , sustart ,
SG , S ) - siehe Algorithmus 23.
Beschreibung Algorithmus 23: Als Eingangswerte des Algorithmus 23 dienen der
Vorga¨ngerknoten predecessor ∈ Ts im Strukturgraphen SG , an den der Workflowgraph
sus ∈ su gekoppelt werden soll, der Parameter tend , der dem Endknoten des Workflow-
graphen S entspricht, der zugeho¨rige Strukturgraph SG und der Workflowgraph S
selbst.
In einem ersten Schritt wird der zu koppelnde Workflowgraph sus der Struktureinheit
su geklont und als su ′s in den Workflowgraphen S eingefu¨gt. Ein Klonen ist notwendig,
da die innerhalb der Kopplungsphase zusammenzufu¨hrenden Workflowgraphen identi-
sche Bauteile als Knoten beinhalten ko¨nnen. Wu¨rde dieser Schritt unterlassen, werden
diese Knoten als identische Knoten betrachtet und die Workflowgraphen davon betrof-
fener Struktureinheiten wu¨rden sich u¨ber ihre Kanten verbinden. Die Bindung zu den
Bauteilen des BIM ist durch das geforderte Attribut an :=”id” auch nach dem Klo-
nen existent (vgl. Kapitel 4.2.2). Anschließend wird der u¨bergebene Vorga¨ngerknoten
predecessor u¨ber den Scheinknoten pseudoNode an den Startknoten des Workflowgra-
phen su ′s angebunden und der Endknoten subend des Workflowgraphen sus bestimmt.
Der Aufruf getStartNodes(su ′s) bzw. getEndNodes(su
′
s) liefert dabei innerhalb der
jeweiligen Ergebnismenge einzig den gesuchten Start- bzw. Endknoten, da alle Work-
flowgrahen sus ∈ su nach Durchlaufen der Konfliktlo¨sungsphase nur einen Start- und
Endknoten besitzen.
Im na¨chsten Schritt werden alle Struktureinheiten SUsuc ermittelt, die su im Struktur-
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Algorithmus 23: appendUnit(predecessor , endNode, su, SG , S )
Kopplung einer Struktureinheit an seinen Vorga¨nger
input : predecessor , tend , su(sun , sur , suguid , sutg , sus), SG(SU ,O),
S (Ts ,Bs ,Ps ,Rs)
1 // Eintragen des Workflowgraphen sus ∈ su in S
2 su ′s := deepClone (sus);
3 S := S ∪ su ′s ;
4 // Anbinden von su ′s an den Endknoten seines Vorga¨ngers
predecessor
5 Bs := Bs ∪ {new BuildingElement pseudoNode};
6 Rs := Rs ∪ {(predecessor , pseudoNode)};
7 Ps := Ps ∪ {(pseudoNode, single Node in {getStartNodes(su ′s)})};
8 // Ermitteln des Endknotens von su ′s
9 subend := single Node in {getEndNodes(su ′s)})};
10 // Ermitteln aller nachfolgenden Struktureinheiten von su ∈ SG
11 SUsuc := {sui ∈ SU | gN (su) = 0} fu¨r SG(SU ,O);
12 // Existiert kein Nachfolger, su an den Endknoten tend
anschließen
13 if |SUsuc| = 0 then
14 Bs := Bs ∪ {new BuildingElement pseudoNode};
15 Rs := Rs ∪ {(pseudoNode, tend)};
16 Ps := Ps ∪ {(subend , pseudoNode)};
17 end
18 // Sonst, jeden Nachfolger von su ∈ SG an den Endknoten subend
anschließen
19 else
20 foreach successor ∈ SUsuc do
21 appendUnit (subend , tend , successor , SG , S );
22 end
23 end
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graphen SG folgen. Hat su keinen Nachfolger, wird der Endknoten subend u¨ber einen
Scheinknoten an den Endknoten tend des Workflowgraphen S gekoppelt. Sind nach-
folgende Struktureinheiten vorhanden, werden diese u¨ber den rekursiven Aufruf des
Algorithmus gekoppelt.
Beispiel: Abbildung 4.21 zeigt das Resultat fu¨r den Workflowgraphen S nach Durch-
laufen der Kopplungsphase.
Abbildung 4.21: Resultat der Kopplungsphase fu¨r das Beispiel nach Abbildung 4.20
4.3.4 Gesamtablauf der Generierung
Algorithmus 24 fasst die bisher vorgestellten Algorithmen fu¨r die Generierung als Ge-
samtablauf fu¨r alle Struktureinheiten su ∈ SU zusammen.
Beschreibung Algorithmus 24: Auf eine ausfu¨hrliche Beschreibung des Algorith-
mus wird an dieser Stelle verzichtet. Die Vorgehensweise kann dem in Abbildung 4.8
dargestellten Flussdiagramm entnommen werden.
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Algorithmus 24: generateWorkflow(SU , SG ,TGDB , limsim , δ)
Generierung des Workflowgraphen fu¨r den Gesamtablauf
input : SU , SG(SU ,O),TGDB , limsim , δ
output : S
1 foreach su(sun , sur , suguid , sub , sutg , sus) ∈ SU do
2 repeat
3 repeat
4 repeat
5 resultsLeft := false;
6 determineResults (su, limsim); // Algorithmus 16
7 if
∣∣surleft ∣∣ > 0; // Siehe Formel 4.23
8 then
9 resultsLeft := true;
10 ⇒Manuelle Definition oder Adaption eines
Vorgangsgraphen ;
11 TDB := TDB ∪ new tg ;
12 end
13 until resultsLeft = true;
14 determinePrerequisites (su, limsim , δ); // Algorithmus 18
15 prerequisitesLeft := false;
16 if
∣∣supleft ∣∣ > 0; // Siehe Formel 4.25
17 then
18 ⇒Manuelle Zuordnung von Voraussetzungen ;
19 if
∣∣supleft ∣∣ > 0; // Siehe Formel 4.25
20 then
21 prerequisitesLeft := true;
22 ⇒Manuelle Definition eines Vorgangsgraphen ;
23 TDB := TDB ∪ new tg ;
24 end
25 end
26 until prerequisitesLeft = true;
27 mergeTaskGraphs (su); // Algorithmus 19
28 createStartEndNodes (su); // Algorithmus 20
29 solveConflicts (sus ,−1,−1); // Algorithmus 21
30 conflictsSolved := true;
31 if |getConflictPairs| > 0; // Algorithmus 14
32 then
33 ⇒Manuelle Korrektur des Workflowgraphen
34 if |getConflictPairs| > 0; // Algorithmus 14
35 then
36 ⇒Manuelle Definition eines Vorgangsgraphen
37 conflictsSolved := false;
38 end
39 end
40 until conflictsSolved = false;
41 return linkStructureUnits (SU , SG); // Algorithmus 22
42 end
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4.4 Diskussion
Innerhalb dieses Kapitels werden die sich auf Basis des entwickelten Modells ergebenden
Mo¨glichkeiten hinsichtlich ihrer Anwendung auf den Planungsprozess fu¨r Bauabla¨ufe
diskutiert.
4.4.1 Parallele Vorga¨nge und Varianten
Der generierte Bauablauf S kann sowohl parallele Vorga¨nge und Vorgangsketten als
auch Varianten enthalten.
Parallele Vorga¨nge Parallele Vorga¨nge oder Ketten von Vorga¨ngen bezeichnen Vor-
ga¨nge, die im Bauablauf nebeneinander ausgefu¨hrt werden ko¨nnen. Sie beginnen an
einem AND-Split-Knoten, werden durch einen AND-Join-Knoten wieder synchroni-
siert und ko¨nnen somit durch Anwendung der entsprechenden Algorithmen 10 und 12
identifiziert werden (siehe Kapitel 3.4.2).
Ob solche Vorga¨nge oder Vorgangsketten in der Realita¨t parallel, in Gruppen oder se-
quentiell ausgefu¨hrt werden sollen, unterliegt in der Regel der Ressourcenplanung. Eine
derartige Optimierung des Workflowgraphen S der Generierung wird vom vorgestellten
Modell nicht bzw. nur bedingt unterstu¨tzt. Eine Gruppierung und deren sequentielle
Ausfu¨hrung kann jedoch durch die Definition und Verknu¨pfung entsprechender Struk-
tureinheiten erreicht werden.
Alternative Vorga¨nge Es handelt sich hierbei um mo¨gliche Alternativen, die in der
Realita¨t zur Herstellung ein und desselben Bauteils fu¨hren. Als gegensta¨ndliches Bei-
spiel kann das Errichten einer Stahlbetonwand betrachtet werden. Die Wand kann bei-
spielsweise als Ortbetonvariante oder auch durch ein vorgefertigtes Bauteil ausgefu¨hrt
werden.
Varianten ko¨nnen auf Basis der Struktur des Workflowgraphen S erkannt werden. Lie-
fert mehr als ein Vorgang ein identisches Bauteil als Ergebnis, handelt es sich um
eine solche Alternative fu¨r die Erstellung eines Bauteils. Innerhalb des Workflowgra-
phen S handelt es sich hierbei um einen XOR-Join-Knoten. Entscheidungsknoten in-
nerhalb des generierten Workflowgraphen S kennzeichnen demnach alternative Ab-
laufmo¨glichkeiten. Eine Variante beginnt mit der Entscheidung an einem XOR-Split-
Knoten und endet an einem XOR-Join-Knoten, der das Bauteil repra¨sentiert, fu¨r dessen
Erstellung mehr als eine Mo¨glichkeit im Bauablauf existiert. Varianten ko¨nnen demnach
durch Anwendung der Algorithmen 8 und 12 identifiziert werden (siehe Kapitel 3.4.1
und 3.4.3).
Varianten werden infolge des Modellentwurfs automatisch unterstu¨tzt. Entha¨lt die Da-
tenbasis mehr als eine Mo¨glichkeit fu¨r die Herstellung einer durch deren Eigenschaften
beschriebenen Klasse von Bauteilen, so werden diese Vorga¨nge automatisch mit den
entsprechenden Bauteilen verknu¨pft und sind dadurch im Bauablauf S enthalten.
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4.4.2 Auswahl von Varianten
Die Auswahl von Varianten im Bauablauf kann automatisch unterstu¨tzt werden. Durch
das Anwenden von Algorithmus 15 ko¨nnen alle Instanzgraphen ausgehend von einem
Knoten bestimmt werden. Die Menge der identifizierten Instanzgraphen entspricht da-
bei allen mo¨glichen Bauabla¨ufen in S ausgehend vom gegebenen Startknoten startNode.
Durch Anwenden bekannter Methoden der Netzplantechnik wie beispielsweise CPM
oder PERT (siehe Kapitel 2.1.2) kann auf Basis der jeweilige Analyse eine entspre-
chende Auswahl fu¨r einen bestimmten Bauablauf erfolgen. Denkbare Szenarien betref-
fen beispielsweise die Ermittlung des schnellsten oder kostengu¨nstigsten Bauablaufs im
Workflowgraphen S .
Grundlage hierfu¨r ist eine entsprechende Bewertung aller Vorga¨nge t ∈ TS . Eine ent-
sprechende Zuordnung von Bewertungsobjekten zu Vorga¨ngen t ∈ TS kann auf Basis
des Modells u¨ber die Identifikatoren der Vorga¨nge tguid erfolgen.
4.4.3 Konsistenz zwischen Bauablaufplanung und
Bauwerksplanung
Durch die Integration der Bauteile des BIM in die Bauablaufplanung ist eine Kontrolle
des Bauablaufs hinsichtlich folgender Kriterien mo¨glich:
Fehlende Zuordnung Durch die Differenz BBIM \BS erha¨lt man die Menge BnotAssigned
der Bauelemente b, denen kein Vorgang zugeordnet wurde. Fehlende bauteilbezogene
Vorga¨nge ko¨nnen dadurch ausgeschlossen werden.
Konsistenz - Reaktion auf A¨nderungen Die Generierung des Bauablaufs S basiert
auf der vom Nutzer vorgegebenen Grobstrukturierung (siehe Kapitel 4.3.1), den Da-
ten des BIM und dem Inhalt der Datenbasis TDB . Tritt in einer der drei genannten
Ausgangsinformationen eine A¨nderung auf, muss der Workflowgraph S neu generiert
werden. Etwaige A¨nderungen in jeder der zugrunde liegenden Ausgangsinformationen
fließen automatisch in die Neuberechnung des Workflowgraphen S ein und werden da-
durch beru¨cksichtigt.
Die bei derzeitigen Modellen problematische Nachfu¨hrung des Bauablaufs bei Pla-
nungsa¨nderungen kann dadurch entscheidend verbessert werden.
4.4.4 Wiederverwendbarkeit
Durch die Beschreibung eines Vorgangs mit seinen Voraussetzungen und seinem Resul-
tat wird die Wiederverwendbarkeit von Vorga¨ngen ermo¨glicht. Dies geschieht, indem
der Prozess der Bauablaufplanung auf Basis des vorgestellten Modells formal abgebil-
det wird. Die Zuordnung von Vorga¨ngen zu Bauteilen des BIM ist dadurch nicht an
ein konkretes BIM gebunden.
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4.4.5 4D-Anbindung
Die Bauteile des BIM sind zentraler Bestandteil des vorgestellten Modells und vollsta¨n-
dig im Bauablauf S integriert. Eine Visualisierung des Bauablaufs in Form einer 4D-
Planung ist nur mo¨glich, wenn das verwendete BIM geometrische Daten der Bauteile
entha¨lt und deren rechnergestu¨tzte Verarbeitung mo¨glich ist. Weiterhin muss das Mo-
dell fu¨r eine 4D-Visualisierung um weiterfu¨hrende Daten erga¨nzt werden. Dies betrifft
die zeitliche Bewertung aller Vorga¨nge t ∈ Ts des Bauablaufs fu¨r die Visualisierung
von Dauern und eine entsprechende Vorgabe fu¨r die Art des Vorgangs, um eine ent-
sprechende Visualisierung zu realisieren. Beispielsweise mu¨sste ein Bauteil im zeitlichen
Kontext nach dessen Erstellung eingeblendet bzw. nach dessen Ru¨ckbau ausgeblendet
werden. Ebenso ist eine farbige Darstellung der Bauteile bezogen auf den Fortschritt
des Vorgangs zu einem bestimmten Zeitpunkt sinnvoll. Ein entsprechendes Konzept
fu¨r eine 4D-Visualisierung wird in [Koschorrek u. a. 2008] erla¨utert.
Eine Zuordnung weiterfu¨hrender Visualisierungsparameter und Zeiten zu Vorga¨ngen
kann auf Basis des entwickelten Modells u¨ber den eindeutigen Identifikator tguid eines
Vorgangs realisiert werden.

5 Pilotimplementierung
Dieses Kapitel behandelt die umgesetzte Pilotimplementierung des Forschungsansatzes.
Die Umsetzung erfolgt auf Basis der Programmiersprache Java. Die entwickelten Klas-
sen und Module werden auf Basis der UML dargestellt, um eine generelle Beschreibung
zu gewa¨hrleisten.
5.1 Vorgehensweise und Wahl der Technologie
Fu¨r den Nachweis der Tragfa¨higkeit des vorgestellten Lo¨sungsansatzes wurde eine Ap-
plikation entwickelt, die den vorgestellten Ansatz implementiert. Dabei wurde der soft-
waretechnischen Unterstu¨tzung des Anwenders eine außerordentliche Beachtung beige-
messen. Hieraus ergaben sich vielfa¨ltige Anforderungen an die zu entwickelnde Applika-
tion. Neben vielen Grundanforderungen, die an Softwareapplikationen im Allgemeinen
gestellt werden, lassen sich zwei Hauptanforderungen im Hinblick auf die Handhab-
barkeit des Lo¨sungsansatzes herausstellen. Zum einen muss der Anwender in die Lage
versetzt werden, Vorga¨nge mit deren Vorbedingungen und Resultaten effektiv zu defi-
nieren. Zum anderen muss eine Mo¨glichkeit der Kontrolle generierter Bauablaufpla¨ne
gegeben sein. Um dies zu erreichen, ist eine bauwerkorientierte Visualisierung aller
Phasen des Generierungsprozesses unabdingbar.
Der softwaretechnische Entwurf basiert auf der formalen Darstellung in Kapitel 3 und 4.
Er wird unter Verwendung der Unified Modelling Language (UML) beschrieben.
5.1.1 Wahl der Softwaretechnologie
Fu¨r die softwaretechnische Modellierung und spa¨tere prototypische Umsetzung wird
die Programmiersprache Java SE (Standard Edition) in der Version 6 (siehe [Oracle
2010c]) gewa¨hlt. Die Wahl der Programmiersprache Java begru¨ndet sich in erster Linie
in der weiten Verbreitung der Sprache innerhalb der Forschung und Lehre - nicht nur
im Bereich der Bauinformatik.
Weiterhin zeichnet sich Java durch Objektorientierung, Einfachheit und Robustheit
aus. Java geho¨rt zur Gruppe der interpretierten Sprachen. Eine in Java implementierte
Software wird demnach nicht in einem auf das Zielsystem1 ausgerichteten Maschinenco-
de, sondern in einen von Hardware und Betriebssystem unabha¨ngigen Bytecode compi-
liert. Dieser Bytecode wird von der Java Virtual Machine (JVM) interpretiert, fu¨r das
1Unter einem Zielsystem wird in diesem Zusammenhang die Kombination aus der eingesetzten Hard-
ware und dem Betriebssystem (auch OS - Operating System) verstanden.
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entsprechende Zielsystem compiliert und optimiert, bevor sie innerhalb der JVM aus-
gefu¨hrt wird. Eine entsprechende JVM ist fu¨r nahezu alle Betriebssysteme verfu¨gbar.
Dadurch kann ein in Java Bytecode compiliertes Programm, zumindest theoretisch,
ohne Anpassung auf jeder Plattform ausgefu¨hrt werden, fu¨r die eine JVM existiert.
Java erreicht dabei eine a¨hnliche Ausfu¨hrungsgeschwindigkeit, wie sie fu¨r C++ oder
C# zu erwarten ist.
Java bietet ebenfalls die fu¨r die prototypische Umsetzung notwendige Anbindung an
3D-Subsysteme, wie OpenGL2 und DirectX 3. Die dazu notwendigen Bibliotheken sind
nicht im Standardumfang des Java SDK (Standard Development Kit) enthalten, sind
jedoch frei verfu¨gbar. Als etablierteste Pakete sind JOGL (Java OpenGL - derzeitig
Version 1.1.1a, vgl. [JogAmp 2010]) und Java3D (derzeitige Version 1.5.2, vgl. [java.net
2010]) zu nennen. Wa¨hrend JOGL lediglich die direkte Verwendung der OpenGL Versi-
on 2.0 in Java Applikationen ermo¨glicht, bietet Java3D die 3D-Grafikprogrammierung
auf Objektebene an. Weiterhin kann bei Verwendung von Java3D je nach Ausfu¨hrungs-
plattform die DirectX - oder OpenGL-Schnittstelle, basierend auf demselben Bytecode,
angesprochen werden.
Beide Pakete sind als Open Source verfu¨gbar und werden derzeit aktiv weiterentwickelt.
Seit Java Version 6 ist die JOGL-Technologie teilweise in die Java SE integriert wor-
den und ermo¨glicht nun die vo¨llig kompatible Verwendung von JOGL-Komponenten
innerhalb von Java Swing4-basierten graphischen Nutzeroberfla¨chen. Ein Großteil des
Java2D-Paketes5 basiert nun auf der Verwendung der 2D-Funktionalita¨t von OpenGL
u¨ber JOGL.
Trotz der offensichtlich sehr guten Integration von JOGL in Java wird fu¨r die spa¨tere
Umsetzung Java3D gewa¨hlt. Ausschlaggebend hierfu¨r ist die zu Grunde liegende ob-
jektorientierte Modellstruktur von Java3D fu¨r die Implementierung der virtuellen drei-
dimensionalen Umgebung.
5.1.2 Wahl der Datenbanktechnologie
Fu¨r die Abbildung und spa¨tere prototypische Umsetzung des Modells ist der Einsatz
eines relationalen Datenbank-Managementsystems (DBMS) als zielfu¨hrend anzusehen.
Dies begru¨ndet sich darin, dass infolge des gewa¨hlten Lo¨sungsansatzes eine gezielte Su-
che innerhalb der Datenbasis, basierend auf verschiedenen Informationen, durchgefu¨hrt
werden muss.
Die Anbindung einer Datenbank ist unter Verwendung der gewa¨hlten Programmier-
sprache Java mo¨glich. Java bietet hierzu die JDBC 6-Schnittstelle. JDBC Version 4.0
ist Teil der Java SE Version 6 und bietet eine einheitliche, SQL7 basierte Kommuni-
2engl.: Open Graphics Library - plattform- und sprachenunabha¨ngige Schnittstelle fu¨r die Implemen-
tierung von Software mit 2D- und 3D-Grafik.
3Multimedia Interface der Firma Microsoft unter anderem fu¨r 3D-Grafik (Direct3D) auf Microsoft
Windows Betriebssystemen
4Plattformunabha¨ngige Technologie fu¨r graphische Komponenten wie Fenster, Kno¨pfe, Dialoge usw.
5Paket fu¨r erweiterte graphische 2D-Operationen - in der Java 6 SE enthalten
6Java Database Connectivity - Menge von Schnittstellen fu¨r den Zugriff auf relationaler Datenbank-
systeme mittels Java
7Structured Query Language - Sprache fu¨r die Definition und Manipulation relationaler Datenbanken
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kation mit einer Vielzahl von DBMS verschiedener Hersteller.
Das dieser Arbeit zugrunde liegende DBMS und somit dessen SQL-Sprachumfang ist
JavaDB. Es handelt sich hierbei um das offiziell unterstu¨tzte Open Source DBMS
Apache Derby (siehe [Apache 2010; Oracle 2010a]). JavaDB ist vollsta¨ndig in Java
umgesetzt und kann dadurch in vollem Umfang in eine Java-Applikation eingebettet
werden. Die Verwendung weiterer Technologien außerhalb Java kann dadurch in diesem
Fall vermieden werden. Dies tra¨gt sowohl zur Durchga¨ngigkeit und Versta¨ndlichkeit der
angestrebten prototypischen Umsetzung als auch des Modellentwurfs bei.
5.1.3 Wahl des digitalen BIM
Aufgrund der infolge des entwickelten Modells bestehenden Anforderungen (vgl. Kapi-
tel 4.2.1) und der Analyse verfu¨gbarer BIM (vgl. Kapitel 2.1.1) wurden fu¨r die proto-
typische Umsetzung des entwickelten Konzepts die IFC zugrunde gelegt.
5.2 Anbindung des BIM auf Basis der IFC
Fu¨r die prototypische Umsetzung des vorgestellten Ansatzes auf Basis der IFC wird
deren Version 2X3TC1 als BIM zugrunde gelegt. Dieses Kapitel beschreibt die Abbil-
dung des IFC-Modells auf das innerhalb dieser Arbeit vorgestellte Modell. Dies betrifft
die U¨berfu¨hrung der im BIM enthaltenen Bauteile in die in Kapitel 5.3.1 vorgestellte
Datenstruktur. Infolge der Komplexita¨t der IFC werden nur die zum Versta¨ndnis der
Umsetzung notwendigen Klassen und Attribute beschrieben. Weiterfu¨hrende Informa-
tionen ko¨nnen in [Liebich 2009] und [buildingSmart 2010] nachgelesen werden.
5.2.1 Abbildung des Bauteiltyps und -identifikators
Alle in den IFC definierten Entita¨ten werden von der Basisklasse IfcRoot abgeleitet.
Die Klasse IfcRoot definiert unter anderem das nicht optionale Attribut GlobalId vom
Typ IfcGloballyUniqueId. Eine Instanz der Klasse IfcGloballyUniqueId repra¨sentiert
einen String von 22 Zeichen La¨nge, der auch als Globally Unique Identifier (GUID)8
bezeichnet wird und entspricht dem Zeichenumfang des Wertebereichs ID (siehe Kapi-
tel 4.2.2). Abbildung 5.1 zeigt einen Ausschnitt der Vererbungshierarchie fu¨r die Klasse
IfcBuildingElement und deren Kindklassen.
Fu¨r die Beschreibung von Bauteilen definieren die IFC insgesamt 20 Klassenbeschrei-
bungen fu¨r Bauelemente. Diese sind im Einzelnen IfcBuildingElementProxy, IfcCove-
ring, IfcBeam, IfcColumn, IfcCurtainWall, IfcDoor, IfcMember, IfcRailing, IfcRamp,
IfcRampFlight, IfcWall, IfcSlab, IfcStairFlight, IfcWindow, IfcStair, IfcRoof, IfcPile,
IfcFooting, IfcBuildingElementComponent und IfcPlate. Alle diese Klassen werden von
der Basisklasse IfcBuildingElement abgeleitet, die, wenn man die Vererbungshierarchie
bis zur Wurzel verfolgt, von der Klasse IfcRoot abgeleitet ist. Somit ist fu¨r alle mittels
IFC instanziierten Bauteilobjekte eine eindeutige, persistente Identifikation durch das
8engl.: Globaler Eindeutiger Identifikator
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Abbildung 5.1: Vererbungshierarchie fu¨r Bauelemente in den IFC
Attribut GlobalId mo¨glich. Der durch das Attribut gegebene String kann direkt als
Wert av fu¨r das Attribut an =“id“ eines Bauteils b ∈ BBIM u¨bernommen werden.
Der Typ eines Bauteils wird durch die innerhalb der IFC definierte Klassifizierung
u¨bernommen. Der Typ eines Bauteils entspricht dem Klassennamen einer Kindklas-
se von IfcBuildingElement. Fu¨r eine Instanz der Klasse IfcWallStandardCase, die eine
konkretisierte Abbildung einer Wand darstellt, wird abweichend der Typ der Vater-
klasse IfcWall u¨bernommen. Das Attribut mit dem Namen an =“type“ erha¨lt als
Wert av demnach einen String mit dem Klassennamen der betrachteten Instanz, z.B.
av =“IfcWindow“.
Weiterhin wird der Name des Bauteils, gegeben durch das Attribut Name der Klasse
IfcRoot, fu¨r das Attribut mit dem Namen an = ”
name” u¨bernommen.
5.2.2 Abbildung der Materialinformationen
Materialien ko¨nnen innerhalb der IFC u¨ber die objektivierte Relation IfcRelAssociates-
Material jeder Instanz von IfcRoot und somit jedem IfcBuildingElement zugeordnet
werden. Zugeordnet wird ein Objekt vom Typ IfcMaterialSelect, deren Kindklassen
IfcMaterial, IfcMaterialList, IfcMaterialLayerSetUsage, IfcMaterialLayerSet und Ifc-
MaterialLayer das zuzuordnende Material oder auch Materialschichten abbilden. Ab-
bildung 5.2 zeigt die Vererbungshierarchie der genannten Klassen und die Verknu¨pfung
von Materialien mit Bauteilen durch das Relationsobjekt IfcRelAssociatesMaterial.
Fu¨r die Abbildung der notwendigen Materialinformationen sind die folgenden Klassen
von Bedeutung:
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IfcMaterial: Die Klasse IfcMaterial bildet ein homogenes Material mit einer literalen
Bezeichnung gegeben durch das Attribut IfcMaterial.Name ab.
IfcMaterialList: Die Klasse IfcMaterialList beschreibt einen abstrakten, mehrschich-
tigen Aufbau eines Materials durch die Angabe einer Liste von Materialien vom Typ
IfcMaterial.
IfcMaterialLayer: Die Klasse IfcMaterialLayer definiert eine einzelne Schicht eines
mehrschichtigen Materials. Objekte dieser Klasse werden gewo¨hnlich u¨ber eine Instanz
von IfcMaterialLayerSet referenziert. Die Sta¨rke der Materialschicht und ob es sich
bei dieser Schicht um eine Luftschicht handelt, kann u¨ber die entsprechenden Attri-
bute IfcMaterialLayer.LayerThickness bzw. IfcMaterialLayer.IsVentilated initialisiert
werden.
IfcMaterialLayerSet: Die Klasse IfcMaterialLayerSet modelliert einen mehrschich-
tigen Materialaufbau aus einer beliebigen Anzahl von Schichten des Typs IfcMaterial-
Layer. Der Materialaufbau kann dabei optional durch das Attribut IfcMaterialLayer-
Set.LayerSetName benannt werden.
Abbildung 5.2: Vererbungshierarchie fu¨r materialbezogene Klassen in den IFC
Entsprechend dem entwickelten Modell werden alle Attribute ani =“material.layer*.
type“ mit dem Wert avi =“IfcMaterial“ belegt. Alle Attribute ani =“material.layer*.
name“ werden mit dem Wert des Attributs Name der Klasse IfcMaterial initialisiert.
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Besteht das einem Bauteil zugeordnete Material nur aus einem Objekt vom Typ If-
cMaterial, steht * fu¨r den Index 1. Wurde dem Bauteil ein mehrschichtiger Materi-
alaufbau zugeordnet, steht * fu¨r den jeweiligen Index der Materialschicht, bezogen
auf den Index der jeweiligen Liste IfcMaterialList.Materials bzw. IfcMaterialLayer-
Set.MaterialLayers.
Beispiel: Nachfolgender Auszug aus einer IFC STEP Datei zeigt die Definition einer
Wand mit einem mehrschichtigem Materialaufbau:
1 #3= IFCRELASSOCIATESMATERIAL(’abcdefghijklmnopqrst02 ’,#2,$,$
,(#22) ,#15);
2 #15= IFCMATERIALLAYERSET ((#16 ,#17 ,#18),’Isolated outer wall’);
3 #16= IFCMATERIALLAYER (#19 ,200. ,$);
4 #17= IFCMATERIALLAYER (#20 ,80.,$);
5 #18= IFCMATERIALLAYER (#21 ,70.,$);
6 #19= IFCMATERIAL(’Concrete ’);
7 #20= IFCMATERIAL(’Mineral wool’);
8 #21= IFCMATERIAL(’Brick’);
9 #22= IFCWALLSTANDARDCASE(’295 H6hv1z5T9dhGMC7AJX1 ’,#2,’Wall 1’,
$,$,$,$,$);
Listing 5.1: Mehrschichtiger Materialaufbau fu¨r eine Wand nach [Liebich 2009]
Die U¨berfu¨hrung der Daten erfolgt, ohne Angabe der ebenfalls geforderten Bounding-
Box, bezogen auf das Bauteil und Material wie folgt:
a0 := (T, ”name”,”Wall 1”)
a1 := (ID ,”id”, ”295H 6hv1z5T 9dhGMC 7AJX 1”)
a2 := (T, ”type”,“IfcWall”)
a3 := (T, ”material .layer1.name”, ”Concrete”)
a4 := (T, ”material .layer1.type”,”IfcMaterial”)
a5 := (T, ”material .layer2.name”, ”Mineral wool”)
a6 := (T, ”material .layer2.type”,”IfcMaterial”)
a7 := (T, ”material .layer3.name”, ”Brick”)
a8 := (T, ”material .layer3.type”,”IfcMaterial”)
5.2.3 Abbildung der Bounding-Box
Die Bounding-Boxen der geometrischen Repra¨sentation von Bauelementen sind in den
IFC nicht zwingend als Objekte des Modells verfu¨gbar. Innerhalb der IFC kann ein Bau-
element mittels verschiedener zweidimensionaler und dreidimensionaler geometrischer
Repra¨sentationsarten beschrieben werden. Jedem Objekt vom Typ IfcProdukt, und
somit auch jedem IfcBuildingEelement kann eine unbestimmte Anzahl verschiedener
Repra¨sentationsarten u¨ber dessen Attribut Representation vom Typ IfcProductRepre-
sentation zugeordnet werden. Die Klasse IfcProductRepresentation definiert hierzu die
Liste Representations, welche die, einem IfcProduct zugeho¨rigen, Repra¨sentationsarten
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Abbildung 5.3: Modellierung von geometrischen Repra¨sentationen in den IFC
als IfcRepresentation-Objekte ha¨lt. Die Art der Repra¨sentation wird durch den String
des Attributs IfcRepresentaion.RepresentationType na¨her spezifiziert. Abbildung 5.3
zeigt einen diesbezu¨glichen Auszug der IFC-Klassenstruktur. Beispiele fu¨r die Model-
lierung dreidimensionaler Repra¨sentationsarten sind Brep, SweptSolid, CSG, Clipping
oder auch BoundingBox. Wobei ein BoundingBox -Objekt nach [Liebich 2009] nur als
zusa¨tzliche Repra¨sentationsart betrachtet wird, die definiert werden kann, um Appli-
kationen, die nicht u¨ber entsprechende Interpretationsmo¨glichkeiten fu¨r komplexe Geo-
metriemodelle verfu¨gen, eine vereinfachte Darstellung zu ermo¨glichen.
Ist ein IfcBoundingBox -Objekt fu¨r ein Bauelement definiert, kann diese fu¨r die Bestim-
mung der Bounding-Boxen genutzt werden. Die Klasse IfcBoundingBox definiert dazu
die Attribute XDim, YDim, ZDim sowie die Position der unteren linken Ecke Cor-
ner 9. Diese Werte ko¨nnen direkt fu¨r die geforderten Attribute ani=boundingBox.xDim,
ani+1=boundingBox.zDim, und ani+2=boundingBox.zDim einer Bauteilbeschreibung Buil-
dingElement u¨bernommen werden. Fu¨r die geometrische Bestimmung der Vorausset-
zungen (siehe Kapitel 4.3.2) ko¨nnen die Eckpunkte der Bounding-Box durch Beru¨ck-
sichtigung der Position Corner berechnet werden.
Ist im BIM fu¨r ein Objekt IfcBuildingElement kein IfcBoundingBox -Objekt als Re-
pra¨sentationsart definiert, muss fu¨r die Bestimmung der notwendigen Informationen
die Geometrie gema¨ß der zugrunde liegenden Repra¨sentationsart interpretiert und die
fu¨r die Abbildung der Bounding-Box geforderten Werte berechnet werden. Ein ent-
sprechendes Werkzeug fu¨r die Interpretation komplexer Geometrien war zum Zeit-
punkt der prototypischen Umsetzung nicht verfu¨gbar und wurde aus diesem Grund
im Team entwickelt (siehe Kapitel 5.4). Ein Beispiel fu¨r die Interpretation von Brep
Repra¨sentationen der IFC ist in [Theiler u. a. 2009] dargestellt.
9entspricht dem Nullpunkt des lokalen Koordinatensystems der Bounding-Box im globalen Koordi-
natensystem
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5.3 Softwaretechnisches Modell
Innerhalb des vorliegenden Kapitels erfolgt die Entwicklung eines softwaretechnischen
Modells fu¨r den gewa¨hlten Lo¨sungsansatz nach Kapitel 2 und 4.
5.3.1 Abbildung von Bauteilen
Fu¨r die softwaretechnische Abbildung von Bauteilen sind zwei Modelle notwendig. Ei-
nerseits wird die Abbildung der Bauteilobjekte fu¨r die Datenbasis, andererseits wird
die Abbildung in Form von Klassen beno¨tigt. Beide Abbildungen mu¨ssen in das jeweils
andere Modell u¨bertragbar sein.
Abbildung fu¨r die Datenbasis
Die Abbildung der Bauteilobjekte fu¨r die Datenbasis wird innerhalb einer Datenbank
realisiert. Dies ermo¨glicht die effiziente Suche nach spezifischen Datensa¨tzen und somit
nach Bauteilbeschreibungen mit bestimmten Eigenschaften. Beispielsweise kann bei der
Bestimmung von Vorga¨ngen (vgl. Kapitel 4.3.2) direkt nach Vorga¨ngen gesucht werden,
deren Resultate einem bestimmten Bauteiltyp angeho¨ren. Die formale Abbildung la¨sst
sich an dieser Stelle u¨bertragen.
Abbildung 5.4 zeigt die graphische Darstellung des zugrunde liegenden ER-Modells10
fu¨r die Abbildung der Bauteilobjekte innerhalb einer relationalen Datenbank.
Abbildung 5.4: ER-Modell fu¨r die Abbildung von Bauteilen innerhalb einer relationalen
Datenbank
Das Entity BuildingElement entspricht der formalen Abbildung der Menge der Bauele-
mente B . Das Attribut id dient hierbei als Prima¨rschlu¨ssel11 fu¨r die eindeutige Identifi-
kation des Datensatzes. Es entspricht nicht dem Attribut wid der formalen Abbildung,
welches innerhalb eines Datensatzes des Entity Attribute definiert wird (vgl. Tabelle
5.1).
10Entity Relationship Modell - Allgemeines Datenmodell fu¨r die Beschreibung von Entities und deren
Beziehungen (vgl. [Claus u. Schwill 2003])
11Eindeutiger Identifikator eines Datensatzes
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BuildingElement Entity fu¨r die Abbildung eines Bauelements
id Eindeutiger Identifikator des Datensatzes (Prima¨rschlu¨ssel)
name Optionale Bezeichnung des Objekts als Text
Tabelle 5.1: Attribute des Entity BuildingElement nach Abbildung 5.4
Das Entity Attribut entspricht formal der Abbildung der Menge der Attribute A. Die
Zugeho¨rigkeit eines Attributs aj zu einem Bauelement bi wird u¨ber den Fremdschlu¨ssel
Attribut.fk be realisiert (vgl. Tabelle 5.2). Ein Attribut aj der Menge der Attribute A
ist Attribut eines Bauelements bi , wenn der Wert des Attributs BuildingElement.id mit
dem Wert des Fremdschlu¨ssels Attribut.fk be identisch ist. Es gilt:
Attribut → A
aj ∈ bi ⇔ Attribute.fk be = BuildingElement .id (5.1)
Attribute Entity fu¨r die Abbildung eines Attributs
name Name des Attributs als Text mit dem Wertebereich fu¨r an nach
Formel 4.3
type Typ des Attributs als textuelle Beschreibung fu¨r das eingesetzte
Softwaresystem
value Entspricht dem Wert des Attributs.
fk be Fremdschlu¨ssel mit dem Verweis auf das Attribut
BuildingElement.id
Tabelle 5.2: Attribute des Entity Attribute nach Abbildung 5.4
Klassenbeschreibung
Ein Bauelement wird durch die in Abbildung 5.5 gezeigte Klasse BuildingElement ab-
gebildet. Die Attribute der Klasse beschra¨nken sich auf name fu¨r eine optionale Be-
schreibung des Bauelements.
Da im weiteren Verlauf der Modellentwicklung Bauelemente als Knoten eines Graphen
anzusehen sind, wird das Interface Node eingefu¨hrt. Das Interface Node kennzeichnet
die implementierenden Klassen fu¨r die Verwendung als Knotenobjekte von Graphen
und vereinbart Methoden fu¨r das Hinterlegen von Attribut - Wertepaaren. Dies dient
in erster Linie der Flexibilita¨t des Modells. Es ermo¨glicht das Definieren zusa¨tzlicher
Informationen zur Laufzeit der Applikation. Im Hinblick auf die Ausrichtung der Ar-
beit sind beispielsweise Aufwandswerte fu¨r die Bewertung von Vorga¨ngen zu nennen
(vgl. Kapitel 4.2.4). Obwohl die Methode der Vererbung an dieser Stelle geeigneter
erscheint, wird aufgrund der in Java fehlenden Merfachvererbung auf die Definition
einer Schnittstelle zuru¨ckgegriffen.
Die konkrete Implementierung der Methoden des Interface Node wird innerhalb der
Klasse BuildingElement gleichzeitig fu¨r die Abbildung der Attribute eines Bauelements
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genutzt. Dazu wird fu¨r die Klasse BuildingElement das Attribut properties vom Typ
java.util.HashMap12 vereinbart. Die java.util.HashMap properties ha¨lt als key einen
java.lang.String, welcher den Namen des Attributs analog zu an ausdru¨ckt und als
value die Instanz des jeweiligen Wertes. Die Instanz des Wertes ist vom Typ at bzw.
Attribute.type des ER-Modells. Dabei muss der Datentyp at auf die verwendete Soft-
waretechnologie u¨bertragbar sein. Die Methode getProperty(String name) liefert den
Wert aw des Attributs mit dem Namen an , der durch den u¨bergebenen String name
spezifiziert ist. Existiert kein Attribut mit dem Namen an , liefert die Methode als Er-
gebnis null. Durch Aufruf der Methode setProperty(String name, Object object) wird
der Wert des Attributs ai mit dem Namen an , gegeben durch den String name gesetzt.
Existiert das Attribut mit dem Namen an noch nicht, wird es dem Objekt hinzugefu¨gt.
Die Methode removeProperty(String name) lo¨scht das Attribut mit dem Namen an .
Abbildung 5.5: UML-Diagramm der Klasse BuildingElement und des Interface Node
5.3.2 Abbildung von Vorga¨ngen
Die softwaretechnische Abbildung folgt auch an dieser Stelle der formalen Definition
und ist sowohl fu¨r die Abbildung innerhalb der Datenbasis als auch in Form von Klassen
notwendig.
Abbildung fu¨r die Datenbasis
Fu¨r die Abbildung von Vorga¨ngen innerhalb der Datenbasis wird das Datenbanksche-
ma nach Abbildung 5.4 um die notwendigen Entities erweitert. Es handelt sich um die
Entities Task, Prerequisite und Result. Das erweiterte ER-Modell ist in Abbildung 5.6
dargestellt.
Das Entity Task entspricht der formalen Abbildung der Menge der Vorga¨nge T . Fu¨r die
eindeutige, persistente Identifikation eines Vorgangs wird das Attribut guid definiert
(vgl. Tabelle 5.3). Der Wertebereich des Attributs ist definiert durch ID nach Formel
4.4. Somit gilt:
Task → T
guid → tguid (5.2)
12Mapping zwischen einem Schlu¨sselwort (key) und einem Objekt (object) vgl. [Oracle 2010b]
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Abbildung 5.6: ER-Modell fu¨r die Abbildung von Vorga¨ngen innerhalb einer relationa-
len Datenbank)
Task Entity fu¨r die Abbildung eines Vorgangs
id Eindeutiger Identifikator des Datensatzes (Prima¨rschlu¨ssel)
guid Eindeutiger, persistenter Identifikator ∈ ID nach Formel 4.5
name Bezeichnung des Vorgangs als Text
description Optionale Beschreibung des Vorgangs
Tabelle 5.3: Attribute des Entity Task nach Abbildung 5.6
Das Entity Prerequisite entspricht formal der Abbildung der Menge der Kanten P mit
dem geordneten Paar p(b, t) ∈ P und ist durch die Referenzierung der Fremdschlu¨ssel
Prerequisite.fk be und Prerequisite.fk ta gegeben (vgl. Tabelle 5.4). Fremdschlu¨ssel Pre-
requisite.fk be referenziert dabei einen Datensatz des Entity BuildingElement und somit
ein Element b der Menge der Bauteile B . Fremdschlu¨ssel Prerequisite.fk ta referenziert
einen Datensatz des Entity Task und demnach ein Element t der Menge der Vorga¨nge
T . Es gilt:
Prerequisite → P
p(fk be, fk ta)→ p(b, t) (5.3)
Prerequisite Entity fu¨r die Abbildung einer Voraussetzung eines Vorgangs
fk be Fremdschlu¨ssel mit Verweis auf auf das Attribut
BuildingElement.id
fk ta Fremdschlu¨ssel mit Verweis auf auf das Attribut Task.id
Tabelle 5.4: Attribute des Entity Prerequisite nach Abbildung 5.6
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Das Entity Result entspricht der formalen Abbildung der Menge der Kanten R mit
dem geordneten Paar r(t , b) ∈ R. Dieses ist durch die Referenzierung der Fremd-
schlu¨ssel Result.fk ta und Result.fk be gegeben: r(fk ta, fk be) → r(t , b) (vgl. Tabelle
5.5). Fremdschlu¨ssel Result.fk ta referenziert dabei einen Datensatz des Entity Task
und somit ein Element t der Menge der Vorga¨nge T . Fremdschlu¨ssel Result.fk be refe-
renziert einen Datensatz des Entity BuildingElement und demnach ein Element b der
Menge der Bauelemente B . Es gilt:
Result → R
r(fk ta, fk be)→ r(t , b) (5.4)
Result Entity fu¨r die Abbildung eines Resultats eines Vorgangs
fk be Fremdschlu¨ssel mit Verweis auf das Attribut
BuildingElement.id
fk ta Fremdschlu¨ssel mit Verweis auf das Attribut Task.id
Tabelle 5.5: Attribute des Entity Result nach Abbildung 5.6
Klassenbeschreibung
Ein Vorgang wird durch die in Abbildung 5.7 gezeigte Klasse Task abgebildet. Die
Klasse Task implementiert das Interface Node fu¨r die Verwendung ihrer Instanzen als
Knotenobjekte eines Graphen. Die Attribute der Klasse bestehen aus der guid fu¨r einen
eindeutigen, persistenten Identifikator tguid , name fu¨r den Namen tn des Vorgangs und
description fu¨r die Beschreibung des Vorgangs td . Die Attribute prerequisite und result
vom Typ java.util.HashSet stehen fu¨r die Menge der Vorbedingungen bzw. Resultate
eines Vorgangs. Sie halten die Referenzen auf die jeweilige Instanz der Klasse Buildin-
gElement.
Abbildung 5.7: UML-Diagramm der Klassen Task und BuildingElement
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5.3.3 Abbildung der Datenbasis
Die softwaretechnische Abbildung der Datenbasis erfolgt ausschließlich in Form einer
relationalen Datenbank. Das bisher entwickelte Schema (vgl. Abbildung 5.7) stellt be-
reits alle notwendigen Entities dar. Als Datenbasis wird die Menge aller Vorgangsgra-
phen TGDB betrachtet. Listing 5.2 bis 5.6 zeigen die SQL Anweisungen zum Erzeugen
des Datenbankschemas.
1 CREATE TABLE BuildingElement
2 (id INT GENERATED ALWAYS AS IDENTITY PRIMARY KEY ,
3 name VARCHAR (300));
Listing 5.2: SQL Query fu¨r das Erzeugen des Entity BuildingElement
1 CREATE TABLE Attribute
2 (id INT GENERATED ALWAYS AS IDENTITY PRIMARY KEY ,
3 name VARCHAR (300) NOT NULL , type VARCHAR (300) NOT NULL ,
4 value VARCHAR (300) , fk_be INT);
5
6 ALTER TABLE Attribute ADD CONSTRAINT fk_be
7 FOREIGN KEY (fk_be) REFERENCES BuildingElement (id);
Listing 5.3: SQL Query fu¨r das Erzeugen des Entity Attribut
1 CREATE TABLE Task
2 (id INT GENERATED ALWAYS AS IDENTITY PRIMARY KEY ,
3 guid VARCHAR (22) NOT NULL , name VARCHAR (300) NOT NULL ,
4 description VARCHAR (30000));
Listing 5.4: SQL Query fu¨r das Erzeugen des Entity Task
1 CREATE TABLE Prerequisite (fk_be INT , fk_ta INT);
2
3 ALTER TABLE Prerequisite ADD CONSTRAINT fk_p_be
4 FOREIGN KEY (fk_be) REFERENCES BuildingElement (id);
5
6 ALTER TABLE Prerequisite ADD CONSTRAINT fk_p_ta
7 FOREIGN KEY (fk_ta) REFERENCES Task (id);
Listing 5.5: SQL Query fu¨r das Erzeugen des Entity Prerequisite
1 CREATE TABLE Result (fk_be INT , fk_ta INT);
2
3 ALTER TABLE Result ADD CONSTRAINT fk_r_be
4 FOREIGN KEY (fk_be) REFERENCES BuildingElement (id);
5
6 ALTER TABLE Result ADD CONSTRAINT fk_r_ta
7 FOREIGN KEY (fk_ta) REFERENCES Task (id);
Listing 5.6: SQL Query fu¨r das Erzeugen des Entity Result
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Fu¨r die Anbindung des DBMS wurde die Serviceklasse AliceDb implementiert, die u¨ber
entsprechende Methodenaufrufe das DBMS anspricht und basierend auf den Resultaten
der SQL-Anfragen entsprechende Objekte instanziiert und zuru¨ckliefert. Abbildung 5.8
zeigt das UML-Diagramm der Klasse AliceDb.
Abbildung 5.8: UML-Diagramm fu¨r die Klasse AliceDb
Klassenbeschreibung Das Interface Connection und die Klasse PreparedStatement
entstammen dem package java.sql, das im Umfang des Java-SDK enthalten ist. Bevor
ein DBMS u¨ber eine Instanz vom Typ Connection angesprochen werden kann, muss ein
entsprechender Treiber geladen werden. Dies geschieht durch einfaches Instanziieren der
entsprechenden Klasse. Fu¨r das eingesetzte DBMS JavaDB entspricht dies dem Auf-
ruf Class.forName(“org.apache.derby.jdbc.EmbeddedDriver“). Anschließend kann eine
Instanz vom Typ Connection fu¨r das anzusprechende DBMS u¨ber den Aufruf der Me-
thode java.sql.DriverManager.getConnection(protocol + url + ’”;create=false’”, pro-
perties) : Connection erzeugt werden. Der Parameter create bewirkt, dass eine Daten-
bank mit der gegebenen URL gegebenenfalls erzeugt wird, sollte diese nicht existieren.
In diesem Falle wird der Parameter mit dem Wert false belegt, was das Erzeugen
verhindert. Das Objekt Properties ist vom Typ java.sql.Properties und u¨bergibt u¨ber
dessen Attribute einen Nutzernamen und Passwort fu¨r das DBMS. U¨ber die vereinbar-
te Methode prepareStatement des Interface Connection werden die vordefinierten SQL
Abfragen nach dem Schema statement = connection.getConnection().prepareStatement
(“SELECT * FROM TASK WHERE TASK ID=?”) definiert. Der Platzhalter ? wird
dann fu¨r die konkrete Anfrage durch den Aufruf der Methode statement.setString(1,
id) ersetzt (beispielsweise id=”123456789abcdefhjugd e”) und durch den Aufruf der
Methode ResultSet result = statement.execute() ausgefu¨hrt.
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5.3.4 Abbildung des Bauablaufs
Die softwaretechnische Abbildung erfolgt durch die in Abbildung 5.9 dargestellten Klas-
sen. Die Klasse BipartiteGraph modelliert den bipartiten Graphen entsprechend der for-
malen Abbildung nach Kapitel 3.1. Das Attribut nodesA ha¨lt die Menge der Vorga¨nge
T , nodesB die Menge der Bauelemente B , edgesAB die Menge der Resultate R und
das Attribut edgesBA die Menge der Voraussetzungen P .
Die Kanten r(t , b) ∈ R und p(b, t) ∈ P werden mittels der Klasse OrderedPair als ge-
ordnetes Paar von Node-Objekten abgebildet. Die Mengen der Kanten werden intern
durch eine Instanz der Klasse java.util.TreeSet verwaltet, um schnelle Mengenopera-
tionen innerhalb des java.util.TreeSet zu ermo¨glichen.
Abbildung 5.9: UML-Diagramm fu¨r die Klasse BipartiteGraph
Die im UML-Diagramm angegebenen Methoden der Klassen BipartiteGraph und Work-
flowGraph entsprechen den in Kapitel 3 erla¨uterten Algorithmen.
5.3.5 Abbildung der Grobstrukturierung
Fu¨r die softwaretechnische Abbildung der Grobstrukturierung werden die Klassen Struc-
tureUnit und StructureGraph modelliert. Die Klasse StructureGraph entspricht dem
schlichten Graphen SG(SU ,O) und entha¨lt als Knoten Objekte vom Typ StructureUnit .
Die Klasse StructureUnit entspricht hierbei der softwaretechnischen Abbildung einer
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Struktureinheit su. Weitere Abha¨ngigkeiten sind in Abbildung 5.10 als UML-Diagramm
dargestellt.
Abbildung 5.10: UML-Diagramm fu¨r die Klasse StructureUnit
5.4 Bestandteile und Interaktion der Softwarepakete
des Prototypen
Die Bestandteile des Prototypen und deren Interaktion ist in Abbildung 5.11 darge-
stellt. Komponenten, die den Kern der vorliegenden Arbeit betreffen, werden mit Alice
im Namen bezeichnet (Alternatives In Civil Engineering13). Die Softwarekomponenten
IFC STEP - PARSER / WRITER, IfcModel und 3D / 4D Viewer wurden im Team ent-
wickelt. Eine Bereitstellung dieser Komponenten ist unter http://www.openifctools.org
geplant und bereits zum Teil erfolgt. Die Funktionalita¨t der verwendeten Komponenten
wird nachfolgend erla¨utert.
13engl.: Alternativen im Bauingenieurwesen
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Abbildung 5.11: Bestandteile und Interaktion der Softwarepakete des Prototypen
5.4.1 IFC STEP - PARSER / WRITER und IfcModel
Fu¨r den notwendigen Zugriff auf IFC basierte BIM wurde im Team ein Softwarepa-
ket entwickelt. Das Paket ermo¨glicht das Lesen und Schreiben IFC2x3TC1 basierter
STEP-Dateien gema¨ß [ISO 2002a]. Das Paket bietet objektorientierten Zugriff auf die
IFC-Objekte einer geparsten Datei. Die Umsetzung basiert auf dem Prinzip des Early
Binding.
Zu diesem Zweck wurde unter Verwendung des Parser Compilers JavaCC 14 (siehe
[Copeland 2007]) auf Basis des in EXPRESS (siehe [ISO 2004]) verfu¨gbaren Schemas
fu¨r die IFC Version 2x3TC1 ein limitierter15 EXPRESS zu Java Compiler entwickelt.
Dieser erzeugt die im IFC2X3TC1 Schema definierten Entities als Java-Klassen im
package ifc2x3tc1. Abbildung 5.12 zeigt das UML-Diagramm.
14https://javacc.dev.java.net/, Abruf 17.11.2010
15Die Limitation besteht in dem Nichtbeachten der im Schema angegebenen Regeln und Funktionen.
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Abbildung 5.12: UML-Diagramm der Klasse IfcModel
Klassenbeschreibung
Der fu¨r das Einlesen der IFC STEP Dateien notwendige Parser IfcStepParserTo-
kenManager wurde ebenfalls unter Verwendung von JavaCC auf Basis der STEP-
Sprachdefinition entwickelt. Er liefert u¨ber die Methode startParsing(File file) die gene-
rischen Informationen u¨ber alle im STEP File enthaltenen Objekte. Innerhalb der Klas-
se IfcStepParser werden die entsprechenden Java-Klassen des durch den EXPRESS zu
Java Compilers erzeugten package ifc2x3tc1 instanziiert und initialisiert.
Die Klasse IfcModel stellt Schnittstellen fu¨r das Lesen und Schreiben von IFC STEP-
Dateien dar. U¨ber die Methoden IfcModel.readStepFile und IfcModel.writeStepFile
kann diese Funktionalita¨t angesprochen werden. Die im Falle des Einlesens einer IFC
STEP-Datei instanziierten Objekte werden in der Klasse IfcModel vorgehalten und
ko¨nnen u¨ber die dargestellten Methoden abgerufen werden. Beispielsweise liefert der
Methodenaufruf getCollection(IfcWindow.class) die Menge aller im Modell enthaltenen
Objekte vom Typ IfcWindow.
5.4.2 3D/4D-Viewer und Interpreter
Die Komponente 3D/4D-Viewer stellt die Hauptapplikation des Prototypen dar. Auch
diese Komponente wurde im Team entwickelt und ermo¨glicht die Visualisierung des
IFC-Modells. Weiterhin bietet sie eine Schnittstelle fu¨r die 4D-Animation eines Baua-
blaufs.
Die Komponente Interpreter ist die prototypische Umsetzung der Arbeit von [Tulke
2010]. Sie stellt die Schnittstelle fu¨r die in Kapitel 4.3.1 erla¨uterten Systemanfragen fu¨r
die Grobstrukturierung des Bauablaufs dar. Die Komponente ist innerhalb des 3D/4D-
Viewers integriert und kann entsprechend angesprochen werden.
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5.4.3 Alice4Ifc und AliceEvaluate
Abbildung 5.13 zeigt das UML-Diagramm fu¨r die Klassen Alice4Ifc und AliceEvaluate.
Bei Alice4Ifc handelt es sich um eine Serviceklasse. Sie implementiert die erforderli-
chen Algorithmen fu¨r die U¨berfu¨hrung der fu¨r den Generierungsprozess notwendigen
Informationen aus dem IFC-Modell in das Modell nach Kapitel 4. Die Klasse bietet
als Schnittstelle die Methode getBuildingElement(IfcBuildingElement ifcBE), die ein
IfcBuildingElement-Objekt in ein Objekt vom Typ BuildingElement konvertiert.
Abbildung 5.13: UML-Diagramm fu¨r die Serviceklasse Alice4Ifc und AliceEvaluate
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Die Klasse AliceEvaluate beinhaltet die Algorithmen der Kapitel 4.3.2 bis 4.3.4 und
stellt diese als Methoden bereit. Sie implementiert somit den Kern der Generierung.
5.4.4 Graphische Nutzeroberfla¨che
Abbildung 5.14 zeigt die graphische Nutzeroberfla¨che des Prototypen und einige seiner
Komponenten. Alle Komponenten des Prototypen ko¨nnen innerhalb des Hauptfensters
durch den Anwender frei angeordnet werden.
Abbildung 5.14: Graphische Nutzeroberfla¨che des Prototypen
3D/4D-View
Die Steuerung des 3D-Views ermo¨glicht das freie Drehen und Schieben des Modells.
Weiterhin werden verschiedene Standardansichten auf das Modell angeboten und ko¨n-
nen durch den Anwender abgerufen werden.
Durch die beiden vertikalen und den horizontalen Schieberegler rechts bzw. unterhalb
des 3D/4D-Views kann das Modell von unten, oben oder von vorn aufgeschnitten wer-
den, um dem Anwender eine Sicht in das Bauwerksmodell zu ermo¨glichen.
Der Dialog Storey Shifting ermo¨glicht das Auseinanderschieben des Bauwerksmodells
bezogen auf dessen Geschossebenen. Deren Lage kann durch Ziehen der Regler im Dia-
log StoreyShifting in jede Achsenrichtung beeinflusst werden. Die sich auf diese Weise
ergebende Darstellung ist a¨hnlich einer Explosionsdarstellung und ermo¨glicht, entgegen
dem erwa¨hnten Aufschneiden des Modells, die gleichzeitige Sicht in alle Geschossebe-
nen (siehe Abbildung 5.15). Weiterhin ist die Selektion von Bauteilen des BIM sowohl
im 3D-View als auch in den IFC-Modell-Sichten mo¨glich, was das Ein- und Ausblenden
selektierter Bauteile ermo¨glicht.
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Abbildung 5.15: Beispiel fu¨r die Funktionalita¨t StoreyShifting
Durch die U¨bertragung des generierten Workflowgraphen u¨ber die 4D-Schnittstelle des
Viewers kann der sich daraus ergebene Arbeitsablauf animiert werden. Abbildung 5.16
zeigt die Darstellung wa¨hrend der Animation. In Konstruktion befindliche Bauteile
werden zuna¨chst eingeblendet und farbig markiert. Der zeitliche Ablauf kann durch den
horizontalen Schieberegler der Registerkarte Timeline interaktiv beeinflusst werden.
Die Farben der Markierung und die Art der Baumaßnahme kann u¨ber den Dialog
MaskView gesteuert werden (vgl. [Koschorrek u. a. 2008]).
Abbildung 5.16: Beispiel fu¨r die 4D-Funktionalita¨t des Viewers
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Alice4Ifc-Steuerung
Die Komponente Alice4Ifc-Steuerung besteht aus zwei Registerkarten fu¨r die Steuerung
der Grobstrukturierung und der Zuordnungs- und Generierungsphase.
Die Registerkarte Structure dient der Erstellung der Grobstrukturierung und ist in
Abbildung 5.17 dargestellt. Die Modellierung der Grobstrukturierung erfolgt durch die
Abbildung einer hierarchische Struktur fu¨r die zu modellierenden Struktureinheiten.
Dabei ergibt sich die Definition des Strukturgraphen aufgrund der zugrunde liegenden
Baumstruktur.
Abbildung 5.17: Registerkarte Structure fu¨r die Steuerung der Grobstrukturierung
Durch die Definition einer Bildungsvorschrift nach [Tulke 2010] wird fu¨r jede Struk-
tureinheit deren zugeho¨rige Bauteilmenge beschrieben. Dient eine Struktureinheit nur
dem Zweck einer versta¨ndlichen Gliederung (z.B. EG, 1. OG, 2.OG und 3. OG), kann
auf das Hinterlegen einer Bildungsvorschrift verzichtet werden. Ist fu¨r eine Strukturein-
heit keine Bildungsvorschrift hinterlegt, wird diese ausschließlich fu¨r die Kopplungspha-
se nach Kapitel 4.3.3 in Betracht gezogen.
Die in den Bildungsvorschriften verwendbaren Zonen und Achsen ko¨nnen mittels der
Komponenten Axis Selection, Zone Selection, Mask Tree und dem 3D-View vom Nutzer
interaktiv definiert und u¨berpru¨ft werden. Das Erzeugen von Achsen oder Zonen ist
jeweils auf eine durch den Nutzer zu bestimmende Ebene bezogen. Dabei ist die Anzahl
der Ebenen nicht begrenzt. Nach Auswahl einer solchen Ebene kann auf deren Basis
eine beliebige Anzahl von Achsen und Zonen definiert werden. Nach deren Definition
sind diese innerhalb einer Abfrage nach [Tulke 2010] verfu¨gbar. Abbildung 5.18 zeigt
Beispiele fu¨r definierte Achsen und Zonen in einem Modell.
Die gelb markierten Bauelemente entsprechen jenen der ebenfalls dargestellten Ach-
senabfrage (Axis Selection). Es wurden alle Bauelemente selektiert, die sich innerhalb
der durch den Zwischenbereich und der Ho¨he von Achse 2 und Achse 3 beschriebenen
Zone befinden (vgl. [Tulke 2010]).
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Abbildung 5.18: Definition von Achsen und Zonen im BIM
Die Registerkarte Evaluate! ermo¨glicht die Steuerung des Generierungsvorgangs. Die
Registerkarte ist in Abbildung 5.19 dargestellt.
Fu¨r die Zuordnung von Vorga¨ngen wurde ein Visualisierungsschema fu¨r alle Phasen der
Generierung umgesetzt. Fu¨r die Zuordnung von Vorga¨ngen zu Bauteilen des BIM wird
eine Ampelfarbgebung verwendet. Dafu¨r werden die zwei Grenzwerte simupper = 0.9
und simlower = 0.5 fu¨r die Gesamta¨hnlichkeit simo festgelegt. Bauteile, die als Resultat
eines Vorgangs eine A¨hnlichkeit simo ≥ simupper aufweisen, werden gru¨n dargestellt,
fu¨r simupper ≥ simo ≥ simlower gelb und fu¨r simo < simlower rot (die angegebenen
Grenzwerte und Farben entsprechen den Standardvorgaben und ko¨nnen vom Anwender
vera¨ndert werden).
Abbildung 5.19: Registerkarte Evaluate! fu¨r die Steuerung der Generierung
128 5 Pilotimplementierung
Fu¨r die in der Standardeinstellung gelb und rot markierten Bauteile des BIM mu¨ssen
demnach neue Vorga¨nge fu¨r die Datenbasis definiert werden oder ko¨nnen evtl. durch
eine Anpassung vorhandener Vorga¨nge (gelb markiert) definiert werden. Abbildung
5.20 zeigt eine entsprechende Visualisierung.
Abbildung 5.20: Beispiel fu¨r die Visualisierung der Zuordnung von Vorga¨ngen in Am-
pelfarben
Die Definition von neuen Vorga¨ngen fu¨r die Datenbasis wird u¨ber einen Dialog ge-
steuert. Dafu¨r ist der Vorgang zu benennen und dessen Voraussetzungen und dessen
Resultat zu definieren. Die Definition erfolgt durch die Selektion des Resultats bzw.
der Voraussetzung des zu definierenden Vorgangs im 3D/4D-View und wird durch das
Beta¨tigen der jeweiligen Schaltfla¨che Neu u¨bernommen.
Abbildung 5.21 zeigt das Erzeugen eines neuen Vorgangs mit der Bezeichnung
”
Fens-
ter einbauen“. Die Definition des Vorgangs bezieht sich auf die blau markierte Wand
mit dem darin befindlichen Fenster. Die Bauteilbeschreibung des Fensters wurde als
Resultat, die blau markierte Wand als Voraussetzung des Vorgangs u¨bernommen.
Abbildung 5.21: Definition eines neuen Vorgangs fu¨r die Datenbasis
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AliceEvaluate
Die Komponente AliceEvaluate dient der Darstellung der generierten Workflowgra-
phen. Wurde sie vom Nutzer aktiviert, stellt sie nach erfolgter Generierung den Ge-
samtablauf oder den Ablauf fu¨r eine gewa¨hlte Struktureinheit und dessen Nachfolger
im Strukturgraphen dar. Der Prototyp ermo¨glicht ebenfalls die schrittweise Ausfu¨hrung
der Konfliklo¨sungs- und Kopplungsphase. Ebenso ko¨nnen die in den Kapiteln 3 und 4.3
vorgestellten Algorithmen auf den jeweils dargestellten Graphen angewendet werden.
Abbildung 5.22: Komponente AliceEvaluate - Darstellung des bipartiten Graphen einer
Struktureinheit vor der Konfliktlo¨sungsphase
Abbildung 5.22 zeigt die Darstellung eines Graphen nach der Zuordnungsphase nach
ausgefu¨hrtem well handled Test. Der dargestellte Dialog zeigt die gefundenen Konflikt-
paare und visualisiert das in der Liste markierte Konfliktpaar im Graphen.
Die Selektion eines Bauteils des Graphen fu¨hrt ebenfalls zur Selektion dieses Bauteils
im 3D-View, was die Kontrolle des Graphen ermo¨glicht.
Auch innerhalb dieser Darstellung des generierten Workflowgraphen wird eine farbliche
Kodierung verwendet, um den Anwender eine schnelle U¨bersicht zu ermo¨glichen (siehe
Abbildung 5.23). Zugeordnete Bauteile des BIM werden als gru¨ne Kreise dargestellt
und Vorga¨nge als gelbes Rechteck. Pseudoknoten des Graphen erhalten die Farbe vio-
lett. Voraussetzungen eines Vorgangs, die nicht zugeordnet werden konnten, sind rot
eingefa¨rbt, um dem Anwender zu suggerieren, dass an dieser Stelle ein manueller Ein-
griff zur Problemlo¨sung erforderlich ist (vgl. Kapitel 4.3.2).
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Abbildung 5.23: Farbkodierung der Darstellung des Workflowgraphen
5.4.5 Externe Softwarebibliotheken
Fu¨r die prototypische Umsetzung wurden neben dem Java SDK, JavaDB und Java3D
weitere Bibliotheken genutzt. Die verwendeten Pakete sind nachfolgend unter Angabe
ihres Verwendungszweckes gelistet:
lf2prod Das Paket stellt die Swing-Komponenten JTaskPane und
JTaskGroup zur Verfu¨gung. Die Komponenten stellen kontextbe-
zogene Kommandolisten zur Verfu¨gung, die sowohl innerhalb des
3D/4D-Views als auch fu¨r den AliceEvaluate-View verwendet wur-
den.
Lizenz: Apache License, Version 2.0
Internet: http://www.l2fprod.com - Abruf: 24.11.2010
swingx Aus dem Paket swingx wurde die Komponente JXTreeTable fu¨r die
Darstellung der verschiedenen Sichten auf das IFC-Modell und die
Alice4Ifc-Steuerung verwendet.
Lizenz: Lesser General Public License (LGPL v. 2.1)
Internet: https://swingx.dev.java.net - Abruf: 24.11.2010
jgraph jgraph ist eine Java Swing kompatible Visualisierungsbibliothek fu¨r
Graphen. Das Paket wird fu¨r die Darstellung des generierten Work-
flowgraphen innerhalb des AliceEvaluate-Views verwendet.
Lizenz: open source (http://www.opensource.org)
Internet: http://www.jgraph.com - Abruf: 24.11.2010
vldocking Die Bibliothek bietet ein Java Swing Framework. Es ermo¨glicht
die Implementierung von Anwendungen, mit durch den Anwender
frei anpassbaren Applikationsfenstern. Innerhalb der prototypischen
Umsetzung wurde die Bibliothek fu¨r die Integration der Komponen-
ten der Hauptapplikation verwendet.
Lizenz: Lesser General Public License (LGPL v. 2.1)
Internet: http://code.google.com/p/vldocking - Abruf: 24.11.2010
6 Anwendungsbeispiel
In diesem Kapitel wird ein Beispiel auf Basis des entwickelten Prototypen dargestellt.
Es beschreibt die Vorgehensweise fu¨r die teilautomatisierte Generierung eines Bauab-
laufplans anhand einer Struktureinheit aus der Sicht des Anwenders. Als Grundlage
dient ein bereits realisiertes Bauprojekt, dessen zweidimensionale Zeichnungen in ein
BIM auf Basis der IFC u¨berfu¨hrt wurden.
6.1 Bauwerksmodell - CIB-Weimar
Fu¨r die Darstellung der Funktionsweise des Prototypen dient das in Abbildung 6.1
gezeigte Geba¨udemodell des CIB1 Weimar. Es handelt sich um ein Forschungs- und
Bu¨rogeba¨ude mit Versuchshallen sowie Lager- und Archivfla¨chen.
Als Grundlage fu¨r das innerhalb dieses Kapitels vorgestellte Anwendungsbeispiel dient
ein 3D-Geba¨udemodell, das innerhalb eines studentischen Projektes unter Verwendung
von Nemetschek Allplan 2008 anhand der 2D-Planungsunterlagen erstellt wurde (siehe
[Ester u. a. 2008] und [Koschorrek u. a. 2008]).
Die fu¨r die innerhalb dieser Arbeit notwendigen Angaben fu¨r Materialien der Bauteile
wurden entsprechend der Geba¨udeplanung in das Modell integriert.
Abbildung 6.1: CIB Weimar - Bauwerksmodell des Anwendungsbeispiels im 3D/4D-
View des Prototypen
1CIB Weimar
”
Centrum fu¨r Intelligentes Bauen“ - Technologiezentrum fu¨r Gru¨nder, Unternehmer
und Forscher des Bauwesens; http://www.cib-weimar.de/ - Abruf: 04.01.2011
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6.2 Ausfu¨hrung der Grobstrukturierung
Die Grobstrukturierung des BIM erfolgt innerhalb der bereits in Abbildung 5.17 dar-
gestellten Registerkarte des Prototypen. Fu¨r die Darstellung des Beispiels wurde das
in Abbildung 6.1 gezeigte Geba¨ude anhand der im BIM modellierten Geschossstruk-
tur eingeteilt. Die Reihenfolge fu¨r die Erstellung der Geschosse wird dabei von unten
nach oben beginnend mit der Erstellung des Fundaments vorgegeben. Die Auswahl
basiert dabei auf der innerhalb des BIM enthaltenen Geba¨udestruktur. Alle Bauele-
mente des zweiten Obergeschosses ko¨nnen beispielsweise durch die Bildungsvorschrift
select({cad:BUILDING STOREY = ”2. Obergeschoss”− > GUID}) gewa¨hlt werden.
Durch Anwa¨hlen einer definierten Struktureinheit innerhalb der Baumansicht wird de-
ren zugeho¨rige Bildungsvorschrift ausgewertet. Das Ergebnis wird dem Nutzer durch
die gelbe Einfa¨rbung der betroffenen Bauelemente visualisiert (siehe Abbildung 6.3).
Auf Basis dieser Funktionalita¨t erha¨lt der Anwender die Mo¨glichkeit der visuellen Kon-
trolle bezogen auf Richtigkeit der von ihm hinterlegten Bildungsvorschriften.
Abbildung 6.2: CIB Weimar - Darstellung des 2. OG im 3D/4D-Viewer
Um die U¨berschaubarkeit des Anwendungsbeispiels zu gewa¨hrleisten, wird die Men-
ge der betrachtenden Bauteile auf die Bauteile des zweiten Stockwerks als Struk-
tureinheit des Gesamtmodells eingeschra¨nkt. Da die Algorithmen der Zuordnungs-,
Generierungs- und Konfliktlo¨sungsphase je Struktureinheit ausgefu¨hrt werden, stellt
die ausschließliche Betrachtung dieser Bauelemente und deren weitere Unterteilung
keine Einschra¨nkung des Beispiels im Hinblick auf dessen Brauchbarkeit dar.
Auf die Darstellung der Kopplungsphase wird fu¨r das Beispiel verzichtet, da dieser
Vorgang bereits ausfu¨hrlich in Kapitel 4.3.3 dargestellt wurde und an dieser Stelle
keine neuen Erkenntnisse bringt.
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Die fu¨r das Beispiel betrachteten Bauteile fu¨r die Struktureinheit des zweiten Oberge-
schosses sind in Abbildung 6.3 dargestellt.
Abbildung 6.3: CIB Weimar - Darstellung des 2. OG im 3D/4D-Viewer
6.3 Ausfu¨hrung der Zuordnungs-, Generierungs- und
Konfliktlo¨sungsphase
Nachfolgend werden die verschiedenen Phasen der Zuordnungs-, Generierungs- und
Konfliktlo¨sungsphase dargestellt.
Die innerhalb dieses Kapitels angegebenen Laufzeitangaben entsprechen dem Durch-
schnitt von zehn Messungen und beziehen sich auf die Ausfu¨hrung des Prototypen
auf einem Rechner mit Intel R© Core
TM
2 Quad CPU, 2.4GHz, Microsoft Vista 64
Bit-Betriebssystem mit 8 GB Arbeitsspeicher und der Java Virtual Machine Version
1.6.0 13. Die angegebenen Laufzeiten wurden jeweils bis zur vollsta¨ndigen Visualisie-
rung der jeweiligen Ergebnisse gemessen.
6.3.1 Umsetzung der Zuordnungsphase
Fu¨r das Beispiel wird angenommen, dass sich zu Beginn der Zuordnungsphase keine
Vorga¨nge innerhalb der Datenbasis befinden. Bei einer leeren Datenbasis ergibt sich
folgerichtig das in Abbildung 6.4 dargestellte Ergebnis nach Ausfu¨hrung der Zuord-
nungsphase. Da den Bauteilen keine Vorga¨nge zugeordnet werden ko¨nnen, werden alle
Bauteile rot markiert, um dem Anwender zu vermitteln, dass er fu¨r diese Bauteile
Vorga¨nge definieren muss.
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Abbildung 6.4: Ergebnis der Zuordnungsphase bei leerer Datenbasis
Ein Vorgang wird durch den in Abbildung 6.5 dargestellten Dialog vorgenommen (siehe
auch Kapitel 5.4.4). Die Abbildung zeigt die Definition eines Vorgangs zum Erstellen
einer Decke. Das betreffende Bauteil wird durch Anklicken selektiert, was dem Anwen-
der durch eine blaue Einfa¨rbung des Bauteils visualisiert wird. Durch das Beta¨tigen des
Dialogknopfes Neu des Dialogabschnittes Ergebnisse wird dessen Bauteilbeschreibung
fu¨r die Definition des Vorgangs u¨bernommen. Nach Benennung des Vorgangs und der
Besta¨tigung des Dialogs mit OK wird dieser in die Datenbasis eingefu¨gt. Ab diesem
Zeitpunkt steht er fu¨r alle nachfolgenden Zuordnungsphasen zur Verfu¨gung.
Abbildung 6.5: Definition eines Vorgangs fu¨r die Erstellung einer Decke
Abbildung 6.6 zeigt das Ergebnis der Zuordnungsphase nach der Definition des Vor-
gangs zum Erstellen einer Decke.
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Abbildung 6.6: Ergebnis der Zuordnungsphase nach Definition des Vorgangs fu¨r die
Erstellung einer Decke - Ergebnis nach 410 ms
Den zwei Deckenabschnitten der Struktureinheit wurde der neu definierte Vorgang
zugeordnet, was dem Anwender durch die gru¨ne Einfa¨rbung signalisiert wird. Das be-
rechnete A¨hnlichkeitsmaß des Deckenabschnitts, dessen Bauteilbeschreibung im Dialog
fu¨r das Ergebnis des Vorgangs u¨bernommen wurde, betra¨gt simo = 1, 0, das des zweiten
Deckenabschnitts ergibt sich zu simo = 0, 97 (Siehe Kapitel 4.2.3, Formel 4.15). Das
hohe A¨hnlichkeitsmaß simo von 0,97 ergibt sich infolge der sehr geringen Unterschiede
beider Deckenabschnitte. Im Beispiel unterscheiden sich diese lediglich aufgrund ihrer
Geometrie fu¨r die Ausdehnung der Bounding-Box in y-Richtung.
Abbildung 6.7 zeigt die Definition von zwei weiteren Vorga¨ngen fu¨r die Errichtung
einer Stahlstu¨tze. Es handelt sich hierbei um verschiedene Vorga¨nge, die jeweils als
Voraussetzung eine Decke beno¨tigen und zum selben Resultat fu¨hren. Die definierten
Vorga¨nge stellen demnach zwei mo¨gliche Ausfu¨hrungsvarianten fu¨r das Errichten einer
Stahlstu¨tze dar.
Abbildung 6.7: Definition zweier Vorga¨nge fu¨r den Einbau einer Stu¨tze
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Abbildung 6.8 zeigt das Ergebnis nach erneuter Ausfu¨hrung der Zuordnungsphase.
Allen Stu¨tzen der Struktureinheit mit einem A¨hnlichkeitsmaß gro¨ßer 0,9 wurden die
beiden neu definierten Vorga¨nge zugeordnet. Das Ergebnis der Zuordnung wird eben-
falls tabellarisch innerhalb der Registerkarte Evaluate! der Alice-Steuerung dargestellt.
Die Zuordnung eines Vorgangs kann durch Markieren eines Listeneintrags kontrolliert
werden.
Wird ein Listenelement durch Anklicken ausgewa¨hlt, wird das entsprechende Bau-
teil blau markiert (Stu¨tze und Listeneintrag in Abbildung 6.8) und die zugeordneten
Vorga¨nge im rechten Teil der Tabellenansicht dargestellt.
Die im Beispiel gelb markierten Stu¨tzen besitzen, bezogen auf die als Resultat der
definierten Vorga¨nge u¨bernommenen Bauteilbeschreibung, abweichende Materialeigen-
schaften (Stahlbeton) und weisen eine A¨hnlichkeit von simo = 0, 59 auf. Dem Anwender
wird dadurch vermittelt, dass fu¨r diese Bauteile entweder ein Vorgang zu definieren ist,
oder aber die Mo¨glichkeit besteht, die Definition eines entsprechenden Vorgangs durch
Anpassung eines Vorgangs mit mittlerer A¨hnlichkeit vorzunehmen.
Abbildung 6.8: Ergebnis nach der Zuordnungsphase; selektiertes Bauteil der Listenan-
sicht - Ergebnis nach 413 ms
Abbildung 6.9 zeigt die Definition eines weiteren Vorgangs zum Erstellen einer Fassa-
denwand. Dieser beno¨tigt fu¨r dessen Ausfu¨hrung zwei Stahlstu¨tzen als Voraussetzung,
an denen die Fassadenwand vorgehangen wird.
Nach dem Einfu¨gen des Vorgangs in die Datenbasis und erneuter Ausfu¨hrung der Zu-
ordnungsphase ergibt sich das in Abbildung 6.10 dargestellte Ergebnis.
Allen Fassadenwa¨nden, die der Bauteilbeschreibung des Resultats des im vorherigen
Schritt definierten Vorgangs entsprechen, wird dieser Vorgang zugeordnet, was durch
deren gru¨ne Markierung ersichtlich ist.
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Abbildung 6.9: Definition eines Vorgangs fu¨r die Erstellung einer Fassadenwand
Weitere Wa¨nde werden gelb markiert und weisen A¨hnlichkeitsmaße simo zwischen 0,54
und 0,59 auf. Diese Ergebnisse sind sowohl auf unterschiedliche Materialien der Bauteile
als auch auf abweichende Bounding-Boxen zuru¨ckzufu¨hren.
Abbildung 6.10: Ergebnis nach der Zuordnungsphase unter Beru¨cksichtigung des Vor-
gangs zum Erstellen einer Fassadenwand - Ergebnis nach 425 ms
6.3.2 Beschra¨nkung der Vorga¨nge fu¨r die Generierungsphase
Aus Gru¨nden der U¨bersichtlichkeit wird fu¨r die Darstellung der nachfolgenden Phasen
die Struktureinheit weiter untergliedert. Die entsprechenden Bauteile sind in Abbil-
dung 6.11 blau markiert und entsprechen einer Untermenge von Bauteilen, fu¨r die ein
Vorgang zugeordnet werden kann. Die Auswahl entspricht weitestgehend dem bereits
theoretisch vorgestellten Beispiel des Kapitels 4.3.2 auf Seite 81.
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Abbildung 6.11: Auswahl der Bauteile als Struktureinheit fu¨r die Darstellung der nach-
folgenden Phasen
Wird die Zuordnungsphase lediglich auf die in Abbildung 6.11 blau markierten Bauteile
angewendet, ergibt sich das in Abbildung 6.12 dargestellte Ergebnis
Abbildung 6.12: Ergebnis der Zuordnungsphase fu¨r die ausgewa¨hlten Bauteile -
Ergebnis nach 397 ms
6.3.3 Ausfu¨hrung der Generierungs- und Konfliktlo¨sungsphase
Nach Ausfu¨hrung der Zuordnungsphase fu¨r die in Kapitel 6.3.2 gewa¨hlten Bauteile er-
gibt sich nach Ausfu¨hrung der Kopplungsphase beziehungsweise der Zusammenfassung
des generierten Workflowgraphen der Struktureinheit mittels Start- und Endknoten
das in Abbildung 6.13 dargestellte Ergebnis im View AliceEvaluate des Prototypen.
Das Ergebnis nach der Verknu¨pfungsphase ist links, das nach der Zusammenfassung
der Struktureinheit mittels Start- und Endknoten ist rechts abgebildet (siehe Kapitel
4.3.2, Seite 89 ff.).
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Abbildung 6.13: Darstellung des generierten Workflowgraphen im View AliceEvaluate
nach der Verknu¨pfungsphase (links) und nach der Zusammenfassung
des Workflowgraphen fu¨r die Struktureinheit (rechts) - Ergebnis nach
390 ms
Dabei entsprechen die in der Abbildung als gelbes Rechteck dargestellten Knoten des
Workflowgraphen Vorga¨ngen. Die als gru¨ner Kreis dargestellten Knoten repra¨sentieren
die mit den Vorga¨ngen als Voraussetzung beziehungsweise als Resultat verknu¨pften
Bauteile der betrachteten Struktureinheit. Bei violett abgebildeten Knoten handelt es
sich um eingefu¨gte Pseudoknoten, die lediglich der strukturellen Integrita¨t des Work-
flowgraphen dienen.
Abbildung 6.14 zeigt das Endergebnis des generierten Workflowgraphen der Struktu-
reinheit nach der Konfliktlo¨sungsphase.
Abbildung 6.14: Darstellung des generierten Workflowgraphen im View AliceEvalutae
nach der Konfliktlo¨sungsphase - Ergebnis nach 157 ms
Das Endresultat entspricht dem zu erwartenden Ergebnis des in Kapitel 4.3.2 auf Sei-
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te 81 theoretisch vorgestellten Beispiels. Es existiert lediglich ein zusa¨tzlicher Vorgang
fu¨r das Erstellen einer Decke, der auf die im BIM modellierte Zweiteilung der Decke
zuru¨ckzufu¨hren ist (vgl. Ergebnis des theoretischen Beispiels auf Seite 96).
Durch Selektion eines oder mehrerer Bauteilknoten des generierten Workflowgraphen
besteht die Mo¨glichkeit der Kontrolle des generierten Ergebnisses. Wird ein Knoten
durch den Anwender selektiert, erfolgt die blaue Markierung des entsprechenden Bau-
teils im 3D-View. Abbildung 6.15 zeigt dies beispielhaft fu¨r den Ergebnisknoten des
Vorgangs fu¨r das Erstellen des gro¨ßeren Deckenabschnittes.
Abbildung 6.15: Durch Selektion des Ergebnisknotens des Vorgangs Decke erstellen
blau markiertes Bauteil
6.3.4 Umsetzung der 4D-Animation
Durch die aufgrund des Modellentwurfs automatisch resultierende Verknu¨pfung von
Bauteilen des BIM mit dem generierten Workflowgraphen ist dessen Nutzung fu¨r eine
4D-Animation problemlos realisierbar. Dies ermo¨glicht eine sehr gute visuelle Kontrolle
des generierten Bauablaufs durch den Anwender.
Innerhalb der prototypischen Umsetzung wurde dies eingeschra¨nkt realisiert. Durch die
fehlende zeitliche Bewertung von Vorga¨ngen wurde pauschal eine Dauer von einem Tag
je Vorgang angenommen. Gleichzeitig wurde fu¨r die Art des Vorgangs vorausgesetzt,
dass es sich um einen Konstruktionsvorgang handelt. Ein Vorgang erzeugt demnach das
resultierende Bauteil, was innerhalb der Animation durch das Einblenden des jeweiligen
Bauteils zum zeitlichen Beginn des Vorgangs dargestellt wird. Dabei wird das Bauteil
wa¨hrend seiner Konstruktionsphase rotbraun und nach dessen Fertigstellung in der
jeweiligen Materialfarbe dargestellt.
Anmerkung: Die Behandlung von Varianten im Bauablauf fu¨r die 4D-Animation
des Prototypen ist unberu¨cksichtigt. Entha¨lt der generierte Workflowgraph Varian-
ten, werden die Vorga¨nge aller Varianten fu¨r die Erstellung eines Bauteils in die
Animation u¨bernommen, so dass die la¨ngste Dauer visualisiert wird. Tatsa¨chlich
mu¨sste jedoch beim Erreichen eines Entscheidungsknotens im Workflowgraphen die
Auswahl einer Variante durch den Anwender herbeigefu¨hrt werden.
Wie bereits in Kapitel 4.4.2 diskutiert, kann eine solche Entscheidung durch Inte-
gration bekannter Methoden der Netzplantechnik in das System unterstu¨tzt werden.
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Grundlage hierfu¨r ist eine entsprechende Bewertung von Vorga¨ngen, beispielsweise
auf Basis von Zeit, Kosten oder Ressourcen.
Eine Entscheidungsunterstu¨tzung des Anwenders kann erreicht werden, indem aus-
gehend von einem Entscheidungsknoten alle Instanzgraphen des generierten Work-
flowgraphen (Siehe Kapitel 3.4.5) als mo¨gliche Bauabla¨ufe gegenu¨bergestellt und
gestu¨tzt auf die Ergebnisse angewendeter Methoden der Netzplantechnik vom An-
wender beurteilt werden.
Infolge einer Entscheidung fu¨r eine Ablaufalternative durch den Anwender entfallen
nicht gewa¨hlte Varianten fu¨r den geplanten Bauablauf. Durch eine entsprechen-
de Markierung des nach dem Entscheidungsknoten auszufu¨hrenden Vorgangs kann
die durch den Anwender als zielfu¨hrend erachtete Variante auf Basis des eindeuti-
gen Identifikators tguid eines Vorgangs formal fu¨r den Bauablauf gewa¨hlt und deren
Auswahl dokumentiert werden. Abgewa¨hlte Varianten bleiben jedoch innerhalb des
Workflowgraphen erhalten. Sie stehen dadurch fu¨r eine alternative Entscheidung,
beispielsweise auf Basis vera¨nderter Randbedingungen, zu einem spa¨teren Zeitpunkt
weiterhin zur Verfu¨gung.
Die Abbildungen 6.16 bis 6.19 zeigen die schrittweise Darstellung der 4D-Animation
fu¨r das betrachtete Beispiel innerhalb des 3D/4D-Views des Prototypen.
Abbildung 6.16: Darstellung der 4D-Animation - Erstellung der Deckenabschnitte
Abbildung 6.17: Darstellung der 4D-Animation - Erstellung der Stahlstu¨tzen
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Abbildung 6.18: Darstellung der 4D-Animation - Erstellung der Fassadenwa¨nde
Abbildung 6.19: Endzustand der 4D-Animation
7 Zusammenfassung und Ausblick
Das vorliegende Kapitel fasst den Inhalt der Arbeit in Kurzform zusammen. Die erreich-
ten Ergebnisse werden dabei kritisch hinterfragt und diskutiert. Abschließend werden
mo¨gliche Ansatzpunkte fu¨r eine Weiterentwicklung der vorgestellten Lo¨sung gegeben.
7.1 Zusammenfassung
Ziel dieser Arbeit war die Entwicklung eines neuen Modells fu¨r die Unterstu¨tzung
der Bauablaufplanung. Dafu¨r wurde der unter Verwendung herko¨mmlicher Modelle
gro¨ßtenteils manuelle Vorgang der Planung betrachtet und die Vorgehensweise des Pla-
ners analysiert. Die aufgrund der dargestellten Analyse erkannten Probleme wurden
aufgegriffen und unter Betrachtung aktueller Forschungsarbeiten, Bauwerksinforma-
tionsmodellen sowie existierender Softwaresysteme ein entsprechender Lo¨sungsansatz
erarbeitet. Dabei wurden im Speziellen die nachfolgenden Punkte als Ziele der Arbeit
formuliert:
Varianten in der Bauablaufplanung: Durch die Integration von Varianten fu¨r
Teilleistungen des Bauablaufs in den Bauablaufplan soll zum einen die transpa-
rente Dokumentation von Entscheidungen fu¨r eine bestimmte Ausfu¨hrungsvariante
dokumentiert werden ko¨nnen. Zum anderen soll das Vorhalten von Varianten eine
schnelle Reaktionen bei A¨nderungen der Bauwerksplanung als auch bei Sto¨rungen
im Bauablauf ermo¨glichen.
Teilautomatisierung des Planungsvorgangs: Der gro¨ßtenteils manuelle Vor-
gang der Bauablaufplanung soll auf Basis des zu entwickelnden Modells weitest-
gehend automatisiert werden. Infolge der angestrebten Automatisierung werden im
Wesentlichen zwei Ergebnisse verfolgt. Zum einen ist durch die Integration von Vari-
anten ein erho¨hter Planungsaufwand zu erwarten. Um der dadurch drohenden Ega-
lisierung der genannten Vorteile zu begegnen, muss der resultierende Aufwand fu¨r
den Planer deutlich reduziert werden. Zum anderen wird durch einen verringer-
ten Planungsaufwand eine verbesserte Nachfu¨hrung des Bauablaufplans infolge von
A¨nderungen in der Bauwerksplanung erwartet.
Wiederverwendbarkeit von Bauablaufplanungen: Geplante und bereits aus-
gefu¨hrte Bauabla¨ufe stellen eine nicht zu unterscha¨tzende Wissensbasis fu¨r zuku¨nftig
zu planende Bauabla¨ufe dar. Dieses Wissen soll fu¨r den Planer verfu¨gbar gemacht
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werden. Durch eine entsprechend ausgerichtete Abbildung des Modells soll ein ho-
her Grad an Wiederverwendbarkeit wa¨hrend der Planung definierter Vorga¨nge und
Bauabla¨ufe erreicht werden.
Integration einer 4D-Animation in den Prozess der Bauablaufplanung:
Durch die Integration einer 4D-Animation in den Prozess der Bauablaufplanung soll
eine hohes Maß an Kontrolle des geplanten Ablaufs erreicht werden. Infolge einer
direkten Kopplung des Bauablaufplans mit Bauteilen eines BIM soll ebenfalls auf
die Vollsta¨ndigkeit des Bauablaufplans geschlossen werden ko¨nnen.
Ausgehend vom Lo¨sungsansatz wurde untersucht, ob die fu¨r den Planungsvorgang not-
wendigen Informationen aus digitalen BIM extrahiert und die Vorgehensweise der Bau-
ablaufplanung auf deren Basis formal abgebildet werden kann.
Aufbauend auf den daraus gewonnenen Erkenntnissen wurde ein Modell entwickelt, das
eine teilautomatisierte Arbeitsweise fu¨r die Bauablaufplanung mit Ausrichtung auf das
Erreichen der genannten Ziele erlaubt. Das Modell wurde formal auf Basis der Mengen-
und Relationenalgebra beschrieben. Notwendige Algorithmen wurden entwickelt und
mittels Pseudocode dargestellt und erla¨utert.
Fu¨r den Tragfa¨higkeitsnachweis der vorgestellten Lo¨sung wurde basierend auf dem ent-
wickelten Modell die softwaretechnische Umsetzung geplant und prototypisch realisiert.
Die Anwendbarkeit wurde exemplarisch an einem Beispiel gezeigt.
7.2 Diskussion der Ergebnisse
Das vorgestellte Konzept beabsichtigt, den Aufwand fu¨r die Erstellung von Bauablauf-
pla¨nen zu verringern und gleichzeitig die Qualita¨t der Planung zu verbessern. Dabei
werden Varianten fu¨r das Erreichen von Teilleistungen im Bauablauf beru¨cksichtigt und
bleiben innerhalb des geplanten Bauablaufs enthalten. Als notwendige Informationsba-
sis wird das Vorhalten des geplanten Bauwerks als BIM vorausgesetzt. Im Ergebnis ist
ein den Planer unterstu¨tzendes Werkzeug entstanden, das die teilautomatisierte Gene-
rierung von Bauablaufpla¨nen erlaubt:
Automatisierung: Verschiedene Prozesse der Bauablaufplanung konnten formal
abgebildet und infolgedessen automatisiert werden. Zu diesen Prozessen geho¨rt die
Identifikation notwendiger Vorga¨nge des Bauablaufs sowie die Bestimmung von de-
ren Reihenfolge fu¨r die Erstellung von Bauabschnitten bzw. Struktureinheiten. Die
Reihenfolge der Realisierung von Bauabschnitten kann im gesamten Bauprozess
jedoch nicht automatisch bestimmt werden. Hierfu¨r wurde die herko¨mmliche Ar-
beitsweise zugrunde gelegt und in die dreidimensionale, modellbasierte Arbeitsweise
u¨bertragen. Das vorgestellte Konzept stu¨tzt sich dabei auf die Arbeit von [Tulke
2010] und ermo¨glicht die Definition von Arbeitszonen sowie die Definition von deren
Reihenfolge im Bauablauf durch den Anwender. Diese Vorgehensweise entspricht im
weitesten Sinne der herko¨mmlichen Grobterminplanung.
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Varianten im Bauablauf: Die Beru¨cksichtigung von Varianten im Bauablauf
konnte auf Basis des vorgestellten Modells erreicht werden. Steht mehr als ein Vor-
gang innerhalb der Datenbasis fu¨r die Erstellung eines Bauteils zur Verfu¨gung, fu¨hrt
dies innerhalb der Generierungsphase automatisch zur Integration dieser Varianten
in den Bauablauf.
Anmerkung: Die nach dem Generierungsprozess im Bauablauf enthaltenen Va-
rianten sind jedoch mitunter aus technologischer Sicht nicht frei miteinander kom-
binierbar. Beispielsweise kann eine Ausfu¨hrungsvariante, die infolge des Einsatzes
von technischem Gera¨t die maximale Tragkraft einer Geschossdecke u¨bersteigt,
nicht ausgefu¨hrt werden, obwohl dies ohne Probleme in einem a¨hnlichen Projekt
mo¨glich wa¨re.
Wird angenommen, dass alle Vorga¨nge der Datenbasis korrekt definiert wur-
den, fu¨hrt der Generierungsprozess jedoch ausschließlich zu richtigen Ergebnissen.
Dennoch kann die Existenz nicht kombinierbarer Varianten nicht ausgeschlossen
werden. Eine entsprechende Behandlung dieser Problematik wurde nicht einge-
hend betrachtet. Nachfolgender Lo¨sungsvorschlag wird jedoch als zielfu¨hrend an-
gesehen:
Unvertra¨gliche Variantenkombinationen ko¨nnen nach der Entscheidung fu¨r eine
bestimmte Ablaufvariante anhand des eindeutigen Identifikators tguid eines Vor-
gangs ausgeschlossen werden. Durch Referenzierung dieses Identifikators ko¨nnen
Bedingungen definiert werden, die eine Kombination von Aufgaben innerhalb ei-
nes Weges im generierten Graphen ausschließen. Wird eine Entscheidung fu¨r eine
Variante innerhalb des Bauablaufs getroffen, ko¨nnen alle nachfolgenden Instanz-
graphen auf Basis solcher Bedingungen gepru¨ft werden. Unvertra¨gliche Varianten
ko¨nnen zu diesem Zeitpunkt markiert und vom Bauablauf ausgeschlossen werden.
4D-Integration: Insbesondere die Integration von 4D-Funktionalita¨t in den Prozess
der Bauablaufplanung, die sich aufgrund der gewa¨hlten Art der Modellierung ergibt,
stellt eine neue Qualita¨t im Vergleich zu herko¨mmlichen Modellen und Methoden
dar. Infolge der daraus resultierenden visuellen Kontrolle des generierten Bauablaufs
ko¨nnen fehlende Vorga¨nge bereits innerhalb der Planungsphase besser identifiziert
und Probleme fru¨hzeitig erkannt und beseitigt werden. Die nachtra¨gliche Erstellung
von Modellen fu¨r eine 4D-Animation bzw. Simulation entfa¨llt beziehungsweise kann
aufgrund der bestehenden Verknu¨pfungen zwischen Bauteilen des BIM und dem ge-
nerierten Bauablauf gewonnen werden. In diesem Zusammenhang ist anzumerken,
dass die prototypische Umsetzung die Auswahl einer Variante beim Erreichen ei-
nes Entscheidungsknotens nicht unterstu¨tzt, da nur die prinzipielle Tauglichkeit des
Modells in dieser Hinsicht im Fokus der Arbeit stand. Diese konnte auf Basis der
prototypischen Umsetzungen nachgewiesen werden. Eine diesbezu¨gliche Erweiterung
wird als unproblematisch eingescha¨tzt.
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Wiederverwendbarkeit: Durch die vorgeschlagene Art und Weise der Model-
lierung von Vorga¨ngen wird ein hohes Maß an Wiederverwendbarkeit von Baua-
blaufplanungen erreicht. Vom Anwender definierte Vorga¨nge werden innerhalb einer
Datenbasis vorgehalten und stehen zuku¨nftig fu¨r die automatische Zuordnung zu
Bauteilen zur Verfu¨gung. Dies fu¨hrt zu einer Reduzierung notwendiger Neudefini-
tionen von Vorga¨ngen. Gleichzeitig spiegelt diese sta¨ndig wachsende Datenbasis das
Wissen der das System einsetzenden Anwender wider. An dieser Stelle ist eine Qua-
lita¨tssteigerung der Bauablaufplanung mo¨glich, da auch weniger erfahrene Planer
auf dieses Wissen Zugriff haben. In gleichem Maß birgt es die Gefahr von Fehl-
planungen, falls Vorga¨nge nicht korrekt definiert und in die Datenbasis eingetragen
werden.
Das erreichbare Ergebnis der Bauablaufplanung unter Verwendung des entwickelten
Modells ist in starker Abha¨ngigkeit zur Datenqualita¨t des zugrunde liegenden BIM
zu sehen. Die fu¨r die Zuordnung von Vorga¨ngen betrachteten Bauteilinformationen,
wie beispielsweise unter Verwendung der IFC dargestellt, ko¨nnen zum großen Teil
eindeutig aufgelo¨st werden (Bauteiltyp und Bounding-Box). Einzig die Materialan-
gaben eines Bauteils, die den gro¨ßten Einfluss auf die Wahl eines passenden Vorgangs
haben, erfolgen in der Regel auf der Basis von Text1. Dies erschwert den formalen
Vergleich von Bauteilbeschreibungen bei Ermittlung des A¨hnlichkeitsmaßes, da diese
Angaben in der Regel durch den Nutzer im entsprechenden CAD-System eingepflegt
werden. Der Grund hierfu¨r sind beispielsweise fehlende Materialangaben im BIM,
Schreibfehler oder die Verwendung unterschiedlicher Bezeichnungen desselben Mate-
rials aufgrund landestypischer Bezeichnungen. Dieser Umstand senkt entsprechend
den Grad der Wiederverwendbarkeit von Vorga¨ngen der Datenbasis.
Anwendbarkeit: Infolge der Entkopplung von Vorga¨ngen setzt das entwickelte Mo-
dell eine modellbasierte Arbeitsweise voraus, die in einigen Punkten deutlich von der
derzeitigen Vorgehensweise in der Bauablaufplanung abweicht. Fu¨r das in Kapitel 6
dargestellte Beispiel kann, beginnend mit einer leeren Datenbasis, durch die Definiti-
on von drei Vorga¨ngen bereits 21,6% der betrachteten Bauteile ein Vorgang zugeord-
net werden2. Ein mit dem System vertrauter Anwender beno¨tigt fu¨r die Definition
der gezeigten Vorga¨nge ca. 2 Minuten. Wenngleich sich die beno¨tigte Zeit infolge
der diskutierten Bewertung von Vorga¨ngen erho¨ht, ist bedingt durch die automati-
sche Zuordnung von Vorga¨ngen eine fu¨r den Anwender kompfortable Arbeitsweise
erkennbar. Fu¨r die Definition von Arbeitszonen und Achsen ist eine weiterfu¨hrende
Unterstu¨tzung des Anwenders, wie beispielsweise deren automatische Erzeugung an-
hand eines Rasters und die Vorgabe einer Arbeitsrichtung, denkbar.
Weiterhin tra¨gt die Mo¨glichkeit einer visuellen Kontrolle in allen Phasen der Gene-
rierung zu einer ho¨heren Akzeptanz des generierten Bauablaufs bei.
1auf Basis der IFC ist auch die Angabe physikalischer Gro¨ßen mo¨glich
224 von 111 Bauteilen wurde ein Vorgang zugeordnet
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U¨bertragbarkeit auf weitere Anwendungsgebiete: Die Anwendung des vor-
gestellten Verfahrens wurde fu¨r die Planung des Bauablaufs gezeigt. Die prinzi-
pielle Vorgehensweise und der Einsatz des vorgestellten Modells ist nicht darauf
beschra¨nkt, sondern auch in anderen Anwendungsbereichen mo¨glich. Beispielsweise
sind vielfa¨ltige Anwendungen im Bereich des Geba¨udemanagements denkbar. So ist
unter anderem eine automatisierte Zuordnung von Wartungs- oder Pru¨fvorga¨ngen
fu¨r die technische Geba¨udeausru¨stung oder auch die Zuordnung von Vorga¨ngen fu¨r
die Pflege und Reinigung von Bodenbela¨gen mo¨glich.
Abschließende Bemerkungen: Das vorgestellte Modell basiert auf der Definiti-
on, dass Vorga¨nge als Resultat genau ein Bauteil erzeugen. Die Auspra¨gung eines
Bauteils ist dabei vom zugrunde liegenden BIM abha¨ngig. In der Regel werden Bau-
teile atomar abgebildet. Eine Zusammenfassung von mehreren Bauteilen zu einem
Gesamtresultat wa¨hrend der Bauausfu¨hrung ist jedoch denkbar. Beispielsweise kann
die Erstellung einer Wand mit einem darin befindlichen Fenster aus zwei Vorga¨ngen
bestehen. Dies sind im Einzelnen das Erstellen der Wand und der anschließende
Einbau des Fensters. Alternativ ko¨nnte die Wand in Form eines Fertigteils mit
bereits integriertem Fenster eingebaut werden. Dieser Umstand wurde im Modell
beru¨cksichtigt, insofern die Modellierung der Bauteilbeschreibungen fu¨r Resultate
und Voraussetzungen generisch umgesetzt wurde. Prinzipiell ist die Modellierung
von zusammengesetzten Bauteilen dadurch mo¨glich und die vorgestellten Algorith-
men weiterhin anwendbar.
Fu¨r die Gruppierung von Bauteilen des BIM zu einem Resultat wird fu¨r die Ermitt-
lung weiterer Vorga¨nge folgende Vorgehensweise vorgeschlagen:
Nach erfolgter Zuordnungsphase des vorgestellten Modells werden, ausgehend vom
Startknoten einer Struktureinheit, alle mo¨glichen Gruppierungen resultierender Bau-
teile im jeweiligen Instanzgraphen gebildet. Kann fu¨r eine daraus resultierende Bau-
teilgruppe ein Vorgang innerhalb der Datenbasis identifiziert werden, so handelt es
sich um eine Variante fu¨r die Erstellung dieser Bauteilgruppe. Der Entscheidungs-
knoten einer solchen Variante kann u¨ber die direkten Vorga¨nger des Vorgangs be-
stimmt werden, dessen resultierender Bauteilknoten den kleinsten Vorga¨ngergrad
innerhalb der Bauteilgruppe aufweist. Der dazu korrespondierende XOR-Join kann
nach dem Bauteilknoten der Gruppe mit dem gro¨ßten Vorga¨ngergrad angeschlos-
sen werden. Dieser referenziert dann entsprechend dem Modell alle Bauteile dieser
Gruppe.
Die genannte Methodik basiert dabei auf der Annahme, dass Bauteile einer Grup-
pierung entsprechend der in dieser Arbeit vorgestellten Art der Modellierung von-
einander abha¨ngig sind.
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7.3 Ausblick
Im Hinblick auf die U¨berfu¨hrung des vorgestellten Modells in die praktische Anwendung
wurde ein DFG3-Transferprojekt beantragt. Innerhalb des beantragten Projektes soll
in enger Zusammenarbeit mit dem Kooperationspartner OBERMEYER Project Ma-
nagement GmbH Leipzig die prinzipielle praktische Anwendbarkeit des vorgestellten
Modells untersucht und gegebenenfalls erweitert beziehungsweise angepasst werden.
Gegenstand der Kooperation ist die Konzeption modellbasierter Methoden zur Spezifi-
kation von Vorgangsbedingungen fu¨r die automatische Berechnung von Terminpla¨nen
unter Einsatz des implementierten Prototypen durch den Kooperationspartner.
Einige der im Team entwickelten Komponenten des Prototypen werden beziehungs-
weise wurden unter der Internetdomain www.openifctools.de vero¨ffentlicht (siehe auch
[Theiler u. a. 2009], [Theiler 2010] und [Theiler u. a. 2010]. Dies betrifft insbesondere
den IFC STEP PARSER/WRITER sowie weitere Komponenten des 3D/4D-Viewers.
Dieser wurde inzwischen sowohl Forschungs- als auch Studienprojekten zur Verfu¨gung
gestellt und findet somit bereits Verwendung in Forschung (siehe [Katranuschkov u. a.
2010] bzw. http://www.mefisto-bau.de4) und Lehre (siehe [Kohls u. a. 2010]). Kompo-
nenten des 3D-Viewers wurden im Rahmen einer Masterarbeit (siehe [Theiler 2011]) am
Lehrstuhl Informatik im Bauwesen der Bauhaus-Universita¨t Weimar weiterentwickelt
und in den IFC-Zertifizierungsserver GTDS5 der buildingSMART Alliance integriert.
Die Ergebnisse der Arbeit wurden bereits in Kapitel 7.2 vorgestellt und diskutiert. In-
folge der Diskussion wurden bereits verschiedene Aspekte hinsichtlich einer mo¨glichen
Erweiterung des Modells vorgeschlagen. Weiterhin werden nachfolgende Punkte fu¨r
eine Weiterentwicklung des vorgestellten Modells als aussichtsreich beziehungsweise
zielfu¨hrend angesehen:
Bewertung von Vorga¨ngen: Die Bewertung von Vorga¨ngen wurde bereits in-
nerhalb des dieser Arbeit assoziierten Forschungsprojekts hinsichtlich einer Risi-
koeinscha¨tzung unter Verwendung der Methoden TOPSIS6 [Chen u. Hwang 1992]
und AHP7 [Saaty 1990] prototypisch umgesetzt (vgl. [Mikulakova 2007] und [Mi-
kulakova u. Ko¨nig 2009]). Der Ausbau des Modells bezu¨glich einer Bewertung von
Vorga¨ngen hinsichtlich Zeit, Kosten und Ressourcen erscheint fu¨r eine optimierte
Auswahl von Ablaufvarianten zweckdienlich. Gleichzeitig wird die 4D-Darstellung
des Bauablaufs durch die daraus resultierende zeitliche Bewertung entscheidend auf-
gewertet.
Typisierung von Vorga¨ngen: Fu¨r die Planung verschiedener Bauvorhaben sollte
die Datenbasis hinsichtlich einer mo¨glichen Zuordnung von Vorga¨ngen zu verschie-
3Deutsche Forschungsgemeinschaft
4Abruf: 27.01.2011
5Global Testing Documentation Server; http://gtds.buildingsmart.com - Abruf: 27.01.2011
6Technique for Order Preference by Similarity to Ideal Solution
7Analytic Hierachy Process
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denen Kategorien erweitert werden. Im derzeitigen Modell werden ausschließlich
Vorga¨nge fu¨r die Erstellung von Bauteilen betrachtet. In der Praxis existiert je-
doch beispielsweise auch die Mo¨glichkeit des Ru¨ckbaus von Bauteilen. Wird ein
solches Bauvorhaben unter Verwendung des derzeitigen Modells geplant, ist dies
zwar mo¨glich, den vom Ru¨ckbau betroffenen Bauteilen wu¨rden jedoch, abha¨ngig
von Inhalt der Datenbasis, auch Varianten fu¨r deren Erstellung zugeordnet. Eine
entsprechende Kategorisierung der Datenbasis hinsichtlich der Art eines Vorgangs
wu¨rde die gezielte Anwendung der Zuordnungsphase fu¨r bestimmte Anwendungsfa¨lle
ermo¨glichen, indem dieser eine Vorgangskategorie der Datenbasis zugeordnet wird.
Fu¨r das genannte Beispiel des Ru¨ckbaus ist an dieser Stelle auch eine verfeinerte
4D-Darstellung zu erwarten, da von der Art des Vorgangs auf eine dem Sinn entspre-
chende Visualisierung geschlossen werden kann. So ko¨nnen beispielsweise erstellte
Bauteile eingeblendet und vom Ru¨ckbau betroffene ausgeblendet werden.
Definition von Vorga¨ngen: Fu¨r die Modellierung von Vorga¨ngen ist in Erweite-
rung des vorangegangenen Punktes eine Kategorisierung der Datenbasis ebenfalls
wu¨nschenswert. Infolge einer Klassifizierung von Vorga¨ngen auf Basis deren Zu-
geho¨rigkeit von Gewerken und Ausbaustufen, wie dem Rohbau oder Innenausbau,
ist eine verbesserte Planung unter Verwendung des vorgestellten Modells erreichbar.
Dies ermo¨glicht beispielsweise die Definition eines Vorgangs
”
Anstrich“ der Kate-
gorie Innenausbau, dessen Resultat sich nur auf die a¨ußere Materialschicht eines
Bauteils bezieht. Zwar unterstu¨tzt das vorgestellte Modell Bauteilbeschreibungen
fu¨r Resultate und Voraussetzungen von Vorga¨ngen mit beliebigem Detaillierungs-
grad, eine zeitliche Einordnung von Vorga¨ngen bezogen auf deren Ausbaustufe ist
jedoch bisher nicht mo¨glich. Die Zuordnung einer Vorgangskategorie der Datenbasis
zu einer Struktureinheit wu¨rde die Definition verschiedener Baustufen eines Bauteils
innerhalb des Bauablaufs ermo¨glichen.
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