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Esse documento descreve o processo de desenvolvimento de um sistema para gestão das
atividades exercidas pelos docentes, que tem o objetivo de facilitar o controle e avaliação
da Progressão ou Promoção de Carreira determinada pelo Conselho Diretor (CONDIR)
da Universidade Federal de Uberlândia. O sistema foi desenvolvido com a utilização do
framework de front-end Vue.js (linguagem JavaScript), enquanto que o back-end foi feito
utilizando o framework Laravel (linguagem PHP). Como banco de dados, foi escolhido
utilizar o banco de dados relacional MySQL .
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61 Introdução
Atualmente grande parte dos procedimentos realizados nas universidades é feito
de forma digital, como por exemplo as solicitações de matrícula dos alunos, os cadastros
na biblioteca e até mesmo o diário de classe. No entanto, ainda existem alguns processos
que são feitos de forma manual, sem a assistência de computadores.
Periodicamente, o Conselho Diretor (CONDIR) da Universidade Federal de Uber-
lândia emite uma resolução que regulamenta a avaliação docente no que se refere à Pro-
gressão ou Promoção de Carreira. Um dos pré-requisitos para a Progressão ou Promoção
é a obtenção da pontuação de referência da classe e nível para a qual o docente pode avan-
çar. Essa pontuação é calculada com base em todas as atividades realizadas pelo docente
no período avaliado, sendo que cada atividade tem o seu critério de pontuação, também
detalhado na resolução (CONDIR, 2017). Assim, cada docente da universidade precisa
submeter um relatório que descreve e comprova essas atividades. A data para submissão
é diferente para cada docente e varia de acordo com a data de contratação.
A universidade não possui um padrão bem deĄnido para criação do relatório dis-
criminando a pontuação obtida e nem um sistema computacional que os docentes possam
utilizar para realizar a gestão dessas informações. Por causa disso esse relatório é criado
de forma manual pelos docentes, que precisam sempre buscar em seus papéis impressos
e/ou computadores documentos que descrevam e comprovem como e quando cada uma
das atividades foram realizadas. Além disso, como cada docente pode fazer um relatório
com formato diferente, a leitura e interpretação dos mesmos pela comissão que o avaliará
a quem se destinam pode ser diĄcultada, já que a organização do conteúdo entre cada um
pode ser diferente, e, muitas vezes, até confusa.
1.1 Objetivos
O objetivo geral deste trabalho é implementar uma solução que possibilite a gestão
das atividades dos docentes e a geração dos relatórios a serem submetidos. Os objetivos
especíĄcos do trabalho proposto são:
1. Permitir que o docente registre suas atividades conforme elas forem sendo executa-
das;
2. Permitir que o docente visualize a sua pontuação atual e o quão próximo ele está
do próximo nível na sua progressão ou promoção de carreira;
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3. Capacidade de criação automática do relatório de atividades, utilizando as informa-
ções submetidas pelo docente no período (descrição das atividades, comprovantes,
etc.).
82 Detalhamento do Problema
2.1 Requisitos Funcionais
Requisitos funcionais são aĄrmações de serviços que o sistema deve fornecer, como
o sistema deve reagir à cada comando, e como o sistema deve ser comportar em situações
particulares. Em alguns casos, os requisitos funcionais também devem dizer o que o sistema
não deve fazer (SOMMERVILLE, 2007, p. 81). Os requisitos funcionais levantados antes
e durante o desenvolvimento da aplicação foram:
• Todos os usuários do sistema devem possuir um ou mais papéis, que determinam as
ações que eles serão permitidos executar no sistema.
• Um usuário com papel de administrador deve ser capaz de cadastrar, visualizar,
editar e apagar outros usuários, além de associar papéis.
• Um usuário com papel de secretário deve ser capaz de cadastrar, visualizar, editar
e apagar novos tipos de atividades no sistema. As seguintes informações devem ser
armazenadas em relação a um tipo de atividade
– Resumo: breve descrição do que se trata a atividade;
– Observação: alguma consideração em relação à atividade. Por exemplo, a
forma como será pontuada;
– Descrição da pontuação: descreve como a pontuação da atividade deve ser
calculada;
– Categoria: a qual categoria a atividade pertence, por exemplo Atividades de
Ensino ou Atividades de Orientação.
• Um usuário com papel de docente deve ser capaz de cadastrar, visualizar, editar e
apagar suas atividades no sistema. As seguintes informações devem ser armazenadas
em relação a uma atividade desenvolvida
– Identificador: número da atividade de acordo com com uma resolução do
Conselho Diretor da Universidade;
– Observação: alguma consideração que o docente deseja fazer em relação ã
atividade desenvolvida;
– Data de início e data de fim: período em que a atividade foi realizada;
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ao invés de a uma funcionalidade ou serviço em especíĄco (SOMMERVILLE, 2007, p. 82).
Os requisitos funcionais levantados antes e durante o desenvolvimento da aplicação foram
• Usabilidade: os usuários do sistema devem ser capaz de utilizar o sistema sem
diĄculdades após o período de aprendizagem;
• Implementação: o sistema deve ser desenvolvido utilizando tecnologias web para




Este capítulo apresenta os etapas desenvolvidas para na execução deste projeto.
O desenvolvimento compreende as seguintes etapas: escolha das tecnologias utilizadas,
modelagem de dados e desenvolvimento da aplicação em si.
3.1 Tecnologias Utilizadas
Este projeto foi desenvolvido em duas frentes: um desenvolvimento front-end e
outro back-end. O front-end foi baseado em um modelo, ou template, chamado CoPilot,
uma implementação em Vue.js do tema AdminLTE (desenvolvido com Bootstrap). Já o
back-end foi feito utilizando o framework Laravel, na linguagem PHP .
3.1.1 Vue.js
O Vue.js (pronunciado view) é um framework JavaScript progressivo, de código-
aberto, para a criação de interfaces de usuário. Iniciado em 2014 por Evan You, a ideia por
trás do framework era extrair tudo que ele gostou enquanto trabalhava com o AngularJS
e construir algo leve e sem os conceitos extras (CROMWELL, 2016). Assim, ao contrário
de outros frameworks monolíticos, o Vue.js foi projetado para ser adotável de forma in-
cremental e pode ser facilmente integrado com outras bibliotecas ou projetos existentes.
A Figura 2 mostra uma aplicação exemplo ŞHello, worldŤ criada utilizando o Vue.js.
Segundo a página principal do projeto (Vue.js, 2018), o Vue.js se caracteriza por
ser
• Acessível: não são necessários conhecimentos além de HTML, CSS e JavaScript
Figura 2 Ű Exemplo de renderização declarativa do Vue.js
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para começar a criar aplicações;
• Versátil: é um framework simples, capaz de lidar com aplicações pequeno ou grande
porte;
• Alta performance: a biblioteca miniĄcada do Vue.js tem tamanho de 20kb quando
comprimida com GZIP e tem mínima necessidade de esforço para otimizações.
3.1.2 AdminLTE
O AdminLTE é um template para desenvolvimento de dashboards ou Şpainéis de
controleŤ. Possui código-aberto, construído usando Bootstrap 3 e design responsivo. Entre
as principais características do AdminLTE estão
• Leve: mesmo possuindo diversas funcionalidades, ainda assim é leve e rápido;
• Alta compatibilidade: possui suporte para a maioria dos principais navegadores,
incluindo Safari, Internet Explorer 9+, Google Chrome, Firefox e Opera;
• Comunidade: por ser de código-aberto, dúvidas ou problemas encontrados po-
dem ser postados no repositório do projeto no GitHub1, onde qualquer membro da
comunidade pode prestar ajuda e propor soluções.
3.1.3 Bootstrap
O Bootstrap é a biblioteca de componentes front-end mais popular do mundo
(Bootstrap, 2018), e é voltado principalmente para o desenvolvimento de projetos mobile.
Todos os componentes oferecidos, como alertas, cartões e formulários, são responsivos,
ou seja, eles se redimensionam, se escondem, diminuem ou Ącam maiores dependendo do
tamanho do dispositivo em que a página é visualizada.
Atualmente a biblioteca está na versão 4, o que trouxe muitas melhorias em relação
a versão 3, como a simpliĄcação dos componentes de navegação. No entanto, a versão
usada pelo AdminLTE ainda é a 3.3.7 e por isso esta é a versão utilizada neste projeto.
3.1.4 CoPilot
O CoPilot é uma implementação em Vue.js baseado no template responsivo Ad-
minLTE, que por sua vez utiliza o framework Bootstrap. A Figura 3 mostra a página
inicial do CoPilot sem nenhuma customização.
Utilizar projetos como o CoPilot como base para desenvolver outras aplicações re-
duz o tempo necessário para iniciar o desenvolvimento e ajuda a evitar possíveis problemas
1 https://github.com/almasaeed2010/AdminLTE
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tornasse o framework PHP mais popular do mundo, somando mais de 30 mil ŞestrelasŤ
no GitHub (GitHub, 2017).
Segundo (BEAN, 2015), entre as principais vantagens do Laravel estão
• Modularidade: o Laravel é construído a partir de mais de 20 bibliotecas diferentes,
e ele mesmo é dividido em módulos. Além disso, ele utiliza o Composer5 como
gerenciador de dependências, o que faz com que todos esses componentes possam
ser facilmente atualizados;
• Testabilidade: o Laravel dispõe de diversas bibliotecas que facilitam a criação de
testes automatizados. É possível por exemplo visitar rotas, inspecionar o código
HTML resultante e simular um usuário autenticado sem precisar instalar dependên-
cias adicionais;
• Roteamento: existe grande Ćexibilidade na criação das rotas da aplicação. Por
exemplo, é possível até mesmo associar uma simples função anônima a um verbo
HTTP como GET ou POST ;
• Gerenciamento de configuração: a conĄguração da aplicação para o ambiente
atual é deĄnida em arquivo de texto de nome .env (dot env) na raiz do projeto. Isso
simpliĄca a instalação, migração e replicação do projeto para diferentes ambientes.
Por exemplo, as credenciais de acesso ao banco de dados ou ao servidor de e-mail
podem ser diferentes, ou as mensagens de erro precisam ser exibidas de outra forma,
ou simplesmente a conĄguração usada no desenvolvimento difere da de produção.
A Figura 4 mostra a estrutura de pastas de um projeto Laravel e o seu arquivo de
conĄguração.
Com o Laravel é possível criar facilmente controllers RESTful, que atendem as
especiĄcações REST (Representional State Transfer). REST é um estilo arquitetural que
deĄne um conjunto de restrições e propriedades baseadas no HTTP, com objetivo de
prover interoperabilidade entre sistemas na Internet. A principal abstração de informação
no REST é um recurso (REST API Tutorial, 2018). Para criar um controller no Laravel
que gerencia as requisições do recurso ŞusuárioŤ, basta executar o seguinte comando na
raiz do projeto:
php artisan make:controller UserController
Com isso será criado um arquivo UserController.php contendo métodos para
cada operação disponível para esse recurso. Depois, é necessário registrar a rota adicio-
nando a seguinte linha no arquivo api.php:
5 <https://getcomposer.org/>
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| DELETE | users/{id} | App\Http\Controllers\UserController@destroy |
+----------+----------- +---------------------------------------------+
Dessa forma, uma requisição do tipo GET para a rota /users retorna a lista de
usuários, enquanto que uma requisição do tipo POST contendo um objeto JSON para essa
mesma rota insere um novo usuário, conforme o exemplo a seguir. Toda a comunicação
feita entre o front-end e o back-end da aplicação é feita seguindo esse modelo.
curl -X POST \
http://localhost/api/users \







Outro ponto importante a ser mencionado é a forma de escolha do sistema de
banco de dados. Mesmo que a versão atual da aplicação desenvolvida esteja utilizando
o MySQL, o Laravel permite que o sistema de banco de dados utilizado seja facilmente
trocado, pois todas as consultas e operações foram feitas por meio de suas interfaces. Para
fazer a troca, basta que o parâmetro DB_CONNECTION seja alterado no arquivo .env. O
trecho de código a seguir mostra um exemplo de criação de um novo usuário no Laravel:
<?php
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É interessante citar também algumas outras bibliotecas que foram adicionadas
ao projeto na parte do back-end. O Twig6 é uma biblioteca PHP de templates que foi
utilizada para geração da tabela de atividades nos relatórios. Também foram usados o
wkhtmltopdf7 e Ghostscript8 para transformar a tabela de atividades em um arquivo PDF
e para juntar esse arquivo aos comprovantes anexados. Os pacotes Entrust9 e Passport10
foram utilizados para gerenciar o sistema de permissões e autenticação respectivamente.
3.1.6 MySQL
Para a persistência dos dados da aplicação foi escolhido o MySQL. O MySQL é
um sistema de gerenciamento de banco de dados relacional, de código-aberto, e é utilizado
por grandes empresas e organizações como Google, Yahoo! e NASA. Em 2007 já haviam
sido feitos mais de 100 milhões downloads do instalador do MySQL. Alguns fatores-chave
que contribuíram para a popularização do MySQL foram (GILMORE, 2006, pp. 477Ű481)
• Flexibilidade: o MySQL pode ser instalado em diversos sistemas operacionais
(Windows, Linux, MacOS, FreeBSD, etc.) e várias API s estão disponíveis para
as linguagens de programação mais populares como C++, Java e PHP ;
• Performance: desde o início esse foi um dos principais focos no desenvolvimento
do MySQL. Foram implementados ao longo do tempo funcionalidades como cache
de consultas e replicação de instâncias;
• Licenças flexíveis: além da licença comercial também é oferecida uma versão gra-
tuita licenciada sob a GPL11, o que signiĄca que se o seu programa também for
licenciado sob a GPL você pode até mesmo modiĄcar e redistribuir o código-fonte
do MySQL, desde que as mudanças também estejam de acordo com os termos da
licença;
• Comunidade ativa: como existem milhares de projetos que dependem do MySQL
para gerenciar vários tipos diferentes de informações como registros de log, e-mail,
conteúdo web, etc., também foram escritos centenas de tutoriais que cobrem todos os
aspectos do software. Se for necessário buscar suporte para um problema especíĄco







11 General Public License <https://www.gnu.org/licenses/gpl.html>
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3.2 Atividades Desenvolvidas
3.2.1 Análise de dados e diagramas da aplicação
A modelagem de dados é uma parte importante da modelagem de sistemas pois
deĄne a forma lógica dos dados processados. A técnica de modelagem de dados mais
utilizada é o modelo Entidade-Relacionamento-Atributo (ERA), que exibe as entidades,
seus atributos associados e os relacionamentos entre entidades. É interessante notar que
a UML12 não deĄne uma notação especíĄca para essa modelagem de banco de dados,
já que ela assume que o processo de desenvolvimento é orientado a objetos e que os
dados são modelados usando os objetos e seus relacionamentos. (SOMMERVILLE, 2007,
pp. 118Ű119).
O modelo ERA da aplicação é mostrado na Figura 5, gerado com auxílio do SQL
Power Architect13. Para completar esse modelo, um dicionário de dados é descrito na Ta-
bela 1. Como os modelos gráĄcos são geralmente pobres em detalhes, o dicionário de dados
pode ser utilizado para descrever mais detalhadamente as entidades e relacionamentos do
sistema.
Para melhor entendimento de como deveriam ser os Ćuxos da aplicação foi criado
um diagrama de casos de uso. Os casos de uso constituem uma técnica baseada em cenários
para o levantamento de requisitos. Eles identiĄcam interações individuais com o sistema
e podem ser documentados em forma de texto ou modelos UML que detalham mais o
cenário. Os elementos essenciais da notação de caso de uso são os agentes (atores) no
processo, representados como bonecos, e as classes de interação, representadas como uma
elipse com identiĄcação (SOMMERVILLE, 2007, pp. 102Ű103).
O diagrama da Figura 6 mostra os casos de uso gerais do sistema para os atores
docente, secretário e administrador. Esses atores também representam cada papel que
um usuário pode ter no sistema. Note que mesmo que para realizar quaisquer operações
no sistema os usuários precisem estar autenticados, a ação Şfazer loginŤ não foi incluída
como caso de uso, já que o processo de autenticação no sistema não é o foco.
3.2.2 Explicação das telas
Como o AdminLTE foi escolhido para servir de base para o front-end da aplicação,
não foi necessário desenvolver o layout desde o início, isto é, a organização dos menus e
conteúdo estava já pré-deĄnida. Quase todas as telas do sistema foram feitas no modelo
CRUD14, possuindo um botão para criar um novo registro, visualizar e/ou editar um
12 Linguagem de Modelagem Unificada
13 Ferramenta de modelagem de dados, disponível em <https://code.google.com/archive/p/
power-architect/>
14
Create, Read, Update, and Delete
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Figura 5 Ű Modelo Entidade-Relacionamento-Atributo (ERA) da aplicação
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Nome Descrição
atividades Atividades de um docente.
atividades_categorias Categorias de tipos de atividades segundo uma resolução
do conselho. Exemplo: Atividades de Ensino.
atividades_comprovantes Comprovantes das atividades submetidas.
atividades_tipos Tipos de atividades segundo uma resolução do conselho.
Exemplo: Artigo técnico-cientíĄco publicado em perió-
dico indexado.
cargos Denominações que um docente pode ter, segundo uma
resolução do conselho. Exemplo: Assistente, titulação M,
nível I, com pontuação de referência 630.
docentes Docentes que fazem uso do sistema.
docentes_cargos Relação entre um docente e a sua denominação atual.
permissoes_papeis Relações entre um papel e suas permissões.
permissoes Tipos de permissões do sistema, que permitem utilizar
alguma funcionalidade especíĄca. Exemplo: criar usuá-
rio.
regimes Regimes de trabalho que uma denominação (cargo) pode
ter. Exemplo: 40 horas.
relatorios Relatórios gerados para um período especíĄco, com a
lista de atividades e seus comprovantes.
resolucoes_conselho Resoluções emitidas pelo Conselho Diretor
papel_usuario Relações entre um usuário e seus papéis.
papeis Papéis do sistema, que representam um conjunto de per-
missões que um usuário possui.
usuarios Usuários utilizadores do sistema.
Tabela 1 Ű Dicionário de dados do modelo da Figura 5
.
registro existente e apagar um registro. Foi também implementado um Ąltro simples para
todas as telas que possuem tabelas. Se o campo ŞBuscaŤ acima da tabela estiver preenchido
e o botão ŞBuscarŤ for pressionado, é feita uma nova consulta na base dados que retorna
para usuário apenas as linhas em que pelo menos uma das colunas contém parte do texto
digitado no campo.
A Figura 7 mostra a tela onde são gerenciadas as atividades cadastradas a partir
de um determinada resolução do conselho. Como visto no modelo de dados (Figura 5),
os tipos de atividades sempre estão associados à uma resolução do conselho emitida em
determinado ano. Logo, é necessário selecionar a resolução desejada para gerenciar as
atividades da mesma através do campo de seleção no canto superior esquerdo da tabela.
Apenas usuários com um perĄl de secretário ou administrador possuem acesso de escrita
nessa tela, ou seja, apenas esses usuários são capazes de manipular essas informações. No
entanto, usuários com perĄl de docente podem visualizar esses dados normalmente.









Um dos motivos que justiĄcam a escolha das tecnologias utilizadas é que elas
foram selecionadas para aproveitar o desenvolvimento do projeto para aprofundar os co-
nhecimentos em tecnologias web, mas essa falta de experiência diĄcultou um pouco a im-
plementação de algumas funcionalidades. Ao utilizar o Laravel, por exemplo, é desejável
também ter conhecimento de quais funcionalidades foram implementadas ou depreciadas
nas versões mais recentes da linguagem PHP (atualmente versão 7.2.x), já que novas ver-
sões do framework quase sempre elevam a versão mínima do PHP para a mais recente e
estável da linguagem.
Com relação ao Vue.js, por se tratar de um framework relativamente novo, alguns
componentes ou bibliotecas menos populares ainda não possuem uma versão nativa para
uso. Para utilizar o bootstrap-fileinput1 , um componente usado no projeto para controlar
o upload de arquivos, foi necessário implementá-lo como um componente Vue.js.
Além das diĄculdades com as tecnologias, também houveram diĄculdades no que
diz respeito ao levantamento de requisitos, já foi necessário por exemplo revisar conceitos
de Modelagem e Engenharia de Software para a criação do diagrama de casos de uso
e modelo de dados. Além disso, os requisitos em si também se alteraram conforme a
evolução do sistema pois novas melhorias foram sendo levantadas, o que fez com algumas
regras deĄnidas inicialmente precisassem ser alteradas.
4.2 Estado Atual do Desenvolvimento
No estado atual do desenvolvimento, todo o Ćuxo principal proposto foi imple-
mentado. Os docentes podem cadastrar suas atividades e realizar a geração do relatório e
usuários com papel de secretário ou administrador podem cadastrar novos tipos de ativi-
dades ou níveis de progressão ou promoção de carreira. Foram implementadas até mesmo
algumas funcionalidades necessárias para uma melhor experiência de usuário, como uma
página de perĄl para que o próprio usuário consiga alterar seus dados básicos (e-mail,
senha, etc.) e um botão para envio de e-mail de recuperação de senha.
Outro ponto importante é que como não foram criados testes automatizados de
tela ou testes unitários, todos os testes de funcionamento do sistema precisam ser feitos
manualmente. Ou seja, atualmente não é possível garantir de forma fácil e com conĄança
1 <https://github.com/kartik-v/bootstrap-fileinput>
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que todas as funcionalidades implementadas continuam funcionando corretamente após
algum lançamento de versão.
O código-fonte do sistema pode ser encontrado repositórios a seguir. Na página
inicial de cada um (arquivo README), existem instruções detalhadas para instalação e
montagem do ambiente.
• <https://gitlab.com/vieiram2/scad-frontend>: Contém o código do front-end do
sistema;
• <https://gitlab.com/vieiram2/scad-backend>: Contém o código do back-end do sis-
tema. Esse repositório também possui uma carga inicial de dados, contendo por
exemplo as atividades da resolução de 2017 já cadastradas.
4.3 Trabalhos Futuros
Algumas funcionalidades que não foram especiĄcadas tiveram sua implementação
iniciada mas ainda foram completamente Ąnalizadas, por exemplo:
• GráĄcos na página principal que apresentam algumas estatísticas a respeito das
informações cadastradas no sistema como, por exemplo, a relação pontos/mês para
cada docente e o quão próximo determinado docente está de alcançar o próximo
nível na sua progressão ou promoção de carreira;
• Permitir fazer o cadastro ŞmassivoŤ de atividades por meio do botão ŞatividadeŤ
(ícone de documento), ao lado do botão Ş+ atividadeŤ. Nesse caso, é aberto ummodal
para a seleção de um arquivo no formato Ş.CSVŤ (Figura 14) cujo preenchimento
pode ser feito a partir do modelo obtido ao apertar o botão ŞModeloŤ . Caso opte
por cadastrar as atividades dessa forma, o docente pode inserir nesse arquivo os
dados de várias atividades de uma só vez, sendo que cada linha corresponde a uma
atividade. A desvantagem em fazer o cadastro dessa forma é que os comprovantes
precisam ser enviados em um segundo momento da forma ŞconvencionalŤ, por meio
da edição de atividades.
Também foram levantadas algumas ideias para facilitar ainda mais o uso da aplica-
ção e adicionar novas funcionalidades, porém elas não foram implementadas nessa versão
da aplicação por não estarem muito bem deĄnidas. Entre elas estão
• Cálculo automático de pontos: é desejável que fosse possível calcular automati-
camente a quantidade de pontos por atividade baseada em variáveis deĄnidas pelo





Durante o desenvolvimento do projeto foi possível colocar em prática conceitos teó-
ricos que não muito utilizados no dia-a-dia. Além disso, também surgiu uma oportunidade
de estudar novas tecnologias para resolver o problema apresentado. Isso contribuiu não
só para o desenvolvimento acadêmico como também para o desenvolvimento proĄssional.
As disciplinas de Modelagem de Software e Engenharia de Software oferecidas pelo
curso de Sistemas de Informação foram importantes, já que providenciaram boa parte do
conhecimento acadêmico necessário. Foram utilizados conceitos de modelagem de dados
para entender melhor os relacionamentos, e por meio dos modelos criados foi possível
encontrar soluções e entender ŞgraĄcamenteŤ o problema a ser resolvido.
Com a implementação do sistema, espera-se que os docentes sejam capazes de or-
ganizar melhor suas atividades realizadas e que consigam facilmente identiĄcar o quão
próximos estão de avançar na carreira. Além disso, espera-se também que como os rela-
tórios submetidos que foram gerados pelo sistema facilitem o processo de avaliação.
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