Abstract. Assuring compliant business processes is an important task of business process management, which is commonly supported by the use of business process models. As every compliance rule corresponds with a typical structure, the detection of those corresponds to a pattern matching problem. More specifically, we encounter the problem of subgraph isomorphism. In this paper we propose an automatic business process compliance checking approach that relies on a subgraph isomorphism algorithm and that is suitable for process models in general. As common subgraph isomorphism is a problem that can only be solved in exponential time, we use an algorithm that simplifies the problem through pre-processing. This makes the isomorphism solvable in polynomial time. With the approach, we aim at supporting decision makers in business process compliance management.
INTRODUCTION
The financial crisis has demonstrated impressively how difficult it is to adhere to legal regulations and internal as well as external compliance requirements concerning business processes. The financial crisis even aggravates the complexity by introducing more and tighter regulations for financial institutions (Caldwell 2009; Caldwell, Bace and Lotto 2009; Opromolla 2009 ). This trend towards more regulation has also had an impact on IS research. Throughout the last years, an increasing number of approaches to solve compliance issues were published in this research area (Abdullah, Indulska and Sadiq 2009) .
In this paper, we introduce a flexible model-driven business process compliance checking approach. It allows for specifying (nearly) any type of compliance rule, Eggert whose instances can be searched in any type of conceptual model. For this purpose, we make use of an efficient subgraph isomorphism (Ullmann 1976) approach. Its general applicability distinguishes our approach from existing ones. As the general subgraph isomorphism problem is only solvable in exponential processing time (Garey and Johnson 1979) , according algorithms are inefficient and not suitable for large process models. Therefore, we propose reusing a subgraph isomorphism algorithm that makes use of pre-processing, making the isomorphism itself solvable in polynomial time. A precondition for consistent pattern matching results is that the process models are semantically unambiguous. Therefore, we restrict our approach to business process models that are semantically standardized.
RELATED WORK

Business Process Compliance Checking
The concept of business process compliance denotes that the execution of certain processes complies with a set of regulations (Sadiq, Governatori and Namiri 2007) . Kharbili et al. (2008) classify the implementation of control mechanisms in three time-dependent phases "Design-Time Compliance Checking", "Runtime Compliance Checking" and "Backward Compliance Checking". In this paper, we focus on DesignTime Compliance Checking.
It is related to modeling compliance rules and process models. Notable research in this field has been done by Governatori et al. (2008) , Governatori et al. (2010) , Stijin et al. (2006 ), Wörzberger et al. (2008 , Sadiq et al. (2007) , Liu et al. (2007) . The approaches in this phase mainly focus on the extension or creation of modeling languages that are able to represent compliance rules or might be used for (semi-)automated compliance checking. One example is the Formal Contract Language (FCL) (Sadiq et al. 2007) . Within this approach, the identified controls are transformed into control rules and classified with particular control tags. These control tags combine control rules with process models. This allows for (automatic) assignment to corresponding process elements (Sadiq et al. 2007) .
Our approach differs from existing ones inasmuch it is generic and thus it abstracts from specific modeling languages. It is applicable to any modeling language that can be formalized as a graph (Harary 1969) . This means that both the models and the compliance rules are regarded as graphs, where the compliance rule graph is searched in the model graph. Searching for (small) graphs in (large) graphs corresponds with the problem of subgraph isomorphism known from algorithmic graph theory (Ullmann 1976). Regarding compliance checking as a subgraph isomorphism problem allows for representing compliance rules of arbitrary structure. This aspect constitutes another difference to existing approaches.
Subgraph Isomorphism
One of the most widely known matching algorithms is Nauty, developed by Mckay (1981) . This algorithm is based on group theory and computes the automorphism group of both the search graph and the subgraph which is then used to create a canonical labeling defining a node ordering. Subgraph isomorphism can be found by finding identical adjacency matrices of the two graphs in canonical form. This last verification step can be computed in O(n2) time. The construction of the canonical labeling, however, is a preprocessing step requiring exponential time in the worst case.
Messmer et al. (2000) extend this approach by proposing an algorithm for finding isomorphisms in a library of graphs. Their approach is based on a recursive decomposition of each graph into smaller subgraphs until the decomposed graphs consist of single nodes. The matching algorithm then exploits the fact that some decomposed graphs are identical and avoids redundant comparisons. In another work, the same authors include a decision tree into their algorithm that allows for matching an input graph against an entire library of graphs in O(n2) time with n being the size of the input graph (Messmer and Bunke 1999). This algorithm exploits both the facts that the underlying graphs are labeled and directed and accomplishes the subgraph search with impressive speed. While the construction of a decision tree is rather costly, the effort can be justified assuming that the processes in which patterns shall be searched do not change very often. Given this assumption, the decision tree has to be recomputed infrequently. This is why we chose this algorithm as a basis for our compliance checking approach (cf. Conte el al. (2004) for a detailed description of related algorithms).
PATTERN MATCHING
Definition of Compliance Rules
In general, there are an infinite number of compliance rules depending on the actual domain and subjective perception. As such, we are not able to explain and pro¬vide an exhaustive list of identification heuristics for all of the rules. Instead, we show an exemplary excerpt which is based on the German money laundry law (ger. Geldwäschegesetz, GWG) (cf. Becker et al. (2010) for a comprehensive list of compliance rules).
Two sample compliance rules are depicted as subgraphs in Figure 1 . A sequence requires a specific activity (here: "B") to be placed between two other subsequent activities (here: "A" and "C"). The corresponding subgraph is defined as GS=(VS,ES) with VS={A,B,C} and ES={(A,B),(B,C)}. Separation of duties requires two subsequent activities (here: "A" and "B") to be performed by two different people (here: "P1" and "P2"). The corresponding subgraph is defined as GS=(VS,ES) with VS={A,B,P1,P2} and ES={(A,B),(P1,A),(P2,A)}. Different types or names of the subgraph's vertices are realized by using a labeled graph. Unique names stored in the graph's labels are realized through semantic standardization (cf. previous section). Eggert
Fig. 1. Examples of Compliance Rules and Corresponding Subgraphs
3.2
The Messmer-Bunke-Algorithm for sub-graph isomorphism
To detect such compliance rule patterns in a library of process models we propose using an adapted version of the algorithm for subgraph isomorphism presented by MESSMER AND BUNKE in (Messmer et al. 1999 ). The algorithm operates on a number of a priori known model graphs (in our case the process models) and an input graph (the pattern). The basic idea of the algorithm is to compute all possible permutations of the adjacency matrices of the model graphs, with the vertex labels on the main diago¬nals of the adjacency matrices, and to arrange them in a decision tree during a pre-processing step. At runtime the adjacency matrix of the input graph is used to find identical matrices in the decision tree. The corresponding permutation matrices repre¬sent the searched subgraph isomorphism. The exact algorithm is given in (Messmer et al. 1999 ).
Algorithm Adaptation
There are a few modifications neces¬sary to account for particularities of our patterns. First, due to the possibility to incor¬porate wildcard elements standing for a number of arbitrary activities and prohibited activities into a pattern, we do not solve the traditional subgraph iso-morphism problem but rather a modified one in which two nodes of a pattern may be connected by a path of length k instead of being directly connected via a single edge.
To cope with this challenge we compute, for each of the model graphs, a distance matrix containing a vector of distances of all paths with maximum length k between any combinations of nodes. For each of these paths, we also associate a list of labels encountered on that path. During the creation of the decision tree, the distance matrix is treated analogously to the adjacency matrix. Thereby, for each row column element of the adjacency matrix that is associated to a node of the search graph, we also associate an appropriately permuted row column el¬ement of the distance matrix. If we now encounter a wildcard while searching the tree for a subgraph occurrence, we look up the entry of the distance matrix instead of the adjacency matrix and check if there exists a path being short enough. If the wildcard prohibits the occurrence of certain labels on the path, we additionally check if the candidate path is free of such labels.
Another problem of the original algorithm is that it solves the induced subgraph problem. That is, it requires for each edge between nodes in the model graph the presence of an edge between the associated nodes in the pattern. However, we are interested in any match of our pattern regardless of additional edges between nodes of the model graph. To adapt the algorithm in such a way that it finds every pattern, we again need to extend the decision tree. The original tree has, on each level k, a node for each permutation of an adjacency matrix of all the subgraphs of size k. Our modification is that we do want to include not only all these subgraphs but, for each of the subgraphs GS, additional subgraphs being equal to GS except that an arbitrary set of edges has been removed. When searching a pattern we can then not only find an occurrence with nodes being connected exactly as it is specified in the pattern graph but we also find any occurrence having additional edges in the model graph by matching it to one of the newly incorporated tree nodes for which exactly these edges have been removed.
A third issue with the algorithm is that we interpret the building block type assigned to a vertex as its label. However, it might be that there are certain attributes of vertices that might be of relevance when defining a pattern. Consequently, a pattern should only be returned if, besides the labels of the vertices, the corresponding attributes of the vertices also match each other. A straightforward solution to this problem would be to interpret the combination of building block type and attribute as the label of a vertex. Unfortunately, this demands that, when creating a compliance rule pattern, a value has to be assigned to all available attributes of vertices. Thus, this solution is not an option, since many patterns will leave certain attribute values unspecified. The only other option left is to apply the algorithm with labels being building block types and to subsequently check each identified occurrence of the pattern for correctness of attributes. During this post-processing step, each identified subgraph whose attributes do not match the pattern is discarded.
OUTLOOK
In the short term, research will continue along two consecutive lines. We first in¬tend to implement the algorithm in order to test it on a large library of business processes. In a second step we aim at defining a large set of compliance rule patterns. With these two librar¬ies of both input graphs as well as process models we intend to conduct an empirical analysis of the algorithm's practical runtime behavior, since the algorithm has to prove its efficiency not only theoretically but also in practice. Results will point to further optimiza¬tion potential of the extended algorithm.
Although the relevance of our approach was confirmed in preliminary discussions with compliance experts in the financial sector, the support of compliance management experts through the introduced approach must be shown in detail through qualitative and quantitative studies. 
