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INTRODUCTION GENERALE 
Les ensembles ordonnés apparaissent souvent comme structures sous-jacentes à des situations que 
l'on rencontre en informatique. Un problème classique peut s'énoncer de la manière suivante : Un 
ensemble de tâches doit être executé par une machine monoprocesseur. Ces tâches sont liées par des 
contraintes de précédence, c'est-à-dire que certaines d'entre elles ne peuvent être éffectuées avant 
certaines autres. On peut modéliser ce problème par un graphe : chaque tâche est représentée par un 
sommet tandis qu'un arc représente une contrainte. Si le graphe obtenu a un circuit, il n'existe pas 
d'ordonnancement des tâches compatible avec les contraintes. Si le graphe est sans circuit, la fermeture 
réflexo-transitive de ce graphe est un ordre, de plus tout ordonnancement valide des tâches correspond à 
une extension linéaire de 1 'ordre. On peut être amené à rechercher un ordonnancement optimisant un 
certain critère de coût, par exemple une pénalité est due chaque fois que deux tâches consécutives de 
l'ordonnancement n'ont pas de relation de contraintes entre elles. Minimiser le nombre de pénalités est 
un problème connu sous le nom de "nombre de sauts". Représenter les tâches et leurs contraintes est 
donc équivalent à la représentation d'un ensemble ordonné. Si l'on veut coder un ordre par des mots de 
longueur égale au nombre d'éléments de l'ordre, le codage minimum comprendra un nombre de mots 
égal à la dimension de 1' ordre. 
L'étude des extensions linéaires, en dehors de toutes préoccupations liées à des applications prati-
ques, a connu un développement considérable au cours de ces dernières années, notamment au travers 
de trois problèmes: 
- nombre d'extensions linéaires 
-dimension 
- nombre de sauts. 
Les congrés de Banff en 1981 et 1984, Arcata en 1985 et celui, à venir, d'Ottawa en 1987 
témoignent de l'intérêt porté à l'étude des ensembles ordonnés. Si dans un premier temps, ces recher-
ches avaient un aspect essentiellement mathématique (combinatoire et structurel), l'aspect algorithmique 
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(classification du point de vue de la complexité et production d'algorithmes) intéresse de plus en plus 
les chercheurs. C'est essentiellement ce dernier aspect que· nous allons développer dans les pages qui 
vont suivre. 
Cette thèse reprend le contenu de quatre articles ([7], [9], [10] et [11]), la plupart de ces articles 
sont collectifs, les coauteurs étant M. HABm, M HAMROUN et R. JEGOU. 
Le premier chapitre fixera les notations et définira les problèmes généraux. Le corps de ce 
chapitre sera essentiellement constitué de l'étude de la classe des ordres de Dilworth, ordres pour 
lesquels il existe une extension linéaire qui est aussi une partition minimale en chaînes de l'ordre. Nous 
montrerons en particulier que la sous-classe des ordres sans cycle alterné (mise en évidence par D. 
DUFFUS, I. RIVAL et P. WINKLER) est polynomialement reconnaissable. Pour cela nous généralise-
rons des résultats de M.C. GOLUMBIC et C.F. GOSS obtenus sur les graphes bipartis à cordes. Nous 
prouverons aussi que le problème général de la reconnaissance des ordres de Dilworth est NP-complet, 
ce qui nous permettra de retrouver comme cas particulier le résultat de W.R. PULLEYBLANK sur la 
NP-complétude du nombre de sauts. Enfm, nous donnerons un algorithme linéaire de reconnaissance des 
ordres de Dilworth de hauteur 1. 
Dans le deuxième chapitre, nous nous intéresserons aux extensions linéaires gloutonnes, classe 
particulière d'extensions linéaires obtenues en utilisant la règle: "montez aussi haut que vous pouvez". 
Nous prouverons notamment l'existence d'un générateur glouton pour tout ensemble ordonné et pour-
rons ainsi définir la notion de dimension gloutonne. Nous exhiberons un certain nombre de classes pour 
lesquelles il y a égalité entre la dimension classique et la dimension gloutonne. Le calcul de la dimen-
sion étant NP-difficile, l'intérêt algorithmique de l'utilisation des extensions linéaires gloutonnes devient 
évident. En ce qui concerne le nombre de sauts, nous reproduirons un résultat dû à H.A. K.IERSTEAD 
prouvant que la reconnaissance de la classe pour laquelle il existe une extension linéaire gloutonne non 
optimale pour le nombre de sauts est un problême NP-complet. La technique utilisée nous a fortement 
inspirés pour établir de nouvelles réductions qui seront vues au chapitre trois. 
Le chapitre trois contiendra 1' étude des parcours en profondeur dans les ensembles ordonnés, nous 
rappellerons les propriétés principales des recherches en profondeur dans les graphes ainsi que certaines 
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de ses applications les plus intéressantes. Nous verrons comment certains paramêtres calculés lors d'une 
recherche en profondeur peuvent être interprétés en tant qu'extensions linéaires particulières. Nous prou-
verons que les extensions linéaires dfgloutonnes, introduites par O. PRE1ZEL, peuvent être calculées 
par un parcours en profondeur. Nous verrons en quoi les extensions linéaires dfgloutonnes sont un outil 
inapproprié pour l'étude de la dimension et du nombre de sauts. Nous établirons deux résultats de 
NP-difficulté concernant conjointement extensions linéaires dfgloutonnes et nombre de sauts. Nous 
montrerons que 1' on peut définir la dimension dfgloutonne mais que 1 'égalité avec la dimension clas-
sique n'est vérifiée que sur un petit nombre de classes, par contre nous donnerons des preuves très 
courtes de résultats déjà connu sur la dimension dfgloutonne. 
CHAPITRE 1 
EXTENSIONS LINEAIRES ET ORDRES DE DILWORTH 
CHAPITRE 1 
EXTENSIONS LINEAIRES ET ORDRES DE DILWORTH 
1 INTRODUCTION ET NOTATIONS 
n apparaît nécessaire en début de ce chapitre de définir les notions qui seront utilisées et de fixer 
les notations. La première partie de ce chapitre sera donc consacrée aux définitions principales et à 
l'exposé des problèmes généraux envisagés. La deuxième partie traitera de la reconnaissance de la 
classe des ordres de Dilworth et de certaines de ses sous-classes. 
1.1 GRAPHES ET ENSEMBLES ORDONNES 
Nous rappelons brièvement les définitions de base usuelles en théorie des graphes et en théorie des 
ensembles ordonnés. Ces définitions sont données sous une forme sommaire, pour plus de préci-
sions on pourra se reporter à: 
C. BERGE, "Graphes et hypergraphes", Dunod, Paris, 1973. 
et à 
M. BARBUT, B. MONJARDET, "Ordre et classification. Algèbre et combinatoire", Hachette, 
1970. 
définition 1 : Un graphe simple orienté fini G=(X, U) est un couple constitué de 
1/ un ensemble X= {xl'x2, ... ,xn}. Les éléments sont appelés sommets. 
2/ un ensemble U= {ul'u2, ... ,um} c XxX. Les éléments sont appelés arcs. 
définition 2 : Un graphe simple non orienté fini G=(X,E) est un couple constitué de 
11 un ensemble X= {xl'x2, ... ,xn}. 
21 un ensemble E= {e1,e2, ... ,em}, chaque ei étant une partie à deux éléments de X. Les 
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éléments de E sont appelés arêtes. 
définition 3 : Un chemin J.L=( y pY2, ... ,yq) est une séquence de sommets de 0 telle que pour tout 
i, (y i'Yi+ 1) est un arc de O. Un circuit est un chemin pour lequel y 1 =Y q' bien entendu, un circuit 
est défini modulo l'équivalence ( Yp y2, ... , Yq)- (Yi' Yi+1' ... , Yi-1 ). 
définition 4 : Soit O=(X,U) un graphe orienté, on défini~ Ot=(X,Ut) la fermeture transitive de 0 
par: 
(y,y') E ut s'il existe un chemin de 0 allant de y jusqu'à y'. 
remarque : La fermeture transitive d'un graphe 0 est définie de manière unique. C'est aussi le 
plus petit graphe transitif contenant O. 
dérmition 5: Or=(X,Ur) est une réduction transitive du graphe orienté O=(X,U) si : 
1/ pour tous y et y' dans X tels qu'il existe un chemin de 0 reliant y à y' alors alors il existe un 
chemin de or reliant y à y'. 
2/ pour tout arc (y,y') de or, tout chemin de or reliant y à y' utilise l'arc (y,y'). 
remarque : La réduction transitive d'un graphe n'est pas-définie de manière unique. Cependant si 
le graphe est sans circuit, cette réduction est unique, on 1' appelle alors graphe de Hasse et on le 
h h note 0 =(X,U ). 
définition 6: O'=(X,U') est dit équivalent à O=(X,U) orienté si uh c U'c ut. 
remarque : L'ensemble des graphes équivalents à un graphe donné, ordonné par inclusion, est un 
treillis dont l'infimum est le graphe de Hasse et le supremum la fermeture transitive. 
définition 7 : Un ensemble ordonné fini P=(X~) est un couple constitué de : 
11 un ensemble de sommets X={xl'x2, ... ,xn}. 
2/ une relation binaire ~ vérifiant : 
al réflexivité : '7 x e X, x ~p x 
b/ antisymétrie : '7 x,y e X, ( x ~ y et y ~ x ) => x = y 
cl transitivité: '7 x,y,z e X, (~p y et y~ z) => x ~pz 
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remarque : Par abus de langage, dans tout ce qui suit , nous appellerons ensemble ordonné tour 
graphe ayant une structure sous-jacente équivalente à celle de la définition 7. En particulier, tout 
élément du treillis des graphes équivalents d'un graphe orienté sans circuit sera traité comme un 
ensemble ordonné. On pourra éventuellement considérer que les propriètés de transitivité et d'anti-
réflexivité définissent correctement un ensemble ordonné. 
remarque :Dans le cas d'un ensemble ordonné, on emploiera indifféremment les termes de graphe 
de Hasse ou de graphe de oouverture ou de diagramme. 
définition 8 : La relation de couverture notée -< se définit par : 
x -<p y => x <p y et 'V z, x ~ z ~ y => (x=z ou y=z) . 
1.2 INVARIANTS DE COMPARABn..ITE ET EXTENSIONS LINEAIRES 
Nous allons maintenant aborder une série de définitions plus spécifiquement liées aux problèmes 
qui nous concernent directement. 
définition 9 : On appellera orientation transitive d'un graphe non orienté, une application ct> qui à 
toute arête [a,b] associe un et un seul des deux arcs {a,b) ou {b,a) de sorte que le graphe orienté 
obtenu est le graphe d'une relation d'ordre partiel au sens de la définition 7. 
remarque : Certains auteurs définissent une orientatation transitive en exigeant que le graphe résul-
tant soit seulement transitif, mais comme nous n'aborderons pas ce cas plus général, nous avons 
préféré nous limiter à cette définition plus restrictive. 
définition 10 : Un graphe non orienté est un graphe de comparabilité s'il admet une orientation 
transitive au sens de la définition 9, en d'autres termes c'est un graphe sous-jacent d'un certain 
ensemble ordonné. 
remarque : On pourra se documenter sur les invariants de comparabilité en consultant D. KELLY 
[41]. 
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définition 11 : Un invariant de comparabilité est une fonction qui prend la même valeur sur toutes 
les orientations transitives d'un graphe de comparabilité. De la même manière on peut définir des · 
propriétés de comparabilité, i.e. si une propriété est vraie sur une des orientations transitives du 
graphe alors elle est vraie sur toutes ( e.g. propriété du point fixe). 
définition 12 : Soient G=(X,U) et H=(Y,V) deux ensembles ordonnés avec X n Y = 0. Soit xe 
X, la substirotion de x par H dans G est 1' ensemble ordonné G~ =(Z,W) défini par : 
Z = (X-{x}) u Y 
W = V u {(z,z') e U tq z =~:-x et z'=~:- x } 
u {(z,z') 'V z' eV si (z,x) e U } 
u {(z,z') 'V ze V si (x,z') e U } 
théorème: (B. DREESEN, W. POGUNTKE, P. WINKLER [18]) 
Soit p un paramètre sur un ensemble ordonné, p est un invariant de comparabilité si et seulement si 
'V G, V H, 'V x e G on a : 
L'objet de cette thèse est l'érode de deux invariants de comparabilité liés aux extensions 
linéaires, à savoir la dimension et le nombre de sauts. Les premières preuves de l'invariance de ces 
deux paramètres sont dues respectivement à J.C. ARDITII [4] et à M. HABffi [31]. Nous n'abor-
derons pas 1 'érode du troisième invariant classique des extensions linéaires qui est le nombre 
d'extensions linéaires, la démonstration de l'invariance de ce paramètre est attribuée à R. 
STANLEY par M.C. GOLUMBIC dans [29]. 
En 1930, E. SZPILRAJN [68] démontre que tout ordre partiel peut être prolongé en un ordre 
total. Dans le cas qui nous intéresse, c'est-à-dire le cas fini, ce résultat est simple à démontrer. On 
ajoute une comparabilité quelconque entre deux éléments incomparables, on obtient ainsi un graphe 
orienté sans circuit, on le ferme transitivement, puis on répète le procédé jusqu'à obtenir un ordre 
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total, la ·finitude de 1' ordre entraînant celle du procédé. 
dérmition 13 : Soit P=(X~) un ordre partiel fini, 't est un ordre total contenant P si 
x Sp y => x s't y 
'test appelée extension linéaire de P. 
exemple 
a 
d 
c 
b b 
a a 
b 
un ordre et ses cinq extensions linéaires 
figure 1 
c d c 
d c d 
a a 
b b 
c 
a 
d 
b 
La notion d'extension linéaire est familière aux informaticiens qui parfois la connaissent sous 
le nom de tri topologique ou ordonnancement Prenons un ensemble de tâches {Pi}, ie 1, à traiter 
par une machine monoprocesseur, certaines tâches ne pouvant être exécutées avant d'autres. 
Trouver· un ordonnancement compatible de ces tâches, c'est trouver une extension linéaire de 
l'ensemble ordonné induit par les contraintes entre tâches (si le graphe a un circuit, on est en situa-
tion d'interblocage). D.E. KNUTH et JL. SW ARCFITER [47] ont décrit un algorithme calculant 
toutes les extensions linéaires. 
définition 14 : On appelle générateur d'un ordre partiel P=(X,Sp). tout ensemble {'t1,'t2, ... ,'tk} 
d'extensions linéaires de P tel que 
P = 'tl (Î 'tz (Î ••• (Î 'tk 
En 1941, B. DUSHNIK et E.W. MILLER [19] ont défini la dimension d'un ordre partiel P comme 
. 12. 
le cardinal minimum d'un générateur. On appellera base tout générateur réalisant la dimension. On 
notera dim(P) cet invariant 
exemple 
d 
a 
un ordre de dimension 3, une base étant adbefc 
adbcef 
beacdf 
figure 2 
e 
b 
remarque : La dimension d'un ordre partiel peut être interprétée comme le nombre minimum de 
mots (extensions linéaires) nécessaires au codage de cet ordre partiel. 
Pour connaître les principaux résultats sur la dimension, on pourra consulter l'excellent 
papier dû à D. KELLY et W.T. TROTTER [43] dans lequel on trouvera, en outre, une abondante 
bibliographie concernant ce sujet. 
A l'origine, Je nombre de sauts (1971) (attribué à J. KUNTZMANN et A. VERDILLON par 
M. CHEIN et P. MARTIN [13]) a été présenté comme un problème relevant typiquement de la 
théorie des graphes. 
"Quel est le nombre minimum d'arcs à ajouter à un graphe orienté sans circuit pour le rendre 
hamiltonien, c'est-à-dire pour qu'il existe un chemin orienté passant par tout les sommets?" 
Depuis lors, ce problème a été placé dans le cadre de la théorie des ensembles ordonnés. 
définition 15 : Soit P=(X,~p) un ensemble ordonné fini. Soit 't = x1 x2 ... xn une extension linéaire 
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de P, le nombre de sauts de 1:, noté s(P,'t), est le nombre de couples (x. , x. 1) de 1: tels que 1 1+ 
xi Il xi+l (xi incomparable à xi+l). 
Le nombre de sauts de P, noté s(P), est défini par: 
s(P) = min { s(P,1:) , 1: e L(P) } 
Une ~xtension réalisant le nombre de sauts est dite optimale. On note O(P) l'ensemble des exten-
sions "linéaires optimales. 
exemple 
h 
d 
a b c 
cet ordre a quatre sauts. Une extension linéaire optimale étant adfcgfbeh/fi/j 
figure 3 
remarque : Pour illustrer la notion de nombre de sauts, une exemple désormais classique. 
"Comment ordonner les chapitres d'un cours de sorte qu'il y ait le moins de ruptures possibles dans 
la continuité de l'enseignement?" 
Contrairement au problème de la dimension, il n'existe par d'article sur le nombre de sauts 
faisant le bilan des résultats obtenus et des techniques utilisées. Nous rappelons un certain nombre 
de références en omettant toutefois celles qui seront citées plus loin dans le texte. On pourra 
consulter M. CHEIN et M. HABIB [12], C.J. COLBOURN et W.R. PULLEYBLANK [16], M.H. 
EL-ZAHAR et 1. RIVAL [22], G. GIERZ et W. POGUNTKEE [28], M.M. SYSLO [64,65] et M. 
TRUSZCZYNSKI [78]. 
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1.3 COMPLEXITE 
Au cours des différents chapitres, nous démontrerons plusieurs résultats de complexité. En fait, 
nous prouverons que certains problèmes sont NP-complets ou NP-difficiles tandis que d'autres sont 
polynomiaux. Pour ces derniers, nous évaluerons la complexité des algorithmes proposés. Un rappel 
de la signification des termes employés ci-dessus nous apparaît nécessaire. Pour plus de précisions 
on pourra se reporter à M.R. GAREY et D.S. JOHNSON [27]. 
dérmition 16 : d étant une donnée du problème P, on peut définir tA (d) comme étant le nombre 
d'opérations élémentaires nécessaires pour parvenir à la solution de P avec la donnée d en utilisant 
l'algorithme A. 
TA (n) =max {tA (d) 1 d de taille n} 
est la mesure de la complexité en temps au sens du plus mauvais cas de l'algorithme A. 
Cependant, un calcul exact de T A(n) s'avère en général très difficile voire impossible, c'est 
pour cette raison que l'on se contente d'un majorant de cette fonction. En particulier, nous utilise-
rons la notation de D.E. KNUTH [46]. 
Soient f : N -> R et g : N -> R , on dira que f e O(g) si 
3 C>Ü , 3 Do e N , 'V n ;:: n0 f(n) ~ cg(n) 
remarque : comme nous travaillerons uniquement sur des graphes (ou ensembles ordonnés ), nous 
utiliserons deux paramêtres pour définir la taille de la donnée, n désignera le nombre de sommets 
tandis que rn dénotera le nombre d'arêtes (ou d'arcs). 
Soient P 1 et P2 deux problèmes de décisions. On notera D(Pi) l'ensemble des données de Pt 
définition 17 : On dira que P 1 se transforme polynomialement en P 2 si il existe 
f: D(P1) -> D(P2) telle que 
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al 'V i e D(P 1), le temps de calcul de f(i) est borné par un polynome en la taille de i. 
b/ i est une donnée à réponse positive de P 1 si et seulement si f(i) est une donnée 
à réponse positive de P2. 
remarque : On dit aussi que P 1 se réduit polynomialement à P 2. On notera cette relation P 1 a. P 2. 
a. est transitive. Cette notation signifie que P 2 est au moins aussi difficile que P 1. Les réductions 
que nous établirons, utiliseront toutes le problème de la satisfiabilité comme problème P 1, nous 
allons donc décrire ce problème. 
Soit U = { ul' u2, ... , un} un ensemble de variables booléennes. Une fonction de vérité sur 
u est une fonction f: u -> {Vrai • Faux}. Si u E u, u et usont des littéraux sur u. Le littéral u 
(resp. u -) est satisfait par f si f(u) = Vrai (resp. f(u) = Faux ). Une clause C est un ensemble de 
littéraux sur U. Une clause est satisfaite si l'un de ses littéraux est satisfait. Une collection de 
clauses F (ou formule) est satisfiable si et seulement si il existe une fonction de vérité satisfaisant 
simultanément toutes les clauses de F. 
Le problème de la satisfiabilité peut s'exprimer ainsi : 
SA TISFIABILITE (SA T) 
données: un ensemble de variables U = { u1, u2, ... , un}, 
une collection de clauses F = { c1, c2, ... , Cm} sur U. 
question : F est-elle satisfiable ? 
Le théorème de S.A. COOK [17] établit que ce problème de décision est NP-complet. C'est 
le premier problème à avoir été rangé dans la classe des problèmes NP-complets. Ce théorème a 
nécessité une preuve directe, mais depuis, de très nombreux problèmes sont entrés dans cette classe 
en utilisant la technique suivante. 
Soit P un problème de décision. Pour prouver qu'il est NP-complet (NPC), il suffit de montrer: 
i/Pe NP 
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ii/3Qe NPC,QaP 
remarque : Pour montrer qu'un problème appartient à la classe NP nous utiliserons la technique 
classique, i.e. un algorithme non déterministe fournit la solution, on peut vérifier en temps polyno-
mial que c'est une bonne solution, i.e. à réponse positive. 
Un problème de décision ne satisfaisant que la condition ii/ est dit NP-difficile ( nous ne parlerons 
pas de la réduction de Turing permettant de définir correctement cette dernière classe). 
2 ORDRES DE DIL WORTH 
2.1 INTRODUCTION 
Toute extension linéaire 't = x1x2 ... xn de P=(X,~) peut s'écrire sous la forme 
t = c0c 1 ... Cs où les Ci sont les chaînes maximales de t, i.e. "i/ i , 0 ~ i ~ s-1 , 
Sup (Ci) Il Inf (Ci+ 1) ( Sup étant le plus grand élément de la chaîne et Inf le plus petit ). 
On peut donc interpréter le nombre de sauts comme étant l'indice minimum de partition en 
chaînes ordonnables de 1' ordre P moins un. Cette décomposition en chaînes sous contraintes 
rappelle la décomposition plus classique en chaînes et le célèbre théorème de Dilworth. 
définition 18 : Soit P = (X~) un ensemble ordonné, A = {C 1, c 2, ... , Ck } est une partition en 
chaînes de psi les ci sont des chaînes de p deux à deux disjointes et si cl u c2 u ... u ck =x' 
oii les Ci sont considérées comme des ensembles de sommets. L'indice de C-partition de P, noté 
p(P), est le nombre minimum de chaînes nécessaires pour une telle partition de P. 
définition 19 : A = {sl' s2, ... , sk } est une antichaîne de P = (X.~p) si si Il sj "i/ i *' j. La largeur 
d'un ensemble ordonné est le cardinal maximum d'une antichaîne. Ce paramètre, noté w(P), est un 
invariant de comparabilité. 
théorème: ( R.P. DILWORTH [18]) 
Soit P = (X,~) un ensemble ordonné alors p(P) = w(P). 
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remarque : Bien que nous nous intéressions qu'au cas fini, on peut noter que le théorème de 
Dilworth est valable dans le cas infini. Une conséquence directe du théorème de Dilworth : l'indice . 
de C-partition est aussi un invariant de comparabilité. 
On déduit de l'interprétation du nombre de sauts comme décomposition en chaînes et du 
théorème de Dilworth : 
s(P) ;::: w(P) - 1 
Voici un exemple où l'égalité est atteinte 
g 
d 
a b 
figure 4 
h 
f 
c 
définition 20: On appelle ordre de Dilworth tout ensemble ordonné pour lequel 
s(P) = w(P) - 1 
2.2 ORDRES SANS CYCLE AL TERNE 
Les cycles alternés semblent jouer un rôle très important en théorie des ensembles ordonnés; par 
exemple un ordonné de hauteur 1 a la propriété du poirit fixe si et seulement si il ne contient pas 
de cycle alterné [ ] (cette condition n'est que nécessaire pour les ordres quelconques ). Un résultat 
de D. DUFFUS, I. RIVAL et P. WINKLER [20] établit que si un ordre est sans cycle alterné alors 
c'est un ordre de Dilworth. 
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Au congrés de Banff (1984), M.M. SYSIO [66] demandait si la reconnaissance des ordres 
sans cycle alterné était polynomiale ou non. En faisant un parallèle avec la technique de reconnais-
sance des graphes triangulés et en utilisant des résultats dus à M.C. GOLUMBIC et C.F. GOSS sur 
les graphes bipartis sans couronne, nous avons prouvé dans [7] que cette reconnaissance était poly-
nomiale, c'est ce que nous présentons ci-après. 
2.2.1 CARACTERISATION DES GRAPHES BIPARTIS SANS COURONNE 
définition 21 : Un graphe biparti G = (X, Y, E) est sans couronne si tout cycle de longueur stric-
tement supérieure à 4 admet une corde. 
G - S est le sous-graphe de G induit par 1' ensemble de sommets (X u Y) - S. 
Adj(x) = { y e X u Y 1 {x,y} e E } 
définition 22 : Un sommet x est simplifiable si 1 Adj(x) 1 = 1 (autrement dit c'est un sommet 
pendant ). Une arête e=xy est simplifiable si Adj(x) u Adj(y) induit un graphe biparti complet 
e f g h 
a b c à 
Les arêtes simplifiables sont en double-trait. 
figure 5 
ai désignera un ensemble contenant soit un sommet, soit deux sommets extrémités d'une même 
arête. 
Soit cr= ( a1, ~· ... , ak) une séquence de tels ai. Notons Si = a1 u a2 u ... u ai en posant 
s0 = 0. Nous dirons que cr est un schéma d'élimination de G si : 
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( 1) G - Sk ne contiem pas d'arêtes, 
(2) ai est un sommet simpli:fiable de G - Si_1 ou, 
ai est une arête simpli:fiable de G- Si_1 et il n'y a pas de sommet simplifiable 
dans G- s. 1 1-
Ce schéma d'élimination est une amélioration du schéma parfait d'élimination des arêtes défini 
dans M.C. GOLUMBIC et C.F. GOSS [30]. 
lemme 1 :Tout sous-graphe d'un graphe biparti sans couronne est sans couronne. 
preuve : trivial 
lemme 2 : Tout graphe biparti sans couronne possède une arête simplifiable. 
preuve : la preuve de ce résultat dû à M.C. GOLUMBIC et C.F. GOSS se trouve dans [30]. 
théorème 1 : Un graphe biparti est sans couronne si et seulement si il admet un schéma d'élimina-
ti on. 
preuve : Si G est sans couronne, le résultat est immédiat en utilisant les lemmes 1 et 2. 
Réciproquement supposons que G ait une couronne. Nous allons montrer que G - Si contient 
un cycle sans corde de longueur strictement plus grande que 4 pour toutes les valeurs de i à condi-
tion que les suppressions effectuées soient conformes à un schéma d'élimination. 
Lorsque nous enlevons· un sommet simplifiable ai, celui-ci n'ayant qu'un seul voisin il ne 
peut appartenir à un cycle et donc le cycle de G- Si_1 est toujours dans G - Si. 
TI est évident qu'une arête appartenant à un cycle de longueur strictement plus grande que 4 
ne peut être simpli:fiable. TI s'ensuit que si une arête e=xy est simpli:fiable et si sa suppression 
détruit un cycle de longueur strictement plus grande que 4 alors uniquement l'un des deux parmi x 
et y appartenait au cycle ( x, par exemple ). 
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Soit C = { Xp x2, ... , x2q }, q>2, le cycle détruit par la suppression de x= x1 (figure 6 ). 
y 
.. 
1 ', " 
1 ' " 
' " r ', " 
1 ' " 
1 'v" 
1 " ' 
1 " ' 
" ' 1 " ', 
1 " :~o-
1 , ... ----- ', If:'---
z 
figure 6 
x 2q-3 
q 
x 2q-1 
D'après la définition d'un schéma d'élimination, y n'est pas un sommet simplifiable ce qui 
assure 1 Adj(y) 1 > 1, et donc il existe un sommet z -:# x1 tel que yz soit une arête de G - Si-l" z a 
les mêmes voisins que xl' donc les arêtes zx2 et zx2q sont dans G- Si-l" D'autre part si z = x3, 
x5, ... , x2q-l, nous pourrions exhiber une corde dans le cycle C, ce qui contredirait 1 'hypothèse. 
Nous pouvons maintenant conclure que C'= {z, x2, ... , x2q } est un cycle sans corde et 
qu'il appartient à G ·- Si ( voir figure 6 ). Si un graphe biparti contient une couronne, n'importe 
quel sous-graphe obtenu par le schéma d'élimination contient une couronne, et donc il n'existe pas 
de schéma d'élimination capable d'épuiser toutes les arêtes du graphe. 0 
Ce procédé d'élimination nous fournit un algorithme manifestement polynomial pour recon-
. 
naître si un graphe biparti est sans couronne. L'algorithme peut se décrire plus précisément par : 
données: G=(X,E) un graphe biparti 
H<- G 
répéter 
tant que 3 x e X avec d(x)' sl faire H <- H - {x} 
si 3 {x,y} simplifiable alors H <- H - {x,y} 
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sinon G a une couronne 
jusqu'à ( H = 0 ou G a une couronne ) 
complexité : TI est évident que la gestion des degrés peut se faire linéairement. C'est le coût de la 
recherche des arêtes simplifiables qui va faire augmenter la complexité de l'algorithme global. 
Pour vérifier qu'une arête donnée {x,y} est simpli:fiable, on est obligé d'examiner tous les voisins 
de r(x) et tous ceux de r(y), ce qui peut se faire en O(n2). 
Avant de trouver une arête simplifiable, on peut avoir à explorer toutes les arêtes, d'où la recherche 
d'une arête simplifiable est en O(mn2). 
Enfm on recherchera au plus n/2 arêtes simpli:fiables, le coût total de l'algorithme est donc O(mn3). 
remarque: Récemment U. FAIGLE, O. GOECKE et R. SCHRADER [25] ont donné une nouvelle 
caractérisation des graphes bipartis sans couronne en étudiant les systèmes de CHURCH-ROSSER. 
2.2.2 CYCLES ALTERNES DANS LES ORDRES 
Un cycle alterné de P ={X,~) est un sous-ensemble C = {x1, x2, ... , x2q } de X, avec q ~ 3, tel 
que xi < xj si et seulement si j=i-1 ou j=i+l modulo 2q, pour tout i dans {1, 3, ... , 2q-1 }. Certains 
auteurs nomment les cycles alternés couronnes. 
Un ordre est dit sans cycle s'il ne contient pas de cycle alterné même pour q=2, il est dit 
sans couronne s'il ne contient pas de cycle alterné pour q ~ 3. 
figure 7 
x 2q-2 
x 2q-3 
x 2q-1 
• 22. 
Soit P = (X,~) un ensemble ordonné. Nous définissons G = (V,V' ,E) le graphe biparti 
d'incidence associé à P par ces conditions: 
(a) à chaque sommet xe X, nous associons un v e V et un v'e V'; 
(b) vw' est une arête de E si et seulement si x~ y, où v est le dupliqué de x dans V et 
w' celui de y dans V'. 
Les deux propriétés suivantes relient les notions de graphes bipartis sans couronne et 
d'ensembles ordonnés sans cycle. 
propriété 1 : Une couronne de P induit une couronne dans G. 
preuve : évident 
\ 
propriété 2 : Une couronne C = {vl' v2, ... , v2q } de G avec q~3 est produite par une couronne 
de P. 
preuve :Soit C ={v l' v2, ... , v2q} q~3, une couronne de G, notons S = {x1, x2, ... , x2q} le sous-
ensemble de X qui induit C. 
Supposons que {x1, x3, ... , x2q-l } ne soit pas une antichaîne de P, par exemple x1 <p xk 
pour une certaine valeur impaire de k, 3 s; k s; 2q-1. Par hypothèse , x1 <p x2 et x1 <p x2q, xk <p 
xk-l et xk <p xk+l' par transitivité l'ensemble des successeurs de x1 contient au moins {x2, x2q, 
xk-l' xk+l }. Puisque q~3 et que les indices sont pris modulo 2q, cet ensemble a au moins trois 
élément et donc v 1 aurait au moins trois successeurs dans C d'où une contradiction. 
De manière duale { x2, x 4, ... ,x2q } est une antichaîne. 
Pour i e {1, 3, ... , 2q-1 }, x. <p x. si et seulement si j=i-1 ou j=i+l modulo 2q est évident 
1 J 
par définition du graphe biparti d'incidence. 
remarque : Si q=2 cette dernière propriété n'est plus vraie comme le montre la figure 8. 
• 23. 
v' 1 v' 2 v' 3 
v' 4 
figure 8 
2.3 RECONNAISSANCE DES ORDRES DE DILWORTH 
C'est M.M. SYSIO [67] qui a abordé le premier l'étude systématique de la reconnaissance des 
ordres de Dilworth. Il a notamment proposé un algorithme polynomial sur la classe d'ordres pour 
lesquels 1' antichaînè des éléments maximaux est une antichaîne de cardinal maximum. 
Nous avons besoins de notations supplémentaires pour décrire l'algorithme. Un sommet x de 
P = (X,~) est accessible si et seulement si l'ensemble de ses prédécesseurs est une chaîne, on note 
D(x) l'ensemble des prédécesseurs d'un sommet ( en anglais down-set ). Un puits est un élément 
maximal de P. L'algorithme étant très simple, nous le donnons sans justification. 
L <- 0 
tant que 3 x puits accessible faire 
L <- L + D(x) 
P <- P- D(x) 
si P = 0 alors P vérifie la propriété. 
complexité : Si l'on travaille sur le graphe de couverture, cet algorithme est linéaire en O(n+m), il 
suffit de gérer correctement les degrés internes des sommets. 
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Dans le même papier, M.M. SYSIO montre par un argument simple que la caractérisation de 
ces ordres, par configurations exclues, est sans espoir. En effet, tout ensemble ordonné peut être 
plongé dans un sur-ordre appartenant à la classe des ordres de Dilworth et ayant le même nombre 
de sauts. Pour cela, il suffit de considérer une extension optimale 1: = c0c1 ... Cs de P = (X,::s;p) , 
le sur-ordre est alors définit par P' = (X'~·) avec 
X'= X u { z0, z l' ... , zs } 
x Sp•Y <=> ( x,y e X et x Sp y) ou (xe Ci et y= zi) 
1:'= c0z0C1z1 ... Cszs est une extension de P' ayant le même nombre de sauts que 1:, elle est donc 
optimale, et puisque {z0, z1, ... , zs } est une antichaîne le résultat annoncé est prouvé. 
Après ce premier résultat négatif, M. HABIB et moi-même [11] en avons montré un 
deuxième que l'on peut énoncer comme suit 
Considérons le problème de décision : 
reconnaissance des ordres de Dilworth (ROD) 
données : P = (X,Sp) un ensemble ordonné 
question :Pest-il un ordre de Dilworth? 
théorème 2 : ROD est NP-complet 
preuve : ROD est clairement dans NP puisqu'un algorithme non déterministe nous fournit une 
extension linéaire; on peut linéairement calculer son nombre de sauts, on sait calculer polynomia-
lement la largeur d'un ordonné et donc vérifier l'égalité s(P) = w(P) - 1. 
la transformation : 
Nous noterons D(F) l'ordre associé à une collection F de m clauses sur n variables construit 
avec les règles suivantes : 
- à chaque variable ui' nous associons un sous-ordre Vi ayant 6 sommets : 
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-à chaque clause Cj, nous associons un sous-ordre Sj ayant 2n+3 sommets : 
- nous ajoutons les comparabilités xj < fi 'V iJ 
- enfin nous introduisons les comparabilités (des littéraux vers les clauses ) dépendant de 
la formule booléenne 
c. < z .. ssi u. éC. et d. < z .. ssi u:-éC. 1 J,1 1 J 1 J,1 • J 
remarque : On suppose que ui et üi n'apparaissent pas simultanément dans la clause Cj (clause 
obligatoirement satisfaite), on aura donc zj,i couvrant au moins l'un des deux parmi ci et di. 
c. 
~ 
b 
i 
figure 9 
x. 
J 
y. 
J 
z. 
,n 
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figure 10 
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La transformation est bien polynomiale puisque D(F) a 6n+m(2n+3) sommets. En utilisant 
cette construction , il reste seulement à prouver que F est satisfiable si et seulement si 
s(D(F)) = w(D(F)) - 1 
lemme 3: w(D(F)) = 3n+m(n+l) 
preuve : Considérons 1' antichaîne A composée des SOJ:llDlets: 
wj 'r:l j' 
v.. 'r:l ij nous avons 1 A 1 = 3n+m(n+l) J,1 
D'autre part la C-partition constituée des chaînes 
[a. c.], [d. e.], [b. f.] pour tout i 1 1 1 1 1 1 
( [xj wj], [yj vj,k zj,k] pour un certain k, [vj,i zj,i] pour i :;é k) pour tout j, 
a le même cardinal que celui de A, d'après le théorème de Dilworth elle est optimale et nous obte-
nons bien 
w(D(F)) = 3n+m(n+l). 
lemme 4 : Si D(F) est un ordre de Dilworth, les chaînes maximales (i.e. entre deux sauts) dans une 
extension linéaire optimale sont de la forme : 
[a. c.] [a. d.] [c. e.] [d. e.] [b. f.] [a. c. z .. ] [a. d. z .. ] 1 1 1 1 1 1 - 1 1 1 1 1 1 J,1 1 1 j,1 
[x. w.] [y. v. k z. k] ou [v .. z, k] [y. v. k] [v. k] J J J J, J, J,1 j, J J, J, 
preuve : Pour intersecter la seule antichaîne de cardinal nraximum, il faut que ei soit dans la même 
chaîne que ci (resp. di), de même bi est dans la même chaîne que fi' ce qui entraîne que ai est dans 
la même chaîne que d. (resp. c.). Pour x., il ne reste plus alors qu'une seu1e possibilité, c'est d'être 
1 1 J 
avec w .. Enfin, z, k est soit avec v. k soit avec~ ou d. et y. ne peut être que dans une chaîne du J J, J, J J 
type Y· v. kou Y· V· k z, k' J J, J J, J, 0 
preuve du théorème 2 : Supposons qu'il existe une extension linéaire optimale 't de D(F), ayant 
exactement w(D(F))-1 sauts. 
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Nous définissons une fonction de vérité f en posant f(ui) = Vrai (resp. Faux) si di <"' ci 
(resp. ci <"' di). 
Nous avons Yj <"' ~k 'V j,k. 
En effet, puisque les chaînes [bk fk] et [xj wj] sont obligatoires dans 't, nous avons dans t 
Yj < xj wj < bkfk < ~ 
~ <'t Yj entraînerait que ek ne pourrait être groupé avec ck ou dk contredisant ainsi le lemme 4. 
A chaque clause Cj correspond un élément Yj• lequel se trouve dans une même chaine qu'un 
v. k. J, 
Nous allons montrer que ~kIl zj,k· 
Soit Zj,k est dans une chaine du type ak ak zj,k et puisque ak <'t ~k nous pouvons conclure. 
Soit zj,k est dans une chaîne de type Yj vj,k zj,k et comme ~k <"' zj,k entrainerait ~k <"' Yj• il y 
aurait une contradiction. 
Si ~k = ~ (resp. dk), nous avons dk <p zj,k et~ Il zj,k (resp. ~ <p zj,k et dk Il zj,k) d'où 
uk e Cj et comme dk <'t ~· nous avons f(uk) = Vrai (resp. ük e Cj et comme ck <"' dk, nous 
avons f(uk) = Faux), donc la clause Cj est satisfaite. 
Réciproquement considérons f une fonction de vérité pour F. Nous définissons : 
t. = a. d. (resp. t. = a. c. ) si f(u.) = Vrai ( resp. f(u.) = Faux ). 
1 11 1 11 1 1 
t = t1 + ... + tn est le début d'une extension linéaire de D(F). n existe un littéral uk { resp. 
uk ) qui satisfait Cj, nous avons ~ Il \k et dk < zj,k (resp. dk Il zj,k et '1c < zj,k ) dans D(F) et de 
plus tk = ak dk ( resp. tk = ak '1c ). 
n s'ensuit que pour tout j, il existe un k pour lequel vj,k zj,k est accessible dans D(F)-t et 
que nous pouvons compléter t de la manière indiquée ci-dessous. 
t = t + s1 + ... +sm+ ... + u1 + ... +un+ t1'+ ... + tn'+ "toutes les [vj,k zj,k] restantes" 
en posant 
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t.'= a. d. (resp. a. c.) si t. =a. c. (resp. a. d.) 1 11 11 1 11 11 
u. =b. f, 
1 1 1 
sj = Yj vj,k zj,k xj wj pour le k tel que la variable uk satisfait la clause Cj' 
Nous pouvons donc conclure que D(F) est un ordre de Dilworth. 0 
Nous pouvons déduire immédiatement de ce théorème : 
corollaire 1 : Le problème du nombre de sauts est NP-difficile. 
preuve : en effet le problème de la reconnaissance des ordres de Dilworth est un cas particulier du 
problème de décision associé au nombre de sauts, à savoir : 
données : P = (X,Sp) un ensemble ordonné, un entier k ~ O. 
question : Existe-t-il une extension linéaire 't de P telle que s(P,'t) :S k? 
Pour obtenir le problème ROD, il suffit de restreindre les données aux ordres de largeur k+l. 0 
remarque : Bien que le théorème 2 fournisse une nouvelle preuve de la NP-difficulté du nombre 
de sauts, il n'implique cependant pas le résultat originel de W.R. PULLEYBLANK [51], lequel 
établissait le résultat même dans le cas des ordres bipartis alors que la réduction décrite ci-dessus 
utilise un ordre de hauteur 2. Dans un certain sens notre théorème 2 est le meilleur possible comme 
le montre la proposition suivante. 
Soit P=(X,Y ,:Sp) un ensemble ordonné de hauteur 1, où X représente l'antichaîne des sources 
de P et Y celle des puits. Soit A une antichaîne de taille maximum. Notons D et U les sous-
ensembles ordonnés de P, induits respectivement par les ensembles : 
(A n Y) u {x e X t.q. 3 y e A n Y avec x <p y } 
(A n X) u {y e Y t.q. 3 x e A n X avec x <p y } 
proposition 1 : P est un ordre de Dilworth si et seulement si D et U sont des ordres de Dilworth. 
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preuve :Puisque A est une antichaîne, D et U sont nécessairement disjoints. (An Y) est une anti-
chaîne de taille maximum de D, tandis que (An X) en est une de U, en effet soit B une antichaîne 
de D telle que 1 B 1 > 1 A n Y 1, B u ( A n X ) serait une antichaîne de P de cardinal strictement 
supérieur à celui de A, une contradiction. 
Si P est un ordre de Dilworth, une extension optimale de P ne peut utiliser un arc ayant une 
extrémité dans D et l'autre dans U car cet arc ne rencontrerait pas A, on en déduit que D et U sont 
eux-mêmes des ordres de Dilworth. 
Inversement, si D et U sont des ordres de Dilworth, la concaténation d'une extension linéaire 
optimale de D et d'une extension linéaire optimale de U est elle-même une extension linéaire de P, 
elle est donc optimale d'où Pest un ordre de Dilworth. 0 
corollaire 2 : La reconnaissance des ordres de Dilworth de hauteur 1 est polynomiale. 
preuve : En effet, puisque la recherche de A est polynomiale en utilisant par exemple les techniques 
de couplages dans les graphes bipartis, ensuite la construction de D et U est de manière évidente 
polynomiale, enfin on peut appliquer 1' algorithme de SYSIO à D et à ud (le du~ de U } pour 
savoir si D et U sont des ordres de Dilworth. Toutefois, comme le montre l'algorithme suivant, il 
n'est pas nécessaire de connaître à priori une antichaîne de cardinal maximum. On note U(x) = {y 1 
y;:: x}. 
données : P=(X,Y,~) 
Q <- p 
tant que 3 y e Y avec dQ_(y) < 2 faire 
Q <- Q- D(y) 
a<- a+ D(y) 
B <-Bu {y} 
tant que 3 x e X avec dQ (x) < 2 faire 
Q <- Q- U(x) 
J.1 <- U(x) + J.1 
B <-Bu {x} 
. 31. 
si Q = 0 alors P est un ordre de Dilworth 
't = a + J.1 est une extension linéaire optimale 
B est une antichaîne de cardinal maximum 
preuve de l'algorithme: 
a est forcément un segment initial d'extension linéaire tandis que J.1 en est un segment final. B est 
une antichaîne car on ne peut avoir x,y e B tels que x <p y. En effet, ceci entraînerait x e D(y) et 
puisque d(j.y) < 2 lorsque y a été mis dans B, x aurait été éliminé de Q à ce moment et n'aurait pu 
entrer à son tour dans B. 
Supposons que P soit un ordre de Dilworth. Soit A une antichaîne de cardinal maximum. On 
considère une extension linéaire optimale 't = 'tD +'tU associée à D et U ( cf. proposition 1 ). A la 
sortie de la première boucle "tant que", Q ne contient plus aucun élément de D. En effet, supposons 
le contraire, si x e D fi Q fi X, il avait un successeur y dans A (par définition de D ) et cet 
élément y est toujours dans D fi Q fi Y. Considérons le plus petit y e D fi Q fi Y au sens de 't0 , 
il vérifierait dQ_(y) < 2 ce qui est une contradiction. 
Pour prouver qu'à la sortie de la deuxième boucle "tant que", Q ne contient plus aucun 
élément de U, il suffit de remarquer qu'elle effectue le même travail que la première mais sur Qd. 
On a donc Q = 0 à la sortie de l'algorithme. 'test donc une extension linéaire de P vérifiant s(p,'t) 
= IBI - 1. De la suite d'inégalités 
IBI - 1 ~ w(P) - 1 ~ s(P) ~ s(P,'t) 
on déduit que 't est une extension linéaire optimale et que B est une antichaîne de cardinal 
maximum. 
Inversement si P n'est pas un D ordre, 1' algorithme ne peut se terminer avec Q = 0 car alors 
't serait une extension ayant w(P)-1 sauts. 0 
complexité : Cet algorithme est linéaire puisqu'il suffit de gérer les degrés des sommets et de 
. 32. 
connaitre les listes de successeurs et de prédécesseurs. 
remarque :La transformation du théorème 2 utilise un ordre de dimension au moins 3, pour le cas 
de la dimension 2 la question reste ouverte. 
problème :Le calcul du nombre de sauts des ordres de dimension 2 est-il polynomial? 
CHAPITRE 2 
EXTENSIONS LINEAIRES GLOUTONNES 
CHAPITRE 2 
EXTENSIONS LINEAIRES GLOUTONNES 
1 INTRODUCTION 
Lorsque 1' on se trouve face à des problèmes NP-complets, deux stratégies sont couramment envisa-
gées. La première consiste à trouver des sous-classes sur lesquelles on sait calculer facilement le 
résultat La deuxième consiste à élaborer des heuristiques et à mesurer les performances de cette 
heuristique. En particulier, on veut être capable de dire sur quelles sous-classes, l'heuristique fournit 
au moins une solution optimale ou est toujours optimale. On veut aussi chiffrer la différence entre 
la plus mauvaise valeur donnée par l'heuristique et la solution exacte. De ce point de vue, on 
espère que 1' estimateur utilisé sera meilleur que les majorants ou minorants connus qui sont, pour 
les ensembles ordonnés, fonctions des invariants de comparabilité classiques. 
Pour étudier le nombre de sauts, O. COOlS et M. HABIB [15] ont introduit une classe parti-
culière d'extensions linéaires : les extensions linéaires gloutonnes. En fait, ce type d'extensions 
linéaires a été utilisé en premier par ZILBER en 1962 J,our prouver que tout treillis planaire est de 
dimension 2 (cité par G. BIRKHOFF [5]). Ce concept était aussi implicite dans les travaux de D. 
KELLY et I. RIVAL [42] sur les treillis planaires. O. COGIS et M. HABIB ont montré que pour 
tout ensemble ordonné, une extension linéaire gloutonne réalisait le nombre de sauts, et que pour 
un ordre série-parallèle toute extension linéaire gloutonne était optimale. Ce dernier résultat a été 
étendu à la classe plus importante des ordres sans N parI. RIVAL [54], il a même prouvé l'identité 
entre les extensions linéaires optimales et les extensions linéaires gloutonnes sur cette classe. 
Depuis, le résultat a été retrouvé par diverses techniques par de nombreux auteurs,). ELBAZ [21], 
U. F AIGLE et G. GIERZ [24], M. HABIB et R. JEGOU [32], M.M. SYSIO [64]. 
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Une extension linéaire gloutonne peut se décrire par la règle suivante: 
"monter aussi haut que vous pouvez" 
que 1 'on peut définir plus rigoureusement par : 
définition 23 : 't = x1x2 ... xn est une extension linéaire gloutonne si 
. xi+l est un élément minimal de P- { Xp x2, ... , xi} . 
. xi+l Il xi =>'V xj > Xp j > i+l, xj n'est pas minimal danS P- { Xp x2, ... , xi }. 
Lorsque l'extension linéaire 'test vue comme une décomposition en chaînes 
't = ctc2 ... ck 
nous avons: 
. sup(Ci) Il inf(Ci+ 1) pour l~i<k . 
. sup(Ci) -< inf(Cj) pour j>i+l => 3 x é c1 u ... u Ci tel que x~ inf(C/ 
Le calcul d'une extension linéaire gloutonne (ou de toutes ) est facile à implémenter. 
données : P = (X,~) un ensemble ordonné fini non vide. 
deôut 
fin. 
y<- X; 
calculer Min = Min(P) (éléments minimaux de P); 
s <- 0; 
répéter si S ::;:. 0 alors choisir x e S, Min <- Min u (S-{x}) 
sinon choisir x e Min; 
y<- y- {x}; 
S <- {y E X, X ~ y , 'V Z, Z ~ y => Z É Y }; 
jusqu'à Y = 0. 
. 36. 
remarque : Pour obtenir toutes les extensions linéaires, il suffit d'envisager toutes les possibilités 
de choix. 
complexité : En utilisant des listes chaînées de successeurs comme représentation de l'ensemble 
ordonné, le coût de cet algorithme est linéaire (pour une seule extension). Nous noterons G(P) 
l'ensemble des extensions linéaires gloutonnes. 
Trivialement, on a G(P) c L(P). 
2 DIMENSION GLOUTONNE 
Dans [9], nous avons proposé une définition similaire de la notion de dimension en se restreignant 
à la classe des extensions linéaires gloutonnes. Dans le paragraphe qui va suivre, nous justifierons 
l'existence d'une telle dimension et nous exposerons les premières propriétés obtenues. Nous cite-
rons aussi des résultats dus à H.A KIERSTEAD et W.T. TROTTER [45] sur le même problème. 
Enfin, nous concluerons par quelques conjectures sur la complexité de problèmes mettant en jeu la 
dimension gloutonne. 
Nous adopterons les notations suivantes : 
D(z) = { t e X 1 t Sp z } et I(z) = { t e X 1 t Il z } 
z est accessible si D(z) est une chaîne de P. Une chaîne C de Pest une chaîne libre si sup(C) 
est accessible. Une chaîne C de P est une chaîne gloutonne si sup(C) est un élément accessible 
maximal de P. 
lemme 5 : Pour tout x e P = (X.Sp), il existe 1: = c 1c 2 ... Cm un segment initial (ou préfixe) 
d'extension linéaire gloutonne de P vérifiant : 
(i) ci' lg~, est une chaîne gloutonne de p- {cl u c2 u ... u ci-l } 
ne contenant pas x, 
(ii) toute chaîne gloutonne de p- {cl u c2 u ... u cm} contient x, et 
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(iii) l(x) ccl u c2 u ... u cm. 
preuve : L'existence de 't = c 1c 2 ... Cm satisfaisant (i) et (ii) est claire ('t est éventuellement 
vide). Nous avons juste à prouver que cela implique (iii). Si toute chaîne gloutonne d'un ensemble 
ordonné Q contient x, alors x est accessible (par définition) et IQ(x) = 0. 
En effet, soit y e Q. Si y est accessible alors il appartient à une chaîne gloutonne qui 
contient x, par hypothèse, et donc x et y sont comparables; si y n'est pas accessible alors il existe 
un élément z maximal accessible tel que z <Q y, et par transitivité x <Q y. 
Donc d'après (ii) en prenant Q = P- { c 1 u c 2 u ... u Cm }, nous avons IQ(x) = 0, d'où 
Ip(x) c c1 u c2 u ... u Cm. 0 
lemme 6 :Pour tout xe X, il existe une extension linéaire gloutonne 't(x) telle que 
Y <'t(x) x pour tout y e l(x). 
preuve : D'après le lemme 5, on peut compléter 't = c 1c 2 ... Cm avec n'importe quelle extension 
linéaire gloutonne v de p - { cl u c2 u ... u cm } et obtenir 't(x) = 't + v qui est une extension 
linéaire gloutonne de P vérifiant la propriété demandée. 0 
proposition 2 : Pour tout ensemble ordonné P = (X~), il existe un générateur glouton. 
preuve : TI suffit de remarquer que : t(x1) n t(x2) n ... n t(xn) =P. 0 
définition 24 : La dimension gloutonne d'un ensemble ordonné P = (X,~), notée dimg(P), est le 
cardinal minimum d'un générateur glouton. 
De manière évidente, nous avons dim(P) ::; dimg(P). 
On peut remarquer tout de suite que cette inégalité peut être stricte. L'ensemble ordonné P 
de la figure 11 vérifie : 
dim(P) = 3 , dimg(P) = 4 
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figure 11 
Pour tout n ~ 2, on définit P n par : 
x 
figure 12 
a 
n 
y 
La différence.entre les deux dimensions peut être grande comme le montre le résultat suivant 
proposition 3 : 'V n ~ 2, on a dim(P n) = 3 et dimg<P n) = w(P n) = n+ 1. 
preuve : Le sous-ensemble ordonné de P n induit par { a1, bl' ~· b2, x, y } (voir figure 2) est un 
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exemple bien connu d'ensemble ordonné 3-dim-critique, d'où dim(P n>;;:: 3. 
D'autre part, considérons les 3 extensions linéaires suivantes : 
-cl = alblazb2 ... anbnyx 
't2 = anbnan-lbn-1 ... alblyx 
't3 = al az ... anxbl b2 ... bny 
Clairement, nous avons 'tl n -c2 n -c3 = P d'où dim(P n> ~ 3. 
On peut remarquer que si 't est une extension linéaire gloutonne de P n' les 2n-l premiers 
éléments de 't sont (à une permutation des indices près ) : 
al bl azb2 ... an 
Pour pouvoir générer P n' il faut, au moins, réaliser les n+ 1 inégalités suivantes : 
x ~ bi pour 1 ~ i ~ n 
y~x 
Avec les 2n-l sommets en préfixe obligatoire dans 't, on ne peut obtenir qu'une seule de ces inéga-
lités par extension linéaire gloutonne, d'où dimg(P tJ;;:: n+l. 
D'autre part, w(P tJ = n+ 1 et puisque pour tout ordonné P, dimg(P) ~ w(P) (nous démontrerons ce 
résultat plus loin ), nous pouvons conclure. 0 
L'ensemble ordonné P n illustre un certain nombre de comportements pathologiques de la 
dimension gloutonne. 
· dimg(P~) = 3. En effet, les extensions linéaires duales de 't1, -c2 et 't3 de la preuve de la proposition 
3 sont des extensions linéaires gloutonnes de P~, d'où le résultat. On en déduit que dimg(P) n'est 
pas un invariant de comparabilité. 
P n est un sous-ordre de Qn défini par : 
On a donc 3 = dim(P n) ;?; dim(Qn). 
Les extensions linéaires 
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figure 13 
'tl = albla2b2 ... anbnxclc2 ... cny 
'tz = alcla2c2 ... ancnxbl bz ... bny 
't3 = anbncnan-lbn-lcn-1 ··· alblclyx 
a 
n 
réalisent, Qn d'où dim(Q~ = 3. Mais comme 't1, 'tz et 't3 sont gloutonnes, on a aussi 
dimg(Qn) = 3. n n'y a donc pas monotonie de la dimension gloutonne. 
Pour la dimension usuelle on a ( T. HIRAGUCID [35] ) : 
(*) dim(P) ~ 1 + dim(P-{x}) 
x 
Ce résultat ne s'étend pas à la dimension gloutonne, supprimer un sommet peut faire baisser radica-
lement la dimension gloutonne. Par exemple : dimg(P n-{x}) = 2. 
Cependant, comme nous allons le voir tout de suite, il existe une forme voisine du résultat (*) pour 
la dimension gloutonne. 
définition 25 : Soit P = (X,~) un ensemble ordonné, soit C = { a1, a2, ... , ak} une chaîne de P. 
On appelle extension linéaire supérieure de C dans P, une extension linéaire 't vérifiant "1 x e 
Ip(ai), 1 ~ i::;;; k, x <'tai. Les extensions linéaires inférieures sont définies de manière duale. 
. 41. 
lemme 7 :Toute chaîne C = { a1, a2, ... , ak} de P =(X~) admet une extension linéaire glou-
tonne supérieure. 
preuve : Elle se fait par induction sur ICI. 
Si ICI = 1, c'est le résultat du lemme 6. Supposons ICI ;'2: 2, en appliquant le lemme 5,_ il 
existe un préfixe d'extension linéaire gloutonne 't = clc2 ... cm tel que 't ne contient pas al et 
lp(a1) c C1 u C2 u ... u Cm. En utilisant l'hypothèse d'induction, il existe une extension linéaire 
gloutonne supérieure v de C-{a1} dans Q = P - { C1 u c 2 u ... u Cm }. L'extension linéai~ 1: + v 
vérifie bien la propriété annoncée. 0 
remarque : L'existence d'extensions linéaires gloutonnes inférieures n'est pas systématique. Dans 
l'exemple de la figure 11, la chaîne C={g} n'a pas d'extension linéaire gloutonne inférieure. C'est 
à cause de ceci que l'on n'a pas dimg(P) ~ 1 + dimg(P-{x}). 
Quoi qu'il en soit, le lemme 7 permet de démontrer des propriétés intéressantes. 
propriété 3 : Si C est une chaine gloutonne de P == (X,~) on a : 
dimg(P) ~ 1 + dimg(P-C) 
preuve : Soit { 1:1, 1:2, ... 'tk} une base de P-C. 
On considère les extensions linéaires vi = C +'ti pour tout i, 1 ~ i ~ k, qui sont gloutonnes dans P, 
et vk+l une extension linéaire gloutonne supérieure quelconque de C dans P. 
On a alors {vi , 1 ~ i ~ k+l } qui est un générateur de P. En effet, si x Il y avec x,y e P-C, 3 i -:~: j 
pour lesquels on a x < y dans 'ti et y < x dans 'tj, ces inégalités se retrouvent respectivement dans 
vi et vj" Si x Il y avec xe Cet y e P-C, dans v1 on a x< y et dans vk+l on a y< x. 0 
propriété 4 : dimg(P) ~ w(P) 
preuve : D'après le théorème de Dilworth, il existe une partition de P = (X,~) en w(P) chaînes. 
Soit { Cl' c 2, ... , Cw(P) } une telle partition, si ti pour 1 ~ i ~ w(P) est une extension linéaire 
-42-
gloutonne supérieure de ci alors { 'ti ' 1 s i s w(P) } est un générateur glouton de p ( puisque pour 
toute paire {x,y} de sommets incomparables on a x e Ci et y e Cj avec i * j d'où x <y dans 'tj et 
y < x dans 'ti ). 0 
H.A. KIERSTEAD et W.T. TROTIER [45] ont démontré le résultat suivant: 
dimg(P) s max(2,1P-AD où A est une antichaîne de P 
qui, combiné avec la propriété 4, permet d'établir l'analogue du théorème de T. HIRAGUCHI [35] 
pour la dimension gloutonne. 
propriété 5 : Soit P == (X,Sp) un ensemble ordonné, avec lXI 2: 4, alors 
dimg(P) s 1 112 lXI 1. 
Pour notre prochaine application du lemme 7, nous avons besoin de rappeler certaines 
notions utilisées en théorie de la dimension. 
dérmition 26 : a < b est une inégalité critique de P = (X,Sp) si 
a Il b et x s b ==> x s a 
x 2: a=> x 2: b 
Nous noterons Crit(P) l'ensemble des inégalités critiques de P. 
remarque : Pour toute paire {x,y} de sommets incomparables, il existe 2 inégalités critiques (a,b) 
et (a' ,b') telles que (x,y) appartient à la fermeture transitive de Pu (a,b) et (y,x) appartient à celle 
de P u (a',b'). En d'autres termes, un ensemble d'extensions linéaires contenant toutes les inéga-
lités critiques de Pest un générateur de P. 
définition 27 : Soient P = (X,Sp) un ensemble ordonné, et S c P 
a e X est sup-irréductible si a = VS => a e S 
a e X est inf-irréductible si a = AS => a e S 
(VS =min { xe X 1 y Sp x, "1 y e S } s'il existe. AS est défini dualement) 
On note J(P) l'ensemble des sup-irréductibles et M(P) l'ensemble des mf-irréductibles (en anglais 
join et meet ). 
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propriété 6: ( D. KELLY [40]) 
Crit(P) c M(P)xJ(P) 
propriété 7 : ( M. POUZET [50] ) 
Si P = (X,~) est un treillis distributif dim(P) = w(J(P)) 
proposition 4 : Si P = (X,~) est un treillis distributif dimg(P) = dim(P). 
preuve : Soit { c1, c2, ... , Cw(J(P)) } urie décomposition en chaînes de J(P). 
{'ti, ls i s w(J(P)) } (où 'ti est une extension linéaire gloutonne supérieure de Ci) est un générateur 
de P. En effet, si (a,b) est une inégalité critique de P, b est sup-irréductible, d'où b e Ci pour un 
certain i, dans ti on aura a < b, donc toutes les inégalités critiques seront satisfaites. On conclut 
avec la suite d'(in)égalités : 
w(J(P)) = dim(P) s dimg(P) s w(J(P)) D . 
Pour t = c1c2 ... Ck e L{P), nous dirons que 't est non gloutonne au-delà de sup(Ci) s'il 
existe j, i < j s k avec inf(Cj) couvre sup(Ci) dans P, et pour tout y tel que y~ inf(Cj), nous avons 
y s't sup(Ci). 
Un ensemble ordonné est dit sans N s'il ne contient pas de sous-diagramme isomorphe à 
l'ordre de la figure 1. 
théorème 3: Soit P = (X.sp) un ensemble ordonné sans N, l\lors dimg(P) = dim(P). 
preuve : Considérons B = { 't1, t 2, ... , 'tdim(P) } une base de P. Supposons qu'il existe ti e B non 
gloutonne. Soit x le premier élément (i.e. le plus à gauche dans 'ti) au-delà duquel ti est non glou-
tonne. Nous pouvons décomposer 'ti en 3 morceaux ~l, ~ et ll3 avec x = sup(~1 ) et y = inf(~3) 
vérifiant 
(i) x~ y 
(ü) ~1y est un segment initial d'extension linéaire gloutonne 
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(iii) y est le plus petit élément ( au sens de 'ti ) satisfaisant (i) et (ii). 
Puisque 'ti n'est pas gloutonne au-delà de x, ~ est non vide, x Il inf(ll2.) et pour tout t e ~· · 
t Il y. Soit 'ti'= J.ltYil2.J.L:3'en posant J.L:3'= ll3 - y. Considérons B'= B -'ti + 1:( Nous allons démon-
trer que B'est un générateur de P. Trivialement, nous avons 'ti'e L(P). De plus, le seul changement 
entre 'ti et 'ti'est l'inversion des comparabilités entre y et ill· Nous distinguons deux cas. 
(a) Pour tout z e ~ , z Il x, alors il existe v e B tel que z ~ x et donc par transitivité z ~ 
y. D'où B' est toujours un générateur de P. 
(b) Il existe a plus petit élément de~ comparable à x. Comme on l'a vu précédemment a* 
inf(~), et donc, nous avons nécessairement z e ~ tel que a couvre z ( sinon J.lt a serait un préfixe 
d'extension linéaire gloutonne ce qui contredirait la condition (iii)). Mais alors, on a la configura-
tion interdite, à savoir un N sur { z, a, x, y } . 0 
remarque : La classe des ordres sans N est une classe très "grande", en particulier, il existe des 
ordres sans N de dimension aussi grande qu'on veut. Pour obtenir un ordre sans N de dimension au 
moins d, il suffit de considérer le graphe de couverture d'un ordre de dimension d, le graphe 
obtenu en ajoutant un sommet sur chaque arête est le diagramme d'un ordre sans N de dimension 
au moins d (monotonie de la dimension). 
N. ZAGUIA [80] a étendu ce résultat,. à la classe des ordres sans W, c'est-à-dire ne contenant pas 
de sous-diagramme isomorphe à : 
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figure 14 
lemme 8 : Soit P = (X,$p) un ensemble ordonné sans W. Alors pour tout x e X, il existe une 
extension linéaire gloutonne 't telle que x llp y=> x <'t y (extension linéaire inférieure pour x). 
preuve : Si x est accessible le résultat est trivial. Considérons le sous-ordre de P, D(x) = { t e X, t 
~ x }. Soient ul' ... , uk les éléments maximaux accessibles de D(x). S'il existe j tel que uj est 
aussi un élément maximal accessible de P, on peut retirer la chaîne gloutonne D(uj) et conclure par 
induction. 
Supposons donc que pour tout j e { 1, ... ,k }, il existe vj éD(x) tel que vj >- uj et vj acces-
sible dans P. S'il existe y :s; x couvrant à la fois ui et uj alors { ui' vi, uj, vj, y } est un W. Sinon, 
soit y vérifiant y :s; x et ui -< y pour un certain i (on choisit y minimal avec cette propriété). 
Puisque y est non accessible dans D(x), il existe z -< y et z. < uj pour un certain j (minimalité de. 
y). Soit t un sommet couvrant z, on a alors { ui, vi, y, z, t} isomorphe à un W, ce qui complète la 
preuve. 0 
v. 
~ 
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x 
figure 15 
u. 
J 
z 
problème : Caractériser la classe d'ordres pour laquelle le lemme 8 est toujours vrai. 
théorème 4 : Si P = (X,~) est sans W alors dimg(P) = dim(P). 
preuve : n suffit de montrer que si t est une extension linéaire de P contenant les inégalités criti-
ques (ai'bi) pour i = 1, ... , k, il existe une extension linéaire gloutonne contenant les mêmes 
inégalités critiques. 
Parmi les ai et les bi' le plus à gauche. dans t est forcément un ai, on le notera aj (en effet, si 
c'est un bi, l'inégalité critique (ai'bi) n'est pas dans t). On en déduit D(aj) r'l { bl' ... , bk } = 0. 
Soit J.L = c1 + ... + Cm un préfixe d'extension linéaire gloutonne contenant tous les prédé-
cesseurs de aj avec aj e Cm. On a~ = sup(Cm) sinon (aj,bj) ne serait pas critique, donc c1 u ... 
uCm =D(a/ 
Les (ai,bi) pour i * j sont toujours critiques dans P - D(aj) et la restriction de t à P - D(aj) 
contient toutes ces inégalités critiques. 
Par induction, il existe une extension linéaire gloutonne v de P - D(aj) satisfaisant ces inéga-
lités critiques. L'extension linéaire J.L +v vérifie la propriété annoncée. D 
Une autre classe pour laquelle l'égalité est vérifiée : 
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proposition 5 : Soit P = (X~) un ensemble ordonné de dimension 2, toute base de P est glou-
tonne. 
preuve : Soit B = { 't1, 't2 } une base de P. On peut appliquer une preuve similaire à celle du théo-
rème 3. Supposons que 'tl soit non gloutonne au-delà de x, on décompose 'tl en J.Ll~J!J ayec les 
mêmes règles que ci-dessus. 
Nous avons x s ~et~ s y dans 't1. Nécessairement ys~ dans 't2 d'où x s ~dans 't2 par tran-
sitivité, ce qui entraine x Sp ~· C'est une contradiction puisqu'on avait supposé 'tl non glouton 
au-delà de x. 0 
corollaire 3 : Si P = (X,Sp) est 3-dim-critique alo~ dimg(P) = 3. 
preuve : On rappelle que P est 3-dim-critique si dim(P) = 3 et "i/ x e X dim(P-{x}) = 2. Soit C 
une chaîne gloutonne de P, on a dimg(P-C) = dim(P-C) = 2. En utilisant la propriété 3, on déduit 
que dimg(P) s 3, et puisque dim(P) s dimg(P) on a bien dimg(P) = 3. 0 
remarque : Le corollaire précédent peut se généraliser en : 
Si P=(X~) est un ordre de dimension 3 et s'il existe une chaine gloutonne C telle que dim(P-C)=2 
alors dimg(P)=3. 
Dans [77], W.T. TRO'ITER a établi les inégalités suivantes concernant la dimension usuelle. 
théorème: Soit A une antichaîne de P=(X,Sp) avec w(P-A) = n ~ 1 on a: 
al dim(P) s 2n+l 
b/ si A est l'antichaîne des éléments minimaux (ou maximaux) dim(P) s n+l 0 
H.A. KIERSTEAD et W.T. TROTTER [45] ont démontré des résultats similaires concernant la 
dimension gloutonne. 
théorème: Soit A une antichaîne d'un ordonné P=(X,Sp) avec P-A:;:. 0. Posons n = w(P-A) alors : 
al dimg(P) s n2 +n lorsque ~2 et dimg(P) s3 lorsque n=l 
b/ si A est l'ensemble des éléments minimaux de P, alors dimg(P) s 2n-1 si ~2, et dimg(P) s 2 
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si n=1 
cl si A est l'ensemble des éléments maximaux de P alors dimg(P) ~ n+1 0 
conjectures : Le calcul de la dimension gloutonne est un problème NP-complet 
La reconnaissance des ordres pours lesquels dim(P) = dimg(P) est aussi un problème NP-complet. 
3 NOMBRE DE SAUTS 
La mise en évidence de classes sur lesquelles l'algorithme glouton est toujours optimal a amené à 
essayer de répondre au problème posé par O. COOlS [14] : 
"caractériser la classe des ordres gloutons". 
Un ordre est glouton si G(P) c O(P). 
Avec des techniques d'échange de chaînes, 1. RIVAL et N. ZAGUIA [56,57,58] ont fourni 
un certain nombre de réponses partielles très intéressantes parmi lesquelles on trouve notamment 
une caractérisation des ordres gloutons de hauteur 1 (fournissant un algorithme linéaire) et la mise 
en évidence de l'importance de sous-diagrammes isomorphes à des W (fig. 14) et à des X (fig. 16). 
figure 16 
J. ELBAZ [21] a démontré que modulo certaines opérations de contraction, il n'y a qu'un 
nombre fini d'ordre gloutons ayant k sauts, k étant fixé. 
H.A. KIERSTEAD [44] a réussi à classer ce problème du point de vue de la complexité. 
Dans [11], M. HABID et moi avons retrouvé ce résultat comme cas particulier d'une de nos 
démonstrations. Nous allons décrire le problème et donner la démonstration de H.A. KIERSTEAD 
• 49. 
(la nôtre sera vue au chapitre 3). 
Non glouton (NG) : 
données : P = (X,~) un ensemble ordonné. 
question : existe-t-il une extension linéaire gloutonne non optimale ? 
théorème 5 : (NG) est NP-complet 
preuve : (NG) e NP car il suffit qu'un algorithme non déterministe nous fournisse deux ordonnan-
cements des sommets. On peut alors vérifier polynomialement que ce sont des extensions linéaires 
gloutonnes ~·ayant pas le même nombre de sauts. 
La transformation : 
- à chaque variable ui est associé un ensemble Si ayant 7 sommets· : 
{ xi' xi. Yi• y~ zi, z~ wi } (voir figure 16) 
- à chaque clause Cj est associé un sommet sj 
- W· -< S· 'V i,j 
1 J 
- les comparabilités dépendant de la formule sont : 
yi -< sj (resp. Yi-< sj) si ui e Cj (resp. ui e Cj) 
z. 
~ 
y, 
~ 
x. 
~ 
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W. 
~ 
figure 17 
exemple : F = ( u1 + tiJ + u4 ) ( UÏ + ~ + u4 ) 
figure 18 
x. 
~ 
z. 
~ 
Y. 
~ 
. 51. 
lemme 9 :Si 1: est une extension linéaire gloutonne son nombre de sauts est soit 3n+m-2, 
soit 3n+m-1. 
preuve : Une chaîne d'une extension linéaire gloutonne ne peut se terminer qu'en zi' zp wi ou sj" 
Puisqu'il y a un saut après chacun de ces sommets, sauf éventuellement après le dernier wi de 1:, on 
peut conclure. 0 
preuve du théorème 5 : 
Supposons qu'il existe une extension linéaire gloutonne 1: non optimale. On définit une 
fonction de vérité par f(ui) = Vrai (resp. f(ui) = Faux) si Yi <'t yi (resp. yi <'t yi). Soit wk, le wi le 
plus à droite dans 1:. Puisqu'il y a un saut après wk, les sj sont inaccessibles, i.e. 'r:l j 3 i tel que yi 
-< sj (resp. Yi-< sj) et yi (resp. yi) est placé après wk dans 1:. On a donc Yi <'t yi (resp. yi <'t yi) et 
comme ui E cj (resp. ui E Cj), f satisfait cj et donc F. 
Réciproquement, soit f une fonction de vérité satisfaisant F. On pose 'ti = ~Yiziiïwi et Jl.i = 
y.z. si f(u.) =Vrai ou 't· = x.y.z.x:W. et J.L· = y:Z:-si f(u.) =Faux. 11 1 1 11C1 1 1 11 1 
Alors 1: = 1:1 + ... + 'tn + llt + ... + !ln + s1 + ... + sm est une extension linéaire gloutonne 
dont le nombre de sauts est 3n+m-1. 
Le point clé est qu'aprés wn il n'y a pas de sj accessible. En effet, puisque f satisfait Cj' il 
existe ui e Cj (par exemple) tel que f(ui) = Vrai. On a donc sj qui couvre yi dans P(F) et yi est 
dans !li· Ainsi sj n'est pas accessible après wn (et ceci est vrai pour tout j). 
corollaire 4 :Le calcul sg(P) =max{ s(P,1:) , 1: e G(P) } est NP-difficile. 
preuve : elle découle directement de la preuve précédente et du lemme 9. D 
CHAPITRE 3 
RECHERCHE EN PROFONDEUR ET EXTENSIONS LINEAIRES 
CHAPITRE 3 
RECHERCHE EN PROFONDEUR ET EXTENSIONS LINEAIRES 
1 INTRODUCTION 
Dans ce chapitre, nous présenterons les recherches en profondeur dans les graphes et nous montre-
rons comment elles peuvent être interprétées en tant qu'extensions linéaires particulières de certains 
sous-graphes recouvrants. Pour bien comprendre le fonctionnement de ces parcours, nous en présen-
terons quelques applications :le problème des composantes fortement connexès d'un graphe orienté 
et les composantes 2-connexes d'un graphe non orienté. 
Dans une seconde partie, nous étudierons une classe particulière d'extensions linéaires glou-
tonnes d'ensembles ordonnés, introduite par O. PRE1ZEL durant le congrés d'Oberwolfach en 
1985. Ces extensions linéaires s'obtiennent en utilisant la règle suivante : 
"Prenez un élément minimal et montez aussi haut que vous pouvez, lorsque vous ne pouvez plus 
monter, redescendez jusqu'au premier élément à partir duquel vous pourrez recommencer à 
monter''. 
Ces extensions linéaires ont naturellement un lien très étroit avec les recherches en profon-
deur. Nous montrerons une bijection entre les parcours en profondeur faits dans le diagramme de P 
et ces extensions linéaires. Pour cette raison nous les appellerons dfgloutonnes ( lire depth-first-
greedy ). 
Ce type d'extensions linéaires ne paraît pas très adapté à l'étude du nombre de sauts. Par 
exemple, il n'existe pas toujours d'extension linéaire dfgloutonne optimale. Nous classerons deux 
problèmes reliant extensions linéaires dfgloutonnes et nombres de sauts comme étant NP-difficiles. 
Ces résultats dus à V. BOUCHITTE et à M. HABm se trouve dans [11]. 
. 54. 
Quoi qu'il en soit, nous donnerons des preuves simples de résultats obtenus par O. 
PRETZEL ou par H.A. KIERSTEAD et W.T. TROTTER sur la dimension dfgloutonne. De plus, 
nous répondrons par la négative à certaines questions posées par W.T. TROTTER durant le meeting 
d' Arcata (1985), à savoir: la dimension dfgloutonne d'un ensemble ordonné sans N n'est pas égale 
à sa dimension normale et l'inégalité de T. HIRAGUCHI n'est plus valable pour cette nouvelle 
dimension. Ces résultats dus à V. BOUCHITTE, M. HABm, M. HAMROUN et R. JEGOU [10] 
ont été présentés au congrés d' Arcata et seront publiés dans· les actes de cette conférence. 
2 RECHERCHE EN PROFONDEUR DANS LES GRAPHES 
Ces algorithmes de parcours en profondeur des graphes ont d'abord été utilisés par TREMAUX ( 
cité par LUCAS [48] ou SAINTE-LAGUE [60]) et par TARRY [75,76] en 1895 pour: résoudre des 
problèmes de labyrinthes. On pourra aussi consulter P. ROSENSTIEHL [59] pour des notes histori-
ques. 
Ces parcours ont été remis au goût du jour et définis algorithmiquement par R.E. T ARJAN 
[69,70] en 1972. Depuis, ils ont été systématiquement utilisés pour produire de .bons ( rapides et 
concis ) algorithmes pour de nombreuses applications de théorie des graphes, comme ceux décrits 
par J.E. HOPCROFr et R.E. TARJAN [38], M. FONTET [23] et R.E. TARJAN [70,71,72]. On 
pourra aussi consulter E. REINGOLD, J. NIEVERGELT et N. DEO [52] pour un excellent survey 
sur ces techniques. 
Parmi les nombreux problèmes qui peuvent être résolus par 1 'utilisation de cette technique, 
nous pouvons rappeler les exemples fondamentaux tels que : 
- la recherche des composantes fortement connexes d'un graphe orienté (R.E. T ARJAN 
[69]) 
-la recherche des composantes 2-connexes d'un graphe non orienté (R.E. TARJAN [69]) 
- le test de planarité (J.E. HOPCROFr et R.E. T ARJAN [38]) 
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-la recherche des composantes 3-connexes d'un graphe non orienté (J.E. HOPCROFr 
et R.E. T ARJAN [37] ) 
Pour ces quatre problèmes, les méthodes de recherche en profondeur produisent des algo-
rithmes linéaires. Pour comprendre cette technique nous allons voir quelques applications. 
De manière informelle, on peut dire qu'une recherche en profondeur visite les sommets et les 
arêtes en utilisant les règles suivantes : 
Lorsqu'on visite un sommet v, on suit l'une des arêtes (v,w) incidente à v. 
- si le sommet w a déjà été visité, on retourne à v et choisit une autre arête incidente à v. 
- si le sommet w n'a pas encore été visité, on le visite et on applique récursivement 
le procédé à w. 
- si toutes les arêtes incidentes à w ont déjà été parcourues, alors on revient par l'arête 
(u,v) qui a amené à v et on continue d'explorer les arêtes incidentes à u. 
Ecrivons une présentation plus détaillée de cet algorithme en pseudo-pascal. Un exemple sera 
vu dans la figure 20. . 
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PARCOURS-EN-PROFONDEUR(G) 
données: un graphe orienté G=(X,U) donné par ses listes d'adjacence. 
résultats : deux numérotations des sommets : dfnumber et outstack, une forêt recouvrante F=(X,L) 
deG. 
début 
L <- 0; compteur<- 1; numéro<- 1 
pour tout x e X faire visité(x) <-faux 
pour tout x e X faire 
si visité(x) =faux alors dfs(x) 
fin 
procédure dfs(x) 
var y : sommet 
début 
visité(x) <- vrai 
dfnumber(x) <- compteur 
compteur<- compteur+ 1 
pour tout y successeur de x dans G faire 
début 
si visité(y) =faux alors 
deôut 
fin 
L <- L u {(x,y)} 
dfs(y) 
fin 
outstack(x) <-numéro 
numéro<- numéro+ 1 
fin 
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2.1 PROPRIETES DES PARCOURS EN PROFONDEUR 
Comme nous l'avons vu dans le précédent algorithme, une recherche en profondeur sur un graphe 
orienté G=(X, U) fournit : 
1 
- deux numérotations des sommets ( dfnumber et outstack) donnant respectivement les ordres 
de visite et de fin de visite des sommets 
-une forêt recouvrante f,=(X,L) 
De plus, nous connaissons, d'une certaine manière le comportement des coarcs (qui sont les 
arcs de U-L ). 
propriété 8 : n y a seulement trois types de coarcs : 
(1) les arcs traversiers {v,w) pour lesquels : 
dfnumber(w) :S dfnumber(v) 
outstack(w) :S outstack(v) 
(2) les arcs retours (v,w) pour lesquels 
dfnumber(w) :S dfnumber(v) 
outstack(v} :S outstack(w) 
(3) les arcs de tranitivité de la forêt recouvrante (v,w) pour lesquels 
dfnumber(v) s dfnumber(w) 
outstack(w) S outstack(v) 
remarque : le type d'un arc peut être déterminé lorsqu'on le traverse durant le parcours en profon-
deur ( ce type est donc : arc de la forêt, traversier, retour ou arc de transitivité) 
complexité : Une recherche en profondeur nécessite O(n+m) opérations sur un graphe ayant n 
sommets et rn arêtes. 
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2.2 EXTENSIONS LINEAIRES 
R.E. TARJAN [70] a utilisé la propriété suivante pour construire une extension linéaire d'un graphe . 
orienté sans circuit 
propriété 9 : Après application d'une recherche en profondeur sur un graphe orienté, les trois 
conditions suivantes sont équivalentes : 
(i) G est sans circuit 
(ii) il n'y a pas d'arc retour 
(iii) la réciproque de outstackd est une extension linéaire 
( Par abus de langage, on emploiera outstackd à la place de réciproque de outstackd. TI s'agit, en 
fait, des sommets classés dans l'ordre inverse de la fonction de dépilement ) 
preuve : Nous montrons uniquement (ii) => (iii). On vérifie facilement que outstackd préserve les 
arcs de transitivité de la forêt recouvrante et les arcs traversiers ( cf. propriété 8 ). 0 
propriété 10 : Toute extension linéaire d'un graphe orienté sans circuit peut s'obtenir comme 
outstackd d'une certaine recherche en profondeur de G. 
preuve : Soit 't = x 1 x2 ... xn une extension linéaire de G alors le parcours en profondeur de G 
considérant les sommets par ordre croissant de dfnumber définie par dfnumber(xi) = n+ 1-i 'r:l i, 
donne exactement 't comme outstackd. 
remarque : Une extension linéaire peut s'obtenir comme outstackd de plusieurs recherches en 
profondeur, comme le montre l'exemple suivant: 
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b 
a b a b 
dfnumber 2 1 2 
outstack 2 1 2 1 
a dfs 1 dfs 2 
figure 19 
2.3 COMPOSANTES FORTEMENT CONNEXES 
Dans ce paragraphe, nous nous intéresserons au calcul des composantes fortement connexes d'u~ 
graphe G=(X,U) donné pour montrer comment peut s'utiliser une recherche en profondeur pour 
construire des algorithmes très efficaces ( linéaires ) en ajoutant le calcul d'une nouvelle fonction 
(appelée ici extrem ) ou en exploitant les propriétés des fonctions dfnumber et outstack. 
D'abord nous écrirons complètement, dans sa formulation récursive, l'algorithme 
FORTEMENT-CONNEXE proposé, à l'origine par R.E. TARJAN [69] et nous en donnerons une 
preuve courte basée sur la notion de fonction de retour introduite dans [8] et [33]. 
Enfin nous présenterons un autre algorithme ( voir [1,2,3] ) similaire à celui suggéré par 
KOSARAJU en 1978 (non publié) et à celui, publié, dû à M. SHARIR [61] qui utilise fondamen-
telement le fait que la fonction outstackd, calculée par n'importe quelle recherche en profondeur sur 
un graphe orienté sans circuit induit une extension linéaire (cf. propriété 10). 
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2.3.1 Premier algorithme 
FORTEMENT-CONNEXE(G) 
données: un graphe orienté G=(X,U) donné par ses listes d'adjacence. 
résultats: deux numérotations des sommets : dfnumber et outstack, une forêt recouvrante F=(X,L) 
et une fonction extrem. 
varS :pile de sommets; 
début 
fin 
L <- 0; 
compteur <- 1; 
numéro<- 1; 
pour tout xe X faire visité(x) <·faux; 
pour tout x e X faire 
si visité(x) = faux alors dfssc(x); 
. 61. 
Procédure dfssc(x) 
var y ,z : sommet; 
début 
fin 
visité(x) <· vrai; 
dfuumbe~x)<-compœur, 
compteur<- compteur+ 1; 
extrem(x) <- x; 
empile~x,S); 
pour tout y successeur de x dans G faire 
début 
si visité(y) =faux alors 
début 
L <- L u {(x,y)}; 
dfssc(y); 
si dfnumber(extrem(y))<dfuumbe~extrem(x)) alors extrem(x) <- extrem(y) 
fin 
• 
sinon 
si dfnumber(y)<dfnumbe~e:x.trem(x)) et y e S alors extrem(x) <- y 
fin 
outstack(x) <-numéro; 
numéro<- numéro+ 1; 
si extrem(:x.)=x alors {on a trouvé une composante fortement connexe} 
repérer Z <- dépile~S) jusqu'à Z=X 
i 
a 
dfnumber 5 
outstack· 10 
extrem a 
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j 
a b 
b 
1 
4 
b 
c 
6 
9 
a 
d 
4 
3 
d 
e 
2 
2 
b 
f 
7 
7 
a 
g 
10 
8 
g 
h 
3 
1 
b 
i 
·a 
5 
c 
j 
9 
6 
a 
Les composantes fortement connexes de G sont {d}, {b, e, h}, {g}, 
et {a, c, f, i, j}. 
figure 20 
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Commentaire sur cet algorithme 
On n'utilise la pile S que pour sortir la liste des éléments des composantes fortement . 
connexes de G. 
La fonction extrem ( d'abord introduite par R.E. TARJAN [69] et nommée lowlink ) qui a 
été insérée dans cet algorithme de recherch~ en profondeur peut s'interpréter comme suit. Notons 
T(x) la sous-arborescence de G de racine x et T'(x) l'ensemble des des éléments qui sont dans la 
pile S et qui sont extrémités d'un coarc dont l'origine est dans T(x). Nous avons alors extrem(x)=y 
tel que dfnumber(y) =min {dfnumber(z) pour z dans T'(x) } ( voir figure 21 ) 
x 
figure 21 
Pour prouver et clarifier le fonctionnement de cet algorithme, introduisons la notion de 
fonction de retour. 
définition 28 :Pour un graphe orienté G=(X,U) et Y c X, f: Y-> Y est une fonction de retour de 
Y sur la racine r, si elle satisfait les trois conditions suivantes : 
(i) f(r) = r 
(ii) Tl x e Y, il existe un chemin dans Y allant de x à f(x) 
(iii) il existe une numérotation 1'\y de Y telle que : 
1'\y(f(x)) < 11y(x) Tl x * r et 1'\y(r)=l 
• 64. 
Une racine est un sommet à partir duquel on peut atteindre tous les autres sommets en parcourant 
les chemins en respectant l'orientation. 
On peut maintenant établir le théorème suivant : 
théorème 6 :Pour un graphe orienté G=(X,U), Y c X est une composante fortement connexe de G 
si et seulement si il existe une racine r de Y et une fonction de retour de Y sur la racine r et Y est 
maximal (au sens de l'inclusion) avec cette propriété. 
preuve : Si Y est une composante fortement connexe de G, prenons une numérotation 11 quel-
conque de ses sommets. n est facile de voir que la fonction f suivante est une fonction de retour de 
Y sur la racine r, où f(x) = y tel que 'Tl(Y) = 'Tl(x)-1 si x '* r et f(r) = 1 sinon. 
Réciproquement, l'existence d'une telle fonction de retour entraîne l'existence d'un chemin 
de x à r pour tout sommet x dans Y. Puisque rest supposé être la racine de Y, Y est nécessaire-
ment fortement connexe. La maximalité permettant de conclure. 0 
preuve de l'algorithme : 
Le théorème ci-dessus donne une preuve courte de l'algorithme. Notons W x l'ensemble de 
sommets dépilés par l'algorithme quand un sommet x vérifiant extrem(x) =x est trouvé. 
W x est fortement connexe de G puisque 1' application extrem est une fonction de retour de 
racine x, relativement à la numérotation des sommets définie comme suit : 
'Tl(Y) = dfnumber(y) - dfnumber(x) + 1. 
Supposons W non maximal, il existe z n'appartenant pas à W et fortement connectés à x. 
x x 
Puisque z n'a pas été atteint par le parcours à partir de x, c'est que dfnumber(z) < dfnumber(x), 
mais dans ce cas, par définition de extrem, on ne peut pas avoir extrem(x) =x. 0 
En outre, ce théorème fournit une sorte de caractérisation des fonctions qu'il faut calculer, 
pour obtenir, en un unique parcours en profondeur, les composantes fortement connexes. 
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Comme la fonction de retour n'est pas unique, ceci explique· aussi pourquoi il existe diffé-
rentes versions de cet algorithme. 
2.3.2 Second algorithme 
Pour tout graphe orienté, le second algorithme fonctionne comme suit 
( 1) faire un parcours en profondeur de G 
(2) Faire un parcours en profondeur sur Gd en commençant la recherche par le sommet ayant 
le plus grand ordre de fin de visite (fonction outstack). Si tous les sommets ne sont pas atteints, on 
continue la recherche avec le sommet ayant la plus grande valeur outstack parmi les sommets 
restants. 
(3) Chaque arborescence dans la forêt recouvrante résultante est une composante fortement 
connexe de G. (Voir figure 22) 
Pour mieux comprendre cet algorithme, définissons GR, le graphe réduit de G. Ses sommets 
sont les composantes fortement connexes de G et il y a un arc d'un sommet C vers un sommet 
C' de GR s'il existe un arc de G allant d'un sommet de C ~ers un sommet de C'. GR est triviale-
ment un graphe orienté sans circuit 
Considérons maintenant la fonction outstack obtenue par la recherche en profondeur au cours 
de l'étape 1. Cette fonction nous permet de définir une extension linéaire 't de GR comme suit : 
C <'tC'<=> max{ outstack(x), xe C} >max {outstack(y), y e C'} 
<=>min{ outstackd(x), xe C} <min{ outstackd(y), y e C'} 
't est une extension linéaire duale de G~. n s'ensuit que le premier sommet considéré à 
l'étape 2, x par exemple, correspond à une composante fortement connexe de G, que l'on note Cx, 
qui est un élément maximal de G~ . De plus les sommets atteints dans la première arborescence 
constituent exactement C , car deux éléments d'une même composante fortement connexe de G, 
x 
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i.e. de Gd, sont toujours dans un même circuit. Ainsi, nous obtenons les composantes fortement 
connexes de G car fa recherche se poursuit sur Gd- ex en respectant l'extension linéaire 't. 
e 
1 
h 
1 ' 
' 
' 
y :~, .. 
, ....,.. ... ', 
1 ' 1 
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1 
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\ 
\ 
' 
' 
f 
Résultat de l'étape 2 sur le graphe présenté figure 20. 
figure 22 
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2.4 COMPOSANTES 2-CONNEXES 
Considérons maintenant une autre application classique des recherches en profondeur ( voir R.E. 
TARJAN [69] ), à savoir le problème des composantes 2-connexes. 
Quand on applique une recherche en profondeur à une graphe non orienté G=(X,E), on peut 
utiliser la manière dont les arêtes sont visitées pour orienter G, une telle orientation appelée palmier 
par R.E. TARJAN sera notée P(G)=(X,V). 
La même recherche qui construit P(G) fournit aussi deux numérotations des sommets 
dfnumber et outstack ainsi qu'une forêt recouvrante. ll est intéressant de remarquer que P(G) n'a ni 
arcs traversiers ni arcs de transitivité de la forêt recouvrante. 
Un line-digraph particulier 
A partir de P(G)=(X,V) nous pouvons construire une sorte de line-graph noté 
l.P(G) = (V,W) défini par w = w 1 u w 2 où 
wl = { (u,v) 1 U=Xy, V=yz, u EL} 
w2 = { (u,v) 1 U=Xy, V=yz, u E V-L, v E Let 
dfnumber(z)~fnumber(x) et outstack(x)~utstack(z)} 
théorème 7 : Les composantes 2-connexes de G sont exactement les composantes fortement 
connexes de LP(G). 
preuve :Cette preuve a été faite pour la première fois dans [8]. 0 
propriété 11 : LP(G) peut être construit en temps linéaire à partir de G. 
preuve : Comme on l'a dit précédemment, P(G) est obtenu par une recherche en profondeur à 
partir de G ( c'est donc linéaire ) 
De plus, on peut partitionner W 1 en : 
W' 1 = { (u,v) e W 1 1 u,v e L} 
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W" 1 = { (u,v) e W 1 1 u e L, v e V-L} 
Puisque le line-graph d'une arborescence est aussi une arborescence nous avons 1 W' 1 1 = ILl 
- 1. De manière similaire 1 W'' 1 1 est égal au nombre d'arcs retour de P(G), donc 1 W'' 1 1 =lVI- ILl, 
d'où 1 W 1 1 = lVI - 1. De plus, 1 W 2 1 = lVI - ILl ( nombre d'arcs retour ). On peut donc établir IWI 
= 21VI- ILl- 1 = 21EI- lXI. 
n est facile de voir que ce line-graph peut aussi être construit durant la recherche en profon-
deur qui calcule P(G). 0 
La transformation ci-dessus montre que pour le problème des composantes 2-connexes, nous 
pourrons trouver tous les outils utilisés pour le problème de la recherche des composantes fortement 
connexes: 
-un algorithme basé sur le calcul d'une certaine fonction de retour sur LP(G) ( ce qui est, en 
première approximation, équivalent au premier algorithme proposé par R.E. TARJAN [69]. 
- un algorithme similaire au second, décrit dans le paragraphe précédent, et utilisant LP(G) et 
LP(G)d. 
2.5 LE PROBLEME DE LA FORET 
Etant donnés un graphe orienté G=(X,U) et une forêt recouvrante F=(X,L) de G, une question natu-: 
relie est de reconnaître quand F peut être obtenue par une certaine recherche en profondeur de G. 
Nous présentons ci-dessous une condition nécessaire et suffisante pour cette propriété, ce qui 
nous permet d'obtenir un algorithme de reconnaissance en O(mlogn). (où n=IXI et m=IUI ). 
Sans perte de généralité, nous pouvons supposer que nous avons une arborescence recou-
vrante, si ce n'est pas le cas, nous ajoutons un élément minimum O. 
Nous construisons le graphe orienté H=(X,V), V contient L. Si (v,w) est un coarc traversier 
de G pour l'arborescence F, notons r(v,w) le premier ancêtre commun à v et à w, v' désignera 
. 69. 
l'élément couvrant r(v,w) (au sens de l'arborescence) sur le chemin allant de r(v,w) à v, w' est 
défini de la même manière. V contient aussi lès arcs (w' ,v') où les (v,w) sont les coarcs traversiers 
de G (figure 23). 
6 
2 2 
1 
figure 23 
propriété 12 : F est obtenue à partir de G par un parcours en profondeur si et seulement si H est 
sans circuit De plus, tout ordre de parcours valide de F correspond à une extension linéaire dfglou-
tonne de F respectant les contraintes définies dans H. 
preuve : Il suffit de remarquer que les arcs de types ( w', v') servent à "forcer" de 1' ordre de 
parcours des sous-arborescences issues de r(v,w), la sous-arborescence de racine v' devant être 
parcourue après celle de racine w'. 
Notons f(n) la complexité au sens du plus mauvais cas de l'algorithme bien connu qui 
calcule le premier ancêtre commun de deux sommets dans une forêt de taille n. 
théorème 8: Le problème de la forêt peut être résolu en O(mf(n)). 
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preuve : Les idées de· base pour obtenir un algorithme en O(mf(n)) sont les suivantes. 
La détermination des coarcs traversiers peut se faire à l'aide d'un parcours en proufondeur 
sur la forêt qui nous fournit les numérotations dfnumber et outstack nécessaires à la classification 
des ars de G. 
Puisque pour chaque arc traversier (v,w) le sommet r(v,w) peut être trouvé en O(f(n)) opéra-
tions, la construction de H nécessite O(mf(n)) opérations. 
Enfin, le test d'acyclicité et la construction de l'extension linéaire dfgloutonne demandant 
O(n+m) opérations, nous avons le résultat annoncé. D 
Notes sur le problème du premier ancêtre commun. 
TI est relativement aisé de trouver un algorithme en O(logn) pour ce problème, en utilisant, 
par exemple, des recherches binaires sur les ordres totaux dfnumber et outatack. Récemment, cette 
borne a été fortement améliorée en utilisant des techniques de compression de chemins, par A.V. 
AHO, J.E. HOPCROFT et J.D. ULLMAN [2]. Leur algorithme est en O(n+qa(q+n,n)), où q repré-
sente le nombre d'appels et a l'inverse de la fonction d' ACKERMANN telle qu'elle est définie 
dans R.E. TARJAN [72]. (On pourra aussi consulter D. HAREL et R.E. TARJAN [34] pour des 
discussions supplémentaires concernant ce sujet). Ceci permet d'obtenir un algorithme en 
O(m+a(m+n,n)) pour le problème de la forêt. 
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3 EXTENSIONS LINEAIRES DFGLOUTONNES. 
3.1 INTRODUCTION ET DEFINITIONS. 
On peut reconnaître un ensemble ordonné P=(X,Sp) de dimension 2 en temps polynomial, pour cela 
il suffit de vérifier que son graphe d'incomparabilité admet une orientation transitive. Une orienta-
tion transitive et sa duale induisent sur P deux extensions linéaires constituant une base. Comme on 
l'a constaté au chapitre précédent ces deux extensions linéaires sont obligatoirement gloutonnes, en 
d'autres termes, elles peuvent "se définir'' algorithmiquement sur l'ordre (ou sur son graphe de 
Hasse). 
Cependant, on peut constater que toute extension linéaire gloutonne n'appartient pas automa-
tiquement à une base. O. PRETZEL a affiné la description du comportement, sur l'ordre, des exten-
sions linéaires appartenant à une base, en dimension 2, et a défini la notion d'extensions linéaires 
gloutonnes impériales (appelée plus tard supergloutonnes par W.T. TROTTER) en ajoutant une 
condition de backtrack. 
Intuitivement, on peut les définir par applications répétées de la règle : 
"Prenez un élément minimal et monter aussi haut que vous pouvez, lorsque vous ne pouvez plus 
monter, redescendez jusqu'à trouver le premier élément à partir duquel vous pourrez recommencer 
à monter''. 
En fait tout se passe comme pour un parcours en profondeur dans un ordre dans lequel on respecte 
les contraintes de précédence. 
Plus précisément, on a : 
définition 29 : -c = x1 x2 ... xn est une extension linéaire dfgloutonne si pour tout i : 
xk -<p xi k S i-1 et si xk,-<p xj avec j ~ i et xj minimal dans P- { xl' ... , xi-l } alors k'S k. 
Nous établirons ultérieurement un rapport trés étroit entre ces extensions linéaires et les 
recherches en profondeur, c'est pourquoi nous avons préféré les rebaptiser dfgloutonnes (en anglais 
depth-first greedy). 
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3.2 CONSTRUCTION D'UNE DFGLOUTONNE 
Nous donnons maintenant une construction algorithmique récursive et en temps linéaire d'une 
extension linéaire dfgloutonne d'un ensemble ordonné P, basée sur la définition "naïve". (Voir 
exemple figure 23). 
dfgloutonne(P) 
données: le diagramme d'un ensemble ordonné P donné par ses listes d'adjacence 
résultats: une forêt recouvrante, une numérotation des sommets ( dfgnumber) 
début 
compteur<- 1; 
pour tout v faire visité(v) <-faux; 
construire 1' ensemble S des éléments minimaux de P; 
répéter 
v <- choix(S); 
S <-S-v; 
dfg(v) 
jusqu'à s = 0 fin 
Procédure dfg(v) 
deôut 
visité(v) <- vrai; 
dfgnumber(v) <-compteur; 
compteur<- compteur+ 1; 
pour tout successeur w de v faire 
début 
fin. 
si tous les prédécesseurs de w sont visités alors dfg(w); 
fin 
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propriété 13 : Si nous appliquons l'algorithme ci-dessus à un ensemble ordonné Pen ajoutant une 
fonction dfgoutstack (ligne 21) nous obtenons les propriétés suivantes : 
(i) dfgnumber est une extension linéaire dfgloutonne de P 
(ü) les arcs du diagramme de P sont partitionnés en deux classes 
-les arcs de l'arborescence (v,w) satisfaisant 
dfgoutstack(w) s: dfgoutstack(v) 
dfgnumber(v) s: dfgnumber(w) 
-les coarcs (v,w) satisfaisant 
dfgoutstack(v) s: dfgoutstack(w) 
dfgnumber(v) s: dfgnumber(w) 
(iii) (v,w) est un arc de couverture de l'extension linéaire définie par dfgnumber si et seulement si 
(v,w) est un arc de l'arbre et dfgnumber(w) = dfgnumber(v) + 1 
remarque : Comme on peut le vérifier dans 1' exemple de la figure 23 la numérotation dfgoutstackd 
n'est pas une extension linéaire de P. D'autre part, si nous ajoutons un unique élément minimal par 
lequel nous commençons l'algorithme, nous obtiendrons une arborescence recouvrante à la place 
d'une forêt. 
Malgré la très grande ressemblance entre l'algorithme de calcul d'une extension linéaire 
dfgloutonne et celui des parcours en profondeur, il y a une raison plus importante pour justifier le 
nom de ces extensions linéaires. 
Soit P=(X.s:p) un ensemble ordonné, considérons l'ensemble ordonné P0 = {0} + P ( nous 
ajoutons un unique élément minimal), dont nous noterons G0 le diagramme. Nous avons le résultat 
suivant. 
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théorème 9 : n existe un isomorphisme entre l'ensemble des extensions linéaires dfgloutonnes de 
P0 et l'ensemble des fonctions outstackd obtenues par des recherches en profondeur sur G0 en . 
commençant par le sommet O. 
preuve : elle se fait par induction sur le nombre de sommets. 
Si -c = Os1 ... si···~··· est une extension linéaire dfgloutonne de P 0, où { sl' ... , sk} est 
l'ensemble des éléments minimaux de P, considérons les recherches en profondeur obtenues en 
choisissant comme arguments successifs de la procédure Dfs les éléments sk, sk_1 et ainsi de suite 
jusqu'à s1 (i.e. 0Dfs(~)Dfs(sk_ 1 ) ... Dfs(s1)). 
A partir de si' nous atteindrons exactement les éléments de P satisfaisant si ~ x < si+ 1 dans 
't, on note Ai cet ensemble de sommets. Donc pour toute fonction outstackd obtenue de cette 
manière, nous aurons x < y si x e Ai et y e Aj chaque fois que i < j. 
L'intervalle [si,si+1 [ de 't est une extension linéaire dfgloutonne de Ai, donc par induction 
elle peut être obtenue comme la fonction outstackd d'une certaine recherche en profondeur 
commençant en si sur le sous-ordre induit par Ai. 
Réciproquement, supposons -c = Os1 ... si ... ~ ... est la fonction outstackd d'une recherche en 
profondeur sur G0 commençant en 0, où les si sont les éléments minimaux de P. 
L'intervalle [si,si+1 [ de 't correspond exactement à la fonction outstackd d'une recherche en 
profondeur sur l'ensemble Ai défini au-dessus. Par induction nous pouvons conclure que [si,si+l [ 
est. une extension linéaire dfgloutonne de Ai. 
Enfin, 't est une extension linéaire dfgloutonne de de P 0 puisque le choix de si avant sj 
lorsque i < j entraîne x < y pour tout x e Ai et pour tout y e Aj" 0 
La figure 24 illustre ce théorème qui nous autorise maintenant à parler indifféremment 
d'extension linéaire dfgloutonne de Po ou de recherche en profondeur sur G0 commençant en O. 
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dfgoutstack 
dfnumber 
outstack 
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L'extension linéaire dfgloutonne obtenue par l'algorithme naïf (dgnumber, 
dgoutstack) et sa recherche en profondeur associée (dfnumber, outstack) est 
donc : L = ad+eh+bij+cfk+gl. 
figure 24 
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3.3 EXTENSIONS LINEAIRES DFGLOUTONNES ET NOMBRE DE SAUTS. 
3.3.1 Ordres faiblement dfgloutons. 
Pour mieux apprécier la différence entre les extensions linéaires gloutonnes usuelles et dfglou-
tonnes, nous allons nous intéresser tout d'abord au problème du nombre de sauts. 
Notons DFG(P) l'ensemble des extensions linéaires dfgloutonnes d'un ensemble ordonné 
P=(X,~), trivialement nous avons DFG(P) c G(P). TI est bien connu qu'il existe toujours une 
extension linéaire gloutonne optimale [ ], malheureusement cette propriété n'est plus vraie pour les 
extensions linéaires dfgloutonnes comme le montre 1 'exemple de la figure 25. 
k 
g 
a 
figure 25 
Cet exemple montre que même pour les ordres sans cycle, il n'existe pas toujours d'exten-
sion linéaire dfgloutonne optimale. 
Un ensemble ordonné sera dit faiblement dfglouton s'il existe une extension linéaire dfgloutonne 
optimale, i.e. si DFG(P) rî O(P)-:~: 0. 
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Considérons le problème de décision suivant. 
Faiblement Dfglouton (FDFG) 
])onnées : P = (X,~) un ensemble ordonné. 
Question :Pest-il faiblement dfglouton? 
théorème 10 : FDFG est NP-difficile 
En utilisant cette formulation il n'est pas clair que ce problème soit dans la classe NP, aussi 
nous allons seulement montrer que la satisfiabilité se réduit à ce problème. 
Notons Q(F) l'ensemble ordonné associé à toute collection de clauses F, en observant les 
règles de construction suivantes : 
-à chaque variable ui, nous associons le sous-ensemble ordonné Vi ayant 7 sommets : wi' xi' yi' zi, 
i., y., z. tels que w. -< X· -< y. -< z. et w. -< i. -<Y. -< Z. (voir figure 26) 111 1 1 1 1 1 1 1 1 
-les Vi sont ordonnés : 'Vi e [l,n-1] wi+l couvre xi et Xi· 
- à chaque clause Cj, nous associons le sous-ensemble ordonné Sj sur 6 sommets : aj, bj, cj, dj, ej, 
~ (voir figure 26) 
- un sommet w est ajouté, couvert par tous les aj et bj et couvrant xn et xn. 
- enfin, nous insérons les comparabilités dépendant du contenu des clauses i.e.: 
yi (resp. yi) est couvert par cj ssi ui (resp. Üi) e Cf 
z . 
~ 
W. 
~ 
z . 
~ 
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figure 26 
w 1 
figure 27 
d. 
J 
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En utilisant cette construction nous avons seulement à prouver que F est satisfiable si et 
seulement si Q(F) admet une extension linéaire dfgloutonne optimale. Pour cela, nous allons établir 
quelques lemmes techniques. 
lemme 10: Q(F) est un ordre de Dilworth. 
preuve :Puisque l'antichaîne des éléments maximaux de Q(F) a pour cardinal 2n+3m, en utilisant 
le théorème de Dilworth nous obtenons: 
s(Q(F)) ;;:: 2n+3m-1 
De plus si nous considérons 1' extension linéaire suivante : 
t = ~~ + ... + ~ + wa 1 + ... + am où 
~· = w. x. y. z. i. y. Z. et CJ· = a. d. b· f. c. e .. 
1 1111111 J JJJJJJ 
Chaque ~i est composée de deux chaînes et chaque aj de trois chaînes. Puisqu'il y a un saut 
après chaque ~i et après chaque aj nous avons s{t,Q(F)) = 2n+3m-1 et ainsi :t est optimale. D 
lemme 11 : Soit t une extension linéaire optimale de Q(F) alors pour tout j, 
:t/S. = a. d. + b. f. + c. e. = CJ·. 
J JJ JJ JJ J 
preuve : Supposons qu'il existe une extension linéaire optimale :t de Q(F) avec t/Sj * aj pour un 
certain j. Comme aj est l'unique extension linéaire optimale de Sj, il existe une chaîne C dans :t/Sj 
telle que C'"' {dj, ej, f} = 0. 
Tout élément de Sj est incomparable avec les zi et les zï Ceci implique que C ne rencontre 
pas 1' antichaîne constituée des éléments maximaux qui est une antichaîne de cardinal maximum. 
Puisque Q(F) est un ordre de Dilworth ceci amène à une contradiction. D 
preuve du théorème 10 : Supposons que F soit satisfiable et f une fonction de vérité pour F. 
Nous définissons u. =w. x. -y. z. x. lorsque f(u.) =Vrai et~· =w. x. y. z. X: lorsque f(u.) =Faux. 
'1 11111 1 1 11111 1 
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Considérons t 1 = J.Ll + ... + J.l.n + w, nous pouvons vérifier aisément que t 1 est le début 
d'une extension linéaire dfgloutonne de Q(F). 
Puisque pour chaque clause Cj de F, il existe au moins un littéral ui (resp. Üi) qui satisfait 
Cj, dans la construction précédente de t 1, yi (resp. yi) ne se trouve pas dans t 1 et donc cj n'est pas 
accessible après w. 
On en déduit que t 2 = t 1 + 11 1 + ... + "lm• où 'Tlj = aj dj bj ~ est encore le début d'une 
extension linéaire dfgloutonne. n ne reste plus maintenant qu'à compléter t 2 de n'importe quelle 
manière dfgloutonne en ajoutant de nouvelle chaînes gloutonnes se terminant en ej, zi ou Zi· 
L'extension linéaire dfgloutonne 't obtenue satisfait s{t,Q(F)) = 2n+3m-l et est donc opti-
male. 
Réciproquement, considérons une extension linéaire. dfgloutonne t optimale. Nous définissons 
En utilisant le résultat du lemme 11, nous avons t/Sj = crj. On en déduit que lors de la 
construction de t, après avoir atteint aj dj, cj n'était pas accessible car la condition de backtrack 
nous aurait obligés à le prendre. Il existe donc yi ou 'Yi couvert par cj et placé après w dans 't. Par 
définition de f, il s'ensuit que cj est satisfiable. 
fest donc une fonction de vérité pour F. 0 
remarque : Lorsqu'on restreint les entrées aux ordres de Dilworth, le problème associé devient 
NP-complet. Un algorithme non déterministe fournit un ordonnancement des éléments de P et l'on 
vérifie en temps pOlynomial que c'est u'ne extension linéaire dfgloutonne et si son nombre de sauts 
est égal à w(P) - 1. 
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3.3.2 Ordres dfgloutons. 
L'étude des extensions linéaires gloutonnes a surtout été motivée par la recherche de la caractérisa-
tion des ordres gloutons. Ayant défini les extensions linéaires dfgloutonnes, il est intéressant de 
regarder la version dfgloutonne de ce problème. 
définition 30 : Un ensemble ordoné P = (X,~) est dit dfglouton si DFG(P) c O(P) 
On peut noter tout de suite que si un ordre est glouton alors il est aussi dfglouton. La classe 
des ordres dfgloutons est strictement plus grande que celle des ordres gloutons comme le montre 
l'exemple de la figure 28. 
figure 28 
Considérons le problème de décision suivant. 
Non Dfglouton (NDFG) 
données: P = (X,~) un ensemble ordonné. 
question: Pest-il non dfglouton? 
. 82. 
théorème 11 : NDFG est NP-difficile. 
preuve: 
Nous allons prouver que SAT a NDFG par la réduction polynomiale suivante. 
Nous noterons P(F) l'ensemble ordonné associé à une collection de clauses F, bâti avec les 
règles suivantes : 
- à chaque variable ui nous associons l'ensemble Vi décrit à la figure 26. 
- chaque clause Cj sera représentée par un sommet unique sj" 
-les Vi sont ordonnés par: 'r;f i e [l,n[, wi+l couvre xi et xi. 
- un sommet w est ajouté, couvrant xn et xn et couvert par tous les sj 
-enfin nous insérons le biparti d'incidence (des littéraux vers les clauses) i.e.: 
yi (resp. yi) est couvert par sj ssi ui (resp. üi) e Cj" 
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figure 29 
En utilisant ce~e construction, il reste à prouver que F est satisfiable si et seulement si P(F) 
admet une extension linéaire dfgloutonne non optimale. Pour cela, nous allons établir quelques 
lemmes techniques. 
lemme 12 : P(F) est un ordre de Dilworth. 
preuve : Puisque { zi, zi, sj 1 1 ~ i ~ n, 1 ~ j ~ rn } est l'antichaîne des éléments maximaux de 
P(F), en utilisant l'inégalité de Dilworth, nous avons s(P(F)) ~ 2n+m-1. 
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Considérons d'autre part l'extension linéaire : 
't = J.ll + ... + J.ln + w + sl + ... + sm où J.li = wi xi Yi zi xi Yi Zi· 't a exactement 2n+m-1 sauts, 
puisque chaque J.li est constitué de deux chaînes et qu'il y a un saut après chaque J.li et pas de saut 
après w. On en déduit que 'test optimale et que P(F) est bien un ordre de Dilworth. 0 
Le lemme suivant va montrer l'importance capitale du sommet w dans la construction précé-
dente. 
lemme 13 : Soit 't une extension linéaire dfgloutonne de P(F), alors 't est optimale si et seulement 
si il n'y a pas de saut après w. 
preuve : Soit 't une extension linéaire dfgloutonne de P(F). A cause de son caractère dfglouton, 
toute chaîne maximale de 't doit se terminer sur zi' 'Zi· sj ou w. Après le sommet w, il n'y a éven-
tuellement pas de saut et donc : 
s('t,P(F)) e { w(PF)), w(P(F))-1 } 
En utilisant le lemme 12, nous pouvons conclure. 0 
preuve du théorème 11 : Supposons F satisfiable et soit alors f une fonction de vérité pour F. 
Nous définissons 'ti = wi xi Yi zi xi (resp. wi xi Yi zi xi) quand f(ui) = Vrai (resp. Faux). 
Soit 't une extension linéaire dfgloutonne de P(F) commençant par 'tl + ... + 'tn + w. 
Nécessairement il existe un saut après w, puisque dans chaque clause Cj, il y a un littéral ui (ou ui) 
pour lequel f(ui) =Vrai (ou f(ui) =Faux) et ceci correspond à un sommet yi (ou yi) qui est couvert 
par sj dans P(F) et placé après w dans 't. 
n s'ensuit que 't n'est pas optimale. 
Réciproquement, considérons maintenant une extension linéaire dfgloutonne 't non optimale 
dans P(F). Nous défmissons : f(ui) =Vrai (resp. Faux) si yi <'t yi (resp. Yi <'t Yi). 
Puisque 't n'est pas optimale, il y un saut après w dans 't, ce qui signifie qu'aucun des sj 
n'est accessible dans P(F) - { x ~'t w }. De plus, pour chaque s., il existe uni pour lequel yi (resp. 
. J 
y.) est au-dessus de w dans 't, et y. (resp. y.) est couvert par s., ce qui entraîne que le littéral u1· 1 1 1 J 
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(resp. ûi) appartient à la clause cj" 
Sans perte de généralité, nous pouvons supposer que w <'t yi, et que yi est couvert par sj" 
D'après le caractère dfglouton de 't, nous ne pouvons avoir simultanément yi et Yi après w dans 't et 
donc :yi <'t w <'t yi. 
La clause Cj est donc satisfaite par le littéral ui et f est une valeur de vérité pour F. 0 
remarques :Le lemme 12 permet d'affirmer que le résultat est le même si on considère en entrée 
la classe des ordres de Dilworth. Dans le lemme 13 et le théorème 11, o11 peut remplacer dfglouton 
par glouton et retrouver le théorème 5 du chapitre 2. 
3.3.3 Nombres de sauts dfgloutons. 
* Soient sdfg(P) et sdfg(P) respectivement le nombre minimum de sauts et le nombre maximum de 
sauts pris sur l'ensemble des extensions linéaires dfgloutonnes de P. Nous avons immédiatement: 
* proposition 6 :Les calculs de sdfg et de sdfg sont NP-difficiles. 
preuve : La NP-difficulté du calcul de sdfg découle de la construction faite au théorème 10 tandis 
* que celle de sdfg de la construction faite au 
théorème 11. 
proposition 7 : Si Pest un ensemble ordonné de hauteur 1 alors sdfg(P) = s(P). 
preuve : On note X l'ensemble des éléments minimaux de Pet Y l'ensemble des éléments maxi-
maux. Soit 't = x1 ... xn une extension linéaire gloutonne optimale de P. 
Considérons xk le premier sommet de 't au-delà duquel 't n'est plus dfgloutonne. 
Nécessairement xk+ 1 e X, et il existe z e X et y e Y tels que z <p y et z <'t xk. 
En outre, il y a dans 't un saut avant y, aussi on peut construire une nouvelle extension 
linéaire 't' de P, obtenue en déplaçant y juste après xk. 't' reste gloutonne et optimale. En répétant le 
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procédé on finira par obtenir une extension linéaire dfgloutonne optimale. 0 
remarque : Ce résultat, combiné avec celui de W.R. PULLEYBLANK sur le nombre de sauts des 
ordres bipartis fournit une nouvelle démonstration de la NP-difficulté de sdfg· 
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3.4 DIMENSION DFGLOUTONNE. 
Le théorème 9, vu précédemment, va apparaître comme un outil particulièrement efficace pour 
construire des extensions linéaires dfgloutonnes particulières. Pour illustrer ce fait, nous donnerons 
une preuve trés courte d'un résultat déjà obtenue à Oberwolfach en 1985 par O. PRETZEL et W.T. 
TRO'ITER. 
propriété 13 : Pour tout x e P=(X,Sp). il existe une extension linéaire dfgloutonne qui met x 
au-dessus de tous ses éléments incomparables. 
preuve : Il suffit de choisir une recherche en profondeur commençant en 0 et allant directement 
vers x ( ceci est possible puisque G0 est connexe ). En procédant de cette manière x sera dépilé 
avant que tout y incomparable à x n'entre à son tour dans la pile. Nous aurons donc: 
outstackd(x) > outstackd(y) pour tout y tel que x Il y. 0 
La raison principale de notre intérêt pour les extensions linéaires dfgloutonnes est que pour 
tout ensemble ordonné P=(X.sp), il existe toujours un générateur dfglouton (ensemble d'extensions 
linéaires dfgloutonnes dont l'intersection est P). Ce résultat est évident d'après la propriété précé-
dente et en utilisant une preuve similaire à la proposition 2 du chapitre 2. Nous pouvons donc 
définir la notion de dimension dfgloutonne (notée dimdfg) comme le cardinal minimum d'un géné- · 
rateur dfglouton. Pour tout ensemble ordonné nous avons dim(P) ::> dimg(P) ::> dimdfg(P). La 
prochaine figure montre que ces trois nombres peuvent être différents. 
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dim(P)=3, dimgfP)=n+l, dimdfg (P)=2n+l 
figure 30 
Certains résultats obtenus par V. BOUCHITI'E, M. HABID et R. JEGOU [9] ou par H.A. 
KIERSTEAD et W.T. TROTTER [45] sur la dimension gloutonne peuvent être facilement étendus 
à la dimension dfgloutonne. En utilisant les mêmes preuves qu'au chapitre 2, nous obtenons : 
propriété 14 : Pour toute chaine C de P=(X,Sp). il existe une extension linéaire dfgloutonne supé-
rieure de C (pareillement à la dimension gloutonne, il n'existe pas toujours d'extensions linéaires 
dfgloutonnes inférieures). 
En utilisant le célèbre théorème de décomposition de Dilworth nous avons dimdfg (P) ~ w(P) 
et pour tout treillis distributif P, dimdfg (P) = dim(P). 
n y a une classe importante d'ordre pour laquelle on a l'égalité entre la dimension classique 
et la dimension gloutonne mais pour laquelle la dimension dfgloutonne peut être différente : les 
ordres sans N. L'ensemble ordonné bien connu sans N et de dimension 3 représenté figure 31 a une 
dimension dfgloutonne égale à 4. Cet exemple montre aussi que l'inégalité 
dim(P) ~ 1 + dim(P-C) où C est une chaîne gloutonne 
valable aussi pour la dimension gloutonne ne se retrouve pas pour la dimension dfgloutonne. 
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figure 31 
Une généralisation de cet ardre ( figure 32 ), nous permet de répondre par la négative à une 
question de W.T. TROTTER: P un ensemble ordonné, A une antichaine de P telle que 1 P-A 1 ~ 
2, a-t-on dimdfg (P) s 1 P - A 1? 
En effet, l'ordre de la figure 32 vérifie dimdfg (P)=6 et 1 P-A 1=5. 
D'autre part, c'est aussi un contre-exemple à l'inégalité de T. HIRAGUCID pour la dimension 
dfgloutonne. 
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figure 32 
Cas de la dimension 2. 
Comme l'ont remarqué O. PRETZEL et W.T. TROTTER, nous avons un résultat plus fort 
concernant la dimension 2. 
propriété 15 Toute base d'un ensemble ordonné de dimension 2 est composée d'extensions 
linéaires dfgloutonnes. 
Malheureusement, dans le cas général, tout extension linéaire dfgloutonne n'appartient pas à 
une base comme le montre l'exemple de la figure 33. 
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c a b 
figure 33 
B. DUSHNIK et E.W. MILLER [19] ont caractérisé les extensions linéaires appartenant à 
une base d'un ensemble ordonné de dimension 2. Une extension linéaire 't de P=(X,Sp) est appelée 
non séparante si pour tout triplet x, y, z de P tel que xlly et yllz dans P et x <'t y <'t z alors xllz 
dans P. Ils ont montré la propriété suivante. 
propriété 16 : Un ensemble ordonné est de dimension 2 si et seulement si il a une extension 
linéaire non séparante. De plus, toute base est alors constituée d'extensions linéaires non séparantes. 
Nous· donnons maintenant une caractérisation des ensembles ordonnés pour lesquels toute 
extension linéaire dfgloutonne est non séparante. 
propriété 17 :Toute extension linéaire dfgloutonne d'un ensemble ordonné de dimension 2 appar-
tient à une base si et seulement si P est série-parallèle et pour tous a, b, c, d de P tels que a<d, 
b<d, allb, alle, bile et clld alors il existe un élément r{a,b) de P satisfaisant r(a,b)<a et r(a,b)<b et 
r(a,b)llc (voir figure 34). 
preuve : Si P n'est pas série-parallèle alors il contient un "N" {a,b,c,d} ( i.e. a<c, allb, alld, b<c, 
b<d et clld). Il existe une recherche en profondeur de G0 commençant en 0 et satisfaisant 
dfnumber(b) < dfnumber(c) < dfnumber(d) < dfnumber(a). 
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L'extension linéaire dfgloutonne de P correspondante est telle que a<d<c, elle est donc séparante. 
Si P contient quatre éléments a, b, c, d satisfaisant l'hypothèse et tels que tout r(a,b) plus 
petit que a et b est aussi plus petit que c, alors il existe une recherche en profondeur de G0 
commençant en 0 vérifiant : 
dfnumber(a) < dfnumber(d) < dfnumber(c) < dfnumber(b). 
L'extension linéaire dfgloutonne induite par ce parcriurs satisfait b<c<d, elle est donc séparante. 
Réciproquement, supposons qu'il existe une extension linéaire séparante 't de P, i.e. telle que 
a<x<b pour a, b, x dans avec a<b, alix, et bllx. 't étant nécessairement dfgloutonne, dans la 
recherche en profondeur sur G0 associée, le premier élément atteint est b et il existe ella et c<b 
avec dfnumber(c)<dfn'!liilber(b). Si c<x alors {a,c,b,x} est un "N" ce qui est une contradiction, si 
c>x par transitivité on a x<b, une autre contradiction, d'où elix. Par hypothèse il existe un élément 
r(a,c) plus petit que a et c et incomparable à x. c n'a pas été atteint par r(a,c) mais par un élément 
d de P tel que d<c et dllr(a,c). Si a<d, par transitivité on a r(a,c)<d, ce qui est une contradiction. Si 
alld {d,r(a,c),c,a} est un "N", ce qui est une contradiction. Si a>d, pour avoir a<X dans 't dfglou-
tonne, il est nécessaire d'avoir d<x mais alors {r(a,c),d,a,x} est un "N", cette dernière contradiction 
termine la preuve du théorème. 
0 
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d 
a b • c 
r(a,b) 
figure 34 
Ceci amène très naturellement au problème : existe-t-il une méthode simple pour construire 
des extensions linéaires non séparantes? On .peut trouver une réponse dans la thèse de J. SPINRAD 
[62] où il décrit un algorithme en O(n2) reconnaisant un ordre de dimension 2 et calculant une 
base. Cet algorithme, assez compliqué, est basé sur la notion d'extension linéaire non-séparante et 
sur un algorithme de décomposition par substitution (appelée aussi modulaire) en O(n2). 
Les considérations précédentes, appliquées aux recherches en profondeur dans les graphes 
donnent immédiatement la propriété suivante, qui était déjà implicite dans les travaux de C. PAIR 
[49]. 
propriété 18 : Pour toute recherche en profondeur dans un graphe donné, { dfnumber, outstackd} 
est une base de la forêt recouvrante induite. 
On peut noter que c'est l'un des rares exemples où une base est utilisée comme codage effi-
cace en informatique. Deux permutations sur un ensemble d'éléments X induisent un ensemble 
ordonné de dimension 2 dont elles constituent une base. Concernant les graphes, nous avons : 
propriété 19 : Deux permutations, f et g, sur un ensemble X sont respectivement les fonctions 
dfnumber et outstack d'une recherche en profondeur sur d'un graphe sur X si et seulement si f n 
• 94. 
gd induit une forêt. 
Une technique habituelle lorsqu'on manipule les recherches en profondeur consiste à calculer 
une seconde recherche en profondeur utilisant la connaissance fournie par la première. On peut voir 
des exemples d'application de cette méthode chez J.E. HOPCROFI' et R.E. TARJAN [36,37,38,39] 
ou chez H. de FRA YSSEIX et P. ROSENSTIEHL [26]. 
Pour les extensions linéaires dfgloutonnes, nous pouvons utiliser une technique similaire pour 
obtenir une extension linéaire dfgloutonne "duale". Supposons que nous ayons déjà obtenu une 
extension linéaire dfgloutonne t de P par application de l'algorithme DFGLOUTON décrit précé-
demment. Si nous appliquons à nouveau cet algorithme de sorte que lorsque nous avons le choix 
entre plusieurs éléments nous prenions celui qui a le plus grand dfgnumber, nous obtenons une 
autre extension linéaire dfgloutonne associée à t, notée t'. 
n est facile de vérifier que t == -t' si et seulement si P est un ordre total, d'autre part nous 
avons: 
propriété 20 : Soit tune extension linéaire dfgloutonne d'un ensemble ordonné P de dimension 2, 
si 't appartient à une base de P alors {'t, t'} est cette base. 
problème :Le calcul de la dimension dfgloutonne est-il un problème NP-difficile? 
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