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Résumé de la thèse 
Le travail de cette thèse se situe à l’intersection du domaine de l’intelligence 
artificielle et du domaine de la sécurité informatique. Cette thèse a deux 
objectifs principaux : le premier est de confirmer la puissance expressive du modèle 
OrBAC, en particulier par rapport aux politiques de sécurité par défaut utilisées dans 
SELinux. Le deuxième objectif est d’étendre ce modèle OrBAC, en intégrant le concept 
de priorité qui sera représenté dans le cadre de la théorie des possibilités. 
Dans la première partie de la thèse, nous passons en revue et analysons les 
différents modèles du contrôle d’accès existants, y compris ceux utilisés dans les 
systèmes SELinux. En particulier, nous présentons le modèle OrBAC qui offre une 
représentation compacte et flexible des politiques de sécurité.  
Dans la deuxième partie de la thèse, nous proposons une modélisation des 
politiques de sécurité par défaut, utilisées par SELinux, dans le modèle OrBAC. Nous 
montrons que chaque concept utilisé dans la politique de sécurité SELinux (type, rôle, 
etc.) possède une contrepartie naturelle dans le modèle OrBAC. Cette modélisation, 
illustré sur la distribution Selinux Fedora 14, confirme la puissance expressive du modèle 
de contrôle d’accès OrBAC. Nous proposons également la représentation et la gestion des 
règles de transition des politiques de sécurité SELinux dans le modèle OrBAC. 
Dans la troisième et dernière partie de la thèse, nous nous intéressons à la gestion 
de l’incertitude dans les modèles de contrôle d’accès. Nous avons utilisé la théorie des 
possibilités qui offre un cadre naturel, qualitatif et ordinal pour représenter et raisonner 
avec les règles incertaines. Nous proposons une extension du modèle OrBAC en y 
introduisant une entité appelée priorité au niveau de chaque relation. L’entité priorité 
quantifie la certitude qu’une relation, entre une entité concrète et une entité abstraite, soit 
réalisée. Plusieurs modes de combinaison (pessimiste, optimiste et avancé) sont proposés 
pour déterminer la valeur de la priorité de chaque relation concrète à partir des priorités 
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Le système d’information (SI) et les données sensibles d’une organisation, représentent son 
capital essentiel, qu’il convient de protéger contre les accès non autorisés. Les spécialistes de 
sécurité des systèmes d’information (SSI) sont confrontés à des enjeux de  sécurité. Ils doivent, à 
la fois, avoir une approche globale du SI et une connaissance approfondie du système 
d’exploitation ainsi que les applications installées.  
En effet, plusieurs possibilités de technique sont offertes aujourd’hui à l’aide de la 
généralisation de la connexion à Internet, l’utilisation intensive des systèmes et applicatifs 
communicants et la complexité des architectures. Ces possibilités introduisent aussi des risques 
comme le cas où des utilisateurs portent atteinte à l’intégrité du système en se comportant d’une 
manière insouciante suite à des manipulations généralement involontaires, à risque et qui peuvent 
favoriser le danger, cette catégorie des utilisateurs est à l’origine de la majorité des problèmes liés 
à la sécurité d'un système d'information (SSI), en plus on trouve le cas des personnes 
malintentionnées qui arrivent à s’infiltrer en exploitant une vulnérabilité du système pour 
s’emparer d’informations sensibles aux qu’elles elle ne sont pas censées avoir accès. Un autre cas 
fréquent concerne les programmes malveillants (les virus, chevaux de Troie, etc.) qui sont 
développés pour nuire à un système, voire même modifier ou collecter ses données  pour les 
réutiliser à des fins malveillantes. 
D’une manière générale, La SSI consiste à assurer l’unique utilisation des ressources 
systèmes d'une organisation dans le cadre prévu. Elle est évaluée par plusieurs propriétés et 
exigences de sécurité, ce sont des caractéristiques critiques des ressources, à savoir : 
 la disponibilité : L'objectif de la disponibilité est de garantir l'accès à un service ou à des 
ressources au moment voulu par les personnes autorisées. Elle permet de maintenir le bon 
fonctionnement du système d'information ; 
 L’intégrité : « L’intégrité est la prévention d’une modification non autorisée de 
l’information » norme ISO 7498-2 (ISO90).  
 La confidentialité : « La confidentialité est la propriété qu’une information n’est ni 
disponible ni divulguée aux personnes, composantes ou processus non autorisés » norme 
ISO 7498-2 (ISO90). 
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 La non répudiation : permet d’assurer qu'une personne ne puisse nier avoir effectué une 
transaction;  
 L'authentification : consiste à assurer l'identification de l'origine de l'information et que 
seules les personnes autorisées aient accès aux ressources;  
D'autres caractéristiques sont également utilisées peuvent s’ajouter à celles précitées, tels 
que : 
 L’autorisation : concerne le type d'activités ou d'informations qu'une personne est 
autorisée à effectuer ou y accéder; 
 La traçabilité : garantit que les accès et tentatives d'accès aux éléments considérés sont 
audités  et que ces traces sont conservées dans des journaux exploitables.  
Ces critères sont généralement assurés par des techniques et mécanismes qui portent 
essentiellement sur divers aspects tels que : 
 La sécurité des réseaux : utilise principalement les pare-feu[1]qui permettent de surveiller et 
de restreindre les accès entre deux réseaux (LAN1, WAN2, etc.), les pare-feu comportent des 
fonctions de filtrage qui ne laissent passer que les paquets en provenance des adresses 
(IP+numéro de port) autorisées, et se préoccupent le plus souvent de la résolution des 
problèmes de confidentialité et d'intégrité des données qui transitent. Dans ce contexte, le 
réseau est considéré comme un médium non sûr dans lequel des personnes malveillantes sont 
susceptibles de lire, modifier et supprimer les données qu'il achemine. 
 La détection d’intrusions : utilise des outils qui complètent les fonctions du pare-feu en 
repérant, d’une part les intrus sur les ports laissés ouverts et d’autre part  les requêtes 
malintentionnées. il existe deux types de système de détections d’intrusions (ou IDS pour 
Intrusion Détection System) : les IDS basés réseau et les IDS basés hôte. Ces deux catégories 
d'IDS emploient généralement deux principes de détection à savoir l'approche 
comportementale (ou détection d'anomalies) et l'approche basée sur la connaissance (ou la 
détection de scénarios d'attaque). 
 La cryptographie, considérée comme la science du secret puisqu’elle permet l'anonymisation 
des informations. Selon la nature de l’information à protéger, le recours à la cryptographie a 
donné lieu à de multiples usages et applications. Les concepts de la cryptographie ont été 
élaborés pour permettre la mise au point, puis la mise en œuvre d’un certain nombre de 
                                                          
1(Local Area Networden anglais) : Réseau local. 
2(Wide Area Networden anglais) : Réseau étendu. 
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mécanismes spécialisés. d’où la présence de la cryptographie à clé secrète, standard de 
chiffrement AES, systèmes cryptographiques à clé publique (RSA, El Gamal, ECC, etc.), des 
codes d’authentification, des systèmes de partage de secret, des procédés d’identification, des 
signatures numériques et de cryptographie dynamique et autant de domaines, de spécialistes 
et d’usages. 
 Le contrôle d’accès : consiste à vérifier si un sujet (utilisateur, processus, etc.) demandant 
d'accéder à une ressource (fichier, mémoire, etc.) possède suffisamment le droit  pour le faire. 
Le contrôle d’accès est basé sur une politique de contrôle d’accès qui est spécialisée pour la 
gestion des permissions [2].La politique de contrôle d’accès est structurée selon un modèle 
qui est responsable de la prise de décision (accord ou refus) d’une demande d’accès. Les 
modèles traditionnels de contrôle d’accès sont : le contrôle d’accès par mandat (Mandatory 
Access Control - MAC)[3], le contrôle d’accès discrétionnaire (Discretionary Access Control 
- DAC) [4]. MAC est un mécanisme de contrôle d’accès basé sur l’étiquetage (exemple : Top 
Secret, Secret, Unclassified) des différentes entités (sujets et objets) du système. DAC est un 
mécanisme décentralisé basé sur l’utilisateur dans lequel le créateur d’une donnée possède la 
pleine discrétion de définir les autorisations. En 2003, Ferraiolo et al. ont proposé le modèle 
de contrôle d’accès basés sur les rôles  (Rôle-Based Access Control - RBAC)[5][6][7], une 
politique RBAC est, d’une part un ensemble d’affectation des utilisateurs à des rôles et 
d’autre part un ensemble d’attributions des permissions à ces des rôles et par la suite, une 
demande d’accès d’un sujet à une ressource est accordée s’il joue un rôle auquel est associé 
ce privilège. Plusieurs modèles se sont inspirés de RBAC pour, soit organiser des politiques 
au moyen de concepts supplémentaires (par exemple, équipe, tâche, organisation) pour 
améliorer leur pouvoir expressif  et leur flexibilité: le contrôle d’accès basé sur l’équipe 
(Team-Based Access Control -  TMAC)[8], contrôle d'accès basé sur des tâches (Task-based 
Authorization Controls - TBAC)[9] et le contrôle d’accès basé sur l’organisation 
(Organisation-Based Access Control - OrBAC)[10]. Soit de l’étendre en ajoutant par exemple, 
des contraintes temporelles, spatiales ou géographiques). 
La présente thèse s’intéresse essentiellement aux techniques de contrôle d’accès, et plus 
précisément au modèle OrBAC[10], qui permet d’abstraire les entités : sujet, action et objet 
respectivement enrôle, activité et vue et ce dans le cadre d’une même organisation. Ce concept 




Le premier objectif de cette thèse est de confirmer la puissance expressive de ce modèle 
OrBAC, et de montrer qu’il est possible de l’utiliser pour coder une politique de sécurité qui n’est 
pas nécessairement en relation avec le domaine de la santé car à l’origine OrBAC a été proposé 
pour répondre aux exigences des politiques de sécurité dans les domaines de soins de santé. Nous 
avons choisi SELinux (Security Enhanced Linux) puisqu’il représente une des solutions de 
sécurité les plus utilisé, en plus il utilise plus qu’un modèle de contrôle d'accès (RBAC, MLS, 
DTE, etc.) dans les systèmes d'exploitation Linux.  
Le deuxième objectif est de proposer une extension du modèle OrBAC en intégrant le 
concept de priorité qui peut être associé avec les règles de la politique de sécurité. Ces priorités 
sont représentées dans le cadre de la théorie des possibilités[7][10][11]. Nous avons proposé 
différentes règles d'agrégation pour dériver les priorités associées aux permissions concrètes à 





Plan du mémoire 
Ce document comporte sept chapitres : 
Le chapitre 1présente d’une manière générale la sécurité des systèmes d'informations. Il 
rappelle les notions générales et les propriétés de sécurité. Ensuite il définit les divers modèles de 
contrôle d'accès dans les systèmes d'information. Il fait le point sur les différentes politiques de 
contrôle d'accès ainsi que sur leurs modèles proposés dans la littérature. Nous décrivons les 
limites de chaque modèle de contrôle d'accès.  
Le chapitre 2intitulé La solution de sécurité SELinux, est une présentation de SELinux 
(Security-Enhanced Linux) comme solution de sécurité des systèmes Linux. Il constitue à travers 
ces paragraphes une démystification de plusieurs concepts SELinux et met en relief les divers 
aspects en relations avec l’objet de la présente thèse. Enfin, ce chapitre liste, pour chaque modèle 
de contrôle d’accès (DAC, TE, RBAC, MCS, et MLS) utilisé dans SELinux, les plus importants 
des travaux de recherches qui ont été proposés. 
Le chapitre 3 présente le  modèle de contrôle d'accès OrBAC, ce modèle est centré sur la 
notion d'organisation, ce qui permet de représenter une politique de sécurité qui diffère d'une 
organisation à une autre. Nous avons utilisé un langage issu de la logique du premier ordre pour 
représenter les différentes entités et relations du modèle OrBAC. Ainsi que le codage des 
hiérarchies et des contraintes. Les exemples d’illustration sont généralement fournis en relation 
avec SELinux.La fin de ce chapitre présente les fonctionnalités de base de l’outil d’administration 
[12] à interface graphique basé sur le modèle OrBAC :MotOrBAC (acronyme qui désigne Moteur 
OrBAC) qui permet d’exprimer une politique de sécurité au niveau  organisationnel. 
Le chapitre 4 intitulé Codage en modèle OrBAC de la politique de sécurité par défaut de 
SELinux commence par donner quelques brèves descriptions de concepts principaux utilisés par 
une politique de sécurité SELinux par défaut tels que: le contexte, le rôle, de type, etc. Nous 
montrons ensuite que chaque concept dans la politique de sécurité SELinux possède son 
correspondant naturel dans le modèle OrBAC ce qui confirme la puissance expressive du système 
OrBAC. Nous avons utilisé la distribution  Fedora 14et Red Hat 4, pour illustrer notre encodage. 
Le Chapitre 5est consacré à la présentation des transitions de types en SELinux et à 
l’attribution d’un type (resp. domaine) par défaut à un objet (resp. processus). Il traite en outre le 
cas d’une transition de domaine à partir d’une règle de sécurité, ce cas est illustré à travers 
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l’exemple de changement de mot de passe dans le système Linux. Le but de ce chapitre est de 
montrer comment on peut coder les transitions de domaines en OrBAC. 
Le chapitre 6propose une extension du modèle OrBAC en intégrant le concept de priorité 
qui peut être associés aux règles de la politique de sécurité. Ces priorités sont représentées dans le 
cadre de la théorie des possibilités, nous abordons la façon dont laquelle les priorités sont 
ajoutées aux différentes entités abstraites du modèle OrBAC. Nous avons également proposédes 
règles d'agrégation pour dériver les priorités associées aux permissions concrètes à partir des 
règles prioritaires des permissions abstraites.  
Le chapitre 7propose une implémentation de nos contributions sous forme d’un 
programme développé en Delphi 7 gérant une base de données créée en Paradox, plusieurs 
images écran sont capturées lors de l’implémentation de l’exemple d’illustration. 
Enfin, la conclusion résume les différents chapitres ainsi que les contributions et donne 






Modèles et politiques de contrôle d'accès 
1.1. Introduction 
La sécurité des systèmes informatiques est un véritable travail, qui consiste à s’assurer 
que les ressources matérielles ou logicielles d'une organisation ne peuvent être, en aucun cas, 
employées en dehors d’un cadre prévu et défini à l’avance. Elle vise généralement trois 
principaux objectifs :   L'intégrité : Concerne la protection des données contre toute altération durant un 
traitement ou une communication (de manière accidentelle ou intentionnelle).  La confidentialité : consiste à assurer la protection de l'information échangée contre les 
divulgations non autorisées.  La disponibilité : permet de maintenir le bon fonctionnement du système en fournissant 
de l’information aux utilisateurs autorisés aux moments où ils en ont besoin. 
Les autres propriétés peuvent être vues comme des cas particuliers de ces trois classes, par 
exemple  L'authentification : qui peut être exprimée comme l’intégrité de la source, elle consiste à 
s’assurer que seules les personnes autorisées aient accès aux ressources. Plusieurs 
systèmes de contrôles d’accès utilisent des techniques (Exemple : l’identifiant et le mot de 
passe d’un utilisateur, carte biométrique…) qui permettent d'accéder à des ressources 
uniquement aux personnes autorisées.  Le non répudiation : exprimée comme étant l’intégrité de la source et de la destination, 
elle assure qu'une personne ne puisse nier avoir effectué une transaction et que chaque 
transaction est imputable à un acteur.  
Tout dépond donc, du système d’information à sécuriser, pour choisir telle ou telle 
technique de sécurité. La cryptographie est généralement utilisée pour assurer l’intégrité, la 
confidentialité et la non-répudiation. Avec le contrôle d’accès, on s’intéresse plutôt à garantir 
deux propriétés fondamentales : la confidentialité et l’intégrité des informations contenues dans 
un système d’information. Ceci nécessite que chaque accès à une ressource soit contrôlé et 
autorisé. Le système dont on veut protéger les ressources doit disposer de plusieurs mécanismes 
de contrôle d’accès et ce afin de permettre d’y implanter des politiques de sécurité (concernant la 
confidentialité et l’intégrité). Le contrôle d’accès fonctionne sur les modèles utilisant les entités 
de modélisation suivantes :  Sujet : est une entité active, elle inclut toujours les utilisateurs du système et souvent les 
processus en cours d'exécution pour le compte des utilisateurs. Dans ce contexte, un 
utilisateur est soit une personne physique connue par le système informatique et 
enregistrée comme utilisateur, soit un serveur, soit une sorte de personne morale 
représentant des fonctions de service automatique telles que le serveur d’impression, le 
serveur de base de données, le serveur de messagerie, etc.   Objet : est une entité passive, un conteneur d’information, sur lequel un sujet peut 




 Action : elle représente les moyens permettant aux sujets de manipuler les objets du 
système. 
Le présent Chapitre se présente sous forme de plusieurs sections : dans la première section 
nous présentons d’une manière générale la sécurité des systèmes d'information. La section qui 
suit rappelle les notions générales et les propriétés de sécurité ainsi que les différents modèles de 
contrôle d'accès proposés dans la littérature. 
1.2. Politique de sécurité 
Définition : Une politique de sécurité  est « l’ensemble des lois, règles et pratiques qui 
régissent la façon dont l’information sensible et les autres ressources sont gérées, protégées et 
distribuées à l’intérieur d’un système spécifique»3. 
Une politique de sécurité se construit en définissant les propriétés à satisfaire par le 
système, et en établissant un schéma d’autorisation qui doit avoir, en principe, une politique 
cohérente. La politique de sécurité prend en compte les aspects organisationnels et techniques qui 
définissent comment les utilisateurs peuvent manipuler l'information. Les propriétés de sécurité 
peuvent être définies en fonction de la confidentialité, l’intégrité et la disponibilité (Cf. §1.1). 
Le développement d’une politique de sécurité peut être réalisé dans trois directions 
distinctes, à savoir : physique, administrative et logique[13].  Physique : Cette politique précise un ensemble de procédures et de moyens qui protègent 
les locaux et les biens contre des risques majeurs (incendie, inondation, etc.) et contrôlent 
les accès physiques aux matériels informatiques et de communication (gardiens, codes, 
badges, ...).  Administrative : cette politique définit un ensemble de procédures et moyens qui traite 
tout ce qui ressort de la sécurité d’un point de vue organisationnel au sein de l’entreprise. 
La structure de l’organigramme ainsi que la répartition des tâches (séparation des 
environnements de développement, d’industrialisation et de production des applicatifs) en 
font partie. Les propriétés de sécurité recherchées visent, par exemple, à limiter les 
cumuls ou les délégations abusives de pouvoir, ou à garantir une séparation des pouvoirs.  Logique : C’est la politique de sécurité qui fait référence à la gestion du contrôle d’accès 
logique, lequel repose sur un triple service : 
a. Service Identification : Identifier de façon unique un sujet grâce à un identifiant. 
b. Service d’authentification : S’assurer que l’identité du sujet est bien celle qu’il 
prétend être. 
c. Service d’autorisation : Déterminer si le sujet authentifié peut effectuer l’action 
désirée sur l’objet spécifié. 
Le contrôle d’accès spécifie qui peut accéder à quoi et dans quelle circonstance, 
l’autorisation consiste à administrer et à examiner les droits d’accès, en fonction des 
spécifications de la politique de sécurité, ces spécifications sont généralement des :  Permission : Sujet a le droit de lire Objet.  Interdiction : Sujet n’a pas le droit d’écrire dans Objet.  Obligation : Sujet doit conserver Objet. 
                                                          
3Définition d’ITSEω : Information Technology Security Evaluation ωriteria, standard pour la sécurité des systèmes d'information. 
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1.3. Les politiques et les modèles de contrôle d’accès 
Le modèle de contrôle d'accès [14] est matérialisé par un ensemble de mécanismes. Il peut 
être défini comme un formalisme, souvent mathématique, qui consiste à vérifier si un sujet 
(utilisateur, processus …) demandant d'accéder à un objet (ressource, autre sujet...) possède les 
droits nécessaires pour le faire. Le contrôle d'accès permet donc de limiter l'accès des sujets aux 
objets, il a pour but principal de protéger les données et les ressources du système contre la 
révélation et la modification non autorisées tout en assurant leur disponibilité aux utilisateurs 
légitimes. Le système de contrôle d’accès doit être capable de contrôler tout accès au système et à 
ses ressources en assurant les accès autorisés et seulement ceux-ci. 
Les schémas d’autorisation des politiques de sécurité sont classés en trois grandes 
familles:  Les politiques discrétionnaires (Discretionary Access Control - DAC)  Les politiques obligatoires (Mandatory Acces control-MAC)  Les politiques basées sur les rôles (Role-Based Access Control - RBAC) 
Généralement, on adapte à des organisations particulières d’autres politiques comme:  
TBAC (Team-based Access Control Model) [8],TMAC (Task-Based Access Control)[9], 
HRU (Harrison, Ruzzo and Ullmann) [15], BLP (Bell et Lapadula)[16]etOrBAC (Organization-
based access control) [10]. Normalement, il faut construire une politique de sécurité de telle sorte 
qu’aucune séquence valide d’applications des règles (du schéma d’autorisation) ne puisse amener 
le système dans un état tel qu’un objectif de sécurité soit violé, en partant d’un état initial sûr (on 
parle de politique de sécurité cohérente).  
Ceci suppose l’utilisation d’une méthode formelle de construction des règles du schéma 
d’autorisation, à partir d’une spécification formelle des objectifs de sécurité. 
1.3.1. Contrôle d’accès discrétionnaire (DAC) 
Le contrôle d’accès discrétionnaire (Discretionary Access Control - DAC)[14] permet à 
un sujet d’attribuer des permissions à d’autres sujets. Ce contrôle d’accès est flexible mais il peut 
générer des erreurs.  
Les manipulations des droits d’accès à chaque objet restent à l’entière discrétion du sujet 
qui en est le responsable. Dans un tel modèle tout sujet ayant créé un objet en est le propriétaire. 
Ce type de mécanisme est utilisé dans les systèmes d’exploitation traditionnels : Unix, Linux, 
Windows et Macintosh, il est implémenté généralement avec des listes de contrôle d’accès 
(Access Control Lists - ACL) (Cf.Tableau 1). 
Les modèles DAC que nous présentons dans cette section sont ceux qui se basent sur la 
matrice de contrôle d’accès: le modèle de Lampson et le modèle de Harrison Ruzzo Ullman. 
1.3.1.1. Modèle de Lampson 
Matrice de contrôle d’accès : La matrice de contrôle d’accès (introduite par Butler 
Lampson en 1971 [4]) est une matrice à deux dimensions représentant, pour chaque sujet, les 
actions qu’il peut effectuer sur chaque objet. Il s’agit donc d’une représentation naturelle des 
relations entre les sujets et les objets. Les sujets sont les lignes et les objets (ou les sujets) sont les 
colonnes de la matrice et chaque cellule (se trouvant sur la ligne i et sur la colonne j) correspond 
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à un ensemble de droits d'accès qui constituent l'ensemble des opérations que le sujet (i) peut 
réaliser sur l'objet (j). 
La construction d’une telle matrice nécessite l'identification et le contrôle des objets à 
protéger, des sujets qui demandent accès aux objets, et des actions qui peuvent être exécutées sur 
les objets. Elle est structurée sous forme d’une machine à états, où le triplet (S, O, M) représente 
chaque état, avec :  S est un ensemble des sujets (dans notre cas S= {s1,..,sM})  O est un ensemble d’objets (dans notre cas O= {o1,..,oN})  M une matrice de contrôle d’accès (dans notre cas M (si, oj)=Lecture) 
Le modèle de Lampson associé aux DAC, ne permet pas d’exprimer directement des interdictions 
ou des obligations, aussi s’ajoute-t-il la complexité de la mise à jour de la matrice d’accès.  





…  … Pas d’accès 
s2 Lecture …  … Lecture 
… … … … … … 
si  … Lecture … … 




…  … Écriture 
Tableau 1- Matrice de contrôle d’accès 
Théoriquement, il y a autant de colonnes que de nombre d’objets (et de sujets) du système 
et autant de lignes que de nombre de sujets du système, cela rend notre matrice impraticable, car 
à chaque fois qu'un sujet est introduit (ou un objet est créé) dans le système, tous les droits 
d'accès accordés devront être enregistrés. Par conséquent, la mise à jour d'une politique de 
sécurité exprimée par ce modèle est fastidieuse, d’où l’utilisation de deux vecteurs: 
 
s2 o1 : Lecture o2 : Pas d’accès … oN  : Lecture 





s1 : Lecture 
s2 : Pas d’accès 
… 
sM : Écriture 
 
Tableau 3-Exemple d'ACL  Table de possibilités (capability table) : C’est un vecteur de la matrice de contrôle d’accès 
faisant ressortir les droits d’un sujet donné sur tous les objets (Cf. Tableau 2),  cette technique 
est utilisée par le protocole d'authentification réseau Kerberos4 .   Liste de contrôle d’accès (ACL) : Une ACL est un vecteur de la matrice de contrôle d’accès, 
il représente l'ensemble des sujets ayant des droits d'accès sur l'objet considéré avec pour 
chaque sujet l'ensemble des actions que ce sujet peut réaliser sur l'objet, c’est une technique 
utilisé pour les routeurs. (Cf. Tableau 3). 
A noter que le modèle de Lampson associé aux DAC, ne permet pas d’exprimer 
directement des obligations ou des interdictions qui peuvent être parfois d’une grande utilité pour 
exprimer des exceptions. Encore plus, la mise à jour de la matrice d’accès est très fastidieuse. En 
effet, l’ajout d’un nouvel utilisateur passe par l’ajout d’une ligne de la matrice ce qui correspond 
à remplir toute les cellules des objets se trouvant à la même ligne que le sujet. Le modèle de 
Lampson a été progressivement amélioré pour donner naissance à d’autres modèles tels que le 
modèle de (Harrison Ruzzo Ullman - HRU)[15]. 
1.3.1.2. Le modèle HRU 
Le modèle HRU, formalisé par Harrison, Ruzzo et Ullmann[15], propose de modéliser la 
protection des systèmes d’exploitation comme suit :  L’ensemble des sujets S et l’ensemble des objets O ;  Une matrice de contrôle d’accès  Pso avec s ∈ S, o ∈  O et Pso ∈ A (ensemble de droits d’accès).  L’ensemble des droits génériques R = (possession, lecture, écriture, 
exécution)   Ensemble fini C de commandes c1, . . . ,cn représente l’ensemble des opérations fournies par 
le système d’exploitation (création de fichier, modification des droits,...).  Un ensemble d’actions élémentaires E : enter et delete pour l’ajout et la suppression de 
droits, create subject et create object pour la création de nouveaux sujets et 
objets et enfin destroy subject et destroy object pour la destruction de sujets et 
objets (Cf. Tableau 4).  
En ce qui concerne la protection, les commandes de l’ensemble C ont tous la même 
forme, elles sont construites à partir des opérations primitives ci-dessus et prennent comme 
argument des sujets et des objets. Elles prennent en paramètres une liste de sujets et objets, et 
suivant la présence de certains droits dans la matrice P, elles effectuent des actions élémentaires 
sur le système. La configuration du système de protection est représentée par le triplet (S, O, P). 
                                                          
4Kerberos est un protocole d'authentification réseau qui repose sur un mécanisme de clés secrètes (chiffrement symétrique) et 




 Primitives utilisées 















Enter r into M(s,o) Donner un droit r à un sujet s sur un objet o 
Delete r from 











 Create subject s 
 
Créer un sujet s : Ajoute une ligne et une colonne à 
la matrice M car le sujet s est aussi un objet 












Create object o 
 
Ajoute une colonne à la matrice M 
Destory object o Détruire un objet o (possible si ce n’est pas un sujet) 
Tableau 4-Actions élémentaires de la matrice définie par le modèle HRU 
Exemple 1 :  
Prenons le cas où le modèle HRU est implanté sous Unix, les objets sont des fichiers, les 
actions sont représentées par l’ensemble {r,w,x}, les Permissions représentées sous forme 
d’ACL: <o1,( s1 ,(r,w,x)),(s2,(r,x))> et  <o2,(s1,(r,w)),(s2,(r))>. 
Pour ce qui est de l’ensemble C, on y trouve la commande chmod qui sert à manipuler les 
droits d’accès des fichiers. 
La matrice P se présente comme indiqué dans le Tableau 5 : 
 s1 s2 o1 o2 
s1   rwx rw- 
s2   r-x r-- 
Tableau 5-Exemple de matrice HRU 
Exemple 2 :  
La commande suivante permet le transfert de droit d’écriture sur l’objet o1 du sujet s1vers 
le sujet s2:  
Commande Transfert-écriture (s1, s2) 
Si write ∈ P (s1, o1): vérification de la présence du droit w 
dans la cellule P (s1, o1) dans notre exemple (1
er exemple) ce 
droit existe bien, puisque P(s1,o1)=rwx. 
Alors Mettre write dans P (s2, o1) (c'est-à-dire que P(s2, o1) 
passera de la valeur r-x à la valeur rwx). 
Outres les insuffisances du modèle de Lampson, le modèle HRU présente les limites 
suivantes :  Il ne permet pas de représenter les règles de dépendance du contexte. 
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 Il ne permet pas de prendre en compte la notion du moindre privilège.  La gestion et la maintenance de la matrice d’accès revêt un caractère fastidieux et 
coûte beaucoup en mémoire.  La réduction de la taille de la matrice en constituant des groupes d'utilisateurs 
n’est toujours pas une bonne solution, puisqu’un sujet peut appartenir à plusieurs 
groupes. 
Complexité du problème de protection du modèle HRU :  Le problème de protection est indécidable (dans le cas général) : Si nous appliquons une 
séquence de commande à la matrice d’accès, nous ne sommes pas sûrs qu’un droit 
particulier soit mis dans une cellule où  il ne se trouvait pas auparavant.  Le problème de protection est décidable dans le cas d’exécution d’une commande ne 
contenant qu’une seule opération élémentaire. 
1.3.1.3. Les insuffisances du modèle DAC 
Les modèles discrétionnaires DAC posent quelques problèmes comme la vulnérabilité aux 
chevaux de Troie5[16]. En effet la politique discrétionnaire se base sur la confiance totale 
attribuée aux sujets qui s’exécutent aux comptes des utilisateurs et aux utilisateurs eux-mêmes. 
Des manipulations maladroites ou malveillantes provoquent des abus de pouvoir rendant la 
politique vulnérable. En effet, il suffit qu’un seul utilisateur commette une erreur pour que la 
politique globale de sécurité soit compromise. De plus, il se peut qu’un utilisateur non autorisé, 
reçoive une copie d’un objet transmis par un utilisateur autorisé à le lire, cette situation est une 
conséquence immédiate du fait que ce dernier ne possède pas une vision globale du système. On 
parle donc de l’incontrôlabilité du flux d’information.  
1.3.2. Contrôle d’accès mandataire (MAC) 
Le contrôle d'accès obligatoire (MAC) [14] est généralement défini par opposition au 
contrôle d'accès discrétionnaire (DAC), son objectif est d’imposer une politique non modifiable 
par les utilisateurs finaux dans le but de garantir la sûreté du système afin de pallier aux divers 
problèmes dus aux fuites d'informations et à la vulnérabilité aux chevaux de Troie [16]. 
Anderson [17] propose d’utiliser un Moniteur de Référence (Reference Monitor) pour 
contrôler les accès entre sujets et objets. La matrice correspondante étant fixe, il devient alors 
possible de garantir que des droits d’accès considérés critiques ou dangereux ne pourront être 
donnés ou obtenus par erreur. Ce concept de Moniteur de Référence est au cœur de la définition 
du contrôle d’accès mandataire qui est plus rigide et plus sûr que le contrôle d’accès 
discrétionnaire. 
Les fuites d’informations et le transfert illégal sont contrés par les règles des politiques 
MAC, qui contrôlent les flots d’informations. Ces politiques sont généralement des politiques 
multi-niveaux basées sur la notion de treillis6 et qui consiste en une classification des sujets et des 
objets imposée par une autorité centrale. 
                                                          
5Un cheval de Troie est un programme se présentant comme un programme normal destiné à remplir une tâche donnée, et qui, une fois installé 
exerce une action nuisible différente de sa fonction "officielle". 
6Un treillis est un ensemble E muni d’une loi (partiellement ordonné) tel que : ∀ x, y ∈ E, inf{x,y} et sup{x,y} existent. 
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1.3.2.1. Les politiques multi-niveaux 
Dans un environnement multiutilisateur, les données et les informations qui circulent dans 
le système d’information peuvent être rangées dans différents niveaux de sensibilité. En effet, 
certaines informations pourront être qualifiées de très importantes que d'autres.  
Une information sensible est une information qui, si elle est révélée à des personnes mal 
intentionnées, peut entraîner la perte d'un privilège ou d’un droit. D’où la nécessité de mettre en 
place des solutions (de contrôle d’accès) de sorte que seuls certains sujets peuvent être filtrés 
pour accéder à ces informations.  
Exemple: dans une entreprise, les salaires et les primes des employés peuvent être 
qualifiés d’informations sensibles et par conséquent, seul un nombre restreint de fonctionnaires 
(habilités) peuvent avoir accès à cette information. ψien que d’autres informations comme le nom 
de l’employé, son adresse etc. ne le sont pas. ωette qualification varie d’une entreprise à une 
autre et peut dépendre aussi des lois de chaque pays. En effet, en France par exemple, il n'est pas 
illégal de demander l'âge d'un candidat à l'embauche, alors qu’aux États-Unis cela est interdit et 
peut faire l'objet d'un procès en suspicion de discrimination d'âge. 
Les modèles de sécurité multi-niveaux [18] permettent d'éviter la divulgation non 
autorisée de certaines informations aux utilisateurs non fiables. Cette politique est mise en œuvre 
par un mécanisme qui consiste à attribuer des niveaux de sécurité aux objets et aux sujets. 
Les politiques multi-niveaux classent les sujets et les objets avec différents degrés de 
sensibilité ou niveau de sécurité lesquels constituent un ensemble partiellement ordonné par une 
relation de dominance, notée: ≥ 
Un niveau de sécurité est formé de deux composants : un niveau classification et un 
ensemble de catégories. C’est-à-dire : 
Niveau de sécurité = (niveau classification, ensemble de catégories) :  Le niveau de classification : il s’agit d’un ensemble totalement ordonné, Supposons que 
nous avons quatre niveaux :  Très-secret (TS);  Secret (S);  Confidentiel (C);  et Public (P)  
Ainsi le niveau TS est plus sensible que le niveau S, qui est plus sensible que le niveau C 
et ainsi de suite : TS≥ S≥ C≥P.  L’ensemble de catégories : L’ensemble des catégories décrit les divers domaines de 
l’information. Par exemple dans les systèmes militaires cet ensemble peut contenir les 
catégories : nucléaire et armée, dans les systèmes commerciaux les catégories sont plutôt  
financier, administratif, etc. La relation entre les ensembles de catégories est l'inclusion 
ensembliste : ⊆ 
Étant donnée deux niveaux de sécurité (n1) et (n2) tels que (n1) (respectivement (n2)) est 
défini par sa classification (c1) (respectivement (c2)) et son ensemble de catégories (C1) 
(respectivement (C2)) 
La relation de dominance ≥ est  définie comme suit :  
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n1 domine n2  (ou n1 ≥n2)  
si et seulement si :  le niveau de classification  c1 den1 est plus sensible que le niveau de classification c2 de n2  
(c1 >c2)   L'ensemble de catégories C2 de n2  est inclus dans C1 de n1  (C2 ⊆ C1). 
L’ensemble des niveaux de sécurité muni de la relation d’ordre partiel (≥) possède une 
borne inférieure et une borne supérieure. La structure de cet ensemble forme un treillis. 
L’utilisation ainsi que la sémantique de la classification dépendent de l’objectif visé, c'est-à-dire : 
veut-on préserver la confidentialité ou l’intégrité des données?  
Nous allons présenter des politiques multi-niveaux basées sur la confidentialité (Bell-
LaPadula) ainsi que celles basées l’intégrité (Biba) des objets du système. Pour ces deux modèles 
nous définissons les entités suivantes:  L : un ensemble de niveaux de sécurité avec un ordre partiel ˄.  hab : S → L, une fonction qui associe à chaque sujet son niveau d’habilitation.  cla : O → L, une fonction qui associe à chaque objet son niveau de classification.  Mso, la matrice de contrôle d’accès qui associe un ensemble de droits d’accès à chaque 
couple (s, o) ∈ S × O. 
a. Le modèle Bell et LaPadula (BLP)  
Le modèle Bell et La Padula (BLP) a été développé par David Bell et Leonard 
LaPadula[16] pour le Département de la Défense Américain (Departement of Defense - DoD), il 
utilise des concepts mathématiques fondés sur la notion de treillis afin de définir l'état de la 
sécurité d'un système. 
Comme pour les politiques multi-niveaux, le modèle Bell et La Padula (BLP) est un 
modèle canonique de sécurité à multi-niveau, il définit un niveau de sécurité composé de couple 
(L, C), avec la sémantique suivante:  L : étant le niveau de confiance accordée à un sujet s pour ne pas divulguer une information à 
un utilisateur non habilité à la connaître. Ce niveau représente donc une classification des 
sujets dans un ensemble totalement ordonné, exemple :  
{non-classifié, confidentiel, secret, Top-secret}  C : désigne une classification à l’intérieur de laquelle l’objet se trouve, elle indique la 
sensibilité de l'information contenue dans l'objet, c'est-à-dire les risques potentiels qui 
pourraient résulter de la révélation non autorisée de cette information.  
Pour éviter toute ambigüité, nous ne tenons pas en considération l'ensemble des 
catégories, nous ne considérons dans ce qui suit que le niveau de classification. 
Les politiques basées sur le modèle BLP visent à préserver la confidentialité des données, 
c'est-à-dire que celles-ci ne sont accessibles que pour les utilisateurs autorisés. 
Pour maintenir la confidentialité, des restrictions sont à imposer sur les opérations de 
lecture et d’écriture, qui permettent de transférer des informations. Ces restrictions se traduisent 
par les deux principes suivants :  la propriété simpleNo Read Up : C’est une interdiction explicite de toute lecture en haut. 
Cette propriété assure qu’un sujet s ne peut lire un objet o que si le niveau de sécurité de s 
domine celui de o (un sujet ne doit pas s’emparer des informations qui ne lui sont pas 
autorisées). La figure 1. ci-dessous indique les niveaux de sécurité attribués aux objets et aux 
sujets, par conséquent, les règles suivantes sont suscitées : 
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 un sujet qui a l’habilitation Confidentiel n’a pas le droit d’accéder en lecture à un objet 
qui a la classification Top-Secret, car le niveau de sécurité confidentiel est inférieur au 
niveau de sécurité Top-Secret.  un sujet qui a l’habilitation Top-Secret  a le droit d’accéder en lecture à un objet qui a la 
classification Confidentiel parce que le niveau de sécurité Confidentiel est inférieur au 
niveau de sécurité Top-Secret.  un sujet qui a l’habilitation Secret a le droit d’accéder en lecture à un objet qui a la 
classification Secret car le même niveau de sécurité est attribué au sujet et à l’objet. 
 
Figure 1-La propriété simple de BLP  la propriété étoileNo Write Down : c’est une interdiction de toute écriture en bas, cette 
propriété assure qu’il n’y aurait pas de fuite d’information d’un objet vers un autre objet de 
classification inférieure. pour cela un sujet s ne peut modifier un objet o que si le niveau 
courant de sécurité de s est dominé par celui de o (un sujet ne doit pas révéler des secrets). 
De la même manière que la propriété simple de BPL, la Figure 2ci-dessous indique les 
niveaux de sécurité attribués aux objets et aux sujets. Les des règles suivantes sont à respecter :  Un sujet qui a l’habilitation Confidentiel a le droit d’accéder en écriture à un objet qui a la 
classification Top-Secret car le niveau de sécurité Confidentiel est inférieur au niveau de 
sécurité Top-Secret.   Un sujet qui a l’habilitation Top-Secret  n’a pas le droit d’accéder en écriture à un objet 
qui a la classification Confidentiel car le niveau de sécurité Confidentiel est inférieur au 
niveau de sécurité Top-Secret.   Un sujet qui a l’habilitation Secret a le droit d’accéder en écriture à un objet qui a la 




Figure 2-La propriété étoile de BLP 
Plus formellement : La propriété simple se traduit par :  
(s, o, read)ฺhab(s)>cla(o) 
avec 
(s, o, read)⇔ read∈Mso. 
Ce deuxième principe empêche, comme illustré dans la Figure 3, de lire un fichier puis de 
le copier sur un autre fichier de classification inférieure et qui pourrait être lu par un utilisateur 
non habilité. 
 
Figure 3-Exemple de cheval de Troie 
Limites du modèle BLP :  Une sur-classification des informations : Après modification des objets non classifiés par un 
sujet ayant une habilitation h ces objets se voient attribuer une classification égale à 
l’habilitation h, d’où une croissance automatique des classifications. Les objets en question 
doivent être déclassifiées après un certain temps par des sujets de confiance.  La classification d’une copie d’un objet quelconque peut différer de celle du fichier originale: 




b. Le modèle de la muraille de Chine 
Le modèle de la muraille de Chine (the Chinese Wall- CW) a été proposé dans [19] par 
Brewer and Nash. Il suit les mêmes principes que le modèle Bell et LaPadula (destiné à la 
propriété de confidentialité) sauf qu’il est défini pour le domaine commercial. Son but est de 
résoudre le problème de conflits d’intérêts reliés aux activités de consultation à l’intérieur des 
institutions (banques, établissements financières) et par conséquent de prévenir les flux 
d'informations qui mènent à des conflits. Par exemple, il y aurait un conflit d’intérêt si un 
consultant ait accès aux informations confidentielles de deux entreprises concurrentes (Cf. Figure 
4). 
Dans ce modèle, les informations d’une société sont organisées de manière hiérarchique et 
sont disposées en trois niveaux d’importance : 
1. Le bas niveau : Ce niveau comprend les éléments individuels d’information, chacun 
concernant une simple société. Les informations auxquelles on demande accès sont 
stockées dans des fichiers, appelés aussi objets. 
 
2. Le niveau intermédiaire : tous les objets concernant les données d'une même compagnie 
sont groupés dans un ensemble de données de compagnie (en anglais “company 
dataset”). 
 
3. Le haut niveau : les ensembles de données des compagnies en conflit (exemple, les 
données concernant deux compagnies en compétition ou en concurrence) sont groupés 
ensembles. Chaque groupe est appelé une classe de conflit d’intérêt (en anglais “conflict 
of interest class”). 
 
Figure 4-Le modèle de la muraille de chine 
Dans la politique de la muraille de chine, l'accès aux données est contraint par l’historique 
des accès que les sujets ont déjà établis sur les données suite par exemple à des consultations. 
Pour cela, on procède à l’introduction d’une matrice N qui contient l’historique des accès 
précédemment effectués, il s’agit en fait de placer les sujets et les objets respectivement en ligne 
et en colonne de la matrice N. pour chaque case de N on trouve un booléen qui indique si un 
accès a déjà eu lieu pour le couple (sujet, objet) correspondant. Ce modèle impose une règle 
simple et une propriété étoile[19]pour interdire l'accès aux objets appartenant à des ensembles 
conflictuels. La permission d’accès à un objet O est accordée pour un sujet7S seulement si : 
                                                          
7Dans la propriété simpleSdésigne seulement un utilisateur (pas un processus). 
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 l'objet O appartient à la même classe de données déjà 
accédée par le sujet S(à l'intérieur de la muraille)   ou, si l'objet O appartient à une autre classe de conflits 
d’intérêt complètement différent à laquelle S n’a jamais 
accédé. 
 La propriété étoile :   si S peut lire O  et, si S n’a jamais écrit dans un autre “dataset”  que celui où 
il essaie d’écrire. 
Le terme “information aseptisée” ou “information assainie” désigne une information 
dissimulée de manière à ce qu’il soit impossible de découvrir ou de repérer la compagnie à 
laquelle cette information appartient.  
La règle propriété étoile  prévient principalement qu’un utilisateur lise des données d’une 
compagnie et les écrive dans un fichier d’une autre compagnie, ce qui provoquerait une fuite 
d’information. 
Limites du modèle de la muraille de Chine:  
Bien que le modèle résolve le problème de conflit d’intérêt, il souffre d’une limite concernant le 
blocage du système lors de l’application des deux propriétés simple et étoile. En effet, on doit 
tenir en considération les contraintes imposant au système d'avoir un nombre d'utilisateurs 
supérieur ou égal au nombre maximal des ensembles des données conflictuels[19]. 
c. Le modèle Biba 
Les faiblesses du modèle de Bell-LaPadula qui ne s'intéresse que de la confidentialité et 
ne prend pas en compte l'intégrité des données, ont poussé Biba [20]de proposer (en 1977) une 
politique duale à celle de Bell et Lapadula, appelé le modèle d'intégrité de Biba, qui permet de 
garantir qu’aucun sujet de niveau inférieur ne puisse modifier indirectement des objets 
appartenant à un niveau supérieur. 
Tout comme le modèle BLP, le modèle de Biba est défini par deux propriétés : la 
propriété simple et la propriété étoile. Ces deux propriétés doivent être satisfaites pour assurer 
l’intégrité des données :  la propriété simpleNo Read down : Un sujet ne peut accéder en lecture à un objet que si le 
niveau de classification de l'objet domine celui du sujet. D'une façon similaire que pour le 
modèle de BLP, l’attribution de niveaux de sécurité aux objets et aux sujets comme indiqué 
dans laFigure 5 ci-dessous donne lieu aux règles suivantes:   Un sujet qui a l’habilitation Confidentiel a le droit d’accéder en lecture à un objet qui 
a la classification Top-Secret parce que le niveau de sécurité Confidentiel est inférieur 
au niveau de sécurité Top-Secret.   Un sujet qui a l’habilitation Top-Secret n’a pas le droit d’accéder en lecture à un objet 
qui a la classification Confidentiel parce que le niveau de sécurité Confidentiel est 
inférieur au niveau de sécurité Top-Secret.   Un sujet qui a l’habilitation Secret a le droit d’accéder en lecture à un objet qui a la 





Figure 5- La propriété simple de Biba 
  La propriété étoileNo Write up : Un sujet ne peut accéder en écriture à un objet que si le 
niveau de classification courant du sujet domine celui de l'objet. 
Plus formellement : 
La propriété simple se traduit par :  
(s, o, read)ฺhab(s)<cla(o) 
avec 
(s, o, read)⇔ read∈Mso. 
De la même manière que la propriété simple ci-dessus, l'attribution des niveaux de 
sécurité aux sujets et aux objets (Cf. Figure 6) génère les règles suivantes:   Un sujet qui a l’habilitation Confidentiel n’a pas le droit d’accéder en écriture à un objet 
qui a la classification Top-Secret parce que le niveau de sécurité Confidentiel est inférieur 
au niveau de sécurité Top-Secret.   Un sujet qui a l’habilitation Top-Secret a le droit d’accéder en écriture à un objet qui a la 
classification Confidentiel parce que le niveau de sécurité Confidentiel est inférieur au 
niveau de sécurité Top-Secret.  Un sujet qui a l’habilitation Secret a le droit d’accéder en écriture à un objet qui a la 
classification Secret parce que le même niveau de sécurité est attribué au sujet et à l’objet.  
 
Figure 7- La propriété étoile de Biba 
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1.3.2.2. Modèle de Clark et Wilson 
Le modèle de Clark-Wilson [21] a été développé pour résoudre les problèmes de sécurité 
dans les environnements commerciaux et est principalement lié à l'intégrité des données. Quatre 
critères pour assurer l'intégrité des données sont définis par ce modèle :  L'authentification de tous les utilisateurs accédant au système par leurs identités.  L’audit et la traçabilité de chaque programme exécuté ainsi que l’utilisateur qui l'a 
exécuté.  Les manipulations des utilisateurs ne peuvent être faites qu’à travers des procédures qui 
préservent l'intégrité des données (transaction bien formées).  La séparation des pouvoirs : La séparation des pouvoirs se résume par la décomposition 
des opérations en plusieurs parties, chacune exécutée par une personne différente. 
Ce modèle, dissocie l’espace des données D, en deux parties disjointes :  Les données à des contrôles d'intégrité (Constrained Data Items- CDI) et   Les données non soumises à des contrôles d'intégrité (Unconstrained Data Items- UDI). 
Ceci peut être formulé comme suit : 
D = CDI ∪ UDI 
CDI ∩ UDI = ∅ 
 
Deux classes de procédures sont définies :  Les procédures de validations d’intégrité (Integrity Validation Procedure - IVP): 
Procédures qui vérifient que les CDI sont conformes à l'intégrité.  Les procédures de transformation (Transformation Procedure - TP) : Les IVP sont 
utilisées pour trier les éléments de D, qui sont placés dans les CDI si leur intégrité est 
validée, et dans UDI dans le cas contraire. Les TP sont les transactions valides du 
système, c’est-à-dire qu’elles ne perturbent pas l’intégrité des données auxquelles elles 
sont appliquées. L’intégrité des données est ensuite assurée par un ensemble de règles 
parmi lesquelles :  Si une transaction (de TP) s’applique à un élément de CDI, le résultat reste dans le 
CDI.  Pour des transactions particulières, si elles sont appliquées à un élément de UDI, 
elles peuvent générer un élément de CDI. 
Ce modèle concerne majoritairement le monde du commerce et plus précisément les 
données non informatisées. Ce qui rend impossible sa mise en œuvre dans les systèmes 
d’exploitation. En effet, il faudrait définir les entités CDI, UDI, IVP et TP pour la totalité du 
système, ce qui s’avère très complexe. 
1.3.2.3. Le modèle DTE 
Le modèle DTE (Domain and Type Enforcement) [22] est une extension8 du modèle Type 
Enforcement (TE) qui a été mis en œuvre pour la première fois dans le système Lock, TE est né 
                                                          
8Dans ce modèle les matrices d'expression de la politique de sécurité ont disparu au profit de l'utilisation d'un langage intuitif de politique de 
sécurité, possibilité de transition automatique entre domaines... 
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suite à une implantation flexible du modèle de Non-Interférence au moyen d'un mécanisme de 
typage. DTE est un modèle d'intégrité et de confidentialité, cependant il ne cherche pas à garantir 
la sûreté de la protection qu’il procure ce qui lui démarque des autres modèles. Le modèle DTE 
fournit un cadre générique permettant d’implémenter diverses politiques de sécurité dans un 
système d’exploitation. Il est essentiellement fort en matière de confinement de processus [23]. 
Ce qui limite les risques de compromission dans les deux aspects escomptés, à savoir : la 
confidentialité et l’intégrité. 
Dans les systèmes d’exploitation, les principaux objectifs visés par les politiques de 
sécurité définies à partir du modèle DTE sont :  Restreindre les ressources accessibles par un programme, notamment les programmes peu 
sûrs et les programmes privilégiés (s’exécutant sous le compte root), suivant le principe 
de moindre privilège lequel interdit tout ce qui n'est pas explicitement autorisé et autorise 
uniquement ce qui est utile.   Contrôler quel programme a accès aux ressources (sensibles) et empêcher l’accès par tout 
autre programme. 
Pour voir l'intérêt du modèle DTE, nous allons supposer qu’une personne vient de pirater 
apache (qui fonctionne sous root), et qu'il peut lancer des commandes arbitraires via ce 
processus. En tant que root, le pirate peut modifier le fichier /etc/shadow pour s'ajouter un 
compte sur le serveur. Cependant, DTE peut être utilisé pour contrôler et contrer ce 
comportement malveillant en restreignant au serveur apache l’accès sauf à ses fichiers de 
configuration, ses librairies et aux pages web. Et en garantissant également que seul apache 
pourrait accéder à ses ressources (fichiers de configuration,…). 
Le modèle DTE opère à travers les lois d’accès sur les domaines (respectivement les 
types) sous lesquelles les sujets sont confinés (respectivement les objets sont mis). 
Tout simplement : 
Un sujet s n’a le droit d’accéder à un objet o que si Ds a le droit d’accéder à To. 
Avec:  
Ds est le domaine où le sujet s est confiné 
et 
To est le type où l’objeto est mis (ou englobé)  
Le modèle DTE assigne les types aux objets du système au niveau d’une table appelée la 
table de typage. Une deuxième table : table de définition des domaines, notée DDTspécifie les 
droits d’accès (lecture, écriture, exécution, ajout, suppression) de chaque domaine sur les 
différents types. La DDT définit également les points d’entrée (entrypoint) des domaines, c'est-à-
dire quels sont les fichiers binaires qui, une fois exécutés, vont créer un processus dans tel ou tel 
domaine (Cf. l’exemple de mot de passe au §b : Transition de domaine lors de l’exécution d’une 
application ).  
Finalement les droits d’accès entre domaines (création, destruction, envoi de signal) sont 
défini au niveau de la table d’interaction des domaines, notée DIT. 
Le modèle DTE fait bien partie de la catégorie des contrôles d’accès obligatoires(MAC), 
car la manipulation des tables sus-indiquées est effectué par un administrateur et ne relève pas de 
la discrétion des utilisateurs finaux. 
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1.3.3. Le contrôle d'accès basé sur les rôles (RBAC) 
RBAC (Role Based Access Control) ou le contrôle d'accès basé sur les rôles [6][8] peut 
être considéré comme une approche alternative au contrôle d'accès obligatoire (MAC) et le 
contrôle d'accès discrétionnaire (DAC). En effet, les modèles DAC présentent beaucoup de 
faiblesses comme la vulnérabilité aux chevaux de Troie, aussi s’ajoute-t-il la difficulté 
d’appliquer des modèles assez rigides comme MAC dans des systèmes d’exploitation non-
militaires. 
RBAC a été conçu suite au résultat d’un article de [24] lequel a mis l’accent sur le fait 
que, souvent, les permissions d’accès sont attribuées en fonction du rôle (ω’est-à-dire le type 
d’activité) qu’occupe un utilisateur dans une organisation et non en fonction de l’identité de 
l’utilisateurs. 
Une organisation est généralement formée d’un ensemble de rôles auxquels peuvent être 
attribués des sujets. En fait, un rôle n’est autre qu’un regroupement de sujet exerçant des 
fonctions similaires. Habituellement (c'est-à-dire dans les autres modèles), les permissions sont 
attribuées directement à un sujet, alors que dans RBAC, elles sont attribuées au rôle abritant le 
sujet. Ce sont les rôles qui reçoivent donc des autorisations de réaliser des actions sur des objets. 
Le modèle RBAC introduit le concept de session9 et suppose que la politique est fermée, 
c'est-à-dire que tout accès est refusé s’il n’est pas possible de dériver que l'accès est explicitement 
permis. 
Les manipulations sur les sujets, telles que l’ajout ou la suppression, sont simplifiées :  Ajout : une fois un sujet est créé, et avant de lui attribuer des permissions, il doit avoir un 
rôle dans lequel on doit le mettre et par la suite on attribue lesdites permissions à ce rôle,  
de cette façon tous les sujets jouant le même rôle se voient hériter les mêmes permissions.  Suppression : le fait de retirer un sujet d’un rôle lui supprime automatiquement toutes les 
permissions de ce rôle. 
Il est à remarquer qu’un sujet ne détient pas le pouvoir d’appartenir à un tel ou tel rôle, 
ceci est déterminé par une autorité centralisant la gestion des rôles, généralement un 
administrateur de la politique de sécurité.  
Le modèle RBAC convient parfaitement aux entreprises dont la fréquence de changement 
du personnel est élevée. 
La famille RBAC[25] est formée des quatre modèles RBAC0, RBAC1, RBAC2, et RBAC3 
(Cf. Figure 8). 
                                                          




Figure 8-La famille des modèles de RBAC 
a. Le modèle RBAC0 
RBAC0 est le modèle de base de RBAC, la Figure 9 montre que:  plusieurs sujets peuvent être attribués à plusieurs rôles comme ils peuvent n’avoir aucun 
rôle.   plusieurs rôles peuvent détenir plusieurs permissions comme ils peuvent ne détenir 
aucune permission.  un sujet à une permission p si et seulement si ce sujet est attribué à un rôle qui détient 
cette permission p. 
 
Figure 9-Modèle de base : RBAC0 
Une présentation sous format d’un diagramme UML (Cf.Figure 10) fait ressortir les 
cardinalités entre les entités: Sujets, Rôles et Permissions: 
 
Figure 10-Présentation d'attribution des permissions 
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Les permissions peuvent être représentées comme un couple (objet, opération), où objet 
est une ressource qui peut être un fichier, une mémoire, etc. et opération est un droit d’accès 
comme lecture, écriture…. 
Le concept de session est introduit au modèle RBAC0en vue de l’épurer. Une session 
représente une période délimitée pendant laquelle un utilisateur accède aux ressources de 
système. Elle ne peut être activée que par un seul utilisateur, qui peut activer une ou plusieurs 
sessions. Dans une même session, un utilisateur a la possibilité de ne pas activer tous ses rôles, 
mais au besoin il activera, parmi ces rôles, ceux indispensables pour l’accomplissement des 
tâches à satisfaire. 
Dans une session, un utilisateur se voit attribuer toutes les permissions associées aux rôles 
que l’utilisateur a activés, les autres permissions accordées aux rôles qui ne sont pas encore 
activés ne sont pas attribuées à l’utilisateur. Par conséquent, le principe du moindre privilège est 
fortement présent puisque l’utilisateur ne possède que les permissions nécessaires pour accéder 
aux ressources système, et rien de plus. Ainsi en cas de défaillance grave du système, les 
dommages ne peuvent pas dépasser ce qui est autorisé par les permissions attribuées. 
b. Le modèle RBAC1 
Le modèle RBAC1 (Cf. Figure 11) est une extension du modèle RBAC0. Les rôles 
peuvent être structurés de manière hiérarchique ce qui permet d’épurer progressivement les 
différentes permissions attribuées à chaque rôle. 
 
Figure 11-Le modèle RBAC1 
Il existe deux types de hiérarchie entre les rôles :  Le premier type concerne le rôle qui retrace la spécification/généralisation. Prenons par 
exemple le cas du système Linux, pour considérer les deux rôles suivant:  Démon : rôle des processus système qui s'exécutent en arrière-plan, et qui n'ont 
pas d'interaction avec les utilisateurs.  Processus : rôle des programmes chargés en mémoire centrale et qui sont en cours 
d'exécution. 
Nous remarquons que tous les démons sont forcément des processus, le rôle Démon est 




Figure 12- Hiérarchie dans le modèle RBAC1 
Un élément de rôle Démon  héritera du rôle Processus toutes les permissions qui lui sont 
attribuées.  Le deuxième type de hiérarchie est lié à la structure organisationnelle. Prenons l'exemple 
de la hiérarchie entre les deux rôles directeur d'hôpital et médecin, dans ce cas un 
utilisateur jouant le rôle directeur d'hôpital n'héritera pas forcément du rôle médecin. En 
effet, directeur d'hôpital est une fonction administrative qui n’est pas forcément réalisée 
par un médecin. 
L’héritage des permissions suite à l’organisation hiérarchique (lien de parenté), permet de 
simplifier l’administration des politiques de sécurité. En effet, cette hiérarchie dirige les 
permissions accordées du rôle général (le rôle parent) vers le rôle spécial (le rôle enfant), on 
remarque aussi que tous les privilèges du rôle héritant (spécial) sont aussi des privilèges du rôle 
hérité (général), c’est ainsi que Wilikens et al.[26], ont défini la hiérarchie entre les rôles et par la 
suite ils ont conclu que ces hiérarchies sont de deux types : 
 Le modèle hiérarchique générale : Il s’agit d’une relation multiple établie entre plusieurs 
rôles parents et Enfant, l'héritage se fait de plusieurs rôles parents. Par exemple, dans la 
Figure 13, le rôle r5 hérite les permissions des deux rôles r2 et r3. 
 
Figure 13-Exemple de hiérarchie générale  Le modèle hiérarchique limité : dans une telle hiérarchie l'héritage se réduit à une simple 
structure d’arborescence ce qui veut dire qu'un rôle ne peut avoir qu’un seul parent. 
Exemple r2  hérite ses permissions du seul rôle R1 (Cf. Figure 14). Ce type de hiérarchie 




Figure 14-Exemple de hiérarchie limitée 
c. Le modèle RBAC2 
Le modèle RBAC2 est une autre extension de RBAC0, il introduit la notion de contraintes 
sur les rôles permettant d’imposer un certain nombre de propriétés nécessaires à la réalisation des 
objectifs de sécurité (Cf. Figure 15). 
 
Figure 15-Le modèle RBAC2 
Ces contraintes précisent le nombre maximal d'instances actives d'un rôle (politiques de 
cardinalité), et permettent éventuellement la séparation des politiques d'affectation qui spécifient 
les (deux ou plusieurs) rôles qu'un utilisateur ne peut pas avoir actif dans la même session (la 
politique d’affectation), il s’agit d’une exclusion mutuelle statique. Il existe une deuxième sorte 
d'exclusion mutuelle [26] : exclusion dynamique qui concerne des contraintes sur l'activation des 
rôles par les utilisateurs et ce en indiquant qu'un utilisateur n'est pas autorisé à activer 
simultanément certains rôles. 
d. Le modèle RBAC3 
Le modèle RBAC3 incorpore RBAC0, RBAC1 et RBAC2. Il contient donc les deux notions 
de hiérarchie de rôles et de contraintes (Cf. Figure 16). C’est l’un des modèles les plus 
fonctionnels de RBAC. Le modèle RBAC3 est principalement équivalent au modèle proposé en 
1992 par D. Ferraiolo et  R. Kuhn[24], sauf que dans le modèle RBAC3 on définit une hiérarchie 




Figure 16-Le modèle RBAC3 
e. Inconvénients du modèle RBAC 
Le principal inconvénient de RBAC réside dans la difficulté de garantir la propriété de 
confidentialité. En effet, n’importe qu’elle utilisateur jouant le rôle médecin puisse accéder aux 
dossiers de tous les patients, y compris ceux qu'il ne les traite pas. RBAC ne sait donc pas 
implémenter des règles indiquant, par exemple que : les informations médicales du dossier d’un 
patient ne peuvent être lu que par son médecin traitant. Ceci est dû au fait que le modèle RBAC 
ne prend pas en compte la notion du contexte (comme celle de médecin traitant par exemple pour 
avoir la permission d'accéder au dossier médical du patient). La résolution de ce problème 
nécessite la mise en œuvre de règles de contrôle placées en dehors du modèle RBAC ou la 
création d’un rôle médecin_traitant pour chaque patient.  
Un deuxième inconvénient est présent au modèle RBAC, plus précisément en ce qui 
concerne la hiérarchie des rôles qui ne correspond généralement pas à la hiérarchie 
organisationnelle. Prenons l’exemple cité au paragraphe ci-dessus (§ b- Le modèle RBAC1) : 
Directeur d’hôpital (fonction administrative) est une fonction hiérarchiquement supérieure à celle 
d’un simple médecin. Cependant, un directeur d’hôpital qui n’est pas médecin n’a pas les 
permissions associées au rôle médecin. 
Un autre inconvénient du modèle RBAC est qu'il permet de définir uniquement des 
privilèges positifs (i.e., permissions). Il n'est donc pas possible de définir des interdictions ni des 
obligations. De même, il n'est pas possible de définir la délégation des permissions entre les 
utilisateurs pour une action donnée. 
1.3.3.1. Modèle basé sur la notion d'équipe 
Le modèle de contrôle d’accès basé sur la notion d’équipe (Team-Based Access Control-
TMAC) formulé pour la première fois en 1997 par Thomas[8]. Son but était de fournir un 
contrôle d’accès pour les systèmes d’information ayant des activités de collaboration, d’où 
l’introduction d’une nouvelle entité équipe qui abstrait les sujets (de différents rôles) qui 
collaborent pour accomplir des tâches précises. Les autorisations que possède un sujet résultent 
de la combinaison des autorisations associées aux rôles exercés par le sujet et des autorisations 
associées à l'équipe à laquelle est affecté le sujet. Ainsi, les autorisations que possède un sujet à 
partir d’un rôle donné changent suivant l’appartenance de ce rôle à une telle ou telle équipe. 
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Dans le modèle TMAC les permissions sont ou bien attribuées (il s’agit du cas où un 
utilisateur choisit un rôle au moment de sa connexion), ou bien activées (selon le contexte : 
spatial, temporel, etc.). C’est donc le pouvoir d’exprimer des contextes qui permet au modèle 
TMAC d’être flexible et d’exprimer des politiques d’accès pouvant fournir des permissions plus 
fines que celles de RBAC. 
Dans TMAC, le contexte de collaboration d'une équipe donnée contient :  le contexte d'utilisateur : représente les utilisateurs qui forment l'équipe à un moment 
donné.  le contexte d'objet : représente les instances d'objets nécessaires pour que l'équipe 
puisse accomplir sa tâche. 
 
Figure 17-Le modèle T-MAC 
 
Plusieurs entités contribuent pour la définition d’une équipe TMAC [8]  telles que : Les 
membres de l’équipe, l’ensemble des rôles que les membres de l’équipe peuvent jouer,  un 
ensemble d’objets associés à l’équipe, etc. 
1.3.3.2. Modèle basé sur la notion de tâche 
Le modèle TBAC (Task-Based Access control) a été défini dans [9]comme étant le 
modèle de contrôle d’accès basé sur la notion de tâche, il diffère des contrôles d'accès 
traditionnels et des autres modèles de sécurité  par le fait qu’il fait partie des modèles actifs de 
sécurité, car il approche la modélisation et l'application de sécurité des perspectives des activités 
et tâches au lieu d'avoir une vue centrée sur le système de sécurité. 
Les modèles actifs de sécurité fournissent les abstractions et les mécanismes pour la 
gestion d'exécution de sécurité pendant l'achèvement ou la réalisation des tâches. Dans une 
approche active, les permissions sont constamment contrôlées, activées et désactivées selon le 
contexte associé aux tâches qu'ils doivent réaliser. 
Dans le modèle TBAC, les permissions issues des autorisations sont limitées par des 
contraintes qui précisent leur utilisation, leur validité et leur expiration. De plus, il permet de 
mémoriser l’utilisation des permissions, ce qui permet de prévenir tout abus de permission par 
des opérations inutiles et/ou malveillantes.  
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L’approche de sécurité basée sur la notion des tâches présente une rupture radicale avec 
les modèles classiques (ou modèles passifs) de sécurité, car ces derniers ne précisent pas la façon 
d'utiliser une permission entre un sujet et un objet. 
Dans le modèle TBAC, les permissions sont contrôlées et gérées de manière à ce qu'elles 
soient activées et synchronisées pendant l'exécution des autorisations. Une étape d'autorisation est 
une abstraction fondamentale dans TBAC et est utilisée pour grouper et gérer un ensemble de 
permissions relatives à une tâche.  
Le modèle TBAC gère et contrôle les permissions d’une façon dynamique, elles sont 
activées et synchronisées pendant l'exécution des autorisations. Les permissions relatives à une 
tâche donnée sont groupées et abstraites dans des autorisations qui représentent les abstractions 
fondamentales du modèle. Dans TBAC, chaque autorisation possède une durée de vie et donc un 
cycle de vie (Cf. ).  
 
Figure 18-Le cycle de vie d'une autorisation. 
Les cinq états par lesquels passe chaque instance d'étape d'autorisation sont, comme le 
montre la Figure 18: dormante, invoquée, valide, invalide, et suspendue.   Dormante : Une autorisation est dormante lorsqu’elle n'est pas invoquée (demandée) par 
des tâches.  Invoquée : Une fois une autorisation est invoquée, son étape sera créée et prête à être 
exécutée. Si l'exécution réussit,  alors elle entre dans l'état valide. Dans le cas contraire, 
elle sera invalide.  Valide : Dans cet état, toutes les permissions associées à l'autorisation sont activées. Ainsi 
une étape de cette autorisation sera exécutée et par la suite atteindra la fin de sa vie et 
entrera par la suite dans l'état invalide.  Invalide : quand une autorisation devient invalide, elle sera supprimée du système.   Suspendue : toutes les permissions associées à l’étape d'autorisation suspendue seront 
inactives et ne peuvent pas être utilisées pour accéder aux objets jusqu'à l'arrêt de la 
suspension et le rétablissement de la validité. 
Il existe plusieurs modèles qui constituent la famille de modèle TBAC(Figure 19) : 




Figure 19- La famille des modèles de TBAC  TBAC0 : est le modèle de base de TBAC, il offre quelques facilités de base aux tâches du 
modèle, des étapes d'autorisation et des dépendances reliant plusieurs étapes 
d'autorisation. TBAC0 est un modèle très général et flexible, il s’agit du minimum requis 
pour tout système incorporant les autorisations basées sur les tâches.   TBAC1 : est une extension du modèle de base TBAC0, il incorpore la notion d'autorisations 
composites qui représente une abstraction encapsulant deux ou plusieurs étapes 
d'autorisation. Ces étapes d'autorisation sont liées entre elles. Cependant, elles ne sont pas 
visibles à d'autres étapes d'autorisation n'appartenant pas à la même autorisation 
composite. Une autorisation composite est valide si toutes ses étapes d'autorisation sont 
dans leur état valide. D'autre part, elle est considérée comme invalide dès qu'une de ses 
étapes d'autorisation atteint l'état invalide.  TBAC2 : est lui aussi une extension du modèle TBAC0, il supporte les notions plus 
avancées de contraintes. Ainsi TBAC2 serait plus approprié pour une organisation qui 
trouve TBAC0 assez souple et ouvert.  TBAC3 : combine les deux modèles TBAC1 et TBAC2, et donc contient les notions 
d'autorisations composites et de contraintes. 
1.4. Conclusion 
Dans ce chapitre, nous avons présenté diverses politiques de contrôle d'accès proposées 
dans la littérature. Ces modèles ont été classés en trois grandes familles:   Les politiques discrétionnaires (DAC) : Dans ce modèle le contrôle d'accès est à la 
discrétion du propriétaire de l'objet ou de tout sujet qui est autorisé à contrôler l'accès à 
l'objet. Des droits peuvent être passés d'un sujet à un autre.  Les politiques obligatoires (MAC) : Dans le cas d'une politique obligatoire, les droits 
d'accès sont imposés par l'administrateur du système et ne  doivent pas être pris par le 
propriétaire de l’objet concernés.  Les politiques basées sur les rôles (RBAC) : Dans ce modèle, les droits d'accès sont 
accordés aux utilisateurs selon ou le(s) rôle(s) qu'il(s) joue(nt) dans le système. 
L’utilisation de rôle a permis de simplifier considérablement la gestion de la sécurité. 
RBAC a permis aussi d’organiser les privilèges d’accès en utilisant la notion de  
hiérarchie et de contrainte.  
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Nous avons présenté dans ce chapitre, les limites de chacun de ces modèles. En effet, la 
politique discrétionnaire DAC se base sur la confiance totale attribuée aux sujets (utilisateurs), 
par conséquent ils sont vulnérables aux chevaux de Troie [16]. Aussi s’ajoute-t-il que la politique 
globale de sécurité puisse être compromise suite à des manipulations maladroites ou 
malveillantes provoquées par des utilisateurs. Les politiques RBAC présentent également 
l’inconvénient de garantir la propriété de confidentialité puisque deux sujets jouant un même rôle 
se voient posséder les mêmes droits d’accès sur les objets du système. La hiérarchie des rôles 
constitue un autre inconvénient, car elle est généralement différente de la hiérarchie 
organisationnelle.  
Enfin, bien que les politiques MAC garantissent facilement la confidentialité des données, 
elles peuvent dans certains cas se révéler inappropriées. En effet,  par exemple dans le cas où des 
utilisateurs sont amenés à utiliser fréquemment de nombreuses données, Ils peuvent avoir besoin 
de gérer eux-mêmes les droits d’accès.  
Outre ces limites, les modèles DAC, RBAC et MAC ne permettent ni représenter des 
politiques spécifiant des interdictions ou des obligations, ni exprimer des règles contextuelles 
relatives aux permissions, interdictions et obligations. 
Le chapitre suivant propose une solution de sécurité dite SELinux (Security Enhanced 





La solution de sécurité SELinux 
2.1. Introduction 
SELinux(Security-Enhanced Linux) est une solution de sécurité des systèmes Linux, à la 
fois complexe et complète. Il offre une grande flexibilité mais sa mise en application est 
relativement plus difficile. Sa complexité vient du très grand nombre de règles qu'il faut mettre en 
place. Ce chapitre essaiera de démystifier la plus part des concepts SELinux et mettra en relief les 
divers aspects en relations avec l’objet de la présente thèse, dont notamment les politiques de 
contrôle d’accès utilisées : TE, RBAC, MCS, et MLS de Bell-Lapadula.  
Dans la première section nous présentons l’historique de SELinux, son architecture ainsi 
que les autres solutions de sécurité, la deuxième section décrit les différents modèles de sécurité 
utilisés par SELinux, la troisième section traite la politique de sécurité SELinux, la quatrième 
section s’intéresse aux différents types de transition de domaine et enfin la dernière section 
recense les principaux travaux de recherches utilisant les modèles de sécurité en relation avec 
SELinux. 
2.2. SELinux 
2.2.1. Historique de SELinux 
Initié par l’agence de sécurité nationale des États-Unis (National Security Agency- NSA), 
SELinux [27]est une solution de sécurité qui s’intègre au noyau, elle lui apporte plusieurs 
fonctionnalités de protection avancées comme le MAC (Mandatory Access Control), qui 
s’ajoutent à celles existantes telles que  le DAC (Discretionnary Access Control). 
Cette intégration de mécanismes MAC dans un système d'exploitation grand public a 
permis à la NSA de transférer les concepts de sécurité a une large communauté et de démontrer 
leur viabilité. Elle a permis d'améliorer considérablement la sécurité du système en activant la 
protection contre les vulnérabilités [28]. Elle a pu limiter strictement les dommages causés par 
des applications malveillantes ou défectueuses. 
Le projet SELinux a connu, ensuite l’appui des organismes industriels suivants:  Les laboratoires NAI Labs(Network Associates Laboratories) ont contribué au projet 
SELinux par le biais du groupe SEE (Secure Execution Environments) comme suit :  Ils ont implémenté plusieurs contrôles (MAC) dans le noyau Linux.  Ils ont développé l’exemple de la configuration de la politique de la sécurité portée 
sur le noyau Linux 2.4.  Ils ont contribué à l'élaboration d’un patch pour le noyau Linux, puis avec le 
développement de LSM (Linux Security Modules), ils ont adapté le prototype 
SELinux pour le LSM.  MITRE corporation a élaboré des politiques de sécurité pour les applications ainsi 
que la documentation pour le serveur web Apache, Sendmail et crond. Ils ont aussi 
développé des outils d'analyse des politiques comme l’outil Polgen[29]. 
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 CSC (Secure Computing Corporation), était une entreprise publique (rachetée en 2008 
par la compagnie McAfee), elle a développé des services pour la protection des 
utilisateurs et des données. elle a développé également beaucoup d’utilitaires ainsi 
qu’une configuration préliminaire de la politique de sécurité pour le système. Cette 
configuration a été utilisée comme point de départ pour la configuration des 
laboratoires NAI Labs. 
La première version publique de SELinux a été donnée à la communauté du logiciel libre 
(licence GPL) vers la fin de l’année 2000 par l’Information Assurance Research Office qui pilote 
le projet. Cette  version de SELinux présentée sous forme d’un patch du noyau Linux a lancé une 
impulsion significative et supplémentaire en ce qui concerne la sécurité bas niveau du fameux 
noyau (kernel). La communauté Linux en particulier (Linus Torvalds10) décida alors de créer une 
architecture modulaire, Crispin Cowan11proposa alors LSM (Linux Security Module)comme 
interface fournissant suffisamment de crochets (« hooks » en anglais) dans le noyau Linux pour 
créer des modules permettant de renforcer le contrôle d'accès obligatoire.  
2.2.2. Architecture de SELinux 
SELinux utilise une architecture globale appelée Flask (FLux Advanced Security Kernel) 
qui s’intègre au Noyau Linux existant à travers le framework LSM afin d’assurer une grande 
souplesse de branchement des divers types de contrôle d’accès, et de définir des politiques de 
sécurité granulaires et adaptées. 
SELinux est utilisé dans de nombreuses grandes distributions, telles que:  Fedora depuis la version Core 2 (en 2004) : il est installé et activé par défaut  RedHat depuis la version 4 (en 2005) : il est installé et activé par défaut  Debian depuis la version Eatch (en 2007)  Ubuntu depuis la version Hardy Heron 8.04 (en 2008) comme alternative à AppArmor. 
2.2.2.1. Le Framework LSM 
Le rôle du Framework LSM est de permettre aux modules de sécurité (différents type de 
contrôles d’accès) de se brancher, à travers une série de points de contrôle (hooks ou ancres) sur 
le noyau Linux. Ces crochets sont généralement placés après les contrôles standard d'accès 
(DAC) Linux, mais avant que la ressource réelle est accessible par le noyau au nom du processus 
appelant. 
On y trouve actuellement une implémentation de divers types de contrôles d’accès 
comme : SELinux, LIDS, DTE et même les capabilities12 ont été sorties du noyau pour s’appuyer 
sur le projet LSM. La Figure 20 illustre le framework LSM de base. 
 
                                                          
10 Créateur du noyau Linux 
11 Fondateur du logiciel de sécurité AppArmor (de la société Immunix ): 
12 En anglais Capability List : liste représentant les lignes de la matrice de contrôle d’accès. Pour chaque sujet on 




Figure 20- Le Framework LSM de base 
2.2.2.2. Le module LSM 
SELinux est basé sur le modèle de l’architecture Flask (héritée de GFAC[30]) qui, 
déployée dans le noyau, permet d’implémenter différents modèles de sécurité autres que RBAC et 
TE, ce qui assurent la puissance[31] et la finesse du langage de configuration utilisé. Ce langage 
est jugé relativement simple puisqu’il dispose d’un nombre réduit de mot-clé.  
La principale caractéristique de Flask est la séparation du code décision et lecode 
application de la politique de sécurité. 
Le code décision (policy decision-making code) est contenu dans un composant particulier 
du noyau, il permet d’établir les lois à appliquer sur le système, il s’appelle référentiel de 
sécurité. 
La partie concernant le code d’application (policy enforcement code) est directement 
intégrée dans le composant du noyau gérant les processus, les systèmes de fichier, les IPC (Inter-
Process Communication) et le réseau, il se charge donc d’exécuter et d’appliquer les lois édictées 
par le référentiel de sécurité. 
Entre ces deux parties, SELinux fournit un système de cache appelé AVC (Acces Vector 
cache) pour un accès rapide aux décisions d’accès qui sont déjà calculées par le référentiel de 
sécurité. 
Flask présente une architecture indépendante de la politique de sécurité à mettre en place. 
En effet, les interactions entre les entités (Sujets ou objets) suivent un modèle bien déterminé: 
Chaque entité du système reçoit un label (une étiquette) qui représente un contexte de sécurité 
(Cf. Figure 21) contenant des informations sur l’entité elle-même ainsi que sur les autres entités 
avec lesquelles elle va interagir et comment les interactions peuvent se produire.  
SELinux attribue à chaque contexte un numéro identificateur de sécurité appelé SID 
(Security IDentifier), c’est la partie Policy enforcement  qui se charge de cette attribution. Le SID 
avec le contexte correspondant sont enregistrés au niveau du référentiel de sécurité (Security 





Figure 21- Interaction entre sujet et objet 
Les objets du système possèdent également des classes. SELinux définit plusieurs classes 
d’objets, incluant les:  Dossiers   Descripteurs de dossier   Fichiers Système   Liens   Processus   Fichiers spéciaux de divers types (Block Device, Sockets, FIFO… etc.)   Socket  Etc. 
Les classes servent à identifier la cible des permissions, ainsi à chaque classe d’objet sont 
associées des permissions, comme openet link pour un fichier, ou listen et accept pour un socket, 
le tableau ci-dessous décrit quelques classes d'objet définies par SELinux : 
Classe d'objet Opération 
Processus execute, transition, entrypoint, signaux, fork, ... 
Fichiers 
read, write, append, execute, open, link, rmdir, 
... 
Systèmes de fichiers mount, remount, unmount, ... 
Descripteurs de fichiers create, inherit, receive 
Sockets(TCP, UDP, raw) bind, connect, listen, send, accept, ... 
Tableau 6-Quelques classes d'objet définies par SELinux 
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Lorsqu’un sujet (un processus) entre en interaction avec un objet (un fichier), le 
référentiel de sécurité prend sa décision en se basant sur le contexte de sécurité du couple (sujet, 
objet) en plus de la classe de l'objet. Il existe deux types de décision :les décisions d’accès et les 
décisions de transition.(Cf.§ 2.4.5.3 et §2.4.5.4). 
2.2.3. Les autres solutions de sécurité 
Le Framework LSM avait donc l’avantage de ne porter que des changements mineurs au 
niveau du noyau lors de la mise en place de n’importe quelle solution de sécurité, il a cherché à 
être indépendant de l’implémentation de la politique de sécurité. Il existe plusieurs modules de 
sécurité qui sont maintenus indépendamment du développement du noyau Linux, c’est la raison 
pour laquelle le tenu de l’interface LSM est argumenté par le fait qu'il peut y avoir plus qu’un 
seul modèle de sécurité. Parmi ces modules de sécurité, il y a :   AppArmor (Application Armor) : qui permet à l'administrateur système d'associer à chaque 
programme un profil de sécurité qui restreint ses accès au système d’exploitation. Il fournit un 
contrôle d'accès obligatoire en se basant sur les chemins de fichiers, et non sur leurs inodes13. 
AppArmor est principalement maintenu par Novell de 2005 à Septembre 2007 dans le cadre 
de leurs distributions SUSE, mais il est aussi disponible sous la licence GPL dans d'autres 
distributions.  LIDS (Système de détection d'intrusions Linux) est un patch du noyau Linux, sa première 
version a été conçue pour la version du noyau Linux 2.2 et plus tard pour la version 2.4. La 
version 2 de LIDS sera transformée en un module pour le framework LSM, il est actuellement 
en évolution. LIDS comprend plusieurs mesures visant à minimiser les dommages en cas de 
compromission du système. Les fichiers peuvent être marqués comme immuables, et des 
modifications aux configurations vitales du système peuvent être évitées. Même l'utilisateur 
root ne peut pas contourner la protection sans avoir d'abord arrêté le système LIDS, ce qui 
nécessite d’avoir un mot de passe (définie au moment de la compilation).  RSBAC (Rule Set Based Access Control) est utilisé en production depuis 2000, il constitue 
une architecture très flexible qui reprend les principes de GFAC (Generalized Framework for 
Access Control) [30]. Comme SELinux, la modularité de RSBAC a fait de lui un outil facile à  
déployer sur des environnements déjà configurés. Il n’emploie pas le mécanisme d’attributs 
étendus fournis par le système de fichier comme le fait SELinux (Cf. § 2.4.4) pour stocker les 
informations de contrôle d’accès (ACI), mais il utilise simplement un répertoire appelé : 
rsbac.dat à la racine de chaque partition. Toute configuration de RSBAC se fait 
principalement à travers des outils en ligne de commande sous le nom d’un utilisateur secoff  
(officier de sécurité). Contrairement à la politique de sécurité de SELinux, celle de RSBAC, 
possède l’avantage de ne contenir qu’un nombre très réduit de règle de sécurité, bien que le 
manque de la documentation et l’absence d’une politique de sécurité standard pour les 
services usuels en font un outil complexe à utiliser. 
2.3. Le modèle de sécurité de SELinux 
En plus de l’utilisation du modèle DAC (Discretionnary Access Control), SELinux 
introduit le modèle MAC (Mandatory Access Control) qui intègre les modèles reconnus suivants : 
                                                          





 Domain and Type Enforcement (DTE) et plus précisément le modèle : Type 
Enforcement (TE)   Role-Based Access Control (RBAC)  Multi-Catégorie (MCS)   Multi-Niveaux (MLS) de Bell-Lapadula 
Ces modèles garantissent :  L’application des principes de privilèges minimaux et la séparation des pouvoirs.  Le confinement de processus, ce qui permet d’isoler les codes non fiables et de se 
protéger contre l’injection de code.  La protection des flux d’information contre les fuites, et ce en mettant en place des 
politiques multi-catégories et multi-niveaux.  L’intégrité des applications et de tout le système notamment les fichiers de 
configuration, des exécutables et du noyau ainsi que l’intégrité des 
communications entre processus. 
Remarque : le modèle DAC et SELinux fonctionnent ensemble. En effet, si le DAC de Linux 
classique interdit une action, cette décision sera respectée sans intervention de SELinux. Par 
contre si l’action est autorisée par le modèle DAω, SELinux rentrera en jeu et utilisera son 
propre mécanisme pour finalement autoriser ou refuser l’action. 
2.3.1. Le modèle Type Enforcement (TE) 
Le modèle TE, reprend du modèle MAC l’idée de l’étiquetage des différentes entités du 
système par des labels, c’est la manière optée par SELinux pour accorder l’accès d’un sujet à un 
objet. Cela consiste à lier un attribut de sécurité appelé type à chaque sujet et à chaque objet. Le 
modèle TE traite donc de la même façon les entités d’un même types au lieu de traiter chaque 
entité (sujet ou objet) à part. L’architecture Flask de SELinux donne la possibilité de classifier les 
objets du système afin d’assurer une large granularité offrant ainsi au modèle TE la possibilité de 
différentier entre les objets de même type en ce qui concerne l’autorisation l’accès.  
 
Figure 22-La couche d'abstraction RBAC 
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Contrairement au modèle DTE, le modèle TE de SELinux n’associe pas directement les 
utilisateurs aux domaines, mais il utilise le modèle RBAC (décrit dans la section2.3.2) pour 
fournir une couche d'abstraction supplémentaire entre les utilisateurs et les domaines(Cf. Figure 
22ci-dessus).  
Les décisions de sécurité caractérisant le modèle TE sont de deux catégories :à savoir 
lesdécisions d’accès et les décisions de transition. 
2.3.1.1. Les décisions d’accès (Access Decisions) 
La décision d'accès permet simplement de savoir si un sujet (application, processus) peut 
avoir accès à un objet (fichier), il y a donc deux contextes impliqués dans la prise de cette 
décision : le contexte du sujet, le contexte de l'objet en plus de la classe de l’objet. La décision 
d’accès et recherchée dans un premier temps dans l’AVC pour vérifier si une opération similaire 
a été calculée et mise en cache par le référentiel de sécurité. Si une telle décision ne peut être 
fondée sur des données dans l'AVC, la demande continue au serveur de sécurité, qui examine le 
contexte de sécurité du sujet et de l’objet pour rechercher dans une grande matrice (au niveau de 
la politique de sécurité binaire) qui a été construite à partir des règles de la politique de sécurité. 
Le résultat de cette recherche se traduit par la génération d’une liste (contenant des bits 1 pour 
Oui et 0 pour Non) appelée vecteur d'accès (Access vector) qui précise toutes les actions 
autorisées ou refusées avec cet objet. Le Tableau 7ci-dessous montre les actions possibles sur un 
vecteur d'accès  simplifié pour la classe file : 
 
Tableau 7-Extrait du vecteur d'accès de la classe file 
Ce tableau est enregistré dans l'AVC, puis la décision d'accès est transmise par l'AVC à la 
partie Policy enforcement pour être appliquée.  
SELinux dispose de plusieurs formes de règles de politiques de sécurité (exemple : 
allow, auditallow, dontaudit), il renvoie alors les trois vecteurs d'accès comme 
représentés sur le Tableau 8ci-dessous: 
 
Tableau 8-Extrait des vecteurs  d'accès de la classe file 
Les fonctions de ces trois vecteurs d'accès sont les suivantes : 
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 allow : permet d’identifier les opérations que le sujet est autorisé à exécuter sur l'objet. 
Par défaut, cette opération n’est pas journalisée (auditée). 
Exemple: 
allow auth_t shadow_t : file {getattr read}; 
Cette règle signifie  qu'un processus avec le domaine auth_t est autorisé (allow) à lire 
les attributs ({getattr}) et écrire ({read}) dans un fichier (file) possédant le type 
shadow_t.  
 auditallow : permet de forcer la journalisation (audit) quand une opération est 
effectuée après avoir été autorisé par allow. 
Exemple:  
auditallow unconfined_t security_t : security { load_policy 
setenforce  setbool}; 
Cette règle stipule que lorsque les processus unconfined_t possèdent les permissions 
load_policy, setenforce et setbool sur les objets de type security_t, alors 
ces opérations doivent être journalisées. 
 dontaudit : permet arrêter l'audit des opérations qu’un sujet n'est pasautorisé à 
effectuer sur un objet. 
Exemple:  
dontaudit named_t root_t : file {getattr read}; 
Cette règle stipule que lorsque les processus named_t ne sont pas autorisés à lister les 
attributs {getattr} ni à lire {read} le contenu des fichiers (file) de type  
(root_t), alors ces opérations ne doivent pas être journalisées. 
 
Exemple de message de refus d’accès : 
Il s’agit d’un extrait de fichier de journalisation /var/log/messages, dans lequel on 
peut  remarquer que c’est le couple de contextes source (tcontext) et cible 
(scontext) qui détermine le sort de l’opération d’accès (dans notre cas utilisation de 




textbf{avc: denied { write } for pid=4025 comm="vi" 
name="messages" dev=sda1ino=54 
scontext=unconfined_u:system_r:hotplug_t:s0tcontext=sy
stem_u:object_r:nfs_t:s0 tclass=file } 
… 
 
Extrait 1- Extrait du fichier /var/log/messages 
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2.3.1.2. Les décisions de transition 
 Les décisions de transition se traduisent par le passage d’un type à un autre pour chaque 
objet crée sollicitant un contexte par défaut autorisé par la politique de sécurité. Ainsi le type 
d’un fichier nouvellement créé dépondra du contexte de son répertoire parent et surtout du 
contexte (spécialement le type) du processus qui l’a créé. En effet, un fichier crée par un 
utilisateur normal n’aura pas le même type s’il a été créé par un processus spécial. Il en est de 
même pour le changement de contexte (spécialement le domaine) d’un processus en vue 
d’effectuer une tâche bien précise qui nécessite des privilèges autres que ceux liés à son contexte 
source.  
L’utilité des règles de transition est de limiter le comportement anormal des processus. En 
effet, sans SELinux, on remarque qu’il y a une vulnérabilité lors de la procédure de changement 
du mot de passe par un utilisateur sur l’ancien système Linux (Cf. § 2.4.5.3). 
2.3.2. Le modèle Role-Based Access Control (RBAC) 
Le modèle original de RBAC assigne des rôles aux utilisateurs, et associe des permissions 
à ces rôles. Le rôle dans SELinux est un groupe qui possède l’autorisation d’accès à un ensemble 
de domaines TE. 
Le fonctionnement de RBAC dans SElinux est composé de deux parties, la première 
consiste à assigner des rôles aux utilisateurs et la seconde associe un domaine TE au shell de 
l’utilisateur :  Assignation de rôle : Lorsqu’un utilisateur se connecte à partir des programmes de 
connexion (login, sshd, gdm), ceux-ci lui attribue un rôle. C’est la politique de 
sécurité qui contient la règle stipulant qu’un tel utilisateur est autorisé à jouer ce genre de 
rôle (voir l’utilisation du vecteur d'accès allow ci-dessus).  Affectation de domaine : Le rôle présente une manière de confiner le comportement d’un 
utilisateur, ainsi le shell utilisateur se voit obligatoirement attribuer un domaine TE en 
fonction de son rôle. 
2.3.3. Les modèles MCS et MLS de Bell-Lapadula 
Dans SELinux, le modèle MLS (Multi-Niveau) présente une extension optionnelle du 
modèle TE. Quand il est activé, le contexte de sécurité est étendu en deux champs additionnels : 
Le champ Low Security Level etle champ Hight Security Level, qui désignent respectivement le 
niveau bas et le niveau haut de sécurité.  
Le niveau de sécurité est composé, lui aussi, de deux champs : le premier désigne la 
sensibilité  (sensitivity) et le second désigne un ensemble de catégorie. Les valeurs du champ 
sensitivity constituent un ensemble ordonnée par la relation (<, =, >).  
Exemple:Top Secret > Secret >Unclassified. 
Les valeurs du champ « categories » constituent un ensemble d’éléments non ordonnés. 
Ce champ possède le rôle de cloisonner les entités dans des compartiments spécifiques. 
Le principal apport de sécurité de MCS et de MLS est qu’on ne peut avoir accès à un objet 
que si on dispose suffisamment de sensibilité et qu’on est autorisé à accéder au compartiment 
démarqué par la catégorie de l’objet. 
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La combinaison entre une sensibilité avec un ensemble de catégories constitue le niveau 
de sécurité d’une entité objet ou sujet. SELinux propose 16 niveaux de sécurité (s0,...,s15) et 1024 
catégories (c0,...,c1023).  
Notons que le format de contexte (Cf. § 1) de sécurité SELinux se présente comme suit :  
Identité:Rôle:Type/domaine [: niveau(MLS): Catégorie(MCS)] 
Exemple:  
user_u:system_r:system_t[:s0:c0.c16] 
Ce contexte signifie que l’identité SELinux user_uest mis dans le rôle system_rqui 
est confiné dans le type system_t. user_u possède  le niveau de sécurité s0:c0.c16 
c’est-à-dire de sensibilité s0 et est cloisonner dans le compartiment  c0.c16.  
Il est possible d’exprimer les contraintes sur les niveaux de sécurité d’un contexte pour 
lesquelles MLS et MCS sont activés. Pour cela, SELinux utilise les mots clés mlsconstrain et 
mlsvalidatetrans pour définir deux types de contraintes, en voici deux  exemples : 
Exemple 1:  
mlsconstrain file write ( l1 domby l2 ); 
Cette contrainte, oblige que tout processus qui tente d’écrire dans un fichier de niveau 
l1doit d’avoir un niveau l2 inférieur à l1. Cela revient à limiter les permissions d'écriture pour 
la classe file ayant le niveau de sécurité source l1 dominé par le niveau de sécurité des objets 
l2. (no write down). 
Exemple 2:  
mlsvalidatetrans file (( l1 eq l2 ) or ( l2domby l1)); 
La contrainte mlsvalidatetrans peut être utilisée lorsqu’un objet sollicite un 
changement de son niveau de sécurité, l’Exemple2 montre que notre contrainte exige qu’un 
fichier ne peut changer son niveau de sécurité que si les deux niveaux source et cibles sont égaux, 
ou si le niveau de sécurité cible est dominé par le niveau de sécurité source. 
Il est à noter que chaque utilisateur doit avoir un niveau d'habilitation de sécurité définie, 
qui représente le plus haut niveau du processus qui s’exécute en son nom. 
2.4. La politique de sécurité SELinux 
2.4.1. Contexte de sécurité 
SELinux représente le contexte de sécurité par une chaîne constituée de trois (ou quatre) 
champs séparés par le caractère “:” (deux points). Chaque champ spécifie un composant du 
contexte de sécurité, à savoir : l'utilisateur, le rôle, le type et le niveau de ce fichier ou ce 
processus: 
Identité : Rôle: Type/domaine [: niveau(MLS): Catégorie(MCS)] 
Le contexte de sécurité d’un fichier est stocké sous forme d'un attribut étendu : extended 
attributes (en abrégé xattr). Ce contexte peut être visualisé en utilisant la commande ls avec 
l’option -Z. On peut utiliser Aussi la commande chcon pour changer le contexte d’un fichier. 
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SELinux garantit que le contexte de sécurité d’un fichier restera toujours le même, même après 
l’avoir renommé ou déplacé n’importe où dans l’arborescence. Il est donc associé directement à 
l'inode du fichier. 
2.4.1.1. Identité de l’utilisateur 
L'identité de l’utilisateur est la première composante du contexte de sécurité, elle indique 
le compte SELinux de l'utilisateur lié à un sujet ou à un objet. Dans le cas d'un objet, l'identité de 
l'utilisateur est celui qui possède l'objet. Dans le cas d'un sujet, son identité SELinux est celui sous 
lequel le processus est exécuté, un sujet conserve son identité tout au long de sa session ce qui 
permet l’imputabilité (la traçabilité) des actions sur le système même après l’exécution de la 
commande  su (ou sudo). Toutefois, il peut y avoir des exceptions à la règle de persistance des 
identités SELinux, et ce dans les deux cas suivantes : 
 L’affectation de l’identité initiale d’un utilisateur : authentification par des processus 
comme : login, ssh, gdm.  L’exécution d’un processus sous une autre identité: utilisation de la commande cron. 
Pour contrôler l’identité des utilisateurs, SELinux utilise sa propre base de données et 
établi un mappage qui lie les identités des utilisateurs Linux UID (User IDentifier) avec celles de 
SELinux (ID), le fichier /etc/passwd de linux n’est donc pas employé pour mettre en place ce 
contrôle. Cela confirme l’idée que le modèle DAC de Linux et le modèle MAC de SELinux sont 
indépendant et distincts. 
Dans la majorité des distributions Linux, SElinux attribue à chaque utilisateur (ou 
processus) une des identités prédéfinies dans la politique de sécurité (Cf. § 1), ces identités sont 
fourni comme suit :   root : est l’identité SELinux qu’on obtient quand on se connecte sur la console en tant 
qu’utilisateur Linux : root.   system_u : est l’identité SELinux par défaut des processus exécutés durant la phase de 
démarrage.  user_u : est l’identité SELinux obtenue par défaut pour un utilisateur connecté sur le 
système. 
Remarque : chaque distribution peut ajouter des identités spécifiques, En effet, par exemple la 
distribution Gentoo ajoute deux autres identités : staff_u et sysadm_u. 
2.4.1.2. Rôle 
Le rôle de l’utilisateur est la seconde composante du contexte de sécurité, il est lié au 
modèle RBAC. La politique de sécurité SELinux définit un ensemble de rôles ainsi que les 
utilisateurs qui ont accès à ces rôles, chaque rôle représente un ensemble de types à gérer.  
Quand un utilisateur se connecte et s'authentifie auprès du système il se trouve, à un 
instant donné, dans un rôle parmi un ensemble de ceux qui lui sont autorisés. Il peut également 
effectuer une transition pour passer d’un rôle à un autre dans une même session (voir utilisation 
de la commande newrole -r). 
Le rôle définit les autorisations SElinux dont dispose un utilisateur (ou un processus) sur 
des objets, en général, il existe cinq rôles dont quatre sont explicitement prédéfinis : 
system_r, user_r, staff_r et sysadm_r. 
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Le rôle object_r est assigné à tous les fichiers, il ne se trouve pas explicitement dans la 
politique de sécurité SElinux, car la notion de rôle pour les fichiers n’est pas obligatoire et que si 
un fichier requiert un niveau de sécurité, alors un type TE spécifique lui sera assigné. Le tableau 
suivant montre comment les identités SElinux sont combinées avec les rôles lors de la connexion 
d’un utilisateur: 
Identités SELinux Rôles Description 
system_u system_r 
Pour les processus systèmes (non-
interactifs). Ne devrait pas être attribuée à 
un utilisateur. 
user_u user_r 
Pour les utilisateurs sans privilège. La 
correspondance par défaut. 
staff_u staff_r, sysadm_r 
Pour les administrateurs systèmes qui se 
connectent également pour exécuter des 
tâches d'utilisateur normal.  
sysadm_u sysadm_r 
Pour les administrateurs systèmes qui ne 
font que se connecter pour exécuter des 
tâches administratives. Il est suggéré de 
ne pas utiliser cette identité. 
root staff_r, sysadm_r 
Identité spéciale pour root. Les autres 
utilisateurs devraient plutôt utiliser 
staff_u à la place. 
Tableau 9- Description des identités et rôles des utilisateurs SELinux.  La transition entre les rôles : Role1 et Role2 se fait en utilisant la règle suivante : 
allow Role1 Role2 
 Un rôle Role1 peut être assigné à un type Type1 par la commande suivante: 
role Role1 type Type1 
Remarque : Par convention on utilise le suffixe “_r” pour identifier les noms des rôles. 
2.4.1.3. Type 
L’élément : type (pour un objet) qui est également connus sous le nom : domaine (pour un 
sujet) utilisé dans le modèle DTE, est un identifiant défini par l’auteur de la politique de sécurité 
qui détermine sa signification selon son utilisation dans ladite politique. Par exemple, un script de 
/etc/rc.d est un programme de type initrc_t. 
Un type SELinux mélange des sujets et des objets ayant les mêmes autorisations. Les 
processus d’un même domaine et les objets d’un même type sont traités de façon identiques. 
SELinux se base essentiellement pour la prise de décision d’accès sur l’élément type (ou 
domaine) qui confine les processus dans des sandboxes lesquels empêchent l'escalade des 
privilèges en offrant un environnement contrôlé. 
Une politique de sécurité SELinux peut être définie seulement avec quelques utilisateurs et 
rôles, mais des dizaines voire même des centaines de types, ce qui justifie leurs importances. 
Pour des raisons de simplicité on utilise la notion d’attribut pour construire des ensembles de 
types afin d’octroyer, par exemple des autorisations groupées ou de différencier entre les types 
et/ou les domaines. Les attributs sont donc utilisés pour mieux gérer les politiques complexes. 
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L’accès d’un processus à un fichier se fait seulement lorsque le serveur de sécurité trouve 
une règle de type allow (ou dontaudit ou auditallow) qui donne la permission au 
domaine source d’avoir accès au type selon l’opération désirée. Il en est de même lorsqu’un 
processus veut exécuter une opération impliquant un autre processus, ou le processus lui-même.  
La politique de sécurité représente le cœur de SELinux, elle spécifie les règles dans un 
environnement d’implémentation des modèles TE et RBAC, et elle est écrite par un langage conçu 
spécialement pour écrire les politiques de sécurité. 
La politique de sécurité SELinux définit les diverses règles qui énoncent comment les 
domaines peuvent accéder aux types. Par défaut, et hormis celles qui sont explicitement permises 
par une règle de sécurité appropriée, toutes les opérations sont refusées puis auditées dans le 
répertoire /var/log/messages (cas des distributions : RedHat et Fedora) ou 
/var/log/audit, généralement la valeur de la variable d’environnement: $AUDIT_LOG 
indique l’emplacement des fichiers de journalisation des décision de refus d’accès. 
L’administrateur de la politique de sécurité peut la définir en modifiant les fichiers de 
sécurité existant, tel est le cas des distributions Fedora et RedHat qui proposent des politiques 
toutes faites pour les cas courants, ou en ajoutant dans l’arborescence des fichiers de contextes de 
sécurité. Il est à noter qu’une politique de sécurité peut être installée à chaud dans le noyau. 
Dans les paragraphes suivants nous allons expliquer comment la politique est chargée 
durant la phase de démarrage du système par le processus init. 
Avant qu’elle soit chargée dans le serveur de sécurité du noyau, la politique est compilée 
dans un format binaire. De cette manière SELinux définit d’une part, toutes les composantes des 
contextes de sécurité (identité:rôle:type) pour chaque objet et chaque sujet et d’autre part les 
autorisations d’accès et de transition des domaines aux types. SELinux permet à travers sa 
politique de sécurité, de restreindre la visibilité d’un processus sur l’ensemble du système et de 
ses objets.  
2.4.2. Fichiers et répertoires liés à la politique de sécurité 
Avant d’énumérer les différents fichiers et répertoires qui constituent la politique de 
sécurité déployée par des distributions de Linux, il est à rappeler que SELinux est installé et 
activé par défaut sous les distributions : Fedora, CentOS et RedHat. Cependant le package de 
SELinux n’est pas installé sur d’autres distributions comme Gentoo. Le tableau suivant montre 
l’emplacement des répertoires source de SELinux pour quelques distributions : 




Tableau 10-Répertoires source de quelques distributions 
Le répertoire directory-policy  de chaque distribution contient le fichier config et les 
sous-répertoires : strict et targeted.  « directory-policy »/config : désigne le fichier de configuration par défaut de 
la politique de sécurité. Il contient deux variables d'environnement: SELINUX et 
SELINUXTYPE qui déterminent le type de la politique de sécurité à appliquer. La 
première variable (à savoir SELINUX) peut avoir les valeurs suivantes : Enforcing, 
permissive ou disabled :  
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 enforcing— La politique de sécurité de SELinux est appliquée.  Permissive — Le système SELinux émet des messages d'avertissements mais 
n'applique pas la politique (utile pour le débogage) ou la résolution de problèmes. 
En mode permissif, tous les refus seront journalisés ainsi les sujets seront en 
mesure de poursuivre des actions qui, en mode enforcing, seraient par contre 
refusées.  disabled — SELinux est désactivée. 
L'autre paramètre (à savoir SELINUXTYPE) admet également deux valeurs: targeted 
et strict:  targeted — Seuls les démons réseau ciblés sont protégés.  Strict—La protection SELinux est totale et ce, pour tous les démons. Les 
contextes de sécurité sont définis pour tous les sujets et objets et toute action est 
traitée par le serveur d'application des politiques. 
Par exemple, RedHat 4(RHL4) utilise une sécurité par défaut qui est telle que : 
SELINUX=enforcing et SELINUXTYPE=targeted.  
En fait, enforcing est le mode de politique de sécurité utilisé par défaut dans la 
plupart des distributions de SELinux.  « directory-policy »/targeted : désigne le répertoire de la politique dite 
ciblée, on y trouve la politique source et la politique binaire :  « directory-policy »/targeted/policy/—ce sous-répertoire 
contient le fichier binaire de la politique de sécurité : policy.NO (cas de RHL4).  « directory-policy »/targeted/src/policy/ — ce sous-
répertoire contient les fichiers sources de la politique de sécurité.  « directory-policy »/targeted/contexts/—ce sous-répertoire 
contient les fichiers de configuration et d’information sur les contextes de sécurité.  « directory-policy »/strict/— désigne le répertoire de la politique ciblée.  /selinux : est un pseudo système de fichiers similaire au procfs, sysfs, /proc 
ou /sys, il est utilisé pour la communication entre le noyau et les utilisateurs 
(processus), ou pour changer les flags tels que la politiques booléennes ou pour basculer 
entre les modes permissive et enforcing, il peut enfin servir pour trouver l'état 
actuel des différentes parties du système SELinux.  Libselinux: bibliothèque de fonctions utilisables par les applications/programmeurs. 
2.4.3. Étiquetage du système au démarrage 
SELinux joue un grand rôle au cours des premières étapes du démarrage du système. En 
effet, tous les processus doivent porter une étiquette avec leurs domaines appropriés, le processus 
init exécute certaines opérations essentielles dans le processus de démarrage pour maintenir la 
synchronisation entre l'étiquetage et l’application de la politique.  Après le chargement du noyau durant le processus de démarrage, un SID initial : kernel, 
prédéfinie est assigné au processus initial. Les SID Initiaux sont utilisés pour l'amorçage 
avant que la politique soit chargée. 
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 Le processus/sbin/init monte la partition /proc/, et cherche ensuite le type  
selinuxfs du système de fichiers. S'il est présent, cela signifie que SELinux est activé 
dans le noyau.  Si le processus init ne trouve pas SELinux dans le noyau, ou si SELinux est désactivée 
via le paramètre de démarrage selinux=0, ou si le fichier « directory-
policy »/config spécifie que le paramètre SELINUX=disabled, le système est 
donc démarré par le processus du boot sans SELinux.  Au même temps, init définit l’état enforcing si cette valeur est différente de celle du 
paramètre SELINUX du fichier « directory-policy »/config. Cela survient 
lorsqu’un paramètre est passé au cours du processus de démarrage, telles que 
enforcing=0 ou enforcing=1. Le noyau n’applique aucune politique jusqu'à ce 
que la politique initiale soit chargée.  Si SELinux est présent, la partition /selinux/ est montée.  Le noyau cherche dans le répertoire /selinux/policyvers la version de la politique 
supportée, init consulte ensuite le fichier «directory-policy»/config pour 
voir quelle politique est actuellement appliquée par SELinux (exemple : targeted), puis 
recharge le fichier associé: 
« directory-policy »/targeted/policy/policy.<version>.Si la 
politique binaire n’est pas supportée par le noyau, init va tenter de charger la version 
précédente toute en assurant la compatibilité des versions.  La politique est maintenant entièrement chargée dans le noyau. Les SID initiaux sont 
ensuite mappés à des contextes de sécurité dans la politique telle qu’elle est définie dans 
le fichier:« directory-
policy»/targeted/src/policy/initial_sid_contexts. Dans le cas 
d’une politique ciblée targeted, le nouveau domaine est: 
user_u:system_r:unconfined_t. par la suite le noyau peut commencer à 
récupérer dynamiquement des contextes de sécurité à partir du serveur de sécurité dans le 
noyau.  init s’auto-exécute afin qu'il puisse établir une transition vers un autre domaine, 
évidement si une règle de la politique l’autorise. Pour la politique ciblée targeted, le 
processus init reste dans le domaine unconfined_t puisqu’il n’y a aucune 
transition définie dans la politique.  init poursuit normalement le processus de démarrage. 
2.4.4. Systèmes de fichiers et attributs étendus. 
SELinux utilise les attributs étendus xattr: extended attributes pour stocker des 
étiquettes de sécurité sur chaque fichier. Ces attributs étendus nécessitent l'utilisation de systèmes 
de fichiers ext2, ext3 et JFS. Le système de fichiers XFS est également supporté mais 
présente des limites comme l’occupation d'espace disque qui ralentit par la suite le système à 
cause des opérations supplémentaires pour chaque fichier. Le système de fichier ReiserFS n'est 
pas compatible avec ces attributs étendus. 
Le tableau suivant décrit brièvement les systèmes de fichiers qui sont disponibles dans le 
noyau Linux : 
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Systèmes de fichiers Description 
ext2 
est un système de fichiers qui ne journalise pas les métadonnées, 
c'est-à-dire que le système prend un temps considérable pour la 
vérification du système de fichier lors de la phase de démarrage. 
ext3 
Est un système de fichier très fiable, stable et performant, c’est  
la version journalisée du système de fichiers ext2, il minimise le 
temps d’attente lors d’un démarrage du système. 
JFS 
Est le système de fichiers journalisé à hautes performances 
d'IBM. C'est un système rapide et sûr avec de bonnes 
performances dans diverses configurations.  
ReiserFS 
Tout comme le JFS, ReiserFS est un système de fichiers 
journalisé qui présente de très bonnes performances, il est 
apparemment moins maintenu que les autres systèmes de 
fichiers. 
Tableau 11- Les systèmes de fichiers les plus utilisés sur les systèmes Linux 
SELinux peut également monter les systèmes de fichiers annexes, tels que vfat14(Virtual 
FAT) etiso966015, mais avec une grande restriction : tous les fichiers du montage auront le 
même type SELinux, puisque le système de fichiers ne supporte pas les attributs étendus. Tmpfs 
est le seul système de fichiers annexe à supporter les attributs étendus. 
2.4.5. Règles du modèle  TE 
Les déclarations TE (Type Enforcement) sont les principales composantes de la politique 
de sécurité. On trouve les déclarations d’attributs et les déclarations de types : 
2.4.5.1. Déclarations d’attributs 
Un attribut est un nom qui identifie un ensemble de types qui ont une propriété similaire. 
Les attributs peuvent être utilisés lors de la déclaration d'un type et peuvent être associés à un 
nombre quelconque de types. Les attributs peuvent être utilisés lors de la spécification des 
permissions sur les types, on déclare les attributs dans le fichier de déclaration «directory-
policy»/targeted/src/policy/attrib.te de la façon suivante :  
attribute Nom_Attribut; 
Exemple : 
attribute domain1 ; 
Cet exemple représente la déclaration d’un attribut qui peut être utilisé pour désigner un 
ensemble de types regroupés sous le nom “domain1”.  
2.4.5.2. Déclarations de types 
Le langage de configuration TE exige que chaque type soit déclaré. Chaque déclaration de 
type spécifie un nom principal pour le type, un ensemble facultatif d'alias pour le type, et un 
                                                          
14
vfat est uŶe eǆteŶsioŶ des sǇstèŵes de fichieƌs de tǇpe FAT de Micƌosoft Ƌui peƌŵet l’utilisatioŶ de noms de fichiers longs 
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ensemble facultatif d'attributs pour le type. La syntaxe d'une déclaration de type est la 
suivante:type Nom_type Alias Atributs; 
Exemple : 
type LeType_t, domain1; 
Danscet exemple, il s’agit de la déclaration de type LeType_t ayant l’attribut domain1. 
2.4.5.3. Transition de type 
Une transition de type définit le résultat de la décision de l’étiquetage (labeling decisions) 
en spécifiant un nouveau domaine pour un processus nouvellement créé ou un nouveau type pour 
un nouvel objet.  
Pour les processus, le type source est process et le type cible est le type de 
l'exécutable. Si la transition est sur des objets, le type source est le domaine du processus de 
création et le type cible est le type de l'objet. 
S’il n'existe aucune règle de transition entre le type source et le type cible, l'étiquette des 
nouveaux fichiers et des processus est calculée en fonction des contextes de leurs parents. Pour 
les fichiers, cela signifie qu'ils recevront le type du répertoire parent. Pour les nouveaux 
processus, cela signifie qu'ils seront exécutés dans le même domaine que celui du processus de 
création. 
2.4.5.4. Transition de domaine 
Dans tout ce qui suit, la notion de transition de domaine est illustrée à travers deux 
exemples, L’un concerne la transition de domaine au démarrage tandis que l’autre traite la 
transition de domaine lors de l’exécution d’une application, elle sera illustrée par le programme 
de changement de mot de passe: 
a. Transitions des domaines au démarrage 
Au démarrage d’une machine Linux dont SELinux est installé et est activé, chaque 
processus nouvellement crée se voit attribuer un domaine approprié, commençant par le 
domaine de lancement kernel_t du processus 1jusqu’aux domaines des processus du 
login.  
La Figure 23[32] présente un diagramme qui montre les transitions de domaine au 
démarrage du système. Il fait ressortir les noms des types/domaines et des macros utilisés 
pour mettre en œuvre les transitions.  
SELinux utilise le langage des macros appelé m4 pour l'écriture des règles de politique 
réutilisables. Cela facilite la rédaction et par la suite la gestion de la politique de sécurité. 
Deux macros : domain_auto_trans() et domain_trans()  assurent les transitions des domaines 
des processus de démarrage. Ils sont paramétrés et contiennent des règles telles que : allow, 
type_transition, etc. 
Au démarrage du système, les transitions suivantes entre les domaines s’effectuent :  Le processus 1 est lancé avec le domainekernel_t. 
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 kernel_t lance init, en le mettant en init_t (le type du fichier dans lequel on 
trouve le code d’init est init_exec_t).  init_t lance le script d’initialisation initrc dans le domaine initrc_t, ainsi que 
la console dans getty_t.  La console lance le processus de saisie de login/(mot de passe) dans le domaine 
local_login_t (ou login_t)  Lorsqu’un utilisateur se connecte, son shell sera placé dans user_t (ou 
unconfined_t) à la suite d’une transition de domaine enclenchée par 
local_login_t (ou login_t).  Tous les démons lancés par initrc sont placés dans leur domaine par des règles de 
transition de type appropriées. 
 
Figure 23-Transition de type au démarrage[32] 
b. Transition de domaine lors de l’exécution d’une application 
La transition de domaine pendant l’exécution d’une application est illustrée par la 
procédure de changement, par un utilisateur du système, de son mot de passe. Ladite transition 
est gérée par un mécanisme de sécurité qui s’ajoute au mécanisme classique de Linux qui emploi 
le bit SetUID. Dans ce qui suit nous allons montrer les mécanismes utilisés par Linux classique 
et par SELinux pour effectuer le changement du mot de passe d’une façon sécuritaire. La solution classique de Linux : Un processus tourne généralement avec les mêmes 
permissions que celles de l'utilisateur qui l’a lancé. Toutefois, les processus des commandes (ou 
des programmes) ayant le bit SetUID (parfois appelé SUID, abréviation de Set User IDentifier) 





Un utilisateur ordinaire ne peut pas changer son mot de passe en éditant directement le 
fichier /etc/shadow(/etc/passwd pour les systèmes Unix classiques), il n'a donc pas les 
permissions suffisantes pour écrire dans ce fichier. Par contre la commande usr/bin/passwd 
peut le faire à sa place puisqu’elle possède l’autorisation spéciale SUID qui lui permet d'accéder 
au fichier shadow sur lequel Il n'y a que le root qui possède les permissions de lecture et 
d'écriture. 
Bien que cette technique ait résolu beaucoup de problème, elle possède le risque de 
compromettre la sécurité de tout le système puisque le processus qui exécute la commande 
passwd dispose automatiquement de tous les droits que l’utilisateur root possède tout au long 
de l’exécution de cette commande. En effet, puisque la commande /usr/bin/passwdest à la 
propriété de l’utilisateur root et non pas de l’utilisateur qui l’a lancé, le fichier /etc/shadow 
qui est lui aussi à la propriété du root (Cf. Listing 1), peut être modifié par n’importe 
qu’elle processus ayant l’utilisateur root comme propriétaire : 
# ls -la /etc/shadow 
-rw-r----- 1 root root 1543 Feb 10 11:43 shadow 
Listing 1- Le propriétaire du fichier /etc/shadow La solution SELinux : La solution apportée par SELinux pour résoudre le problème de 
changement de mot de passe consiste à attribuer le type shadow_t au fichier/etc/shadow et 
de ne laisser aucun processus le modifier sauf s’il tourne dans le domaine passwd_t, ce type 
doit être autorisé, explicitement par une règle de la politique de sécurité, à modifier dans les 
fichiers ayant le type shadow_t. 
Lorsqu’un utilisateur ordinaire se connecte au système, son processus Shell tourne dans le 
domaine unconfined_t(domaine des processus utilisateurs ordinaire). SELinux assure, à 
travers une règle de transition, le changement du domaine user_t du shell vers le domaine 
passwd_t du processus exécutant la commande passwd. L’idée de la transition des types est 
donc analogue à celle du concept du bit SUID. 
Dans le scénario présenté par le mécanisme des mots de passe, on trouve quatre types qui 
entrent en jeux : 
 unconfined_t : Le domaine dans lequel le Shell de l’utilisateur s’exécute. 
 passwd_t : Le domaine où le programme des mots passe tourne. 
 shadow_t : Le type de fichier des mots de passe comme : /etc/shadow. 
 passwd_exec_t : Le type du fichier exécutable (la commande)passwd. 
Les domaines et types ci-dessus sont utilisés par des règles de la politique de sécurité 
(Type Enforcement), de la façon suivante: 
 La première règle : 
allow unconfined_t passwd_exec_t : file {getattr execute}; 
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Cette règle permet au shell, qui tourne dans le domaine unconfined_t de l’utilisateur 
sollicitant le changement de son mot de passe, d’exécuter (etpar conséquent d’initier un appel 
système execve()) la commande passwd qui possède le type passwd_exec_t. 
Le shell consulte les autorisations du fichier passwd avant d'essayer de l’exécuter, d'où 
la nécessité d’avoir l’autorisation getattr en plus de execute. 
 La deuxième règle :  
allow passwd_t passwd_exec_t : file entrypoint; 
Pour cette règle, les exécutables de type  passwd_exec_t servent de point d'entrée 
pour le type passwd_t. Et quand un processus marqué unconfined_t lance un fichier de 
type passwd_exec_t, le processus créé possède finalement le type passwd_t. Il s'agit d'un 
contrôle de sécurité puissant qui garantit qu’uniquement le programme de mot de passe puisse 
être exécuté dans le domaine passwd_t du moment où :  Seul le fichier exécutable passwd est étiqueté avec  passwd_exec_t.  le type passwd_t est le seul qui a la permission entrypoint servant de point 
d'entrée au type passwd_exec_t.  On peut entrer dans passwd_t seulement avec une application de type 
passwd_exec_t, laquelle ne peut qu'exécuter des librairies permises (lib_t) et ne 
peut pas démarrer d'autres applications. 
 La troisième règle :  
allow unconfined_t passwd_t : process transition; 
Il s’agit d’une règle de sécurité allow utilisant la permission transition qui est 
nécessaire pour permettre le changement du type d'un processus. 
Le type d'origine unconfined_t doit avoir la permission de transition vers le nouveau 
type passwd_t pour que la transition de domaine soit autorisée. 
 La quatrième règle:  
allow passwd_t shadow_t : file {iocl read write create 
getattr setattr lock relabelfrom relabelto append unlink link 
rename}; 
Cela signifie que seuls les processus tournant dans le domaine passwd_t puissent 
exécuter les opérations :{iocl, read, write, create, getattr, setattr, 
lock, relabelfrom, relabelto, append, unlink, link, rename}sur les 
fichiers de type shadow_t, ce qui veut dire que seul passwd_t peut écrire dans 
shadow_t. 
En cas général passwd_t ne peut écrire que dans shadow_t et etc_t.  La règle principale :  
type_transition unconfined_t  passwd_exec_t : process  passwd_t; 
61 
 
Cette règle est introduite pour supporter les transitions qui se produisent par défaut, elle 
s’appelle la règle de transition de type : type_transition, elle spécifie les transitions par 
défaut qui devrait se produire si aucune transition explicite n’est présente. 
Généralement les règles type_transition sont définies par des macros qui les 
combinent avec un ensemble de règles TE (dans notre exemple, il s’agit des règles 
susmentionnées). 
Dans cet exemple, la règle type_transition indique que, par défaut et lors d’un 
appel système execve(), si le processus appelant est de type unconfined_t et le type du 
fichier exécutable est passwd_exec_t, une transition de domaine vers un nouveau domaine 
passwd_t se produirait. 
2.5. Mise au point sur les travaux de recherche utilisant les modèles de contrôle d'accès 
dans SELinux 
2.5.1. Le modèle RBAC dans SELinux. 
2.5.1.1. L’usage général du modèle RBAC 
En 1992, David et Rick Ferraiolo Kuhn ont proposé dans[24] un usage général du modèle 
RBAC, lequel a intégré les propriétés des approches existantes des applications spécifiques. 
RBAC est devenu le plus dominant des modèles de contrôle d'accès. En effet, Il a été considéré 
comme une alternative au modèle MAC (Mandatory Access Control) et au modèle DAC 
(Discretionary Access Control). 
2.5.1.2. Les modèles constituant RBAC 
En 1996, Ravi et al. ont introduit dans [7]un Framework pour les modèles RBAC qui 
intègrent les fonctionnalités suivantes :  RBAC0 a été défini comme étant le modèle de base, définie à travers les utilisateurs, les 
rôles et les autorisations.   RBAC1 comprend RBAC0 mais incorpore des hiérarchies comme une relation d'ordre 
partiel entre les rôles.   RBAC2 intègre également RBAC0, mais ajoute des contraintes. RBAC1 et RBAC2 sont 
indépendants les uns des autres, de telle sorte qu’un système peut mettre implémenter un 
sans l’autre.  RBAC3 est un modèle qui rassemble pleinement les propriétés de RBAC, incorporant 
RBAC0, RBAC1, et RBAC2. RBAC3 est équivalent au modèle[24],à l'exception de 
RBAC3 qui permet une hiérarchie d'ordre partiel alors que le modèle [24] définit la 
hiérarchie comme un arbre enraciné.   En termes orientés objet, le modèle [7] peut être considéré comme incorporant l'héritage 
multiple alors que [24] utilise l'héritage unique. 
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2.5.1.3. Logique  de description: modélisation de la hiérarchie des rôles 
Zhao et al. [33] montrent comment utiliser la Logique de description pour modéliser la 
hiérarchie des rôles, des permissions et sessions qui lui sont associés. Elle ne couvre pas les 
autres types de contrôles de sécurité trouvés dans SELinux, mais définit une structure pour la 
modélisation de RBAC et montre comment effectuer des requêtes sur le modèle.   
2.5.1.4. Formalisation des modèles de contrôle d’accès de SELinux 
Dickerson[34] s’inspire de [33] pour montrer comment formaliser les modèles de 
contrôles d'accès utilisé par SELinuxen invoquant des requêtes à travers un langage appelé : 
{ALCQ}.  
2.5.1.5. Description de l’intégration de RBAC au modèle TE 
Hallyn[35] décrit la confusion apparente qui résulte de la manière dont RBAC est intégré 
au modèle Type Enforcement (TE), car la politique de sécurité implémenté dans SELinux et Type 
Enforccement (TE) sous une couche RBAC, le modèle MLS y est également implémenté d’une 
façon optionnelle. 
SELinux spécifie l’accès basés sur les rôles en terme de TE, Cependant, le but de RBAC 
dans SELinux est de permettre la gestion des privilèges basés sur les rôles que chaque utilisateur 
autorisé puisse jouer, ensuite de restreindre l’accès des rôles aux domaines d’influence (domaines 
de sécurité sur le système) toute en ayant un contexte valide dans lequel on peut combiner le rôle 
avec les types/domaines correspondant. 
TE est le plus présent en matière de sécurité, car il est le plus probablement responsable 
de tout refus d’accès d’un sujet a un objet donné. 
Enfin, l’article montre à travers un simple exemple comment RBAC et TE sont 
étroitement intégrés. 
2.5.2. Le modèle Type Enforcement 
2.5.2.1. TE un mécanisme de contrôle d’accès orienté-table. 
Boebert et Kain[36] proposèrent le modèle Type Enforcement (TE) comme étant un 
mécanisme de contrôle d’accès orienté-table. 
2.5.2.2. implémentation de TE dans le système LOCK 
O’Brien et Rogers [37] montrent qu’une implémentation complète de TE a été développée 
dans le système {LOCK} (LOgical Coprocessing Kernel), car vers la fin de l’année 1980, le 
modèle TE a été introduit seulement dans l’architecture «Secure Ada Target».  
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2.5.2.3. Implémentation du modèle DTE dans UNIX 
TIS (Trusted Information Systems)16 conservait son système DTE (Domaine and Type 
Enforcement) basé sur (Berkeley Software Distribution) BSD17, qui est connu d’être au 
démarrage de FreeBSD18[38]. 
TIS implémente le modèle DTE dans ses pare-feu propriétaires, mais les détails de son 
implémentation ne sont pas accessibles au public, et TIS semble avoir cessé d'utiliser DTE. 
2.5.2.4. l’implémentation du modèle DTE sous Linux 
Hallyn et al. [39]ont détaillé l’implémentation du modèle DTE sous Linux, offrant ainsi 
aux administrateurs système un avantage en matière de la sécurisation de ses systèmes. Ils ont 
invoqué également, sur la base d'une politique qui est lu au démarrage, les points suivants :  Le contrôle d'accès des domaines aux types.  Les transitions de domaine.  L'accès de signal entre les domaines.  
2.5.2.5. Description de l’architecture SELinux 
Loscocco et Smalley [40]décrivent l'architecture et les mécanismes de sécurité, les 
interfaces de programmation (Application Programming Interface ou API), la configuration 
politique de sécurité et les performances de SELinux. 
2.5.2.6. TE et objectif de sécurité SELinux 
Loscocco et Smalley [41] décrivent la façon dont SELinux a été utilisé pour répondre à un 
certain nombre d’objectifs de sécurité du système. Ils montrent comment la configuration TE 
répond à un ensemble spécifique d'objectifs de sécurité. Ils fournissent et expliquent des 
exemples détaillés de la configuration pour chaque objectif fixé :  La limitation de l'accès aux données brutes  La protection de l'intégrité du noyau  La protection de l'intégrité du système de fichiers  Le confinement des processus privilégiés  La séparation des processus.  La protection du domaine de l'administrateur. 
                                                          
16Trusted Information Systems fait maintenant partie du Network Associates(NAI) 
17BSD désigne une famille de systèmes d'exploitation Unix 
18FreeBSD est le système d'exploitation BSD libre 
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2.5.3. Le modèle RSBAC dans Linux 
Le modèle RSBAC a été proposé en 1997 par Amon Ott sous forme d’un travail de thèse 
[42] de master rédigée en allemand et qui proposait le modèle Rule Set Based Access Control 
(RSBAC) comme une extension du noyau. Il introduit un framework de sécurité conçu pour 
installer, d’une façon dynamique, différents modèles de sécurité dans un système Linux afin de 
contrôler l'accès aux ressources du système. 
2.5.4. Le modèle MLS (Multi-Level Security) 
2.5.4.1. l’intégration du modèle B LP dans MULTICS 
Ce volume[43] décrit l’intégration du modèle Bell et LaPadula dans MULTICS, il précise 
également sa présence certaines versions de Solaris, HPUX ou autres systèmes UNIX. Il est 
désigné plutôt sous le nom MLS au lieu de BLP. 
2.5.4.2. Le modèle MLS et SELinux 
Multi-Level Security (MLS) a été mis en œuvre sur de nombreux systèmes d'exploitation. 
Cet article [44] intitulé "SELinux and MLS: putting the pieces together" discute les raisons et les 
motivations derrière les améliorations apportées au modèle MLS à SELinux concernant le noyau 
2.6.12 de Linux. L’article représente le modèle MLS en utilisant des schémas à tire d’illustration, 
il décrit ensuite la méthode utilisée pour créer et configurer la politique MLS de SELinux. Il 
décrit également la façon dont SELinux a été modifié au niveau de la définition de l'architecture 
Flask afin d’améliorer le support du modèle MLS pour l’adapter et le rendre plus en réponse aux 
exigences du monde réel et compatible avec d’autres systèmes MLS. 
2.5.5. Le modèle MCS (Multi–Category Security) 
Cet article [45] intitulé "A Brief Introduction to Multi–Category Security (MCS)" montre 
l’amélioration apportée par le modèle MCS a SELinux : l’étiquetage des fichiers par des 
catégories est utilisée pour contraindre le modèle DAC (Discretionary Access Control) et la 
logique du modèle TE. 
L’article montre aussi que bien que le modèle MCS n’est autre qu’une adaptation du 
modèle MLS, il existe quelques différences majeures qui sont:  MCS fonctionne toujours à un seul niveau et ne tient pas en considération des niveaux de 
sensibilité  MCS rejette le modèle de sécurité de (BLP) Bell-La Padula.  La nature discrétionnaire de MCS (possibilité qu’un utilisateur attribue des catégories ces 
propres fichiers) 
2.6. conclusion 
Dans ce chapitre nous avons montré que SELinux présente une solution de sécurité 
flexible et granulaire car il permet d’exprimer des règles de sécurité pour tous les sujets et les 
objets du système. Ces règles consistent à autoriser des domaines à accéder à des types ce sont 
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des règles d’accès, ou d’autoriser des sujets (respectivement des objets) a transiter vers de 
nouveaux domaines (respectivement des types) se sont des règles de transition. Ces règles 
constituent la politique de sécurité de SELinux, elles sont nombreuses car leur nombre dépasse 
plusieurs  centaines de règles. 
Nous avons vu, dans ce chapitre, que plusieurs travaux de recherche concernant 
l’utilisation des modèles DAC, RBAC et MAC dans SELinux ont été invoqués. Nous n’avons 
recensé par contre, aucun travail de recherche en relation avec l’utilisation du modèle OrBAC 
dans SELinux.   
De ce fait, nous allons voir dans le chapitre 4 que si on utilise le modèle OrBAC alors la 
politique de SELinux sera allégée puisque le nombre de règles sera diminué considérablement. Le 













OrBAC (Organization Based Access Control) est un modèle d'accès qui a repris de ses 
prédécesseurs l’idée d’abstraire les entités (dans le modèle RBAC un sujet est abstrait en rôle). À 
l'origine, OrBAC a été proposé dans l’article [10] pour répondre aux exigences des politiques de 
sécurité dans les domaines de soins de santé (les cliniques, les hôpitaux, etc.), ainsi pour 
améliorer la pertinence et l’efficacité des systèmes informatiques de ces secteurs. C’est dans le 
cadre d’un projet national MPSSICSS (Modèles et Politiques de Sécurité d'Informations et de 
Communications en Santé et Social) par le Réseau National de Recherche en Télécommunication 
en France. 
Actuellement l’utilisation d’OrBAC peut concerner des domaines autres que ceux de la 
santé. Le but de notre travail est de coder une politique de sécurité fine et granulaire comme la 
politique de sécurité SELinux[46] en utilisant OrBAC, ce qui confirme la puissance expressive de 
ce modèle. 
Les politiques de sécurité [47]qui s'appliquent au domaine des soins de santé exigent la 
présence des règles exprimant des autorisations, interdictions, obligations et recommandations. 
Ce sont exactement les qualités du modèle OrBAC qui permet d’inclure des règles contextuelles 
liées aux permissions, contrairement aux autres modèles de contrôle d'accès classiques tels que 
DAC, MAC, RBAC, TBAC ou TMAC qui se limitent à l’expression des permissions d’une façon 
statique. 
La première section du présent chapitre s’intéresse aux éléments abstraits et concrets du 
modèle OrBAC, la deuxième section présente les différentes relations fournie par OrBAC, la 
troisième section traite la relation qui existe entre les entités abstraites et les entités concrètes du 
modèle, la quatrième section présente un survol sur le langage de formalisme du modèle OrBAC, 
la cinquième section traite la hiérarchie dans OrBAC, la sixième section montre l’utilisation des 
contrainte en OrBAC et enfin la dernière section expose l’utilitaire d’administration d’OrBAC : 
MotOrBAC. 
3.2. Éléments d'OrBAC 
OrBAC est un modèle centré sur la notion d'organisation qui est considérée comme 
l’entité active la plus importante de ce modèle, c'est donc son principal apport. Ainsi, au sein 
d’un même système, chaque organisation peut définir sa politique appropriée en utilisant OrBAC 
et par la suite plusieurs politiques de sécurité associées aux différentes organisations peuvent 
cohabiter et être gérées de façon simultanée. 
La sémantique de l’organisation dans OrBAC ne se limite pas seulement aux concepts liés 
au domaine de la santé (exemple : organisation=clinique, hôpital…), mais elle peut s’étendre à 
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un concept plus général, en la considérant comme un sujet ou comme étant un groupe organisé 
de sujets qui jouent certains rôles. 
L’organisation au sens d’OrBAC impose la présence d’un accord (agrément) entre les 
entités actives (les sujets) qui sont censées, pour chacun d’entre eux, jouer un certain rôle. 
OrBAC exige donc une certaine synergie structurée entre les différentes entités actives afin de 
former une organisation. 
Le modèle OrBAC[10][48] définit plusieurs entités (sujet, action, objet, rôle, activité et 
vue) et relations (Empower, Consider, Use, Permission, Is_permitted). 
 
Figure 24-Le modèle OrBAC 
La  Figure 24 illustre le schéma général du modèle OrBAC, Nous allons détailler, dans les 
paragraphes qui suivent, chacun de ces concepts avec leurs niveaux d’abstraction. 
3.2.1. Niveau abstrait 
Ce niveau est appelé aussi niveau organisationnel, il est matérialisé par l'utilisation de 
trois métas entités : rôle, activité et vue, qui forment respectivement l’abstraction des entités 
traditionnelles du contrôle d'accès : sujet, action et objet. Ce sont les entités abstraites qui 
reçoivent, à la place des entités concrètes, des privilèges à travers la définition des relations 
abstraites Permission, Interdiction, Obligation et Recommandation (Cf. Figure 25). C’est à ce 
niveau où s’opère la spécification d'une politique OrBAC indépendamment du choix de 
l'implémentation. Cette politique précise que certain rôle à la permission (respectivement à 
l’interdiction, l’obligation et/ou la recommandation) de réaliser une certaine activité sur une 





Figure 25- Les relations abstraites du modèle OrBAC 
3.2.2. Rôle 
Un rôle est une abstraction de sujets (utilisateurs ou organisations), c'est-à-dire un 
ensemble de sujets qui ont des fonctions communes. OrBAC utilise les rôles pour organiser les 
sujets et simplifier la mise à jour de la politique de sécurité quand un nouvel utilisateur est ajouté 
ou supprimé. En effet, prenons l’exemple d’un utilisateur assurant la fonction de comptable qui 
vient d’être recruté dans le service la comptabilité (organisation = service comptable), alors il 
suffit que cet utilisateur soit mis dans, par exemple, le rôle comptable pour qu’il acquière toutes 
les permissions nécessaires pour assurer les tâches d’un comptable. 
3.2.3. Vue 
Tout comme l’abstraction des sujets en rôles, les objets sont eux-mêmes abstraits en vues. 
L'entité vue, ayant une définition particulière dans chaque organisation, rassemble des objets qui 
possèdent des propriétés communes. Le fait d’autoriser à un rôle d’accéder à une vue, remplace 
l’opération d’autoriser à chaque sujet, jouant ce rôle, les permissions d’accès à chaque objet 
utilisé dans cette vue. 
Si dans OrBAC la vue désigne les objets ayant des propriétés communes, alors une vue au 
sens des bases de données ramène des résultats (des objets) qui satisfont un critère commun 
(prédicat WHERE), bien qu’il y ait une différence entre les deux types de vue de point de vue 
nature des entités. En effet, la vue au sens d’OrBAC est une entité physique 
(documents_médicaux, fichiers_compta, etc…) par contre la vue au sens des bases de données 
désigne une interrogation logique (SELECT…) basée sur des tables ou d'autres vues qui 
n'occupent pas de place physique sur le disque, c’est seulement l'instruction qui est mémorisée et 
non pas le résultat. 
3.2.4. Activité 
Une activité regroupe les actions qui partagent les mêmes principes, il est à noter qu’on 
peut avoir une action qui appartient à plusieurs activités. L’action lire, par exemple, peut figurer 
dans les deux activités : lecture et consultation. Comme pour les rôles et les vues c’est l’entité 




OrBAC utilise une nouvelle entité, appelée contexte pour exprimer différents types de 
conditions supplémentaires qui limitent l’accès de certains sujets à certains objets. Ce sont des 
contraintes qui contrôlent l'activation des règles exprimées dans la politique de contrôle d'accès. 
Un contexte sert à spécifier les circonstances concrètes dans lesquelles les organisations 
accordent des permissions de réaliser des activités sur des vues. Il est à noter que les contextes 
assurent le principe de moindre privilège en restreignant les privilèges à attribuer à un rôle et par 
la suite aux sujets jouant se rôle pour la réalisation des tâches autorisées. Les dommages qui 
peuvent résulter d’un accident, d’une erreur, ou d’une utilisation non autorisée19 sont ainsi 
limités.  
Selon le modèle OrBAC un contexte est vu comme une relation entre un sujet, un objet et 
une action dans une certaine organisation, cette relation est notée :  
Définit (organisation, sujet, action, objet, contexte) et est schématisée comme suit (Cf. 
Figure 26) : 
 
Figure 26- La relation Définit dans le modèle OrBAC 
Le modèle OrBAC représente les contraintes contextuelles d’attribution des droits, il 
regroupe les différents contextes par type comme suit : 
3.2.5.1. Contexte temporel 
Ce sont des contextes qui régissent la validité des privilèges en mesurant leurs durées en 
intervalle de temps ou en se référant à une date précise, ce qui suppose que le système 
d’information dispose d’un dispositif mesurant le temps (généralement une horloge système) et 
que la consultation de ce dispositif soit possible. 
Exemple : l'infirmier X à la permission de lire le dossier médical d’un patient Y à la date 
18/12/2012. 
3.2.5.2. Contexte spatial 
Certaines règles de contrôle d’accès sont déterminées en connaissant au préalable le lieu 
(localisation, espace) du sujet, il s’agit donc d’un contexte spatial qui peut être physique 
dépendant d’une position géographique (siège, succursale, bureau, région, etc.), ou logique 
(appartenance à un réseau, Cellule GSM, etc.). 
                                                          
19 Cela s'aligne exactement avec la définition du principe de moindre privilège édicté par le Livre Orange (DOD-5200.28-STD) 
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Exemple : Le médecin X ne peut accéder au dossier du patient Y que s’il se connecte à 
partir de son bureau. 
3.2.5.3. Contexte déclaré par l’utilisateur 
Dans le cas où un sujet, jouant un certain rôle dans une organisation, possède la 
permission de manifester son intention d’accéder (en exécutant une certaine activité) à une 
certaine vue, dans un contexte donné, on dit que c’est un contexte déclaré par l’utilisateur. De 
cette façon de nouvelles permissions, et éventuellement de nouvelles obligations, ou de nouvelles 
interdictions lui seront attribuées. L’article [49] fixe les trois étapes suivantes pour la définition 
d’un contexte déclaré par un utilisateur : 
1. Définition du contexte associé aux objets appartenant à une vue Purpose, ou bien à l’une 
des sous vues qui en dérivent. 
2. Spécification des rôles qui ont la permission de déclarer un but donné. 
3. Spécification des rôles à qui l’on permet d’exécuter certaines activités dans le contexte 
associé, déclaré par l’utilisateur. 
3.2.5.4. Contexte prérequis 
Dans de nombreux cas, des autorisations (obligations ou interdictions) sont accordées à 
un sujet, mais seulement si certaines contraintes spécifiques sont vérifiées. Si les informations 
nécessaires pour vérifier cette contrainte sont stockées dans la base de données système, et sont 
interrogeables pour d’éventuelles consultations alors ces catégories de contraintes sont appelées 
contexte prérequis. 
Exemple : Dans l’organisation Fedora 14le processus p1n’a le droit d’émettre le signal 
SIGCHLD (Terminaison d'un process fils) qu’aux processus de sa génération (fils, petit fils, etc.). 
Dans cet exemple l’évaluation de la contrainte : émettre le signal aux processus de sa génération 
est réalisé, par exemple, en exécutant la commande ps pour vérifier l’égalité des PPID (Parent 
Process Identification) des processus avec le PID (Process Identification) de p1. 
3.2.5.5. Contexte provisionnel 
La notion d'obligation provisionnelle a été introduite dans [50][51]. Elle signifie 
l'obligation d'exécuter, une certaine action, lorsqu’un sujet effectue une autre action, 
généralement dans un contexte donné (souvent lorsque le contexte est déclarée par l'utilisateur). 
Dans ce cas, l'obligation provisionnelle est automatiquement lancée comme contrepartie de 
l'action effectuée par le sujet. 
On suggère la modélisation de cette notion en utilisant un autre type de contexte appelé le 
contexte provisionnel. Pour atteindre ce but, on suppose d’abord que le système d'information 
gère un journal qui stocke les données sur les activités précédentes des utilisateurs dans le 
système. Ceci est modélisé par une vue appelée Log.  
Les objets appartenant à la vue Log possèdent six attributs: actor, action, target, activity, 
context et date qui représente respectivement le sujet (actor) qui effectue une action (action) sur 
un objet (target) dans une activité (activity) dans un contexte (context) à une date donnée (date). 
Afin d’illustrer cette approche, on va montrer comment modéliser la règle suivante : Dans 
l’hôpital H1, si un médecin, dans un contexte d'urgence, consulte le dossier médical d'un patient 
donné, alors ce médecin possède une obligation provisionnelle lui incitant d’envoyer un rapport 
médical au médecin traitant de ce patient.  
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Avant de modéliser cette règle, il y a lieu de noter que OrBAC utilise un langage (Cf.§3.4) 
pour représenter, d'une façon formelle, ses différentes entités et relations. 
Pour modéliser cette règle, on définit d'abord un contexte provisoire appelé 
Urgent_activity comme suit: ∀sS,∀ A, ∀oO, 
(Define (H1, s, o,, Urgent_activity)  l, (Use(H1, l, Log)  (actor(l)=s)  
(activity(l)=consult)(context(l)=Urgency)) 
Dans l’organisation H1 , un sujet s exécute une action sur l’objet o  dans un contexte 
provisionnel Urgent_activity  si une activité consult  a été journalisée dans la vue Log  dans 
un contexte d’urgence Urgency   avec le sujet s  comme acteur (actor). 
Nous définissons ensuite une vue appelée Medical_report  possédant les trois attributs 
suivants :  Adressee  : le sujet qui est supposé recevoir le rapport.  Patient  : le patient concerné par le rapport.  Content  : Le contenu du rapport médical. 
En se basant sur cette vue, nous définissons une sous-vue  
Med_repport_to_attending_physician  comme suit: ∀o O, Use(H1,o,Med_repport_to_attending_physician)  
Use (H1,o,Medical_report)patient(o) 
patient(Adressee (o))  
En utilisant ce contexte provisionnel et cette vue, on peut alors préciser que le médecin a 
une obligation provisoire d’envoyer un rapport médical au médecin traitant de ce patient: 
Obligation(H1, Physician, send, 
Med_repport_to_attending_physician, Urgent_activity)  
3.2.6. Niveau concret 
C’est à ce niveau que les politiques concrètes précisent qu’un certain sujet à la permission 
de réaliser une certaine action sur un certain objet et ce à partir des politiques abstraites, c’est-à-
dire en dérivant la relation abstraite qui autorise le rôle (joué par le sujet) de réaliser l’activité 
(considérant l’action) sur la vue (utilisée par l’objet à sécuriser). On dit que la politique concrète 
est dérivée de la politique abstraite (Cf. §3). 
OrBAC a introduit des relations concrètes : Est_permis, Est_interdit, Est_obligatoire et 
Est_recommandé  (Cf. Figure 27) qui sont dérivées respectivement des relations abstraites : 
Permission, Interdiction, Obligation et Recommandation, Afin de décrire des actions concrètes 
que réalisent les sujets sur les objets, et surtout pour spécifier aussi exactement que possible les 
entités concrètes qui demeurent hors champs d’applications des règles abstraites de la politique 
de sécurité d’une organisation données. Il s’agit donc d’une autre façon pour exprimer des 
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exceptions à la politique de sécurité générale spécifiée par lesdites relations. Ce qui rend les 
politiques exprimées dans le modèle OrBAC reproductibles et évolutives. 
 
Figure 27-Les relations concrètes du modèle OrBAC 
Le niveau concret est matérialisé par l'utilisation des trois entités concrètes :sujet, action 
et objet,  décrites comme suit: 
3.2.6.1. Sujet 
Un sujet (comme le montre la Figure 28) est soit une entité active, comme un utilisateur, 
c'est-à-dire un être humain comme « Tom », ou une organisation comme un service particulier 
d'un hôpital donné, une version d’une distribution Linux, etc. 
 
Figure 28-L'entité Sujet d'OrBAC 
3.2.6.2. Action 
Au sens d’OrBAC, Une action désigne l’acte (le verbe) par lequel un sujet agit sur un 
objet. Ils correspondent principalement à des actions informatiques concrètes telles que lire, 
écrire, Envoyer, etc. C’est la politique de sécurité qui autorise, oblige, recommande ou interdit 
ces accès à travers une ou plusieurs règles de sécurité d’une façon indirecte, puisque le modèle 
OrBAC contrôle principalement les accès des entités abstraites (Rôles, Activités et Vues). 
Néanmoins, et en cas de traitement des cas particuliers, des règles spécifiques peuvent 
s’appliquer aux entités concrètes (Sujets, Actions et Objets). C’est une technique visant à 
minimiser l’écriture d’un grand nombre de règle. En effet, si par exemple la politique de sécurité 
d’une organisation autorise à tous les sujets jouant le rôle R d’effectuer l’action A (entrant dans 
l’activité a) sur l’objet o (faisant partie d’une vue v), à l’exception d’un sujet particulier Sp qui 
n’est pas autorisé. Alors, au lieu d’écrire autant de règle (autorisant les actions des sujets sur des 
objets) que de sujet, d’action et/ou d’objet, on écrit une règle qui permet d’autoriser le rôle R 
73 
 
d’exercer l’activité a sur la vue v, et ensuite écrire une autre règle de sécurité qui exclue le sujet 
concret  Sp de cette autorisation (le formalisme de ce concept sera traiter plus tard dans ce 
chapitre) 
3.2.6.3. Objet 
Les objets dans le modèle OrBAC, représentent généralement les entités passives qui ne 
contribuent pas aux dynamismes du système (quoi qu’en appliquant, par exemple, le modèle 
OrBAC à SELinux, il est possible de considérer des processus, qui sont des entités actives comme 
des objets. Il est à noter que l'ensemble de sujets peut être inclus dans l'ensemble des objets). Les 
objets représentent donc les ressources du système informatique auxquels l'accès est sollicité. Ils 
peuvent être des répertoires, des fichiers, des éléments d’une base de données ou carrément des 
composants matériels comme les mémoires et les disques. 
La définition d’un objet dans une organisation (un établissement, une administration ou 
un hôpital) peut être considérer de différentes manières : un dossier de facturation de l’entreprise 
X, un dossier des congés du fonctionnaire Y ou un dossier de vaccination du patient Z. 
3.3. Relations entre les entités abstraites et les entités concrètes 
Outres les relations abstraites et concrètes vues précédemment dans ce chapitre, 
OrBACutilise d’autres relations (Ce sont les relations verticales représentées dans le schéma 
générale d’OrψAω: Cf. Figure 24) qui permettent de relier, dans une organisation particulière, 
chaque entité concrète avec sa correspondante abstraite. C'est-à-dire elles relient les sujets aux 
rôles, les objets aux vues et les actions aux activités. Les trois relations ternaires utilisées sont : 
Empower, Use et Consider  (Cf.Figure 24).  
3.3.1. Relation Empower 
Le prédicat Empower est utilisé sous forme d’une relation ternaire reliant un sujet s un 
rôle r et incluant une organisation org (Cf. Figure 29).Il est utilisé de la façon suivante : 
Empower(org, s, r ) est vrai  signifie que l’organisation org habilite le sujet s à jouer le rôle r. 
Exemple :  
Empower (Distribution_Linux, init, init_t) 
Signifie que l’organisation Distribution_Linux emploie le processus init dans 
le rôle init_t(il s’agit dans notre formalisme d’un rôle OrBAC). 
 
 
Figure 29-La relation Empower 
74 
 
3.3.2. Relation Use 
La relation ternaire liant les objets aux vues auxquelles ils appartiennent est appelé Use. 
Un prédicat Use est utilisé comme suit : 
Use(org, o, v) est vrai  signifie que l'organisation  org utilise l'objet o dans la vue v. (Cf.Figure 
30). 
Exemple :  
Use(Distribution_Linux, index.html,(file, httpd_sys_content_t)); 
Signifie que l'organisation Distribution_Linux utilise l'objet index.html dans 
la vue v= (file, httpd_sys_content_t). 
 
 
Figure 30- La relation Use 
3.3.3. Relation Consider 
La relation Consider lie les actions aux activités, c’est une relation ternaire incluant les 
organisations. Un prédicat Consider est utilisé comme suit : 
Consider(org, a, A) est vrai signifie que l'organisation org considère l’action A comme faisant 
partie de l'activité a. (Cf.Figure 31). 
Exemple : 
Consider(ORG-DATA, update, MAJ) 
Cette relation signifie que l'organisation ORG-DATA  (une base de données) considère 
l’action update comme faisant partie de l'activité MAJ  (mise à jour). 
 




Nous remarquons que le modèle OrBAC abstrait les entités (sujet, action, objet) en méta-entités 
(rôle, activité, vue). Les opérations joignant les sujets aux rôles, les actions aux activités et les 
objets au vues, ne peuvent être déterminées d’une façon précise sans intervention de 
l’organisation qui abrite ces entités concrètes. ω’est pour cette raison qu’on peut trouver un 
sujet jouant le rôle R1 dans l’organisation Org1et R2 (différent de R1) dans l’organisation Org2. 
(Il en est de même pour les actions et les objets). 
OrBAC utilise des relations ternaires entre les entités concrètes et leurs correspondantes 
abstraites. Et ce contrairement aux modèles TMAC [8] et RBAC[7]qui considèrent seulement des 
relations binaires entre les organisations et les sujets ou entre les sujets et les rôles. 
3.4. Langage de formalisme du modèle OrBAC 
Abou El Kalam et al. [10]ont défini un langage issu de la logique du premier ordre pour 
représenter les différentes entités et relations du modèle OrBAC. Ainsi, les variables, les prédicats 
et les relations sont représentés par un ensemble de symboles. Les termes du langage sont 
constitués par des symboles et des constantes qui correspondent aux instances des entités 
abstraites et concrètes d’OrBAC, de symboles de variables qui sont elles aussi typées de la même 
manière, et de symboles de prédicats qui correspondent aux relations : Empower, Use, Consider, 
Permission, Interdiction, Define. 
Les formules du langage sont construites à partir des formules atomiques, des connecteurs 
booléens : (, , , ) et des quantificateurs (, ). 
3.5. Hiérarchies dans OrBAC 
Dans un schéma OrBAC, le fait de gérer facilement un nombre important d’entités 
qu’elles soient abstraites ou concrètes n’est pas une tâche évidente, d’où leur rangement en sous 
entités cohérentes (au sens de l’organisation), c'est-à-dire qu’une organisation peut être scindée 
en sous-organisation, un rôle en sous-rôle, une activité en sous activité et une vue en sous vue. 
Ces décompositions génèrent des liens hiérarchiques entre l’entité parent (généralisation) et 
l’entité Enfant (spécialisation). 
3.5.1. Hiérarchie des rôles 
Les rôles OrBAC sont généralement organisés, d’une façon similaire que dans le modèle 
RBAC [25] sous forme de hiérarchie basée sur le principe de spécialisation/généralisation, ce qui 
permet au sous-rôle Enfant d’hériter des privilèges du rôle parent. Pour exprimer cette hiérarchie, 
OrBAC introduit le prédicat : sub_role(org, R1, R2) qui signifie que dans l’organisation org, le 
rôle R1 est un sous-rôle du rôle R2. 
Si on dispose d'une organisation org, de deux rôles R1 et R2 (avec R1 un sous-rôle de R2), 
d'une activité activ, d'une vue vue et d'un contexte cont, alors R2 hérite de R1 le privilège 
permission, cette héritage est modélisé par la règle suivante :  org,  R1,  R2,  activ, vue,  cont 
sub_role(org,R1,R2)permission(org,R2,activ, vue, cont)   permission (org, R1, activ, vue, cont)  
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Cela signifie que si l’organisation org accorde la permission au rôle R2  de réaliser 
l’activité activ dans la vue vue dans le contexte cont alors org accorde aussi la permission au rôle 
R1 de réaliser l’activité activ dans la vue vue dans le contexte cont. 
La gestion des hiérarchies de rôles pose un sérieux problème de la cohérence du modèle 
OrBAC à cause de la présence des autorisations négatives (interdictions). Ainsi la relation qui lie 
les rôles et les sous-rôles dans une hiérarchie peut être interprétée de différentes façons ce qui 
rend l’héritage des interdictions plus complexe à gérer. Alors comme dans RBAC, il existe deux 
façons pour définir la hiérarchie de l’héritage :  La hiérarchie organisationnelle : Étant donnés deux sujets s1 et s2, jouant respectivement les 
rôles R1 et R2 dans une organisation org, tels que s1 est hiérarchiquement supérieur à s2. Dans 
certainscas20, s1 peut hériter de toutes les permissions du rôle R2. On dit que R1 
(respectivement R2) est senior (respectivement junior) de R2 (respectivement R1). Cette 
relation est modélisée par le prédicat : senior_role (org, R1, R2).  La hiérarchie spécification/généralisation : Ce type de relation est modélisé en introduisant 
le prédicat : specialized_role(org, R1, R2) qui signifie que dans l’organisation org, le rôle R1 
est une spécialisation du rôle R2. Par exemple Le rôle chirurgien est une spécialisation du rôle 
médecin. 
Cuppens et al. [52]ont présenté quartes règles de l’héritage de rôle (RH1, RH2, RH3, RH4) 
qui permettent d’exprimer l’héritage des permissions et/ou des interdictions attribuées aux rôles. 
3.5.2. Hiérarchie des activités 
D'une façon similaire que les rôles, les activités sont aussi structurées sous forme de 
hiérarchie, ainsi on peut dire que dans l’organisation org, l’activité a1 est une sous-activité de  a2. 
Ce type de relation hiérarchique est modélisé au moyen du prédicat sub_activity (org, a1, a2). 
Une telle hiérarchisation n’est autre qu’une spécialisation. Ainsi, dans une organisation 
org, l’activité MAJ_X (mise à jour de base de données X) est spécialisée en deux activités : 
INSERT_X (insertion des enregistrements dans des tables de la base X) et WRITE_X (écriture 
dans des tables de la base X), nous avons donc : 
sub_activity(org, INSERT_X, MAJ_X)   
et   
sub_activity(org, WRITE_X, MAJ_X) 
3.5.3. Hiérarchie des vues 
De la même façon que pour les rôles et les activités, l’ensemble des vues est structuré par 
des hiérarchies dépendant de l’organisation. Le fait de dire que la vue v1 est une sous-vue de la 
vue v2 dans l’organisation org signifie que v1 est une spécialisation de v2, le prédicat 
sub_view(org, v1, v2) modélise cette hiérarchisation. Ainsi les permissions sont héritées de la vue 
v1 vers la vue v2 selon la règle suivante :  org,  r,  a,  v1,  v2,  c 
permission (org, r, a, v2, c)  sub_view (org, v1, v2)   permission (org, r, a, v1, c)  
                                                          
20 L’exception a la généralité est que dans le cas où R1 = directeur d'hôpital  et R2 = médecin un utilisateur jouant le rôle R1 
n'héritera pas forcément du rôle R2. 
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L’héritage des interdictions est défini par une règle similaire à celle concernant la 
permission, elle consiste à transcrire le fait que si la vue v1 est une sous-vue de la vue v2dans 
l’organisation org et si un rôle à l’interdiction de réaliser une certaine activité sur la vue v2, alors 
ce rôle aura l’interdiction de réaliser cette activité sur la vue v1. 
3.5.4. Hiérarchie des organisations 
Comme pour les rôles, les activités et les vues, OrBAC construit aussi la hiérarchie 
d’organisation, et introduit le prédicat sub_organization qui est supposé définir une relation 
d’ordre partiel sur l’ensemble des organisations. 
On écrit, par exemple sub_organization( organisation1 , organisation2) pour signifier que 
l’organisation organisation1est une sous-organisation de l’organisation organisation2. 
Dans certains cas, la modélisation de l’affectation d’une ou de plusieurs sous- 
organisations a un rôle est définit en utilisant l’opérateur de conjonction () entre le prédicat qui 
définit la (ou les) sou-organisation(s) avec la (ou les) relation(s) Empower qui permettent 
d’employer la (ou les) sous-organisation(s) dans ledit rôle :  organisation1,  organisation2,  role 
sub_organization( organisation1 , organisation2) Empower( organisation1 , organisation2, role) error() 
 
Remarque : Une entité abstraite (rôle, activité ou vue) définie dans une certaine organisation 
n’est pas nécessairement définie dans toutes ses sous-organisations. Réciproquement certaines 
entités abstraites peuvent être définies dans des sous-organisations sans l’être dans 
l’organisation mère. 
Il y a héritage de structure hiérarchique du sous-ensemble des rôles définis dans une 
organisation qui sont également définis dans une de ses sous-organisations. La règle ci-après 
modélise l’héritage de la structure suivante : 
Étant donnée une organisation organisation2et une de ses sous-organisations 
organisation1, dans l’organisation organisation1, le rôle role1 est un sous-rôle du rôle role2, ces 
deux rôles relèvent tous les deux de l’organisation organisation2.  organisation1,  organisation2,  role1,  role2 
sub_organization(organisation2, organisation1) 
sub_role( organisation1 , role1, role2)  
Relevant_role(organisation2, role1) 
Relevant_role(organisation2, role2)  sub_role( organisation2 , role1, role2) 
Dans cette règle le remplacement respectif du prédicat sub_role par les prédicats 
specialized_role, sub_ activity et sub_ view permet d’appliquer le même principe de l’héritage 
des privilèges dans la hiérarchie de spécialisation respectivement, des rôles, des activités et des 
vues.L’héritage des permissions et des interdictions est modélisé par la règle suivante :  organisation1,  organisation2, role, activit, vue,  context 
sub_organization(organisation2, organisation1) 
permission (organisation1, role, activit, vue, 
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context)Relevant_role(organisation 2, role) 
Relevant_activity(organisation2, activit) 
Relevant_view(organisation2, vue)  permission (organisation2, role, activit, vue, 
context)  
Dans le cas de l’héritage des interdictions, une modélisation similaire à cette dernière est 
adoptée en remplaçant les relations :  
Permission (organisation i ,  role,  activit, vue, context) (i=1, 2) 
par 
Prohibition(organisation i ,  role,  activit, vue, context) (i=1 , 2)  
3.6. Contraintes 
RBAC fut le premier modèle qui a proposé la notion de contraintes et plus précisément 
dans le sous-modèle RBAC2[25], puis analysé dans [53], les contraintes peuvent être associées au 
modèle de manière à imposer un certain nombre de propriétés nécessaires à la réalisation des 
objectifs de sécurité. Pour spécifier des contraintes, le modèle OrBAC introduit un prédicat 
error(), qui joue le rôle de conclusion [54][51]dans la règle modélisant la contrainte. 
OrBAC considérons des contraintes dites contraintes d'exclusion mutuelle entre les rôles, 
les vues et les activités (Comme dans le modèle RBAC[55][56][25][57][26]). Il existe deux types 
d'exclusion mutuelle : statiques et dynamiques. 
 Exclusion statique : Il s’agit par exemple du cas d’une organisation organisation où un sujet 
s ne peut être habilité à jouer, à la fois, deux rôles  role1 et role2 : 
  s, Empower(organisation, s, role1 ) 
Empower(organisation, s, role2 ) error() 
 
Cependant, il existe certains rôles particuliers qui doivent être joué par un seul utilisateur, 
ils sont indiqués par une contrainte qui concerne l’attribution des rôles aux utilisateurs, appelée 
contrainte duale.  Exclusion dynamique : Ce type de contrainte indique que bien qu’un utilisateur puisse 
jouer plusieurs rôles, il n'est pas autorisé à les activer simultanément. 
OrBAC peut utiliser des contraintes à appliquer aux organisations dans un but de vérifier 
qu’une entité abstraite (rôle, activité ou vue) est bien définie dans une organisation donnée, ce 
sont des conditions nécessaires à satisfaire pour qu’une organisation org habilite un sujet s dans 
un rôle r, considère l’action A comme faisant partie de l’activité a ou utilise l’objet o dans la vue 
v, nous avons donc les contraintes suivantes :  org,s,r: 




 org, o,v:  
Use(org, o, v)Relevant_view(org, v)error() 
Semblablement a ces dernières, OrBAC utilise d’autre règles, mais concernant les 
permissions et les interdictions :  Les permissions : org,  s, r, A,a,o,v, c :  
Permission(org,r,a,v,c) Relevant_role(org, r)  Relevant_activity(org,a) Relevant_view(org, v) 
error()  Les interdictions : org,  s, r, A,a,o,v, c :  
Interdiction(org,r,a,v,c) Relevant_role(org, r)  Relevant_activity(org,a) Relevant_view(org, v) 
error() 
3.7. MotOrbac 
La complexité est au cœur des systèmes d'information (SI) d'aujourd'hui. Souvent on 
constate que ces systèmes gèrent des architectures hétérogènes : réseaux, systèmes d’exploitation, 
bases de données, applications web, etc. Ce qui rend les tâches des administrateurs des politiques 
de sécurité très fastidieuses. En effet, ces politiques sont généralement définies et ensuite gérées 
en manipulant des lignes de commandes ou en configurant artisanalement les éléments en 
relations avec la sécurité du système au risque et péril de l’administrateur qui les manipulent. 
Beaucoup d’outils d’administration existent et sont opérationnels, bien qu’ils permettent 
d’alléger remarquablement les tâches ardues des administrateurs, ils sont ou bien de portée 
restreinte (par exemple ils se limitent à la sécurité réseau) ou bien ils nécessitent une expertise 
importante. Au titre de la présente thèse, on s’intéresse principalement à la politique de sécurité 
SELinux qui est généralement créée par la personnalisation d'un modèle de politique appelé 
refpolicy21. Toutefois, la description et la vérification des configurations de cette politique de 
sécurité est difficile parce que, dans refpolicy, on trouve plus de 100.000 lignes de configurations, 
des milliers d'éléments tels que les permissions, les macros et les labels (les contextes de sécurité 
SELinux). 
3.7.1. Historique et architecture de MotOrBAC 
Cuppens et al. [12] ont présenté un prototype appelé MotOrBAC (acronyme qui désigne 
Moteur OrBAC), qui a été développé en langage Java pour administrer les politiques de sécurité 
basées sur l’organisation (OrBAC), d’autres fonctionnalités telles que la simulation de la 
politique de sécurité, l’analyse de la cohérence de la politique et la spécification de la politique 
d’administration sont également fournies par ce prototype. L’architecture de MotOrBAC est 
présentée  dans la Figure 32. 
MotOrBAC a permis principalement d’intégrer dans un unique modèle de sécurité 
l’expression de toutes les exigences de sécurité réseau, système ou applicatives. En effet, 
MotOrBAC est basé sur le modèle OrBAC qui permet d’exprimer une politique de sécurité au 
                                                          




niveau  organisationnel. Ainsi, il est possible de passer du général (abstrait) au particulier 
(concret) dans l’expression d’une politique de sécurité et ce en désignant des sous-organisations 
de l’organisation mère, on peut même déléguer certaines tâches d’administrations à des sujets 
jouant des rôles différents. 
 
Figure 32 -L’architecture de MotOrBAC 
3.7.2. Modules de MotOrBAC 
Le prototype MotOrBac est composé de quatre modules (Figure 32) :  
A. L’analyseur de cohérence de la politique : ce module permet, à travers les rapports des 
diagnostics de redondance et d’inconsistance,  de valider automatiquement les règles 
d’une politique de sécurité, puisque généralement le nombre de ces règles dépasse les 
centaines, voire même les milliers. 
B. la sauvegarde des données : les données relatives aux éléments de la politique de 
sécurité sont enregistrés et représenté  en XML (ou Prolog). 
C. le module de communication : il joue le rôle d’intermédiaire entre les différents 
modules. 
D. l’interface graphique : est utilisée pour simplifier la saisie ou la modification des 




Figure 33- l’interface graphique du MotOrBAC 
1. Les politiques chargées: un onglet est créé pour chaque politique éditée. 
2. La spécification d'une politique abstraite :   la hiérarchie de l'organisation,   l’utilisation d’une boîte à outils pour créer d’une façon simple des organisations, 
des rôles, des activités, des vues et des règles de sécurité,   Des entités abstraites: Trois onglets montrent les hiérarchies des rôles, des activités 
et des vues.  Contextes : utilisé pour spécifier les contextes et leurs définitions utilisées dans les 
règles abstraites.  Règles abstraites: composée de trois onglets correspondant aux trois types de 
règles abstraites, les permissions, des interdictions et des obligations.  Conflits: affiche les conflits détectés dans la politique choisie et aider 
l'administrateur à les corriger.  Définitions d’entité : cet onglet est utilisé pour spécifier les définitions d’entité.  Simulation de la politique concrète : montre la politique concrète inférer de la 
politique sélectionnée  et des états des contextes. 
3. Menu et icônes: Utilisées pour charger, enregistrer ou créer des politiques en plus 
d’autres fonctionnalités. 
4. Entités concrètes : composé de trois onglets Sujets, Actions et Objets. Des boutons 
(add, delete et Edit) sont utilisés pour gérer des entités concrètes et un menu 
contextuel permet d'attribuer des entités concrètes à des entités abstraites.  
5. Boutons AdOrBAC[58]: ces boutons sont utilisés pour activer ou désactiver 
l'évaluation des politiques AdOrBAC et de la gérer. l'administration de la politique de 
sécurité peut être activé et contrôlé, et un utilisateur peut se connecter et/ou définir  
son mot de passe.  
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6. Barre d'état en bas : la barre d'état au bas de l'interface affiche diverses informations: 
l'utilisateur AdOrBAC connecté, le nombre de conflits abstraits et concrets, le nombre 
d'interdictions concrets et abstraits, etc. 
Le prototype MotOrBAC assure cinq fonctionnalités :  
1) Saisie d’une politique de sécurité : Cette fonctionnalité permet à l’administrateur de 
la politique de sécurité d’un système d’information, de saisir via l’interface 
MotOrBAC les différentes entités abstraites d’OrBAC en plus des contextes et des 
règles de la politique de sécurité. En effet, il peut définir des organisations, avec 
éventuellement des sous-organisations comme il peut visualiser une politique de 
sécurité relative à une organisation en utilisant un menu déroulant destiné à cet effet. 
Ensuite il y a possibilité de définir des rôles, des activités, des vues ainsi que leurs 
sous-entités correspondantes (sous-rôles, sous-activités et sous-vues). Il est à noter que 
le modèle OrBAC inclut quatre vues prédéfinies role, activity, view et context qui 
permettent respectivement de gérer les rôles, activités, vues et contextes de chaque 
organisation. La manipulation de ces entités conduit à l’insertion dans la politique de 
sécurité des faits récapitulés dans le tableau suivant : 
 
Faits Description 
sub_organization(org1,org2) org1 est une sous-organisation de org2 
use(Org,Object,View) 
Dans l’organisation Org, l’objet Object est utilisé 
dans la vue View 
Senior_role(Org, role1, role2) 
dans l’organisation Org, le role role1 est 
hiérarchiquement supérieur au rôle role2. 
 
Tableau 12- Des faits insérés dans la politique de securité 
Il est également possible de définir des contraintes sur les entités ainsi créée, et ce en 
utilisant des prédicats comme error et separated_role.  
Enfin, MotOrBAC offre une grande facilité de gestion des entités abstraites en permettant 
d’automatiser la gestion de l’héritage :  des privilèges liés à la hiérarchie des entités abstraites   des contraintes de séparation   des privilèges liés à la hiérarchie d’organisation  de la définition des contextes 
2) Simulation de la politique : MotOrBAC offre la possibilité de simuler la politique en 
saisissant les entités concrètes : les sujets, actions et objets (qui sont caractérisés par 
des attributs) de l’organisation et en dérivant automatiquement la politique au niveau 
concret à partir de la politique abstraite saisie précédemment. MotOrBAC montre aussi 
l’état d'activation pour chaque règle concrète. 
Dans le modèle OrBAC, la politique concrète s'appliquant aux sujets, actions et objets 
d'un système est dérivée d'une politique abstraite spécifiée au niveau organisationnelle. 
MotOrBAC peut afficher la politique concrète dérivée d'une politique abstraite. 
L'onglet policy simulation montre toutes les règles de sécurité concrètes induites à partir 
des règles de sécurité abstraites et les contextes dans les onglets respectifs Rules et Context state.  
La partie de simulation de l'interface de MotOrBAC est composée des éléments suivants: 
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 Le contrôle des dates : L’administrateur peut utiliser l'onglet de simulation pour fixer la 
date utilisée par le gestionnaire du temps de la politique. Cette horloge est utilisée par 
certains types de contexte.  L’onglet concrete security rules : la table liste les autorisations concrètes en vert, les 
interdictions concrètes en rouge et les obligations concrètes 
en bleu. Chaque entrée dans cette table précise l'état de la règle, son type, le sujet, l'action 
et l'objet. La colonne state affiche l'état des règles. Les autorisations et les interdictions 
peuvent être soit actives soit inactives, en fonction de l’état de contexte associé. Les 
obligations peuvent être dans quatre états différents: active ou inactive comme les deux 
autres types de règles, et violated et fullfiled.    L'onglet context: présente les listes de tous les définitions pour chaque contexte ainsi que 
les états correspondants.  
Après avoir définies dans MotOrBAC les entités concrètes, on leur applique la politique 
abstraite par dérivation, pour cela, on introduit le prédicat is_permitted. 
3) Vérification de la cohérence de la politique de sécurité : MotOrBAC permet de 
détecter les conflits au niveau concret ou abstrait de la politique de sécurité spécifiée 
par l’administrateur. 
La présence des conflits au niveau concret est due généralement aux simulations des 
politiques présentée précédemment. MotOrBAC offre une fonction pour analyser ces conflits au 
niveau organisationnel. Ensuite, on introduit le prédicat conflit pour les détecter à l’aide de la 
règle suivante : 
Règle Signification 
conflit Un conflit est dérivé si  
permission(Org1,Role1,Activity1,View1,Context1,Priority1), 
prohibition(Org2,Role2,Activity2,View2,Context2,Priority2), 
une permission et une interdiction 
organisationnelles existent dans les 
organisations Org1 et Org2 





Et il n’existe pas de contraintes de 
séparation entre les rôles, activités, vues et 
contextes 
not (Priority1< Priority2), 
not (Priority2< Priority1). 
 
Et les priorités associées respectivement à 
la permission et à l’interdiction ne sont pas 
comparables. 
Tableau 13-Règle de détection de conflit. 
4) Résolution de conflits : Il existe plusieurs stratégie de résolution de conflits des leurs 
apparitions  pour rétablir la cohérence de la politique de sécurité :  La mise à jour de la politique en modifiant une des règles conflictuelles.  L’ajout d’une (ou plusieurs) contrainte(s) de séparation pour s’assurer que les entités 
abstraites ne peuvent plus rentrer en conflit. (Exemple : séparation des rôles)  La modification du niveau de priorité d’une des règles conflictuelles, c’est une 
solution simple mais à utiliser avec précaution (risque de redondance ou 
d’inapplicabilité de l’une des règles conflictuelles).  L’indifférence aux conflits : le fait d’ignorer un conflit, suppose que l’administrateur 




5) Gestion des droits d’administration : Si le modèle ARBAC[59][60] a été défini pour 
administrer le modèle de contrôle d’accès RBAC[7][5]. Le modèle OrBAC[10] 
possède lui aussi son propre modèle d’administration, il s’agit du modèle 
AdOrBAC[58]. MotOrBAC offre la possibilité aussi de gérer tout ou partie d’une 
politique de sécurité en l’affectant à un rôle d’administration. 
Le modèle AdOrBAC est axé sur la gestion des objets d’administration, l’expression 
de la politique d’administration consiste à spécifier qui possède des privilèges de gérer 
lesdits objets, qui sont regroupés dans des vues (Cf. Figure 34) et ce pour se 
conformer avec le modèle OrBAC.  
 
Figure 34-Les vues administratives 
Ainsi, le prédicat USE est utilisé pour spécifier les objets affectés à ces vues. 
AdOrBAC permet d’administrer les activités suivantes :   gestion des permissions (pra : Permission Role Assignement),   gestion des affectations de rôles aux sujets et d’activités aux actions (ura, aaa),   gestion des  hiérarchies d’entités organisationnelles (rha, aha, vha, oha, cha),   gestion des définitions de contextes (hold). 
 
6) Gestion des privilèges : Les affectations des privilèges aux rôles sont gérées par la 
vue pra qui est aussi une classe pourvue des attributs (des propriétés) caractérisant les 
différents paramètres d’un privilège. Ces attributs sont définit comme suit :   type : il s’agit du type du privilège ayant les trois valeurs possible : permission, 
Prohibition, obligation.  authority : l’organisation dans laquelle le privilège est appliqué au rôle. 
(Exemple :authority(Obj, Auth)).  grantee : le rôle qui possède le privilège. (Exemple : grantee(Obj, Role))  Privilege : l’activité qui pourra être considérée  lorsque le privilège est utilisé. 
(Exemple : privilege(Obj, Activity)). 
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 Target : la vue sur laquelle le rôle possède le privilège. (Exemple : 
target(Obj,View)).  context : le contexte d’utilisation du privilège (Exemple : context(Obj, Context)).  level : Généralement utilisé pour résoudre les conflits, il désigne le niveau de 
priorité associé au privilège. (Exemple : level(Obj, Priority)). 
3.8. Conclusion 
Nous avons présenté dans ce chapitre, le  modèle de contrôle d'accès OrBAC, il est centré sur la 
notion d'organisation qui donne un sens aux entités abstraites et aux relations qui existent entre 
elles, la notion de contexte est l’un des plus intéressant apports d’OrBAC car il permet d’exiger 
certaines conditions d’application des règles de sécurité. Dans le modèle OrBAC, la politique de 
sécurité peut être exprimée par des permissions, interdictions, obligations et recommandations. 
Or nous pouvons réduire considérablement le nombre de règles de la politique de sécurité de 
SELinux si on essaye d’abord d’adapter les entités SELinux aux entités OrBAC puis de les 





Codage en modèle OrBAC de la politique de sécurité 
par défaut de SELinux. 
4.1. Introduction 
SELinux est l'une des solutions de sécurité les plus utilisée dans les systèmes 
d'exploitation Linux, il offre la possibilité d'utiliser différents modèles de contrôle d'accès. 
Ce chapitre fournit un codage d'une politique de sécurité SELinux par défaut en utilisant le 
modèle de contrôle d'accès basé sur l'organisation (OrBAC). Nous allons utiliser Fedora 
14, comme un exemple de distribution Linux afin d'illustrer notre codage. Pour chaque 
concept (rôle, type, contexte, ..) utilisé dans SELinux, nous fournissons son homologue 
dans le modèle OrBAC pour confirmer la puissance expressive de ce modèle. 
La solution de sécurité SELinux a été incorporée dans plusieurs distributions Linux 
comme RedHat, Fedora, Gentoo, et SUSE Linux. Elle fournit une couche supplémentaire 
de sécurité afin de protéger et de contrôler l'accès aux différents objets d'un système 
d'information. 
Dans ce chapitre nous allons commencer par explorer l’emplacement des fichiers 
et répertoires liés à la politique de sécurité  installée et analyser leurs configurations. 
Ensuite, nous étudions les contextes de sécurité associés par défaut aux utilisateurs et aux 
fichiers du système. Les paramètres de la politique de sécurité par defaut de Fedora 14 
sont aussi étudiés pour  avoir des statistiques  concrètes sur leurs nombres.Nous montrons 
ensuite que chaque concept dans la politique de sécurité SELinux possède une contrepartie 
naturelle dans le modèle OrBAC ce qui confirme la puissance expressive du système 
OrBAC[46]. A la fin de ce chapitre nous présentons un exemple de politique de référence 
SELinux pour le démon dhcpd [61] que nous coderons avec le modèle OrBAC. 
Comme nous l’avons détaillé au le chapitre 1, Il existe différents modèles de 
contrôle d'accès qui ont été proposées dans la littérature:  HRU (Harrison, Ruzzo et Ullmann) [15],   RBAC (contrôle d'accès basé sur les rôles) [5][62],   TBAC(contrôle d'accès basé sur des tâches) [63],  etc. 
Nous avons également vu au chapitre 3que le modèle OrBAC[10] possède 
l’avantage d’exprimer les contrôles d'accès des politiques de sécurité au niveau 
organisationnel (niveau abstrait) sans référence à des utilisateurs particuliers, des objets 
ou des actions.  Il est basé sur le concept d'organisations et de rôles et permet de faire face 
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à différentes modalités déontiques22 tels que les permissions, les obligations et les 
interdictions. 
Il prend également en charge une inférence des règles qui permettent de dériver des 
permissions (interdictions, obligations) concrètes sur des utilisateurs (objets, actions) 
spécifiques. 
Ce chapitre montre aussi comment les politiques de sécurité (installée par défaut) 
utilisées par SELinux peuvent être codées par le modèle OrBAC. Pour illustrer notre 
travail, nous allons utiliser Fedora 14[64] en tant qu’un exemple de distribution Linux. Il 
est bien entendu facile d’adapter notre travail pour les autres distributions. Fedora 14 
n’est donc qu’un exemple pour montrer les principales étapes de notre encodage. 
Tout d’abord, dès l’installation de la distribution Fedora 14, celle-ci active par 
défaut SELinux et fournie une politique toute faite pour les cas courants. 
Nous avons vu dans le chapitre 2, l’utilisation de SELinux des deux 
paramètres :SELINUX et SELINUXTYPE, en particulier sous Fedora 14 ils sont stockés 
dans le fichier /etc/selinux/config et possèdent des valeurs par défaut telles 
que :SELINUX=enforcing et SELINUXTYPE=targeted. 
La première section de ce chapitre explore et analyse les configurations des fichiers 
et des répertoires qui hébergent la politique de sécurité SELinux de la distribution 
Fedora_14, la deuxième section présente les paramètres de la politique de sécurité 
SELinux par défaut de Fedora 14, la troisième section montre que chaque concept dans la 
politique de sécurité SELinux possède son correspondant dans le modèle OrBAC. Enfin, 
dans la dernière section de ce chapitre nous présentons un exemple de codage de la 
politique SELinux.    
4.2. Fichiers et répertoires liés à la politique de sécurité défaut 
Sous Fedora14, l'emplacement de la politique de sécurité (politique source et 
politique binaire) est dans le dossier: /etc/selinux qui contient le sous-répertoire 
targeted/ racine de la politique ciblée. 
4.2.1. Le fichier de configuration de la politique de sécurité par défaut 
Le fichier de configuration par défaut de SELinux est/etc/selinux/config, 
il est lu par libselinux pour interpréter comment le système est configuré. Il contient 
deux variables d'environnement: SELINUX et SELINUXTYPEdéfinies (par défaut) 
respectivement aux valeurs enforcing et targeted.  SELINUX=Enforcing – cette valeur indique au système de fonctionner avec 
SELinux en contrôlant tous les accès au système et de stopper tous ceux qui sont 
refusés. Dans ce mode le noyau bloque tous les accès sauf s'ils sont explicitement 
autorisés. Tous les accès refusés sont rapportés dans le système de journalisation 
                                                          
22La logique déontique est à l'origine des systèmes normatifs, qui permettent de modéliser les obligations, les violations et les sanctions dans une 
organisation, et notamment dans un système multi-agents. 
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AVC (Access Vector Cache), à moins qu’il y existe un vecteur dontaudit, écrit 
explicitement qui dit que le noyau ne doit pas journaliser le message.  SELINUXTYPE=targeted – Cette valeur indique que seuls les démons réseau 
ciblés sont protégés. 
 
Remarque : Lorsque SELinux est exécuté en un mode autre que  
Enforcing (c'est-à-dire Permissive ou s'il est Disabled), les fichiers 
nouvellement créés n’auront aucun contexte de sécurité, ce qui posera un problème lors 
de passage au mode Enforcing. La solution est donc de faire entrer la commande 
suivante :  
$ su -lc 'touch /.autorelabel' 
Pour forcer le reétiquetage de la totalité du système au prochain démarrage. 
4.2.2. Contexte de connexion par défaut associés aux utilisateurs 
Dans le répertoire/etc/selinux/targeted/contexts/users/,on 
trouve généralement les fichiers portant les noms : guest_u, root, staff_u, 
unconfined_u, user_u, xguest_u. 
Dans la politique ciblée, seul le fichier root se trouve dans ce répertoire. Lesdits 
fichiers sont utilisés pour déterminer le contexte de connexion d'un utilisateur. Par 
exemple, pour l'utilisateur root, il se voit attribuer le contexte 
user_u:system_r:unconfined_t qui n’est autre que le contenu du fichier 
root. 
4.2.3. Contexte par défaut associé aux fichiers et répertoires 
4.2.3.1. Pour les répertoires de travail 
Les deux exemples suivants montrent la façon dont les contextes de sécurité sont 
affectés aux répertoires de travail home-directory (le répertoire par défaut associé à un 
utilisateur quand il se connecte dans le système).  
SELinux attribue différents contextes aux  fichiers/répertoires en fonction de leurs 
importances. Ces contextes sont stockés dans le fichier 
/etc/selinux/targeted/modules/actifs/file_contexts.homedirs 
sous forme d’entrées, ce fichier est spécialement utilisé pour attribuer les contextes par 
défaut aux  répertoires de travail des utilisateurs.  Exemple 1 : 
/home/[^/]* -d unconfined_u:object_r:user_home_dir_t:s0 
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Ce premier exemple signifie que les répertoires (option -d)  de travail des 
utilisateurs auront le contexte de sécurité : 
unconfined_u:object_r:user_home_dir_t:s0.  Exemple 2 : 
/home  system_u:object_r:home_root_t:s0 
Ce deuxième exemple signifie que le répertoire /home possède le contexte par 
défaut system_u:object_r:home_root_t:s0. Il s'agit d'un répertoire 
important, car il contient les fichiers et les répertoires des utilisateurs. C'est 
pourquoi ildoit être confiné dans le type (TE) home_root_t.Les autres 
utilisateurs qui ont le contexte 
unconfined_u:unconfined_r:unconfined_t ne peuvent pas accéder à 
ces objets. 
4.2.3.2. Pour les autres répertoires 
Le répertoire /etc/selinux/targeted/modules/active/contient un 
fichier nommé  file_contexts qui est utilisé pour initialiser le contexte de sécurité 
pour des fichiers et des répertoires. Les exemples suivants illustrent trois différents 
contextes associés aux fichiers :   Exemple 3 : 
/srv/.*  system_u:object_r:var_t:s0 
Cet exemple signifie que tous les objets sous le répertoire /srv qui ont un nom 
qui commence par  le caractère«.» (point) et se termine par n’importe quel 
caractère «*» (étoile), auront le contexte de sécurité 
system_u:object_r:var_t:s0.  Exemple 4 : 
/dev/.*tty[^/]*  -c   system_u:object_r:tty_device_t:s0 
Ce deuxième exemple signifie que, seuls les périphériques(terminaux) qui sont en 
mode caractère auront le contexte de 
sécuritésystem_u:object_r:tty_device_t:s0.  Exemple 5 : 
/dev/.mdadm\.map  -- system_u:object_r:mdadm_var_run_t:s0 
Ce dernier exemple signifie que seuls les fichiers nommés.map auront le contexte 
de sécurité system_u:object_r:tty_device_t:s0. 
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Remarque : Pour restaurer le contexte par défaut associé à un fichier (ou à un 
répertoire), on doit premièrement savoir son contexte d’origine en recherchant son 
chemin dans l’un des fichiers: 
 /etc/selinux/targeted/modules/actifs/file_contexts.home
dirs  /etc/selinux/targeted/modules/active/file_contexts 
Ou en utilisant la commande matchpathcon : 
$ matchpathcon /home 
/home                   system_u:object_r:home_root_t:s0 
Ensuite restaurer (redresser) le contexte par défaut : (home_root_t) à travers la 
commande suivante : 
$ su -lc 'restorecon -v /home' 
restorecon reset /home  context system_u:object_r: home_t:s0 ->  
system_u:object_r:home_root_t:s0 
4.3. Paramètres de la politique de sécurité SELinux 
Cette section donne quelques informations concernant les paramètres principaux 
utilisés dans la définition d'une politique de sécurité par défaut. Ces principaux 
paramètres sont les classes, les types et les permissions (vecteur sallow) :  classes: le nombre de classes diffère d'une distribution (en plus de la version) 
Linux  à une autre. Par exemple Fedora 14 utilise 77 classes.  file, dir, et 
processus  sont des exemples de classes. Les classes sont déterminantes dans 
les modèles de SELinux. En effet, chaque objet (en particulier un fichier) 
appartient à une classe. Cette classe détermine l'ensemble des actions potentielles 
(également connue comme une permission) qui peuvent être exécutées sur les 
objets appartenant à cette classe.  allow: par défaut, Fedora 14 utilise 268004 règles allow. Un exemple de règle 
allow est :  
allow unconfined_t cert_t : dir { ioctl read getattr 
lock search open }; 
Cette règle signifie que si un utilisateur possède un contexte avec le domaine 
unconfined_t alors celui-ci est autorisé à exécuter les actions suivantes: 
ioctl, read, getattr, lock, search et open, pour tous les répertoires qui 
sont confinés dans le type cert_t. les règles allow sont tout simplement des 
règles de permission. 
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 Permission: Chaque classe est associée à une liste d'actions autorisées. Par 
exemple, la classe file dispose d'un ensemble de 21 actions autorisées qui sont 
{append, entrypoint, execute, getattr, link, mounton, 
quotaon, relabelfrom, rename, swapon, write, create, 
execmod, execute_no_trans, ioctl, lock, open, read, 
relabelto, setattr, unlink}.  
Notez que ces actions sont des actions élémentaires. Ainsi, les permissions de 
SELinux sont définies à un bas niveau sur les actions élémentaires, et non sur 
toutes les actions. Par exemple, dans SELinux une règle de permission ne 
s'applique pas sur l'action de haut niveau comme par exemple la commande ls ou 
grep, mais sur la liste des actions de bas niveau produites par ces commandes. 
4.4. Encodage en modèle OrBAC de la politique de sécurité défaut  SELinux 
Cette section montre comment une politique de sécurité SELinux (par défaut)peut 
être codée avec le modèle OrBAC. Cela signifie que nous avons besoin de montrer 
comment chaque concept introduit dans SELinux peut être traduit dans le système 
OrBAC. Autrement dit, on a besoin de montrer comment remplir chaque table (Cf. Figure 
24) du modèle OrBAC à partir de la politique SELinux. 
Deux concepts du modèle OrBAC ne sont pas directement utilisés dans SELinux. 
En effet :  Le concept de contexte du modèle  OrBAC n'est pas utilisé dans SELinux (le 
contexte SELinux n’a absolument rien à voir avec celui utilisé dans OrBAC). Il 
aura la valeur par défaut True ce qui signifie qu'il n'ya pas de condition 
supplémentaire pour l'application des règles de sécurité.  Le concept d'organisation du modèle OrBAC est supposé avoir une valeur fixe, 
c'est-à-dire que nous supposons ici que nous n'avons qu'une seule organisation que 
nous appellerons simplement SELINUX_DISTRIBUTION (dans notre cas, il s’agit 
de la distribution Fedora 14). 
Le contenu de chaque concept (ou table) dans OrBAC, défini et obtenu à partir de 
SELinux est décrit comme suit : 
4.4.1. Les entités de la relation Employ 
4.4.1.1. Sujet 
L’entité sujet contientla liste des UID(User IDentifier) du système présent 
dans SELinux. L’UID peut être associée à des utilisateurs ou des processus. 
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Pour chaque sujet, nous allons définir un attribut qui représentera son identité 
SELinux : ID_SELinux(identité de l'utilisateur SELinux). 
Par exemple, le sujet root possède ID_SELinux(root) égal 
àunconfined_u. 
4.4.1.2. Rôle 
Le concept de rôles est utilisé à la fois par OrBAC et SELinux. Cependant, 
au codage de SELinux, nous n’allons pas correspondre les rôles du modèle OrBAC 
à ceux utilisés dans SELinux. La table de rôle (utilisé dans OrBAC) contiendra 
l'ensemble de tous les types (et non pas les rôles) utilisés dans SELinux. 
Le choix de cette correspondance est justifié par le fait que le type de 
SELinux et le rôle du modèle OrBAC représentent tous les deux les entités qui 
reçoivent les permissions sur des objets.  
Rappelons qu’un contexte SELinux attribué à un utilisateur contient à la fois 
les rôles et les types. Toutefois, les règles allow  ne sont pas définies sur les 
rôles, mais plutôt sur le type. En revanche dans OrBAC, les règles de permissions 
sont définies sur des rôles. C'est pour cette raison que les rôles dans OrBAC 
correspondent parfaitement aux types  SELinux au lieu des rôles. 
4.4.1.3. Employ 
La relation Employ relie des sujets à des rôles, autrement dit, elle autorise un 
sujet à jouer un rôle. 
L’organisation SELINUX_DISTRIBUTION attribue un rôle OrBAC à un utilisateur 
u. 
Si et seulement si 
Il existe un rôle SELinux attribué à un utilisateur u et tel que ce rôle (de SELinux) 
est confiné dans le domaine type_t. 
Plus formellement: 
Employ(SELINUX_DISTRIBUTION, u, r)  est valide ฻ 
Default_role_Selinux(ID_SELinux (u)) = role_SELinux 
et 
Type (role_SELinux) =r  est valide dans SELinux 
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4.4.2. La relation Consider  
Les tables OrBAC, concernant les entités : action, activité et la relation 
consider, sont remplies comme suit : 
4.4.2.1. Action 
Les actions dans OrBAC sont ceux utilisées dans les politiques de sécurité 
SELinux telle que : getattr, execute, and open.  
Il est à rappeler qu’une règle allowest de la forme : 
allow types_source types_cible:classes{list_actions}; 
Ainsi, les actions dans le système OrBAC sont l'union de toutes les listes des 
actions qui sont fournies dans les règles de SELinux. 
4.4.2.2. Activité 
Compte tenu du fait que le nombre d'actions n'est pas élevé, nous supposons 
simplement que chaque action représente une activité : activité = action. 
4.4.2.3. Consider 
La relation consider peut être considérée comme la relation identité, puisqu'il 
n’y a qu’une seule activité par action. 
4.4.3. La relation Uses 
4.4.3.1. Objets 
Un objet est une entité passive qui peut être un fichier ou un répertoire (il peut 
être même une entité active comme un processus) du système. Chaque objet possède 
deux attributs: classe d'objet et type d'objet. 
Par exemple, le répertoire racine("/") possède la classe répertoire : dir et il 
est confiné dans le  type :root_t. 
4.4.3.2. Vues 
Une vue du modèle OrBAC est représentée par un couple composé de la 
classe de l’objet et de type de l’objet: Vue= (classe de l’objet, type de l’objet).  Exemple : 
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Distributions Nombre de classes Nombre de types Nombre de vues 
Fedora 14 77 3177 244629 
CentOS 5.6 61 1868 113948 
RHEL 6 77 3073 236621 
4.4.3.3. Use 
L’entité Use est une relation ternaire qui relie les objets à leur vue, et puisque 
chaque vue peut être représentée sous forme d’un couple (class, type), alors la 
relation Use (org, o, V) est définie comme suit: 
Use (SELINUX_DISTRIBUTION, o, V) 
Si et seulement si 
class (o) =class 
et 
type (o) =type  
Où    oest un objet et V une vue telle que V= (class(o), type(o)).  classe(o) (respectivement type(o)) désigne la classe (respectivement le 
type) de l'objet o.  Exemple : 
Use (SELINUX_DISTRIBUTION, “/”,  V= (dir, root_t)) est valide   
Si et seulement si 
classe ("/") = dir 
et 
type ("/") = root_t. 
4.4.4. La relation abstraite : Permission 
Permission (org, r, a, v, c) signifie que l'organisation org accorde la 
permission au rôle r pour réaliser l'activité a sur la vue v dans le contexte c. Rappelons 
que le contexte est attribué à une valeur par défaut T (True). Le contexte T signifie que 
ladite permission est toujours valide sans restrictions ni conditions supplémentaires.  
Les règles de permission abstraites dans OrBAC sont tout simplement obtenues à 
partir des règles allow utilisées dans SELinux. 
Rappelons qu’il existe 268004 règles allow recensées dans SELinux Fedora 14et 
elles possèdent la forme suivante: 
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allow types_source types_cible:classes {list_actions}; 
Où: 
- types_source: représente un ou plusieurs types sources (associé à des 
sujets) 
- types_cible: représente un ou plusieurs types cibles (associés à des objets) 
- classes: désigne un ou plusieurs classes d'objets. 
- {list_actions}: représente une ou plusieurs actions définies pour la (ou 
les) classe(s) spécifiée(s),  
Par conséquent, nous avons : 
permission (SELINUX_DISTRIBUTION, Role_Orbac, Activity, View, Default) 
Si et seulement si 
Il existe une règle allow :   
allow src_type trgt_type:obj_class {list of actions}; 
Où : 
- Role_Orbac=src_type  
- View=( obj_class, trgt_type) 




 Exemple:  
Permission (SELINUX_DISTRIBUTION, foo_t, read, View, T) est valide  
Si et seulement si 
Il existe une règle allow telle que :   
allow foo_t root_t : dir { read } ;  
et 
read∈perms(class(“/”)) = perms(dir)) 
= {add_name, create, getattr, link, mounton, 
quotaon, relabelfrom, remove_name, reparent, 
search, swapon, write, append, execute, 
ioctl, lock, open, read, relabelto, rename, 
rmdir, setattr, unlink}.  
(Car root_t estle type du repertoire “/”) 
et  
View= (dir, root_t)=( class(“/”),type(“/”)). 
4.4.5. La relation concrète Is_Permitted 
Is_permitted(s, A, o)  est une relation concrète qui lie un sujets, une action A et un 
objet o, et qui  signifie que le sujet s a concrètement la permission de réaliser l’action A 
sur l’objet o. 
Is_permitted est dérivée des permissions accordées au rôle R, au vue V et aux 
activités a par la relation permission. 
La règle conditionnelle de dérivation se présente comme suit: 
Si 
Permission (org, R, V, a, c) et  
Employ (org, s, R) et  
Use (org, o, V) et  
Consider (org, A, a) et 
Define (org, s, o, A, c) 
Alors 
Is_permitted(s, o, A): 
Par exemple, si dans le contexte T,  l'organisation SELINUX_DISTRIBUTION accorde au 
rôle foo_t la permission d'exécuter l’activité {write} sur la vueView=(file, 
admin_home_t), si SELINUX_DISTRIBUTION emploie le sujet root dans le rôle 
foo_t, si SELINUX_DISTRIBUTION utilise l'objet /root/fich1 dans la vue  
View=(file, admin_home_t), si SELINUX_DISTRIBUTION considère que l’action 
write relève de l’activité {write} et si, dans SELINUX_DISTRIBUTION, le contexte T 




Root possède la permission d'effectuer l'action write sur le fichier /root/fich1.  
Plus formellement: 
Si 
Permission(SELINUX_DISTRIBUTION, foo_t, {write}, View, T) et 
Employ(SELINUX_DISTRIBUTION, root, foot_t) et  
Use(SELINUX_DISTRIBUTION, /root/fich1, View) et 
Consider(SELINUX_DISTRIBUTION, write, {write}) et 
Define(SELINUX_DISTRIBUTION, root, /root/fich1, write, T) 
Alors 
Is_permitted (root, /root/fich1, write)  La première relation suppose(comme nous l'avons invoqué précédemment dans 
4.4.4)que: 
- Il existe une règle allow permettant au domaine foo_t d'exécuter 
{write} dans des fichiers qui ont le type admin_home_t:  
allow foo_t admin_home_t : file { write } ; 
- View= (class(/root/fich1),type(/root/fich1)) = (file, 
admin_home_t).  La seconde relation supposeque (comme nous l'avons invoqué dans4.4.1.3): Le 
domaine SELinux foot_t est un rôle OrBAC.   La troisième relation signifie que (comme nous l'avons définie dans 4.4.3.2), nous 
avons tout simplement la vue View =(file, admin_home_t).  La quatrième relation suppose que write est en même temps une action et une 
activité. 
 La cinquième relation signifie que, dans SELINUX_DISTRIBUTION, le contexte Test 
vrai entre : le sujet root, l’objet/root/fich1 et l’action write 
 La sixième relation signifie que, le sujet root à la permission d'effectuer l'action 
write sur l’objet/root/fich1. 
4.5. Exemple d’illustration 
Pour illustrer le codage de SELinux en OrBAC, nous présentons un exemple de 
politique de référence pour le démon Linux  dhcpd[61]. Cet exemple peut servir comme 
référence de codage à appliquer à toutes les politiques des autres démons ciblés. Nous 
utilisons dans notre exemple la distribution Red Hat Linux 4 (que nous noterons RHL4), 
que nous considérerons également comme l’organisation (selon le modèle OrBAC) au 
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sein de laquelle sont définis les concepts principaux de notre politique. Nous supposerons 
donc : SELINUX_DISTRIBUTION=RHL4. 
Emplacements des fichiers de politique de dhcpd :Les deux fichiers ci-après constituent 
la politique de sécurité du démon dhcpd. 
 /etc/selinux/domains/program/dhcpd.te : Dans ce fichier, sont 
définies les règles de sécurité  pour le domaine dhcpd_t du démon dhcpd.  /etc/selinux/file_contexts/program/dhcpd.fc : Ce fichier 
définit le contexte de sécurité pour les fichiers associés avec le démon dhcpd 
serveur, en attribuant à chacun d’entre eux le type dhcp_<*>_t. 
Un extrait de ce fichier se présente comme suit : 
# dhcpd 
/etc/dhcpd.conf -- system_u:object_r:dhcp_etc_t 
/etc/dhcp3(/.*)? system_u:object_r:dhcp_etc_t 
/usr/sbin/dhcpd.* -- system_u:object_r:dhcpd_exec_t 
/var/lib/dhcp(3)?/dhcpd\.leases.* -- \ 
… 
Le domaine dhcpd_t associés au politique dhcpd : Il s’agit dans cette partie, 
d’identifier les principales règles utilisées dans la politique dhcpd et par la suite de 
coder ces règles en modèle OrBAC, le codage des règles concernant les autres domaines 
(dhcpd_exec_t, dhcpd_port_t, dhcpd_state_t, dhcpd_tmp_t, 
dhcpd_var_run_t, dhcp_etc_t et dhcp_state_t) est similaire à ceux 
traités dans cette exemple à l’exception des règles de transition qui sont codées dans le 
Chapitre5 (Codage des transitions SELinux en OrBAC). 
Le domaine dhcpd_t est l’un des plus importants domaines pour le démon dhcpd, 
car presque toutes les règles, notamment celles développées dans des macros, et qui se 
trouvent dans  le fichier (dhcpd.te) l’utilisent. 
 Attribution des types  dhcpd_<*>_t : En analysant le fichier  dhcpd.fc   
nous remarquons que l’attribution d’un contexte de sécurité  à un fichier (ou 
répertoire) se réduit à l’attribution d’un type en respectant le canevas : 
dhcpd_<*>_t. En effet, les identités (SELinux) ainsi que les rôles sont fixés 
respectivement aux valeurs : system_u et object_r, Ce qui signifie que tous ces 
fichiers possèdent l’identité standard SELinux system_u utilisé pour identifier les 
démons. Le rôle object_r est le rôle des objets système tels que les fichiers et les 
périphériques. 
Pour ce qui est du codage en OrBAC, chaque fichier (resp. répertoire) listé dans 
dhcpd.fc  sera utilisé dans une vue représentée sous forme d’un couple formé de la 
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classe de fichier  (resp. la classe de répertoire) et du type SELinux. Prenons le fichier  
etc/dhcpd.conf figurant sur la première ligne du fichier dhcpd.fc. Il est de 
classe file et de type dhcp_etc_t par conséquent il sera mis dans la vue : 
V=(file, dhcp_etc_t). Nous avons donc la validité de la relation : 
Uilise(“RHL4”, “etc/dhcpd.conf”,  V= (file, dhcp_etc_t)); 
 Les règles nécessaires pour l’accès au réseau 
Pour que le démon dhcpd puisse accéder aux réseaux, il doit avoir les 
permissions nécessaires pour exploiter les sockets UDP et TCP ou envoyer et recevoir sur 
une interface réseau à partir de n’importe quel “node” et sur n’importe quel port. 
Trois grandes classes d’objets relatives aux réseaux sont fournies par SELinux, elles sont : 
 tcp_socket pour les sockets TCP ;  netif pour les interfaces réseau ;  et, node pour les nœuds (node) du réseau.  
Prenons l’exemple suivant : 
allow dhcpd_t netif_type : netif { tcp_send udp_send }; 
Cette règle autorise tous les processus confinés dans le domaine dhcpd_t(en particulier 
dhcpd) d’envoyer et recevoir sur les sockets TCP et UDP, toutes les interfaces réseau 
(netif) ayant le type  netif_type. 
En OrBAC cette règle se traduit par les deux relations suivantes: 
permission (“RHL4”, dhcpd_t, tcp_send, V= (netif, netif_type), 
Default); 
et 
permission (“RHL4”, dhcpd_t, udp_send, V=(netif, netif_type), 
Default); 
En effet :  Le type source dhcpd_test assimilé à un rôle OrBAC. (Cf. §4.4.1.3 )  Chacune des actions tcp_send et udp_send est assimilée aux activités 
portant les mêmes noms.  La vue V est un couple composé de la classe d’objet cible : netif et de type 
de l’objet cible : netif_type, on a donc V = (netif, 
netif_type).  Defaultest la valeur par défaut du contexte OrBAC, C’est la valeur pour 
laquelle on ne prend pas en considération les conditions (spatiales, temporelles, 
etc.) d’exécution de la permission. 
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Le fait que dhcpd joue un rôle qui soit confiné dans dhcpd_t, se traduit en 
OrBAC par:  Le sujet dhcpd possède ID_SELinux(dhcpd) égal àsystem_u ;  Default_role_Selinux(ID_SELinux (dhcpd)) = 
Default_role_Selinux(system_u)=object_r;  Et,  Type (role_SELinux) = Type (object_r) =dhcpd_t qui est un type 
valide dans SELinux ; 
Par conséquent, l’organisation “RHL4” emploie l’utilisateur (processus)dhcpd dans le 
rôle (OrBAC) dhcpd_t, c'est-à-dire la relation : Employ (“RHL4”, dhcpd, 
dhcpd_t) est valide. 
La condition de dérivation de la relation abstraite permission (on traite uniquement l’une 
des deux relations) :  
permission(“RHL4”, dhcpd_t, tcp_send, V= (netif, 
netif_type), Default); 
permission(“RHL4”, dhcpd_t, udp_send, V=(netif, netif_type), 
Default); 
est la suivante : 
 
Si dans le contexte T (=Default),  l'organisation“RHL4” accorde au rôle 
dhcpd_t la permission d'exécuter l’activité {tcp_send} sur la 
vueV=(netif, netif_type),  
Si l'organisation“RHL4”  emploiele sujet dhcpddans le rôle dhcpd_t, 
Si l'organisation“RHL4” utilise l'objet eth0  dans la vue  V=(netif, 
netif_type),  
Si l'organisation“RHL4” considère que l’action tcp_send relève de l’activité 
{tcp_send} et Si dansl'organisation“RHL4”, le contexte T(=Default)est 
vrai entre : dhcpd, eth0 et tcp_send 
Alors 








permission(“RHL4”, dhcpd_t, tcp_send, V=(netif, netif_type), 
Default)et 
Employ (“RHL4”, dhcpd,dhcpd_t) et  
Utilise(“RHL4”, eth0, V=(netif, netif_type)) et 
Consider(“RHL4”, tcp_send,{tcp_send}) et 
Define(“RHL4”, dhcpd, eth0, tcp_send, Default) 
Alors 
Is_permitted (dhcpd, tcp_send, tcp_send). 
4.6. Conclusion 
Nous avons vu dans ce chapitre qu’il est possible de fournir un codage d'une 
politique de sécurité SELinux par défaut en utilisant le modèle OrBAC. Pour cela nous 
avons utilisé Fedora 14, comme un exemple de distribution Linux afin d'illustrer notre 
codage. Nous avons utilisé également la distribution RHL4 pour coder quelques règles de  
la politique SElinux du démon dhcpd avec le modèle OrBAC. Le chapitre 5 va se pencher 
sur le codage en OrBAC des règles de transition. Ce qui justifie l’expressivité du modèle  






Codage des règles de transition SELinuxen modèle 
OrBAC 
5.1. Introduction 
En SELinux, plusieurs processus s’exécutent dans leurs domaines d’origine, 
cependant d’autres processus spéciaux ne peuvent être exécutés que dans des domaines 
particulier, par conséquent un changement de domaine est alors nécessaire.  
Ce chapitre montre comment l’on peut coder les règles de transition en OrBAC. Il 
complète le Chapitre 4 qui s’est concentré  seulement sur le codage des règles d’accès.  
La première sous-section de la section principale du présent chapitre traite le 
codage en OrBAC de l’attribution de type par défaut à un objet nouvellement créé, la 
deuxièmesous-section montre comment l’on peut coder la spécification d’un domaine par 
défaut pour un processus et ce dans les deux cas de présence ou d’absence d’une règle de 
la politique de sécurité qui force l’attribution de domaine, l’exemple de la procédure de 
changement de mot de passe est invoquée au niveau de la dernière sous-section afin 
d’illustrer le cas de transition de domaine à partir d’une règle de la politique de sécurité.  
5.2. Transition de types en SELinux 
Une nouvelle règle fut introduite pour supporter les transitions qui se produisent 
par défaut. Comme elle est utilisée dans le cas du programme des mots de passe, cette 
règle s’appelle la règle de transition de type type_transition. Elle spécifie les 
transitions par défaut qui devraient se produire si aucune transition explicite n’est 
présente. La forme d’une règle type_transition est comme suit : 
type_transition source_t destination_t : classes defaut_t 
Où :  source_t et destination_t : désignent un ou plusieurs types  defaut_t : un seul type, sinon il y aurait un conflit  classes : elle peut être ou bien process pour designer la transition de type 
processus ou bien file (ou autre classe de fichier)  pour designer la transition de 
création de fichier. 
Les règles type_transitionne représentent pas des permissions et sont 
définies par des macros qui les combinent avec un ensemble de règles TE qui doivent tous 
contribuer pour permettre la transition (voir l’exemple des mots de passe).Chaque 
domaine original et nouveau domaine doivent assurer les conditions suivantes : 
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 Le domaine original devrait avoir accès au fichier exécutable.  Le domaine original devrait avoir la permission de faire une transition au nouveau 
domaine.  Le nouveau domaine devrait se voir accorder la permission d’entrer via un 
programme.  Etc. 
5.2.1. Spécification d’un type par défaut pour un nouvel objet 
1er Cas : Si un processus dans le domaine shell_t crée un objet ode classe fichier dans 
un répertoire de type rep_t, le nouveau fichier se verra attribuer le type defaut_t. 
(Si tous les accès sont permis par les règles de TE). Et ce selon la règle de transitions 
suivante :  
type_transition shell_t rep_t : file defaut_t  
 
2iéme  Cas : Si aucune règle explicite qui force l’étiquetage du type par défaut n’est 
présente dans la politique, alors lors de la création d’un objet o, celui-ci se voit, par 
défaut, attribuer le type de son répertoire parent. Il y a donc héritage de type.(A) 
La création d’un objet o n’est autre que la création d’une instance de la classe de 
l’objet en question :  
Par exemple pour créer un fichier vide sous Linux, on utilise la commande touch:  
[khal@A410E15 ~]$ touch fich1 
Dans ce cas New_object(o) est équivalent à la commande  touch o (avec o un objet de 
classe file). 
On a donc :  
 Type (New_object(o)) = defaut_t  (1er Cas ci-dessus)  Type (New_object(o)) = Type(parent_dir(o)) = rep_t  (2iéme  
Cas ci-dessus).  
Où parent_dir(o) désigne le répertoire où  le shell a créé l’objet o. 
Comme nous l’avons invoqué dans les articles [46] et [65], la vue correspondante a 
l’objet nouvellement crée est :  V= (class(o), type(o)) = (file, defaut_t).  (1er Cas ci-dessus)  V=(class(o), type(o)) = (file, Type(parent_dir(o))) 
=(file, rep_t). (2iéme  Cas ci-dessus) 
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De plus nous appellerons :  TRANS_RULE_CONTEXTle contexte dans lequel il existe une règle de transition de 
type qui spécifie un type par défaut (1er Cas ci-dessus), et   NO_TRANS_RULE_CONTEXTle contexte qui reflète l’inexistence d’aucune règle 
explicite qui attribue par défaut des types ou des domaines aux fichiers, répertoires 
ou tout autre objetlors de sa création, ou lors de lancement d’un processus par un 
autre processus(2iéme  Cas ci-dessus).  
Le scénario (A) se traduit en OrBAC (en respectant la manière de remplissage des 
tables concernant ce modèle comme dans l’article[46] sus-indiqué) comme suit : 
Permission (SELinux_Distribution, Role_Orbac, a, V, c) 
Cela exige que si l’organisation SELINUX_DISTRIBUTIONaccorde la permission au 
rôle Role_Orbac de réaliser l’activité a dans la vue V dans le contexte c, alors il 
existe : 
Un prédicat Hold qui définit le contexte c de la façon suivante : 
Hold (SELINUX_DISTRIBUTION, ID_SELinux(user), create, o, c)  
avec:  Role_Orbac = Type(ID_SELinux(user))=shell_t  a=create (ou tout autre permissions nécessaires à la 
création de fichier)  si c = NO_TRANS_RULE_CONTEXTalors V=(file,Type 
(parent_dir(o))).  si c = TRANS_RULE_CONTEXT  alors V = (file, defaut_t). 
 
Parent_dir(o) peut être considéré comme un attribut de l’entité objet o, cela 
veut dire que les objets crées dans le même répertoire aurons le type de leur répertoire 
parent.  
Remarque : Dans les deux cas ci-dessus ou le type de l’objet fichier prend la valeur 
rept_t ou defaut_t, la transition de type n’est effective que si elle est complétée par 
des règles allow telles que :  
- allow shell_t rep_t:dir {... ioctl write}; (les 2 cas ci-
dessus). 
- allow shell_t default_t:file {create ioctl append write ...}; 
(pour le 1er cas). 
- allow shell_t rep_t:file {create ioctl append write ...}; 
(pour le 2iéme cas). 
Ces règles se traduisent en OrBAC respectivement par les prédicats suivants : 
- permission(SELINUX_DISTRIBUTION, shell_t, Activity, (dir, rep_t), 
cont); avec :  
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 Activity  {..., ioctl, write}  cont= no_Trans_rule_context    
ou  
cont= Trans_rule_context  
- permission (SELINUX_DISTRIBUTION, shell_t, Activity, (file, 
defaut_t), cont); avec :  Activity  { create, ioctl, append, write, ... } et  cont= Trans_rule_context   
- permission (SELINUX_DISTRIBUTION, shell_t, Activity, (file, 
rep_t), cont); avec :  Activity  { create, ioctl, append, write, ... }  cont = No_Trans_rule_context   
5.2.2. Spécification d’un domaine par défaut pour un nouveau processus 
5.2.2.1. Cas d’absence d’une règle explicite 
En l’absence d’une règle explicite qui attribue des domaines par défaut (voir utilisation de 
la règle type_transition), un processus tourne toujours dans le domaine du 
processus qui l’a lancé, c’est son processus parent : 
Si P un processus tournant dans le domaine Dp, lance un programme Prgde 
typePrg_exec_t (on suppose qu’il existe une règle qui autorise l’exécution de Prg par 
P), alors le processus P’ (fils du processus P) tourne dans le domaine Dp’égale  àDp. (2) 
Cela signifie que :  
Si   PPID (p’) = PID (p) 
(P’ étant le processus enfant de P issus de l’exécution du programme Prg, que nous 
pouvons noter : P(Prg)=P’, PID et PPID étant respectivement  le « Process 
Identification » et « Parent Process Identification»)  Il existe une règle TE : 
allow Dp  Prg_exec_t : file {...execute}; 
Alors  
Dp = Dp’ 
 
De la même manière que précédemment, et en ce qui concerne la définition des vues 
OrBAC à partir des entités SELinux, la vue correspondante à l’objet Prgest : 
V = (class (Prg), type (Prg)) = (file, Prg_exec_t) 
Le scénario (2) se traduit en OrBAC comme suit : 
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Permission (SELINUX_DISTRIBUTION, Role_Orbac, a, V, c)  
Cela exige que si l’organisation SELINUX_DISTRIBUTION accorde la permission au rôle 
Role_Orbac de réaliser l’activité a sur la vue V dans le contexte c, alors il existe : 
Un prédicat Hold qui définit le contexte c de la façon suivante : 
Hold (SELINUX_DISTRIBUTION, ID_SELinux(P), execute, o, c)  
Avec:  Role_Orbac = Dp,(Domaine SELinux=Rôle OrBAC)  a=execute (le processus P execute le programme Prg)  V = (class (Prg), type (Prg)) = (file, Prg_exec_t)  c = NO_TRANS_RULE_CONTEXT 
 
5.2.2.2. Cas de transition de domaine à partir d’une règle 
a. En SELinux 
À travers des règles SELinux, il peut être permis à un domaine d’un processus 
Linux de transitionner, durant l'exécution d'un programme, vers un nouveau domaine et à 
la sortie du programme le domaine initial est alors restauré. Généralement, le nouveau 
domaine est nécessaire pour effectuer certaines fonctionnalités dites de confiance, telles 
que par exemple, la gestion des fichiers des mots de passe des utilisateurs Linux.  
Une application de la transition de domaine d’un processus est démontrée par 
l'exemple de la gestion des mots de passe (Cf.§ 2.4.5.4 et 2.4.5.3) : 
[khal@A410E15 ~]$ id 
uid=518(khal)gid=519(khal) groupes=519(khal) 
contexte=unconfined_u:unconfined_r:unconfined_t:s0-s0:c0.c1023 
Il s’agit du shell, de l’utilisateur khal, qui tourne dans le domaine des utilisateurs 
ordinaires unconfined_t. 
[khal@A410E15 ~]$ ls -Z /usr/bin/passwd 
-rwsr-xr-x. root root system_u:object_r:passwd_exec_t:s0 
/usr/bin/passwd 
La commande /usr/bin/passwd possède le type passwd_exec_t. 
[khal@A410E15 ~]$ passwd 
Changement de mot de passe pour l'utilisateur khal. 
Changement du mot de passe pour khal. 
Mot de passe UNIX (actuel) :  
Nouveau mot de passe :  
Retapez le nouveau mot de passe :  




Une fois la commande passwd est lancée par le shell de l’utilisateur khal, la 
règle:  
allow unconfined_t passwd_exec_t : file {getattr execute} (1);  
permet à ce shell qui tourne dans le domaine unconfined_t d’exécuter  la commande 
passwd  (ayant le type passwd_exec_t). 
[root@A410E15 ~]# ps -efZ 
..... 
unconfined_u:unconfined_r:unconfined_t:s0-s0:c0.c1023 khal 
20099 20098  0 May02 pts/0 00:00:00 -bash 
..... 
unconfined_u:unconfined_r:passwd_t:s0-s0:c0.c1023 root 24075 
20099  0 00:34 pts/0 00:00:00 passwd 
..... 
 
La règle : 
allow passwd_t passwd_exec_t : file entrypoint (2);  
signifie que les fichiers exécutables de type passwd_exec_t servent comme point 
d’entrée pour le type passwd_t. 
La permission transition qui est nécessaire pour permettre le changement du 
type d'un processus est assurée par la règle : 
allow user_t passwd_t : process transition (3); 
Le type d'origine unconfined_t doit avoir la permission de transition vers le 
nouveau type passwd_t, pour que la transition de domaine soit autorisée. La règle (2) 
oblige que cette transition doit passer par le lancement d’un fichier de type 
passwd_exec_t. 
En ouvrant une session en tant que root, le résultat de la commande ps –efZ  
montre que le shell (bash) tournant dans le domaine unconfined_ttourne dans le 
domaine passwd_t quand il lance la commande passwd. 
[khal@A410E15 ~]$ ls -Z /etc/shadow 
----------. root root system_u:object_r:shadow_t:s0    
/etc/shadow 
Le type du fichier des mots de passe /etc/shadow est shadow_t. 
La règlesuivante: 
allow passwd_t shadow_t : file {iocl read write create getattr 




Veut dire que seuls les processus tournant dans le domaine passwd_t puissent exécuter 
les opérations : iocl, read, write, etc. sur le fichier ayant le type 
shadow_t. 
Enfin la règle suivante :  
type_transitionunconfined_t passwd_exec_t : process  passwd_t; 
Dans cet exemple, la règle type_transition indique que, par défaut et lors d’un 
appel système execve(), si le processus appelant est de type unconfined_t et le 
type du fichier exécutable est passwd_exec_t, une transition de domaine vers un 
nouveau domaine passwd_t se produirait. 
b. En OrBAC 
Lorsque le shell bash (jouant le rôle unconfined_t) de l’utilisateur khal 
exécute la commande /usr/bin/passwd (utilisé dans la vue V=(file, 
passwd_exec_t)), le nouveau processus  (fils du bash de l’utilisateur khal) joue 
alors un nouveau rôle OrBAC : passwd_t. 
 
Figure 35- Transition de rôle OrBAC 
Il s’agit donc d’une transition de rôle OrBAC découlant d’une transition de type 
SELinux, ainsi les exécutables servants de points d’entrées (ce sont les fichiers de 
typepasswd_exec_t)  vers le domaine passwd_t, sont abstraits en vue V=(file, 
passwd_exec_t)laquelle représente le point d’entrée pour les rôles OrBAC vers le 
rôle passwd_t. 
Dans ce qui suit nous allons traduire les conditions SELinux en code OrBAC pour 
avoir finalement le code de l’opération de transition.  Le fait qu’un processus P1(par exemple le bash d’un utilisateur) tourne dans le 
domaine unconfined_t, il jouera en conséquence le rôle unconfined_t. car 
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un domaine SELinux à la même signification qu’un rôle OrBAC, ceci se formalise 
par le prédicat :  
Employ (SELinux_distribution, P1, unconfined_t); 
 La commande/usr/bin/passwdest un fichier exécutable de type 
passwd_exec_t : Dans l’organisation  SELinux_DISTRIBUTION l’objet 
o=/usr/bin/passwd est lié à la vue V  représentée par le couple (classe(o), 
type(o)) = (file, passwd_exec_t)par la relation Use comme suit : 
use(SELinux_distribution, /usr/bin/passwd,(file, 
passwd_exec_t)) 
 L’exécutable/usr/bin/passwd est un point d’entrée au type  passwd_t : 
allow passwd_t  passwd_exec_t : file entrypoint; 
Cela signifie que si un sujet s veut transiter d'un domaine Ds= unconfined_t à 
un autre domaine D’s= passwd_t, il doit exécuter un programme (Entry Point) 
ayant le type  passwd_exec_t, soit le programme (ou la commande) 
/usr/bin/passwd notée :  
EP (Ds, D’s). Nous avons donc : 
passwd_exec_t = EP(unconfined_t, passwd_t) 
Il est à remarquer que la règle allow concernant le point d’entrée  ne suffit pas 
pour assurer la transition à partir du domaine unconfined_t à un domaine 
passwd_t. Pour cela, il est donc indispensable qu’une autre règle explicite de 
transition figure dans la politique, cette règle s’écrit comme suit :  
allow unconfined_t passwd_t : process transition; 
La transition entre deux domaines SELinux implique une transition entre deux rôles 
OrBAC, dans [66]la règle exprimant la transition  entre les domaines et mettant en 
place la notion de point d'entrée, possède la forme suivante :  
SR (permission, org, D1, Enter, D2, through(EP (D1, D2))). 
Dans cette règle, les hypothèses suivantes sont à considérer : 
a. Le domaine source D1est considéré comme étant un rôle du modèle OrBAC. 
b. Le domaine de destination D2 considéré comme une vue du modèle OrBAC, 
cependant il peut être considérer comme un rôle. 
c. Enter  (Cf. Figure 35) étant l’activité OrBAC qui spécifie la transition 
permise entre les domaines (les rôles OrBAC) D1et D2. 
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d. through(EP (D1, D2))est un contexte qui peut être utilisé pour définir 
un point d’entrée (Entry point) que nous avons représenté par :EP (D1, D2), 
par conséquent la présente règle n’est valide que si ce contexte l’est  aussi. 
Dans notre cas, la règle ci-dessus s’écrit : 
SR (permission, SELINUX_DISTRIBUTION, unconfined_t, Enter, 
passwd_t, through(passwd_exec_t)). 
Remarque : cette règle rassemble les deux règles SELinux : celle concernant le 
point d’entrée et celle autorisant la transition.  P1possède la permission d’exécuter (execute)et d’avoir les attributs (getattr) 
du fichier /usr/bin/passwd et ce selon la règle suivante :  
allow unconfined_t passwd_exec_t : file {getattr execute}; 
Cela se traduit par : l'organisation SELINUX_DISTRIBUTION accorde la permission 
au rôle OrBAC user_t pour réaliser l’activité activity {getattr, 
execute} sur la vue V = (file, passwd_exec_t) dans le contexte Cont, 
par conséquent la règle allow de SELinux se traduit par la validité des règles 
OrBAC suivantes : 
Permission (SELINUX_DISTRIBUTION,user_t, execute, (file, 
passwd_exec_t), Cont) ;  
Permission (SELINUX_DISTRIBUTION, user_t, getattr, (file, 
passwd_exec_t), Cont)  
Tout en sachant que le contexte Cont puisse avoir une valeur par défaut (Exemple : 
Cont = TRUE) pour signifier que ces permissions sont toujours valides sans 
restrictions ni conditions supplémentaires.  
Cont peut être enrichi avec d'autres contextes OrBAC (temporels, spatiales…) 
utilisés en jonction avec le contexte des points d’entrée, afin de restreindre ou 
conditionner l’application de la règle qui l’utilise. 
Généralement nous pouvons avoir :  
Cont= DEFAULT through(EP(D1,D2) ContTemp ContSpacial  … 
 P2est le processus enfant issue de l’exécution du fichier /usr/bin/passwd  par 
le processus P1 (On a doncP1(/usr/bin/passwd) = P2) 
Le processus P2se voit donc jouer le rôle OrBACpasswd_t(car il possède le 
type : passwd_t), formulé comme suit : 
Employ (SELINUX_DISTRIBUTION, P2, passwd_t) 
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 Finalement la règle :  
allow passwd_t shadow_t : file {iocl read write create 
getattr setattr lock relabelfrom relabelto append unlink 
link rename}; 
est traduite par les 13 prédicats : 
Permission(SELinux_distribution, passwd_t, permsi, 
(file, shadow_t), Cont)(1i13). 
Avec:  passwd_t : désigne le rôle cible issue de la transition du rôle 
unconfined_t   permsi  {iocl, read, write, create, getattr, 
setattr, lock, relabelfrom, relabelto, append, 
unlink, link, rename}, nous avons autant de prédicats  permissions 
que depermsi. dans la Figure 35 nous avons représenté seulement permsi= 
write pour alléger la figure.  (file, shadow_t) : désigne la vue des fichiers des mots de passe.  Cont : désigne le contexte qui peut être paramétré selon les conditions 
d’exécution du prédicat. 
5.3. Conclusion 
Dans ce chapitre nous avons montré comment coder les règles de transition en 
OrBAC. Pour cela nous avons commencé par coder les cas de spécification des types et 
domaines par défaut, ensuite nous avons traité le cas de présence ou d’absence d’une 
règle de transition qui force l’attribution de type ou de domaine. Le concept du point 
d’entrée (Entry point) connu dans le modèle DTE a été introduit  dans le modèle OrBAC 
pour pouvoir correspondre toutes les règles indispensables à la transition de SELinux à 
celles nouvellement conçues dans OrBAC. 
Le fait de pouvoir coder en OrBAC, à la fois les règles d’accès et les règles de 
transitions de la politique de sécurité SELinux, confirme l’expressivité du modèle OrBAC. 
Le chapitre 6 montre que le modèle OrBAC est aussi extensible et évolutif car une 





Gestion possibiliste des priorités dans les modèles de 
contrôle d'accès. 
6.1. Introduction 
Les modèles de contrôle d'accès sont des outils importants pour la modélisation des 
politiques de sécurité. Ils permettent de limiter l'accès à des données sensibles aux seuls 
utilisateurs autorisés. Ce chapitre se concentre sur le modèle OrBAC (organisation-based 
access control) qui représente un cadre générique permettant de représenter de manière 
compacte les règles générales des politiques de sécurité. Plus précisément, nous 
proposons d'ajouter au modèle OrBAC une nouvelle entité, appelée priorité permettant de 
coder les différentes formes d'incertitude qui peuvent être rencontrées dans les règles de 
sécurité. Les entités (priorités) introduites seront modélisées en théorie des possibilités qui 
représente un cadre naturel pour la manipulation  et le traitement des informations 
incertaines. Nous proposons différentes règles qui permettent de dériver des permissions 
concrètes à partir des permissions abstraites priorisées. 
Les différents modèles de contrôle d'accès proposés dans la littérature: HRU 
(Harrison, Ruzzo and Ullmann) [15], DAC (Discretionary Access Control Model) [4], 
TBAC (Team-based Access Control Model) [67], RBAC (Role-Based Access 
Control)[5][6][7], OrBAC (Organization Based Access Control) [10], etc. présentent des 
solutions adaptées pour protéger les données sensibles des utilisateurs non autorisés et ce 
en limitant l'accès aux données sur la base des politiques de sécurité. 
Ce chapitre propose d'intégrer une composante d'incertitude dans le modèle de 
contrôle d'accès. Dans la pratique, l'attribution d'une permission, pour atteindre une 
certaine action dans un système d'information, n'est pas toujours complète. En plus de 
contextes, une permission peut être imprégnée de l'incertitude due par exemple à la 
présence d'exceptions ou tout simplement en raison de la fiabilité de la source. Par 
exemple, on peut fournir une certaine règle de droit qui peut justifier une permission (ou 
l'interdiction). Cependant, il peut arriver que certaines doutes/incertitudes sur une telle 
règle (certaine) de droit peuvent exister. Par exemple au sein d’une ancienne règle de 
droit il peut être proposé d’autres règles récentes et prioritaires avec une avec une 
recommandation contradictoires. 
Au sein du présent chapitre, Les priorités et les incertitudes sont représentées dans 
le cadre de la théorie des possibilités.  
La théorie des possibilités et de la logique possibilité [7][10][11]permettent de 
traiter des informations incertaines d'une manière ordinale, explicitement, seules les 
priorités entre les informations sont importantes. La logique possibiliste est une simple 
extension de la logique propositionnelle, en attribuant un poids à chaque formule. Ce 
poids représente l'incertitude/priorité de la formule. Et c’est à partir de la valeur de ce 
poids que la formule devienne propriétaire. 
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OrBAC[10] est le modèle de contrôle d'accès considéré dans le présent chapitre. Le 
choix de ce modèle est principalement justifié par sa puissance expressive pour 
représenter les règles de sécurité générales. L'idée principale est de séparer les 
informations générales représentant les règles génériques, à partir de données factuelles 
représentant les éléments concrets d'un système d'information. Dans OrBAC, les relations 
entre ces élément set leur abstraction sont souvent fournis par des relations claires qui 
n'admettent ni incertitudes ni exceptions. Ce chapitre montre comment étendre ces 
relations pour pouvoir traiter l'incertitude. Cela permet d'améliorer les systèmes OrBAC 
avec une nouvelle fonctionnalité qui intègre l’entité priorité dans différentes relations du 
système OrBAC. 
La première section du présent chapitre rappelle la logique possibiliste, la 
deuxième section traite l’ajout de l’entité priorité au modèle OrBAC notamment au niveau 
des relations qui lient les entités concrètes à leurs homologues abstraites, la troisième 
section s’intéresse au priorités au niveau des relations abstraites et montre, en choisissant 
un mode de transition, comment dériver la priorité de la relation concrète correspondante. 
6.2. La logique possibiliste 
La logique possibiliste est une extension de la logique classique proposée dans 
[68][69], elle est issue de la théorie des possibilités de Zadeh [70]. Elle partitionne 
l’ensemble des interprétations en deux parties : les modèles de la base, et les 
contremodèles et ce au niveau sémantique. 
Une base de  croyance possibiliste est le résultat obtenu, au niveau syntaxique, en 
associant à chaque formule un degré qui reflète son niveau de priorité par rapport aux 
autres formules de la base, contrairement à la logique probabiliste classique qui considère 
que toutes les formules de la base ont le même niveau de priorité. 
6.2.1. Distributions de possibilités 
On considère Lun langage propositionnel construit sur V ensemble fini de variables 
propositionnelles. On note Ω l’ensemble de toutes les interprétations de L qui désigne un 
ensemble de formules bien formées construites à partir d’un ensemble fini d’atomes 
propositionnels et des connecteurs : ޔ (conjonction), ޕ (disjonction), → (implication 
matérielle),  et ﹁(négation). 
Le concept de la distribution de possibilité, notée , est l’un des objets principaux 
de la théorie des possibilités. La distribution de possibilité est définie comme étant une 
application d’un ensemble d’états possibles Ω  vers l’intervalle [0, 1] qui représente une 
échelle traduisant une connaissance partielle sur le monde :   : Ω  → [0, 1] 
 ω→ (ω)  (ω) désigne le degré de compatibilité de l’interprétation ω avec les croyances 
disponibles si on représente des connaissances incertaines, ou un degré de satisfaction si 
on représente des préférences. 
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Par convention, nous avons :  (ω) = 1 correspond à un état possible et signifie que ω est totalement compatible 
(ou satisfaisant) avec les croyances disponibles. S’il  existe au moins une 
interprétation ω0 vérifiant (ω0) = 1 alors la distribution  est dite normalisée.  (ω) = 0 correspond à un état impossible et signifie que ω n’est certainement pas 
compatible (ou insatisfaisant) avec les croyances disponibles.  (ω) > 0 signifie que ω est quelque peu possible.  (ω) >(ω`) signifie que ω est plus compatible  (plausible, satisfaisant) que  ω`. 
Ensuite, étant donnée une formule φ du langage L, on  y définie deux évaluations 
à partir de la distribution  :   le degré de cohérence de φ  avec les croyances disponibles exprimées par  :   (φ) = max (ω) : ω┝ φ.  Le degré de certitude ou de nécessité qui évalue dans quelle mesure la formule 
φpeut être déduit à partir des croyances disponibles :  
N(φ) = 1-  (﹁φ)  
6.2.2. Bases possibilistes 
Une base possibiliste désigne un ensemble de formules pondérées :  
Σ= (φi , ai) : i=1,..,n  avec :  φi  est une formule classique (ou même du premier ordre)  ai  (]0, 1])désigne le poids (niveau de priorité) de la formule  φi , 
 
C’est à partir de la base Σ qu’elles sont représentées syntaxiquement des 
informations incertaines (ou des informations avec propriétés). 
Remarque :  Le couple  (φi , ai) signifie que le degré de certitude de la formule  φi est au moins 
égale à ai, c'est-à-dire, N(φi )  ai  On dit qu’une formule  φest propriétaire que la formule ȥ si N(φ)  N(ȥ). 
Elle est associée à toute base possibiliste Σ, une distribution de possibilité unique 
notée Σ, de telle sorte que la valeur 1 (plus grand degré de possibilité) sera attribuée à 
chaque interprétation ω de Ω  qui satisfait toutes les croyances de Σ. Cependant les autres 
interprétations qui ne satisfont pas totalement les croyances de la base Σ seront rangées 
par rapport à la formule du plus grand poids qu'elles falsifient. Ainsi, on obtient la 
définition suivante[11]: 
 
ωΩ,  Σ (ω) =   1   si(i , ai) Σ, ω ┝i 1 max ai : (i , ai)  Σ et ω ⊭isinon 
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Si Σ  contient uniquement les formules complètement certaines, c’est-à-dire  ai=1,   i, alors (ω) =1 ssi ω est un modèle de la base ((ω) =0 ssi ω est un contremodèle).  Exemple 1:  
Considérons l’exemple suivant inspiré de Cuppens [48] sur un problème de 
sécurité et qui concerne le classement de dossiers, contenant les composants des produits, 
par leur niveau de confidentialité :   secret professionnel   échange avec partenaires, et   public.  
Supposons que les règles de classement sont :   tout dossier concernant un nouveau produit est classé  secret professionnel.   les dossiers sont classés en échange avec partenaire sur ordre du conseil de 
l’entreprise   Un dossier est classé public dès qu’il devient caduc (par exemple, il existe un autre 
produit plus efficace sur le marché, ou encore le dossier a plus de vingt ans, etc.).  
Imaginons que le dossier D concerne un nouveau produit. Ce fait est cohérent avec 
l’ensemble des règles. Supposons maintenant que l’agent reçoit une information 
prioritaire où  il est demandé de classer D au niveau public. Il est clair que cette nouvelle 
information contredit la base, et qu’il n’existe pas une façon unique de modifier la base et 
de restaurer sa cohérence. Dans notre exemple, deux possibilités sont offertes :   Remettre en cause que  D  porte sur un nouveau produit, ou   Affaiblir la règle concernant les nouveaux produits. 
Soit Σ = {(N  D, 0.3), (O   D, 0.6), (C  D, 0.9), (N, 0.1)} la base de 
croyances codant  l’ensemble des règles et des faits donné dans l’exemple, où N, O, C, D 
désignent respectivement "nouveau produit", "ordre du conseil d’entreprise", "produit 
caduc", "un dossier donné". Ici les niveaux de certitude codent des niveaux de priorité 
associée aux formules. Les niveaux de confidentialité "secret professionnel", "partage´" et 
"public" sont par convention codés par les degrés (d’accessibilité) 0.3, 0.6, 0.9 (plus le 
degré est petit, plus l’accès au dossier est restreint). La distribution de possibilité associée 

















  Exemple 2 : 
Considérons la base possibiliste suivante : Σ = ( (rޔ(﹁pޕq),0.3) ,(rޔp, 0.9) ,(p, 
0.1)), avec r, p et q des symboles propositionnels. 
Les interprétations possibilistes (ωi)0˄i˄7 formant l’ensemble Ω sont définies 






ω1= ﹁rޔ﹁pޔq 0.1 
ω2= ﹁rޔpޔq 0.1 
ω3= rޔ﹁pޔ﹁q 0.1 
ω4= rޔ﹁pޔq 0.1 
ω5= rޔpޔ﹁q 0.7 
ω6= ﹁rޔpޔ﹁q 0.1 
ω7=rޔpޔq 1 
L'interprétation ω7 est la préférée car elle satisfait toutes les formules de Σ. 
Nous allons  rappeler  la notion d'a-coupe et  a-coupe stricte d'une base de croyances 
possibiliste. 
Définition 1: Soit Σ une base possibiliste, a [0, 1], on appelle la a-coupe (resp. la a-
coupe stricte) de Σ, notée Σ≥a (resp. Σ>a) la base classique définie par : 
Σ˅a =  i : (i , ai)  Σ et ai ≥a(resp. ai>a)  
l’ensemble : Inc(Σ)=maxai :  Σ˅ai  est incohérente désigne le degré d’incohérence de Σ.  
Quand Σ est cohérente, on pose Inc(Σ) = 0. Le degré d’incohérence Inc(Σ) est le degré 
maximal tel que l’ensemble de formules ayant un poids supérieur à Inc(Σ) est cohérent. 
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La a-coupe stricte est une notion importante, jouant un rôle central dans le 
processus d’inférence. Le concept d’inférence est défini en logique possibiliste de la 
façon suivante :  
Définition : 
Définition 2 : Une formule  est une conséquence possibiliste de Σ, notée Σ ┝, s’il 
existe un degré a [0, 1] tel que Σ˅a ┝ et Σ˅a est cohérente. 
Lorsque a est maximal, alors a est appelé le degré de certitude associé à la 
formule. Dans la suite, on écrira Σ ┝ (, a) si on veut aussi préciser le degré de 
certitude des formules déduites de la base. 
La définition précédente montre que l’inférence possibiliste se base uniquement sur 
une sous-base cohérente, notée Cons(Σ), définie par :  
Cons(Σ) =  i : (i , ai) Σ,  ai> Inc(Σ). 
On, effet on peut facilement vérifier que : Σ ┝ ssi Cons(Σ) ┝ 
L’inférence possibiliste peut être étendue au cas des conditionnels, c'est-à-dire en 
présence d’observation . Une formule  est une conséquence possibiliste de Σ, dans le 
contexte , notée simplement ┝, ssi Σ (, 1)┝. 
Les correspondances entre la syntaxe et la sémantique étendent celle de la logique 
classique. En effet, soit Bel(Σ) =  ω : ∄ω’, Σ (ω’) Σ (ω) l’ensemble des 
interprétations préférées  dans  Σ. Alors :  Σ est cohérente ssiΣ est normalisée. Si Σ est incohérente alors  
Inc(Σ)=1  max  Σ (Ȧ), Ȧ Ω.  Les modèles classiques de la sous-base Cons(Σ) coïncident avec les interprétations 
préférées dans Σ, c'est-à-dire Cons(Σ) = Bel(Σ), et  ┝ssi() (﹁). 
La dernière équivalence indique que l’inférence possibiliste est une relation 
d’inférence préférentielle au sens de Bossu et Siegel [71] et de Shoham [72] 
Exemple Reprenons l’exemple 1 ci-dessus. On peut facilement vérifier que Σ est 
cohérente, c'est-à-dire,   Inc(Σ)=0, et que  N˄D = Bel(Σ). 
Définition 3 :Soit ( , a) une croyance dans Σ. Alors, ( , a) est dite sous-sommée par Σ si 
(Σ ( , a))≥a  ├ . 
C’est-à-dire qu’une formule ( , a) est sous-sommée (ou redondante) si elle est 
inférée par les autres formules ayant un niveau de certitude supérieure ou égal àa. On peut 
montrer que si ( , a) est une croyance sous-sommée de Σ, alors Σ et Σ’= Σ ( , a) sont 
équivalentes,  c'est-à-dire Σ = Σ’ 
118 
 
6.3. Ajout des priorités au modèle OrBAC 
Cette section se concentre sur le modèle de contrôle d’accès basé sur l’organisation 
OrBAC proposée dans [10]. Ce modèle est centré sur le concept de l'organisation et 
modélisé en logique du premier ordre. OrBAC offre la possibilité de prendre en compte la 
notion de contextes, ce qui permet de représenter des règles conditionnelles. OrBAC 
permet également de modéliser les trois modalités déontiques : la permission, 
l'interdiction et  l’obligation. En plus, différentes extensions ont été proposées pour traiter 
par exemple les contextes temporels [49] ou pour manipuler l'administration des 
politiques de sécurité [12]. 
Ce chapitre propose une autre extension du modèles OrBAC. L'idée est d'intégrer 
l'incertitude [73]dans les différentes composantes de modèles OrBAC. Nous 
reconsidérons ces concepts de base du modèle OrBAC[10], en utilisant un langage 
(représenté par un diagramme) basé sur le modèle entité-relation. Pour chaque 
composante, nous intégrons l'entité priorité afin de refléter l'incertitude qui peut être 
présente dans la définition des règles de sécurité. 
6.3.1. Organisation 
L’organisation est l’entité la plus importante dans le modèle OrBAC. Elle peut être 
considérée comme un groupe organisé de sujets qui jouent le même rôle. Comme nous le 
verrons ci-dessous, tous les concepts principaux des politiques de sécurité sont définis au 
sein d'une organisation. 
6.3.2. Sujets et rôles 
Dans le modèle OrBAC, un sujet peut être soit un utilisateur (par exemple, Tom ou 
un processus), ou une organisation (par exemple, Distribution_Linux). 
L’entité rôle est utilisée pour structurer des sujets dans des organisations. Les rôles 
associent des sujets remplissant les mêmes fonctions. 
Le fait que des sujets jouent certains rôles dans des organisations, revient à joindre 
ces entités par la relation Emploi qui peut être incertaine, généralement cela se produit 
quand il y a l'héritage entre rôles. Dans certaines situations, quelques héritages peuvent 
être discutables. 
La relation Emploi (org, s, r, p) (Cf.Figure 36) signifie que l'organisation org emploie le 




Figure 36- La relation Emploi 
6.3.3. Objets et vues 
Dans le modèle OrBAC, l'entité objet correspond aux entités inactives du système. 
Les "fichiers ordinaires" du système d'exploitation Linux est un exemple d'objets. 
L’entité vue correspond à un ensemble d'objets qui satisfont une propriété commune, elle 
caractérise la manière de l’utilisation des objets dans les organisations, la relation Utilise 
(org, o, v, p) signifie que l'organisation org utilise l'objet o dans la vue v. 
p reflète encore l'incertitude associée à visualiser l'objet o dans la vue v. Ici p peut 
refléter une relation spécifique. Par exemple, considérons la commande (l’action 
concrète) Linux “grep”. Considérons deux activités : "lecture de documents" et 
"recherche d’expressions dans les documents". 
De toute évidence, “grep” est une action typique de " recherche d’expressions 
dans les documents", alors qu’elle peut être utilisée dans l’activité "lecture de 
documents", cependant, “grep” n'est pas une action typique pour une telle activité de 
lecture. 
 
Figure 37-La relation Utilise 
6.3.4. Les actions et activités 
Dans le modèle OrBAC, l’entité action contient des actions informatiques telles 
que "lire", "écrire", etc. de la même manière que les sujets et les objets qui sont abstraits 
en rôles et  vue, l'entité Activité correspond abstrait les actions qui partagent les mêmes 
principes (par exemple, écriture, consultation, etc.) 
La relation Considère sera utilisée pour joindre les entités Organisation, action et 
activité. Plus précisément, Considère (org, , a, p) signifie que l'organisation org 





Figure 38-La relation Considère. 
p peut refléter l'incertitude sur la source qui fournit la règle de permission. La 
source qui est basée sur une ancienne loi (ou de la loi nationale) devraient avoir un degré 
de certitude inférieur à celui d’une source basée sur une loi récente (ou d'une loi 
européenne). 
6.3.5. Contextes 
Les contextes sont utilisés pour spécifier les circonstances concrètes dans 
lesquelles les organisations accordent des permissions aux rôles pour exercer des activités 
sur des vues. 
La relation définit (org, s, , o, c, p) signifie que dans l’organisation org, le 
contexte c est vrai entre le sujet s, l'objet o et l'action avec un degré de certitude p. 
  
Figure 39-La relation définit 
6.4. Prioriser les autorisations abstraites et concrètes. 
Dans le modèle OrBAC, les relations Permission, Interdiction et Obligation, 
correspondent à des relations entre les organisations, les rôles, les vues, les activités et les 
contextes. La relation permission(org, r, a, v, c, p) signifie que l'organisation org accorde 
au rôle r la permission de réaliser l'activité a sur la vue v dans le contexte c. Les relations 





Figure 40-La relation permission 
Les relations Permission, Interdiction et Obligation sont introduites comme des 
faits. Elles ne sont pas directement associées aux utilisateurs, actions et objets, mais à 
leurs abstractions respectivement aux rôles, activités et vues. 
Dans OrBAC, la relation Est_permis (s,, o, p) signifie que le sujet s est autorisé à 
effectuer une action sur l'objet o avec un degré de certitude p. Les relations Est_Interdit 
et Est_obligé sont définies de la même manière. Ces relations sont dérivées logiquement 
des permissions (respectivement Interdictions et obligations) accordées au rôle de la 
façon suivante: 
(Pour chaque contextec) s o r av 
Permission (org, r, a, v, c, p1)  
Emploi (org, s, r, p2) 
Utilise (org, o, v, p3)  
Considère (org, , a, p4)  
Définit (org, s, , o, c, p5)  Est_permis (s, , o, f(p1, p2, p3, p4, p5)) 
 
Figure 41- La relation Est_permis 
Dans le contexte c, si l'organisation org, accorde au rôle r la permission de réaliser 
l'activité a sur la vue v avec l'incertitude p1, et si org emploi le sujet s dans le rôle r avec 
l’incertitude p2, et si org utilise l'objet o dans la vue v, et si org considère que l'action  
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fait partie de l’activité a et si, au sein de l'organisation org, le contexte c est vraie entre s, , et o, alors s est permis de réaliser l’action  sur l’objet o avec l’incertitude f(p1, p2, p3, 
p4, p5). 
De même pour la relation Interdiction. 
La question est maintenant de savoir comment définir f (p1, p2, p3, p4, p5)? 
Différentes stratégies peuvent être définies. 
6.4.1. Mode de combinaison pessimiste: 
L'idée dans le mode de combinaison pessimiste consiste à définir le degré 
d'incertitude associé à une permission concrète comme étant le minimum des degrés 
d’incertitude des différents éléments permettant de dériver ladite permission concrètes, à 
savoir: 
f (p1, p2, p3, p4, p5) min (p1, p2, p3, p4, p5) 
Il s'agit d'une précaution et par la suite d’un moyen sûr pour accorder des 
permissions concrètes. Un des avantages de ce mode de combinaison, c'est que l'on peut 
réutiliser directement la machine de logique possibiliste introduite 6.2 (La logique 
possibiliste ci-dessus) à l'article 2. L'idée est très simple. Tout d'abord, les entités (sujets, 
objets, vues, des rôles, ...) sont représentées par des prédicats unaires du premier ordre 
alors que les relations (Emploi, Utilise, permission, etc.) sont représentées par des 
prédicats n-aires du premier ordre, en fonction du nombre d’arguments des relations. Puis, 
nous construisons une connaissance possibiliste où le premier prédicat unaire prend le 
degré 1 (il n'y a aucune incertitude), tandis que les prédicats n-aire de la forme Q (x1, ..., 
xn, pi) sont transformés en (Q (x1, ..., xn), pi) où pi est le degré d'incertitude. 
6.4.2. Mode de combinaison optimiste: 
L'idée dans ce mode de combinaison est de définir le degré de certitude associé aux 
permissions concrètes et ce en choisissant le maximum des degrés d’incertitude des 
différents éléments permettant de dériver ladite permission concrètes, à savoir: 
f (p1, p2, p3, p4, p5) max (p1, p2, p3, p4, p5) 
De toute évidence, ce mode de combinaison est aventureux. Par exemple, un 
utilisateur peut jouer un certain rôle avec une incertitude, alors que toute permission 
concrète dérivée (Est_permis) sera pleinement accordée, même si les permissions 
abstraites ne sont pas du tout certaines. 
6.4.3. Mode de combinaison Actualisé 
L'idée dans ce mode de combinaison est de considérer chaque degré de certitude 
comme un facteur d'actualisation. L'effet d'actualisation peut êtreobtenu en utilisant 
l'opérateur de produit à savoir: 
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f (p1, p2, p3, p4, p5)   p1 p2 p3p4 p5 
De toute évidence, cette combinaison est très prudente. Cependant, sa 
transformation en base de connaissances possibilistes n'est pas immédiate et est coûteuse. 
6.5. Exemple d’illustration 
Dans un environnement Linux où SELinux est activé, on considère un processus 
pwriter lancé par un utilisateur, ce processus se charge d’écrire une quantité importante de 
données sur un média de stockage (disque dur, bande, etc.).  
Le contexte de sécurité de pwriter (pwriter_u : pwriter_r : pwriter_t) lui est 
attribué de diverses façons, dans cet exemple on s’intéresse au cas où le ré-étiquetage de 
ce processus peut (probablement) ne pas aboutiret par la suite échoue à cause d'un 
contexte invalide. En effet, l’auteur de la politique de sécurité peut omettre, par exemple 
l’opération de montage de la partition /selinux, et par conséquent l’utilitaire 
setfiles23d’attribution des contextes ne peut les valider. Nous pouvons avoir la 
partition /selinux monté, dans ce cas il est probable qu'une nouvelle politique n'ait pas 
encore été chargée et donc les contextes ne soient pas valides. Finalement, le processus 
pwriter  peut ne pas avoir le bon domaine SELinux à cause de l’exécution d’une règle de 
transition inappropriée. Dans cet exemple, nous allons déterminer le degré de certitude le 
plus approprié, à partir des degrés de certitude des autres relations abstraites du modèle 
OrBAC pour que l’opération d’écriture soit réalisée. 
Si on suppose que le processus pwriter écrive dans un fichier de disque appelé 
fich ayant le contexte de sécurité SELinux : fich_u:fich_r:fich_tet que la 
politique de sécurité (SELinux) dispose d’une règle autorisant cette écriture : 
allow pwriter_t fich_t : file {getattr write}; 
En considérant que le type SELinux pwriter_t désigne le rôle OrBAC que joue le 
sujet pwriter dans l’organisation SELINUX_DISTRIBUTION(=“RHL4”). L’affectation du 
sujet pwriter au rôle OrBAC pwriter_t, peut être imprégnée de l'incertitude due à au 
moins l’une des causes précitées. C’est-à-dire que l’organisation “RHL4” emploie le 
sujet pwriter dans le rôle pwriter_t avec la priorité p
empl 
: 
Emploi(“RHL4”, pwriter, pwriter_t, pempl); 
Notons d’abord que V=(file, fich_t) désigne la vue OrBac, dans laquelle 
l’organisation “RHL4” utilise l’objet fich.  
Des causes comme celles précitées concernant l’affectation des sujets aux rôles, 
peuvent aussi rendre cette utilisation incertaine. En effet, la vue V est composée de 
                                                          
23 Setfiles est un programme principalement utilisé pour initialiser la base de données de contexte de sécurité sur un 
ou plusieurs systèmes de fichiers. 
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l’élément fich_t qui suit les mêmes procédures de ré-étiquetage comme celle des 
domaines. 
Notons putil l'incertitude associée à visualiser l'objet fich dans la vue V=(file, 
fich_t). Nous avons la relation suivante : 
Utilise (“RHL4”, fich, V=( file, fich_t), putil)  
Puisque write relève toujours de l'activité {write}, L’organisation “RHL4 
considère que action write relève de l'activité {write} avec un degré d'incertitude 
pact=1. La relation considere s’écrit :  
Considère (“RHL4”, write, {write}, pact) 
Pour ce qui est du contexte OrBAC, nous allons imposer un contexte 
Cont_taille qui impose par exemple que le fichier fich à copier ne doive pas avoir 
une taille qui dépasse une taille fixée (exemple 5 giga octets) par l’administrateur de la 
sécurité.  
Cont_taille est un contexte prérequis car la vérification de la taille des  
informations à copier dans le fichier fich peut être faite en utilisant des commandes, 
des filtres ou des scripts. 
On insert également à la relation définit un degré d’incertitude pcont  tel que dans l’organisation“RHL4”, le contexte Cont_taille est vrai entre le sujet pwriter, 
l'objet fich et l'action write: 
définit (“RHL4”, pwriter, write, fich, Cont_taille, pcont) 
Dans cet exemple la relation Permission (resp. Interdiction et Obligation), relie 
l’organisation “RHL4”, le rôle fich_t, la vue V=(file,fich_t), l’activité 
{write} et le contexte Cont_taille.   
On introduit également un degré de priorité pperm  (resp. pinte et pobli) à 
la relation permission(resp. Interdiction et Obligation), ce degré reflète l’incertitude que 
la relations qui relie les entités indiquées soient reliées.  
La relation : 
permission (“RHL4”, pwriter_t,{write},V=(file,fich_t), 
Cont_taille, pperm) 
signifie que l'organisation “RHL4”, accorde au rôle fich_t la permission de 
réaliser l'activité {write} sur la vue V=(file, fich_t) dans le contexte 
Cont_taille avec le degré de priorité pperm.  
Les relations : 
Interdiction (“RHL4”, pwriter_t ,{write},V=(file,fich_t), 
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Cont_taille, pinte)   
Et 
obligation(“RHL4”, pwriter_t,{write},V=(file, fich_t), 
Cont_taille, pobli) 
sont définies de façon similaire. 
 
La relation concrète  Est_permis (resp. Est_interdit, Est_obligé) est obtenue en dérivant 
logiquement la relation abstraite Permission (resp. Interdiction et Obligation) de la façon 
suivante : 
permission (“RHL4”, pwriter_t,{write},V=( file, fich_t), 
Cont_taille, pperm)  
Emploi(“RHL4”, pwriter, pwriter_t, p
empl
) 
Utilise (“RHL4”, fich, V=( file, fich_t), p
util
) 
Considère (“RHL4”, write, {write}, pact) définit (“RHL4”, pwriter, write, fich, Cont_taille, pcont)  Est_permis(pwriter, write, fich, f(pperm, pempl, putil, pact, pcont)) 
Qui veut dire que : 
Dans le contexte Cont_taille, si l'organisation “RHL4”, accorde au rôle 
pwriter_t la permission de réaliser l'activité write sur la vue 
V=(file,fich_t)avec l'incertitude pperm, et si “RHL4” emploie le sujet pwriter 
dans le rôle pwriter_t avec l’incertitude p
empl
, et si “RHL4” utilise l'objet fich dans 
la vue V=(file,fich_t) avec l’incertitude p
util
, et si “RHL4” considère que 
l'action write fait partie de l’activité {write}  avec l’incertitude pact (=1) et si, au 
sein de l'organisation “RHL4”, le contexte Cont_taille est vraie entre pwriter, 
write, et fich, }  avec l’incertitude pcont. 
Alors pwriter est permis de réaliser l’action writesur l’objetfich avec 
l’incertitude pestpermis. 
Le degré pestpermis est une fonction des autres degrés d’incertitude relatifs aux 
relations abstraites : 
pestpermis=f(pperm, pempl, putil, pact, pcont). 
Le moyen sûr pour obtenir la permission concrète est de choisir le mode pessimiste 
(basée sur le  choix de la priorité minimale), c'est-à-dire : 
pestpermis = min(pperm, pempl, putil, pact, pcont). 
Remarque: Dans cet exemple, le mode optimiste basé sur le choix de la priorité 
maximale rend sure la réalisation de la permission concrète, car pact =1 et ce malgré 
l’incertitude de la réalisation d’au moins l’une des relations abstraite. En effet, et comme 
nous l’avons invoqué au préambule de l’exemple, l’opération (SELinux) de ré-étiquetage 
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peut échouer et par conséquent l’organisation  “RHL4” serait incertaine d’employer le 




Ce chapitre proposait une extension du modèle OrBAC en intégrant le concept de 
priorité qui peut être associés avec les règles de la politique de sécurité. Ces priorités sont 
représentées dans le cadre la théorie des possibilités. Nous avons proposé différentes 
règles d'agrégation pour dériver les priorités associées aux permissions concrètes à partir 
des règles prioritaires des permissions abstraites.  
Parmi les trois modes de combinaison proposés, le mode pessimiste (basé sur le 
choix de la priorité minimale) est le plus approprié, car il fournit un moyen sûr pour 
obtenir la permission concrète. De plus, il peut être facilement codé en logique 
possibiliste à partir de laquelle des inférences efficientes peuvent être appliquées. 
Ce travail est important puisqu’il traite des règles de sécurité incertaines et il peut 
également être utilisé pour résoudre les conflits induits par la présence simultanée des 
règles de permission et d'interdiction. 
 
Le chapitre 7 illustre la gestion des incertitudes est des priorités à travers l'implémentation 







Ce chapitre présente l'implémentation du codage de la politique SELinux en 
Modèle OrBAC, notamment en ce qui concerne les décisions d’accès.La gestion des 
incertitudes est les prioritéssont illustrées et traité à traversle dernier exemple du chapitre 
précédant. 
L’implémentation de l’exemple sus-indiqué, nécessite dans un premier temps, 
l’ajout du sujet pwriter et de l’objet fichà la base de données que nous avons créée 
au préalable afin de la connecter à notre application. Ensuite, nous saisissons les contextes 
de sécurité SELinux : (pwriter_u, pwriter_r, pwriter_t) et (fich_u, 
fich_r, fich_t).  
L’application prévoit la liaison des sujets (ou objets) aux identifiants SELinux, des 
identifiants SELinux aux rôles et des rôles aux types/domaines.Une fois cette étape 
terminée, nous disposons donc de tous les éléments pour remplir, à travers l’applicatif, les 
tables du modèle OrBAC par les entités SELinux correspondantes.  
Nous avons paramétré notre programme pour qu’il supporte par défaut  
l’organisation : CENTOS et le contexte (OrBAC) : DEFAULT. 
Pour chaque relation de notre exemple, l’application lui attribue arbitrairement un 
nombre (élément de l’intervalle] 0, 1]) qui représente une simulation de la priorité qui 
pondère la relation en question. 
La relation concrèteIs_permittedrésultantepossède une priorité calculée en 
fonction du mode de combinaison utilisé : optimiste, pessimiste ou avancé. 
La première partie de ce chapitre présente sous un format graphique le Modèle 
Conceptuel de Données (MCD) des entités utilisées par SELinux, puis le Modèle 
Physique de Données (MPD) correspondant. Il s’agit d’une étape préliminaire pour 
représenter le MCD  et le MPD du modèle OrBAC lesquels sont présentés à la deuxième 
partie de ce chapitre. Pour cela nous avons utilisé PowerAMC, un logiciel de conception 
des modèles, sont choix est motivé par le fait qu’il reste un des seuls logiciels qui permet 
de travailler avec la méthode MERISE. Ainsi il est facile de générer le script SQL de 
création de la base de données, selon le SGBD (Système de Gestion de Bases de 
Données) voulue. 
Notre application est construite à l’aide de l’environnement de développement 
Borland Delphi qui est un logiciel de développement rapide RAD (Rapid Application 
Development). Il permet de réaliser rapidement et simplement des applications  Windows, 
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avec un minimum de ligne de code. Sa version 7 que nous avons choisiefournit beaucoup 
de fonctionnalités nécessaires pour le développent d’application. 
Nous avons encore choisi le SGBDR  natif de Delphi qui est Paradox (version 7) 
pour créer notre base de données. Les tables sont créées manuellement car le logiciel 
PowerAMC ne permet pas de générer, à partir du modèle MPD, le script SQL de création 
d’une base de données de type paradox. 
Une base de données de type  MySQL par exemple peut être créée facilement à 
partir du script SQL généré par le logiciel PowerAMC, mais il reste non évident de 
réussir à la connecterà l’environnement Delphi malgré l’utilisation de l’ODBC (Open 
Database Connectivity) sous windows_7. 
7.2. Le MCD des éléments SELinux 
Les éléments du système (Linux) entrant en jeux pour la décision du contrôle d’accès 
SELinux sont :  
 Liste des entités : 
 action (id_action, action) 
 Classe_Objet (Id_Classe, Classe) 
 Objet_Linux(Id_Objet, Objet) 
 Rôle_SELinux(Id_role, role) 
 Sujet_Linux(Id_Sujet, Sujet) 
 Type_SELinux(Id_type, type) 
 User_SELinux(Id_SELinux, User_SELinux) 
 Liste des associations : 
 Appartient : Objet_Linux <-->User_SELinux 
 Confine : Rôle_SELinux <-->Type_SELinux 
 Détient : action <--> Classe_Objet 
 Joue : Rôle_SELinux<--> User_SELinux 
 Lie : Sujet_Linux <-->User_SELinux 
 Possède : Classe_Objet <--> Objet_Linux 
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Le diagramme MCD de SELinux se présente comme suit :
 
Diagramme 1- MCD des éléments SELinux 
Il s’agit d’une representation formelle (Cf. Diagramme 1) des informations que SELinux 
utilise pour assurer son contrôle d’acces. Elle n’est pas directement exploitable par un 
SGBDR, de ce fait notre MCD est ensuite derivé en un autre modèleappelé 
modèlephysique de données (MPD). (Cf. Diagramme 2) 
Le MPD de SELinux 
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Diagramme 2- Le MPD des éléments SELinux 
est de classe
concerne
Est l ié à

























































































Le MCD d’OrBAC 
Les éléments du modèle OrBACqui entrent en jeux pour l’élaboration du MCD sont :  
 Liste des entités : 
 action(Id_activite,  Activite) 
 Classe_Objet(Id_Classe,  Classe) 
 Contexte(Id_Contexte, Contexte) 
 Objet_Linux(Id_Objet, Objet) 
 Organisation(Id_Organisation, Organisation) 
 Priorite(Id_priorite, priorite) 
 Type_SELinux(Id_type, type) 
 User_SELinux(Id_SELinux, User_SELinux) 
 Liste des associations : 
 Consider : <-->( Organisation, action, action2,Priorite) 
 Define: <--> (Organisation, User_SELinux, action, Objet_Linux, 
Contexte,Priorite) 
 Employ: <-->( Organisation, User_SELinux, Type_SELinux, Priorite) 
 Is_permitted: <-->( User_SELinux, action, Objet_Linux, Priorite) 
 permission: <-->( Organisation,Type_SELinux, action, Classe_Objet, 
Type_SELinux2, Contexte, Priorite) 























































































































































































































































































7.3. Présentation de l’application 
Cette partie a pour objet de présenter des copies d’écran de l’application 
implémentant le codage de la politique SELinux en OrBAC ainsi que les simulations des 
priorités. 
7.3.1. La page d'accueil 
La page d'accueil Simulation des priorités (Cf. Figure 42)du programme permet 
de choisir l’un des quatre  menus déroulants : Entités SELinux, Entités OrBAC, 
Autorisations et Paramètres (Cf. Figure 43): 
 
 





Figure 43- Les menus du programme. 
Dans la suite de ce chapitre nous présentons les différentes fonctionnalités des 
menus, au fur et à mesure de la saisie des informations de l’exemple à implémenter.  Saisie des éléments Linux : il s’agit de saisir des objets, des sujets, des classes d’objet 
et des actions du système. Dans notre cas, nous nous contenterons de saisir seulement 
les éléments qui entrent en jeux pour former la règle de sécurité SELinux suivante :  
allow pwriter_t fich_t : file {write}; 
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Nous saisissonsdoncl’objet fich, le sujet pwriter, la classe d’objet file et 
l’action write. 
Les menus Entités SELinux > Élément Linux > Sujet Linux etEntités 
SELinux>ÉlémentLinux >Objet Linux permettent de saisir respectivement le sujet 
pwriter (Cf. Figure 44) et l’objet fich (Cf. Figure 45) : 
 
Figure 44-Saisie d'un Sujet Linux 
 
Figure 45-Saisie d'un Objet Linux 
La saisie d’un objet doit être précédée par la saisie de sa classe correspondante. La 
distribution CentOS 6.2 définit 81 classesd'objets, ce qui rend plus facile 
deregroupercertaines permissions pardes classes spécifiques, chacune de ces 
classes est représentées sous forme d’un répertoire contenant des permissions elles 
sont tous localisées dans le répertoire/selinux/class. Au sein de notre 
implémentation nous nous contentons de saisir quelques classes d’objets : file 
que nous introduisons à travers la fenêtre (Cf.Figure 46) qui se trouve au menu : 




Figure 46- Les classes d'objet  Le menu Entités SELinux > Élément Linux > Actions permet de saisir les actions 
supportées par les objets Linux (Cf. Figure 47), l’action write est saisie comme suit : 
 
Figure 47- Saisie d'une action  Saisie des contextes de sécurité : Nous saisissons ensuite les contextes de 
sécurité SELinux: (pwriter_u:pwriter_r:pwriter_t) et 
(fich_u:fich_r:fich_t)  respectivement de l’utilisateur pwriter  et de 
l’objet  fich  (Cf. Figure 48, Figure 49 et Figure 50). 
Ajout d’un identifiant SELinux:Le menu Entités SELinux > Contexte SELinux > 
User_u permet de saisir des identifiants SELinux, dans notre exemple la saisie des 
identifiants pwriter_u et fich_u se fait à travers la fiche intitulée Utilisateur 





Figure 48-Ajout d'un identifiant SELinux 
Ajout d’un rôle SELinux: Le menu Entités SELinux > Contexte SELinux > 
Role_u permet de saisir des rôles SELinux, dans notre exemple la saisie des rôles 
pwriter_r et fich_r se fait à travers la fiche intitulée Rôle (Cf. Figure 49) 
 
Figure 49-Ajout d'un rôle SELinux 
Ajout d’un rôle SELinux: Le menu Entités SELinux > Contexte SELinux > 
Type/Domaine permet de saisir des types (ou domaines) SELinux, dans notre exemple 
la saisie du domaine pwriter_t et du type fich_t se fait à travers la fiche 




Figure 50-Ajout d'un Type/Domaine SELinux 
Attribution d’identifiant SELinux : L’attribution d’un identifiant SELinux a un sujet 
ou à un objet est assuré respectivement par les menusEntités SELinux > Attribution 
d’identité > à un objet et Entités SELinux > Attribution d’identité > à un sujet. 
Dans notre exemple on attribue respectivement àl’objet fich et au processus 
pwriter les identitésSELinux :fich_u et pwriter_u et ce à travers les 
fiches (Cf. Figure 51 et Figure 52) portant respectivement les titres Lier un objet 
Linux à une Identité SELinux et Lier un utilisateur Linux à une Identité 
SELinux. 
 




Figure 52-Attribution d'une Identité SELinux à un Sujet 
Attribution de rôle : à chaque identifiant SELinux on attribue un rôle, par exemple aux 
identifiants : fich_u et pwriter_u sont associés respectivement les rôles fich_r et 
pwriter_r. cette fonctionnalité est assurée via la fiche intitulé Identité -->Rôle (Cf. 
Figure 53) qui se trouve au menu : Entités SELinux > Attribution de Rôle. 
  
Figure 53- Attribution de Rôle 
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 Attribution d’un Type/Domaine : Chaque rôle SELinux est mis dans un type (ou un 
domaine), dans notre cas les rôles fich_r et pwriter_r sont confinés 
respectivement dans le typefich_t et le domaine pwriter_t via la fiche (Cf. 
Figure 54) qui se trouve au menu : Entités SELinux > Attribution de 
Type/Domaine. 
 
Figure 54-Attribution d'un Type/Domaine  Saisie d’une Organisation : L’écran Organisation (Cf. Figure 55) qui se trouve dans 
le menu : Entités OrBAC> Organisation permet de saisir les organisation OrBAC. 
Dans notre cas, l’organisation à considérer est la distribution de Linux, elle est 
déterminer en utilisant la commande: cat /etc/redhat-release (Cf.Listing 
2) pour connaître la distribution/version de Linux (Centos). 
 




Figure 55- Saisie des organisations OrBAC  Saisie d’un contexte OrBAC : La fiche Contexte OrBAC(Cf. Figure 56) qui se 
trouve dans le menu : Elément OrBAC> Contexte OrBACpermet d’ajouter ou de 
supprimer un contexteOrBAC. Nous utilisons dans notre exemple le contexte 
DEFAULT pour signifier que les autorisations seront exécutées sans contraintes 
supplémentaires.  
 
Figure 56-Saisie du Contexte OrBAC  La relation Employ : le menu Entités OrBAC> User-->Rôle permet de simuler 
une priorité aléatoire pour qu’un sujet OrBACjoue un rôle OrBAC (type/domaine 
SELinux). Dans notre exemple l’organisation CentOS emploie le sujet pwriter 




Figure 57- Simulation d'une priorité de la relation Employ  La relation Consider : le menu Entités OrBAC> Action-->Activité permet de 
simuler une priorité aléatoire pour qu’une action soit considérée comme une 
activité. Dans notre exemple l’organisation CentOS considère toujours l’action 
write comme une activité portant le même nom : {write} avec un degré de 
priorité pact=1. (Cf.Figure 58) 
 
Figure 58-Simulation d'une priorité de la relation Consider  La relation Use : Dans le men Entités OrBAC> Objet-->Vue, on trouve la fiche 
intitulé  La relation USE (Cf. Figure 59), elle permet de simuler la priorité pour 
qu’un objet soit utilisé dans une vue. Dans notre cas, l’objet fich est utilisé dans 




Figure 59-Simulation d'une priorité de la relation Use  La relation Permission : Dans le menu Autorisations > Abstraites> Permission, 
on trouve la fiche intitulée  Permission (Cf.Figure 60), elle permet de simuler la 
priorité pour qu’un rôle exécute une activité sur une vue. Dans notre cas cela 
signifie que l'organisation “CentOS”  accorde au rôle OrBACfich_t la 
permission de réaliser l'activité {write} sur la vue V=(file, fich_t), 
dans le contexte DEFAULT avec le degré de priorité pperm = 0,15. 
 
Figure 60-Simulation d'une priorité de la relation Permission  La relation Define : Dans le men Autorisations > La relation Define,on trouve 
la fiche intitulée La relation Define(Cf. Figure 61)  qui permet de simuler une 
priorité pcont =0,21 tel que dans l’organisation“CentOs”, le contexte DEFAULT 




Figure 61-Simulation d'une priorité de la relation Define 
La relation concrète Is_permitted : Dans le menu 
Autorisations>Concrètes>Is_permitted, on la fiche intitulée : La relation concrète: 
Is_permitted  (Cf.Figure 62) dans laquelle nous simulons la priorité de la relation 
Is_permitted. Dans notre exemple cela veut dire que dans le contexte DEFAULT, si 
l'organisation “CentOs”, accorde au rôle pwriter_t la permission de réaliser 
l'activité {write}  sur la vue V=(file, fich_t) avec l'incertitude pperm,=0,15 et si 
“CentOs” emploi le sujet pwriter dans le rôle pwriter_t avec l’incertitude 
p
empl
=0,38, et si “CentOs” utilise l'objet fich dans la vue V=( file, fich_t) 
avec l’incertitude p
util
=0,08, et si “CentOs” considère que l'action write fait partie 
de l’activité {write}  avec l’incertitude pact =1 et si, au sein de l'organisation 
“CentOs”, le contexte DEFAULT est vraie entre pwriter, write, et fich  avec 
l’incertitude pcont=0,21, alors pwriter est permis de réaliser l’action writesur 
l’objetfich avec l’incertitude pestpermis(Cf. Figure 63) qui peut avoir l’une des trois 
valeurs : PIs_permPis , PIs_permOpt ouPIs_permAvarespectivementselon que le mode de 
combinaison àconsidérer est soit Pessimiste, Optimiste ou Avancé. 
Avec : 
PIs_permOpt = min(pperm, pempl, putil, pact, pcont)=min(0.38, 1, 0.8, 0.15, 0.21)=0.8 
PIs_permPis = max(pperm, pempl, putil, pact, pcont)=max(0.38, 1, 0.8, 0.15, 0.21)=1 





Figure 62- Calcul de la priorité de la relation Is_permitted 
 
Figure 63-Récapitulatif des pondérations des relations OrBAC 
 Les paramètres par défaut : le menu Paramètres>Paramètres… permet à 
travers la fiche Paramètres par défaut (Cf. Figure 64) de choisir l’organisation et 
le contexte OrBAC par défaut.Le programme stocke Ces paramètres dans la 





Figure 64 - Paramètres par défaut. 
Une table appelée AllPriorite a aussi été rajoutée à la base de données pour servir de 
conteneur d’informations des relations ainsi que des priorités correspondantes, il s’agit 
d’une table auxiliaire qui peut contenir au maximumun enregistrement. Le vidage de la 
table AllPriorite  se fait à travers  la même fiche (Cf. Figure 64) en choisissant le 
radioboutonOui de l’option Vidage de la table des simulations, l’application propose 
ensuite la confirmation de ce vidage (Cf. Figure 65 ). 
 










CONCLUSION  ET PERSPECTIVES 
Au sein de la présente thèse, nous avons présenté l’état de l’art des différents modèles de 
contrôles d’accès présents dans la littérature (DAC, RBAC, MAC), nous avons aussi montré pour 
chacun de ces  modèles présentés, les points forts ainsi que leurs périmètres d’application. Nous 
avons aussi mis en exergue les limites de ces modèles. 
Ensuite, nous avons présenté dans cette thèselemodèle OrBAC  (Organization Based 
Access Control), une extension du modèle RBAC. Il permet de définir la notion de contexte 
comme étant une disposition particulière qui permet d'activer ou de désactiver des autorisations. 
OrBAC permet aussi d’exprimer, en plus des permissions, des interdictions et des obligations et 
de gérer les conflits qui peuvent apparaître en présence de ces autorisations. 
En OrBAC, la notion d’organisation est très importante, car elle détermine la sémantique 
de chaque entité de ce modèle, elle peut avoir le sens d’un groupe de sujet, d’un service dans une 
direction, comme elle peut même avoir le sens d’une distribution/version du système 
d’exploitation Linux. Ainsi chaque organisation structure ses sujets pour les employer dans des 
rôles, ses actions pour les considérer dans des vues et ses objets pour les utiliser dans des vues.  
Cette structure génère deux niveaux d’abstraction: le niveau abstrait contenant les rôles, activité 
et vues et le niveau concret qui comprend les sujets, les actions et les objets.  L’abstraction des 
entités permet de  séparer la rédaction de la politique de sécurité de son implantation. 
Nous avons aussi présenté SELinux  comme une solution de sécurité qui s’intègre au 
noyau Linux. Elle utilise un ensemble de modèles de contrôle d’accès comme DAC, RBAC, et 
MAC pour fournir une couche de vérification supplémentaire, qui va au-delà de ce qui est déjà 
fourni par le modèle DAC. Chaque accès à un objet sera vérifié par rapport à la politique de 
sécurité du système. Cette vérification est en plus des vérifications des droits d’accès classiques 
habituels effectuées par le modèle DAC. 
Les décisions de contrôle d'accès de SELinux sont faites en utilisant les labels de sécurité 
qui sont représentés par des chaînes comme entite_u:role_r:type_t. Chaque décision 
de contrôle d'accès implique deux contextes : celui de l'utilisateur tentant de réaliser l'action et 
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celui de l'objet sur lequel l'action est réalisée. SELinux utilise les inodes  pour stocker les 
contextes de sécurité des fichiers. 
La politique de sécurité SELinux possède aussi des règles spéciales connues sous le nom 
de règles de transition, auquel cas un contexte différent du contexte  initial est affecté à un sujet 
lorsque cela est requis pour exécuter un programme, une commande particulière ou une 
procédure de confiance nécessitant un accès privilégié à une ressource. Les objets nouvellement 
créés se voit également changer leur contexte, et ce dans le cas où cet objet hérite du contexte  de 
sécurité de l'objet parent (par exemple un fichier créé dans un répertoire).  
Les règles de décision, de transition et les déclarations des diverses entités du système 
constituent la politique de sécurité SELinux. Les règles de la politique SELinux commencent 
généralement par les mots clés : allow, auditallow, dontaudit, 
type_transition. Nous recensons : 
- 268004 règlesallowutilisées par défaut, dans la politique de la distribution 
Fedora_14  
- 11134 règlesallowutilisées par défaut, dans la politique de la distribution RHL4. 
Ce nombre important de règles rend la politique SELinux très complexe et alourdit sa 
gestion. Nous avons exploité l’expressivité du modèle OrBAC  pour coder les règles d’accès de la 
politique de sécurité présente par défaut sur SELinux, nous avons utilisé la distribution Fedora 
14. Notrecodage consiste à remplir les tables du modèle OrBAC par les entités SELinux 
correspondantes. Nous avons supposé que nous disposons d’une seule organisation appelée 
Distribution_Linux, et qu'aucune condition particulière n’est exigée pour l'application des 
règles de sécurité, c'est-à-dire que le contexte OrBAC est fixé à la valeur TRUE (ou DEFAULT). 
D’autres adaptations ont été faites au niveau de quelques entités pour assurer convenablement le 
codage : Les types/domaines SELinux correspondent aux rôles OrBAC et les objets SELinux 
correspondent à la vue formée du couple constitué par le la classe de l’objet et le type de l’objet. 
Le codage des transitions a été également traité, nous avons pu coder l’attribution des 
types par défaut en plus des transitions des domaines liées à la procédure de changement de mot 
de passe  (procédure de confiance). Les valeurs des contextes ont été adaptées selon la présence 
ou non  d’une règle explicite de transition, les adaptations des entités demeure les même que pour 
les règles d’accès.  
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Nous avons montré ainsi que le modèle OrBAC ne concerne pas seulement le domaine 
médical (organisation=Hopital, Service des urgences, etc.), mais aussi bien les systèmes 
d’exploitation (organisation=Distribution_Linux). 
Une amélioration importante du modèle OrBAC a été apportée par cette thèse, il s’agit de 
l’introduction de l’entité priorité à chaque relation (Emploie, Considère, 
Utilise, Permission, Est_permis) du modèle OrBAC. L’entité priorité quantifie 
(valeur réelle dans ]0, 1]), pour chaque entité, la certitude pour qu’un sujet soit employé dans un 
rôle, une action soit considérée dans une activité, un objet soit utilisé dans une vue, etc. 
La relation concrète Est_permis(resp. Est_interdit, Est_obligé) dérivée de la relation 
abstraite Permission (resp. Interdiction, Obligation)est également pondérée par une priorité qui 
dépend de celles des relations abstraites : Emploie, Considère, Utilise,Définit 
etPermission (resp. Interdiction, Obligation). 
Diverses stratégies peuvent être adoptées pour déterminer la valeur de la priorité de 
chaque relation concrète à partir des priorités des relations abstraites correspondantes : 
 Considérer la priorité dérivée comme étant le minimum des priorités des 
relations abstraites correspondantes. Il s'agit d'une précaution et par la suite d’un moyen 
sûr et très sécuritaire pour accorder des permissions concrètes, Il s’agit d’un mode de 
combinaison pessimiste. 
 Considérer la priorité dérivée comme étant le maximum des priorités des 
relations abstraites correspondantes. C’est un mode de combinaison optimiste et 
aventureux. 
 Considérer la priorité dérivée comme étant une combinaison des facteurs 
d’actualisation des priorités des relations abstraites correspondantes, Ce mode 
d’actualisation est très prudent. Cependant, sa transformation en base de connaissances 
possibilistes n'est pas immédiate et couteuse. 
Pour illustrer la notion de priorité, un exemple a été présenté concernant un processus 
tentant d’effectuer une opération d’écriture dans un fichier volumineux, cet exemple possède la 
particularité de la valeur de l’entité priorité liée à la relation considère. Cettevaleur vaut 
1, car dans le codage de SELinux en modèle OrBAC nous avons assimiléla relation considère 
àl’identité. Par conséquent le choix de mode de combinaison optimiste n’est surtout pas 
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une bonne idée, car la relation concrète serait certaine indépendamment des degrés de certitude 
des relations abstraites correspondantes. 
Plusieurs perspectives peuvent être traitées pour montrer davantage l’expressivité et 
l’évolutivité du modèleOrBAC, telles que par exemple l’élargissement de son périmètre 
d’application, notamment en ce qui concerne le codage des politiques de sécurité des bases de 
donnéesd’une part, et le codage des priorités d’exécution des processus Linux(voir utilisation de 
la commande nice de Linux) d’autre part et ce en essayant de trouver une relation entre ces 
prioritéset celles concernant le degré de certitude traité dans le chapitre 6. 
Codage des politiques de sécurité des bases de données : maintenant que nous avons pu 
coder la politique de sécurité SElinux en modèle OrBAC, nous pouvons étendre notre champ 
d’application pour coder les politiques de sécurité des bases de données utilisant les mêmes 
principes et techniquesqu’utiliseSELinux en matière d’étiquetage de ses entités. Nous pouvons 
utiliser SEPostgreSQL comme un exemple de SGBDR24afin d'illustrer notre codage. Aux objets 
de la base de données tels que : les tables, les colonnes, les lignes, les procédures, etc. sont 
attribués des contextes de sécurité qui contiennent les mêmes composantes que celles utilisées par 
SELinux (Cf. § 1) avec une utilisation davantage des composants optionnels : Le niveau MLS et 
la catégorie MCS.Par exemple les contextes suivant sont associésrespectivement à une table et à 
ses deux colonnes :  
 unconfined_u:object_r:sepgsql_table_t:s0:c10(contexte de la table). 
 unconfined_u:object_r:sepgsql_table_t:s0:c10  (contexte de la colonne 1 de la table). 
 unconfined_u:object_r:sepgsql_table_t:s0:c20 (contexte de la colonne 2 de la table). 
Pour pouvoirsupporter et gérer les informations du contexte de sécurité (les labels), 
SEPostgreSQL a dû étendre et ajouter plusieurs utilitaires, fonctions, objets, etc. En effet, par 
exemple les tables internes suivantes ont été ajoutées : pg_database, pg_class, 
pg_attribute et pg_security. 
Une décision de contrôle d'accès est prise en tenant en considération une paire de contexte 
de sécurité : Les contextes de sécurité du client et de l’objet (exemple une table)  de la base de 
données. Le SEPostgreSQL appel SELinux pour lui communiquer l’ensemble des actions 
autorisées entre le contexte du client et le contexte de l’objet. Il y a donc une collaboration étroite 
entre SEPostgreSQL et SELinux. 
                                                          
24
 Un SGBDR (RDBMS en anglais) (Système de Gestion de Base de Données Relationnel)  est un logiciel qui permet de manipuler le contenu des 
bases de données relationnelles. 
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A l’instar de SELinux et pour coder la politique de sécurité SEPostgreSQL en OrBAC, 
nous devons fournir d’abord pour chaque concept (client, rôle, table, colonne, contexte, 
etc...)utilisé dans SEPostgreSQL, son homologue dans le modèleOrBAC. C’est une opération qui 
n’est pas toujours facile à mettre en œuvre puisqu’elle dépond essentiellement des façons dont les 
quelles lesdits concepts sont configurés dans le SGBD. En effet, PostgreSQL[74]gère les droits 
d'accès aux bases de données en utilisant le concept de rôles. Un rôle peut être vu soit comme un 
utilisateur de la base de données, soit comme un groupe d'utilisateurs de la base de données, 
suivant la façon dont le rôle est configuré. Les rôles peuvent posséder des objets de la base de 
données (par exemple des tables) et peuvent affecter des droits sur ces objets à d'autres rôles pour 
contrôler qui a accès à ces objets. De plus, il est possible de donner l'appartenance d'un rôle à un 
autre rôle, l'autorisant du coup à utiliser les droits affectés au rôle dont il est membre. 
D’autres fonctionnalités de PostgreSQL, telles que l'héritage, les vues, les fonctions, les 
déclencheurs et la gestion des dépendancesdoivent avoir leurs homologues en OrBAC. 
D’autres règles doivent être étudiées lors du traitement des opérations de transition des 
types/domaines suite au changement de mot de passe d’un utilisateur d’une base de données 
PostgreSQL ou lors de la création d’un nouveau objet (table, colonne, etc.) à l’instar des règles de 
transition et des règles d’accès étudiées précédemment dans les chapitres  4.1  et 5. 
Codage des priorités d'ordonnancement d'un processus : le système Linux 
ordonnancel’exécution de chaque processus en lui affectant une priorité d’ordonnancementqui 
correspond à un numéro. Par défaut, Lors de lancement d’une commande, le processus qui lui 
correspondpossèdeune priorité d'ordonnancement de zéro.Une valeur plus élevée signifie que le 
processus à une priorité d'exécution plus faible.Son numéro de priorité baisse ou augmente 
respectivement selon qu’il obtient ou non plus de temps d'exécution pour le processeur.  
Plusieurs processus demandant le processeur peuvent s’exécuter en concurrence avec le 
processus d’une commande lente.Par exemple, la recherche d’un fichier à partir du répertoire 
racine de l’arborescence  (la commande find) d’un disque volumineux est une opérationtrès 
longue, il est donc nécessaire que le système intervienne pour, d’une part prioriser l’exécutiondes 
processus rapides et d’autre part attribuer une priorité réduite au processus de la commande en 
question afin  qu'elle ne ralentisse pas trop le système. 
D’après ce qui est dit, un processus P du système obtientà chaque instant une priorité de la 
suite finie : p1,p2,…,pN (l’entier N dépend du processus et de l’occupation du processeur) pour 
terminer son execution (on suppose que pN est la dernière priorité attribuée a P). 
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Dans un environnement OrBAC, on suppose que l’organisation utilisée est : Distet que 
le contexteOrBACutiliséest:Contexte. 
Si le processus P (de contexte SELinuxp_u:p_r:p_t) est autorisé àexécuter une 
action A sur un objet O(de contexte SELinuxO_u:O_r:O_t),alors nous avons la relation de 
dérivations suivante : 
permission (Dist, p_t,{A},V=(classe(O), O_t), Contexte, 
pperm) 
Emploi(Dist, p, p_t, pempl) 
Utilise (Dist, O, V=(classe(O), O_t), putil)  
Considère (Dist, A, {A}, pact) 
définit (Dist, p, A, O, Contexte, pcont) 
 Est_permis(p, A, O, f(pperm, pempl, putil, pact, pcont)) 
Alors notre perspective est d’essayer de trouver s’il existe une relation qui lie la priorité 
(possibiliste) concrète  de P : f(pperm,pempl,putil,pact,pcont)et sa priorité 
d’ordonnancement pN.Si non, faut-t-il considérer les (pi)comme étant des conditions particulières 
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