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Abstract : RDF est un langage de repre´sentation de connaissances base´ sur des graphes e´tiquete´s, conc¸u par
le W3C pour le Web se´mantique et le Web des donne´es. En tant que langage d’e´change pivot, il peut eˆtre utilise´
pour repre´senter des arbres de syntaxe abstraite (AST) de langages. Par exemple le langage OWL a plusieurs
syntaxes dont une syntaxe fonctionnelle et une syntaxe RDF, de meˆme que le langage RIF (Rule Interchange
Format) ; SPIN est une notation qui permet de repre´senter des requeˆtes SPARQL en RDF.
Cet article traite du proble`me de la transformation d’un arbre abstrait RDF d’un langage dans sa syntaxe
concre`te (appele´e pretty print). Nous proposons une approche ge´ne´rique pour e´crire des pretty printers base´s
sur SPARQL pour des AST RDF. Nous de´finissons un pretty printer comme un ensemble de re`gles de transfor-
mation traite´es par un moteur de pretty print. Nous proposons une extension syntaxique de SPARQL, appele´e
SPARQL Template, pour faciliter l’e´criture des re`gles de transformation et l’imple´mentation du moteur de
transformation. Nous montrons la faisabilite´ de notre approche en pre´sentant deux exemples de pretty printers
ope´rationnels pour les langages OWL et SPIN.
Mots-cle´s : RDF Pretty Printing, RDF AST, SPARQL Template
1 Introduction
RDF est un langage de repre´sentation de connaissances base´ sur des graphes e´tiquete´s, conc¸u
pour le Web se´mantique et le Web des donne´es. En tant que langage d’e´change pivot, il peut
eˆtre utilise´ pour repre´senter des arbres de syntaxe abstraite (AST) de langages.
1.1 AST RDF
Un AST est le re´sultat de l’analyse syntaxique (parsing) d’un texte ou d’un programme dans un
langage donne´, depuis sa syntaxe concre`te vers un arbre de syntaxe abstraite.
Les standards OWL et RIF sont des langages bien connus du web se´mantique, munis d’une
syntaxe RDF : OWL 2 Mapping to RDF, Patel-Schneider & Motik (2012) et RIF in RDF, Hawke
& Polleres (2012). Un autre exemple d’AST en RDF est le format SPIN, Knublauch (2011),
qui permet de repre´senter des requeˆtes SPARQL en RDF. Voici un exemple issu du document
“W3C Member submission SPIN” :
SELECT (COUNT(?object) as ?c)
WHERE {
?this ?arg1 ?object
}
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La requeˆte SPARQL pre´ce´dente est repre´sente´e par le graphe SPIN RDF suivant, ou` les lignes
(03-09) repre´sentent la clause SELECT et les lignes (10-14) la clause WHERE :
(01) @prefix sp: <http://spinrdf.org/sp#> .
(02) [] a sp:Select ;
(03) sp:resultVariables ([
(04) sp:expression
(05) [ a sp:Count ;
(06) sp:expression [ sp:varName "object" ]
(07) ] ;
(08) sp:varName "c"
(09) ]) ;
(10) sp:where ([
(11) sp:subject [ sp:varName "this" ] ;
(12) sp:predicate [ sp:varName "arg1" ] ;
(13) sp:object [ sp:varName "object" ]
(14) ]) .
La requeˆte SPIN pre´ce´dente repre´sente l’AST suivant :
a
sp:Select
sp:resultVariables
sp:expression
a
sp:Count
sp:expression
sp:var
”object”
sp:var
”c”
sp:where
sp:subject
sp:var
”this”
sp:predicate
sp:var
”arg1”
sp:object
sp:var
”object”
Un AST en RDF est constitue´ de sommets et d’arcs ou` les sommets sont des ressources
(URI), des blank nodes (ressources anonymes repre´sentant des variables existentielles) ou des
litte´raux (des constantes). Les arcs sont des triplets RDF e´tiquete´s par des noms de proprie´te´s.
En SPIN, les sommets interme´diaires sont des blank nodes et les feuilles sont des URI et des
litte´raux.
Remarquons que dans un graphe RDF les arcs d’un sommet ne sont pas ordonne´s alors que
dans un AST ils peuvent l’eˆtre. Quand un ordre est ne´cessaire, on peut utiliser une liste RDF ou
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bien le Container RDF rdf:Seq. SPIN utilise une convention de nommage ad hoc : sp:arg1,
sp:arg2, etc. pour ordonner les arguments.
Nous constatons donc qu’il existe un certain nombre de standards ayant une repre´sentation
sous forme d’AST RDF tels que OWL, SPIN ou RIF. Etant donne´ le caracte`re standard de RDF
pour l’e´change d’information, nous pouvons imaginer qu’il existe (et qu’il existera) d’autres
langages ayant un AST en RDF. Ce principe de repre´sentation d’AST RDF peut eˆtre ge´ne´ralise´
a` n’importe quel langage. Par exemple, Follenfant et al. (2012) proposent une syntaxe RDF
pour des requeˆtes SQL. Egalement, nous avons prototype´ un AST RDF pour des expressions
mathe´matiques (en notation pre´fixe) dont la repre´sentation pourrait ainsi eˆtre embarque´e dans
l’annotation RDF d’un article scientifique par exemple.
Si l’on conside`re le fait que RDF peut servir a` de´crire des e´nonce´s de langages sous forme
d’AST, on constate imme´diatement que l’on peut interroger ces e´nonce´s a` l’aide de requeˆtes
SPARQL. Par exemple : trouver les requeˆtes SPIN ope´rant sur la proprie´te´ foaf:name,
rechercher les classes OWL sous-classes de foaf:Human, etc. Se pose alors le proble`me de
la pre´sentation des re´sultats des requeˆtes SPARQL. En effet, une requeˆte SPIN est repre´sente´e
sous forme d’un blank node RDF, de meˆme pour les classes OWL de´finies et le re´sultat d’une
requeˆte SPARQL recherchant une requeˆte SPIN ou une classe OWL est donc le blank node les
repre´sentant. Pour ame´liorer l’interaction avec l’utilisateur il est souhaitable de produire plutoˆt
les requeˆtes SPIN ou les classes OWL re´sultats dans la syntaxe concre`te de ces langages, c’est
a` dire dans la syntaxe concre`te de SPARQL ou la syntaxe fonctionnelle de OWL.
Ainsi la possibilite´ de repre´senter des e´nonce´s de langage sous forme d’AST RDF me`ne
naturellement a` la question de la pre´sentation de tels e´nonce´s dans leur syntaxe concre`te, et donc
de la possibilite´ de pouvoir re´aliser une ope´ration appele´e pretty printing en the´orie de langages.
En ge´ne´ralisant cette question, nous posons le proble`me de la pre´sentation de graphe RDF
dans un format compre´hensible par un utilisateur. Un autre sce´nario relatif a` la pre´sentation
de re´sultats de requeˆtes SPARQL est par exemple la production de pages HTML issues de
descriptions RDF, par exemple pour re´aliser une navigation hypertexte dans une base RDF,
telle que DBpedia.
1.2 Langages de Pretty Printing
Comme nous l’avons dit pre´ce´demment, un AST est le re´sultat d’une analyse syntaxique (pars-
ing). Le proble`me inverse du parsing, appele´ pretty printing, consiste a` engendrer la syntaxe
concre`te d’un e´nonce´ d’un langage a` partir de son AST. Des langages spe´cifiques ont e´te´ conc¸us
pour re´soudre ce proble`me comme PPML, The´ry (2003), pour les langages de programma-
tion et XSLT, Kay (2007), pour XML. Ces langages reposent sur des re`gles de transformation
de´claratives qui s’appliquent aux diffe´rents e´nonce´s du langage cible.
PPML a e´te´ conc¸u dans le cadre du ge´ne´rateur d’environnement de programmation Centaur,
Borras et al. (1988). Une re`gle a une partie gauche qui est une description du sous-arbre a` pretty
printer, et une partie droite qui est la spe´cification de la pre´sentation a` engendrer. L’exemple
suivant montre une re`gle pour un e´nonce´ addition :
plus(*x, *y) -> [<h> *x "+" *y];
XSLT a e´te´ conc¸u pour transformer et pretty printer des arbres XML. La meˆme re`gle pour
l’addition est montre´e ci-dessous :
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<xsl:template match=’plus’>
<xsl:apply-templates select=’x’ />
<xsl:text> + </xsl:text>
<xsl:apply-templates select=’y’ />
</xsl:template>
Plus particulie`rement, nous avons identifie´ des langages de pretty print pour le Web se´manti-
que. Le plus connu est Fresnel, Bizer et al. (2005), conc¸u pour engendrer des formats de
pre´sentation pour RDF. Il est muni d’un vocabulaire RDF permettant de de´finir des formats de
pre´sentation pour des types de ressources RDF et de spe´cifier quelles proprie´te´s doivent eˆtre
affiche´es et comment. Voici un exemple d’e´nonce´ Fresnel qui indique les proprie´te´s a` afficher
pour une ressource de type foaf:Person :
Pe r sonLens a f r e s n e l : Lens ;
f r e s n e l : c l a s sLensDomain f o a f : Pe r so n ;
f r e s n e l : s h o w P r o p e r t i e s (
f o a f : name
f o a f : mbox
f o a f : d e p i c t i o n
) .
Voici un format de pre´sentation pour la proprie´te´ foaf:name :
: nameFormat a f r e s n e l : Format ;
f r e s n e l : l a b e l ”Name” ;
f r e s n e l : p rope r tyForma tDomain f o a f : name .
Xenon RDF Stylesheet, Quan (2005), est un langage inspire´ de XSLT, conc¸u pour appli-
quer des lentilles (lenses) sur des donne´es RDF. La syntaxe de Xenon est RDF/Turtle utilise´
comme un AST. Un e´nonce´ de base du langage est ainsi un triplet RDF avec la proprie´te´
xe:applyTemplates. Le langage SPARQL est utilise´ pour se´lectionner les templates et
les ressources dans le graphe a` afficher. Le format du re´sultat est XHTML.
OWL-PL, Brophy & Heflin (2009), est une adaptation et une extension de XSLT pour trans-
former RDF/OWL en XHTML. Il vise a` adapter le traitement des arbres XML aux graphes
RDF. En particulier il permet d’apparier des proprie´te´s de ressources au lieu de nœuds XML.
Alkhateeb & Laborie (2008) proposent une extension du langage SPARQL pour engendrer
un document XML en re´ponse a` une requeˆte. Une requeˆte SPARQL est comple´te´e avec un
template XML qui re´fe´rence des variables SPARQL. Ces variables sont lie´es a` des valeurs
solutions par l’appariement d’une clause WHERE standard et le template est comple´te´ avec les
valeurs de ces variables. C’est une requeˆte de type CONSTRUCT ou` le template est en XML
au lieu d’eˆtre en RDF.
1.3 Proble`mes de recherche pose´s
Dans cet article, nous re´pondons aux proble`mes de recherche suivants :
1. Comment engendrer la syntaxe concre`te d’un langage depuis un AST en RDF, par exem-
ple pour engendrer des e´nonce´s OWL en syntaxe fonctionnelle a` partir de la repre´sentation
en RDF d’une ontologie OWL.
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2. Comment proposer une solution ge´ne´rique au pretty-print d’AST RDF, inde´pendante du
langage traite´ et donc de la syntaxe concre`te a` engendrer.
3. Comment utiliser SPARQL pour e´crire des re`gles de pretty printing.
2 SPARQL comme langage de Pretty Printing
De manie`re ge´ne´rale, une re`gle de pretty print comporte une condition qui s’apparie a` un e´nonce´
et une pre´sentation qui de´finit le re´sultat du pretty print de l’e´nonce´ filtre´ par la condition. Le
langage SPARQL est un bon candidat pour un langage de pretty-print : dans une requeˆte de
la forme SELECT, la clause WHERE joue le roˆle de la condition qui se´lectionne un sommet
de l’AST et la clause SELECT retourne un re´sultat. Conside´rons par exemple l’e´nonce´ OWL
suivant repre´sentant une restriction de proprie´te´ dans la syntaxe RDF :
[
a owl:Restriction ;
owl:onProperty ex:hasFather ;
owl:allValuesFrom ex:Man
]
La requeˆte ci-dessous se´lectionne de telles restrictions OWL :
(01) SELECT ?p ?c
(02) WHERE {
(03) ?in a owl:Restriction ;
(04) owl:onProperty ?p ;
(05) owl:allValuesFrom ?c .
(06) }
La clause SELECT retourne les valeurs associe´es aux variables, mais pas (encore) le pretty
print de la restriction en syntaxe fonctionnelle.
Supposons maintenant que nous disposons d’un ensemble de re`gles de pretty print, telles que
celle ci-dessus, pour tous les e´nonce´s du langage conside´re´, ici OWL. Supposons e´galement que
nous disposons d’une fonction st:apply-templates qui, appele´e sur un sommet, retourne
le re´sultat de son pretty print par les re`gles de pre´sentation approprie´es. Nous pouvons alors
comple´ter la re`gle comme suit :
(01) SELECT {
(02) (st:apply-templates(?p) as ?pp)
(03) (st:apply-templates(?c) as ?pc)
(04) }
(05) WHERE {
(06) ?in a owl:Restriction ;
(07) owl:onProperty ?p ;
(08) owl:allValuesFrom ?c .
(09) }
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Nous avons alors (quasiment) re´solu le proble`me. ?pp est le re´sultat du pretty-print de
onProperty et ?pc de allValuesFrom. Il reste simplement a` comple´ter par le pretty-
print de la restriction. Par convention le re´sultat final est lie´ a` la variable ?out, le sommet
courant e´tant ?in. Ainsi, la requeˆte finale permettant le pretty-print de la restriction est la
suivante :
(01) SELECT {
(02) (st:apply-templates(?p) as ?pp)
(03) (st:apply-templates(?c) as ?pc)
(04) (concat("ObjectAllValuesFrom(",?pp," ",?pc,")") as ?out)
(05) }
(06) WHERE {
(07) ?in a owl:Restriction ;
(08) owl:onProperty ?p ;
(09) owl:allValuesFrom ?c .
(10) }
SPARQL permet donc d’e´crire des re`gles de pretty-print, modulo l’e´criture de la fonction
d’extension st:apply-templates que nous allons de´tailler dans la suite de l’article.
3 Extension de SPARQL pour repre´senter des templates de transformation
Pour simplifier l’e´criture des re`gles de pretty print, nous proposons une extension de la syntaxe
du langage SPARQL, appele´e SPARQL Template. La partie WHERE est standard et la partie
TEMPLATE permet d’e´crire directement le format de pre´sentation a` engendrer. Le template
ci-dessous correspond a` la requeˆte ci-dessus.
(01) TEMPLATE {
(02) "ObjectAllValuesFrom(" ?p " " ?c ")"
(03) }
(04) WHERE {
(05) ?in a owl:Restriction ;
(06) owl:onProperty ?p ;
(07) owl:allValuesFrom ?c .
(08) }
Les re`gles de pretty print se focalisent sur un sommet de l’arbre pour lequel il s’agit de re-
tourner un format de pre´sentation. On appelle focus node le sommet courant qui fait l’objet d’un
calcul de pre´sentation a` un instant donne´ du parcours de l’arbre. Le focus node est mate´rialise´
dans une re`gle de pretty print par la variable ?in, c’est une convention syntaxique car la notion
de focus node n’existe pas en SPARQL. A partir d’un focus node ?in dans la partie WHERE,
le pretty printer parcourt l’arbre dans son voisinage a` la recherche de ses voisins di. Toute men-
tion d’un voisin di dans la partie TEMPLATE fait de celui-ci un nouveau focus node du moteur
de pretty print, et cela re´cursivement jusqu’aux feuilles de l’arbre. Une occurrence d’un di dans
la partie TEMPLATE est interpre´te´e comme : inse´rer ici le re´sultat du pretty print de di.
218
SPARQL Template: un langage de Pretty Printing pour RDF
Le re´sultat retourne´ par un template est par convention la valeur lie´e a` la variable ?out ; c’est
le re´sultat retourne´ par la fonction st:apply-templates applique´e a` cette variable. Etant
donne´e une liste de templates, la fonction st:apply-templates e´value successivement
les templates jusqu’a` ce qu’un template re´ussisse sur le focus node, c’est-a`-dire retourne un
re´sultat. Si aucun template ne re´ussit, le sommet lui-meˆme est retourne´. Dans le cas ou` la partie
WHERE retourne plusieurs solutions, la partie TEMPLATE est applique´e autant de fois qu’il y
a de solutions et le re´sultat final est la concate´nation des re´sultats e´le´mentaires.
L’e´valuateur SPARQL est appele´ avec une liaison dynamique de la variable IN (?in) qui
est lie´e au focus node. Les appels re´cursifs a` la fonction st:apply-templates re´alisent le
parcours re´cursif de l’AST sur les focus nodes. Le pseudo-code ci-dessous donne un aperc¸u du
principe de la fonction st:apply-templates.
(01) Node st:apply-templates(Node node){
(02) for (Query q : getTemplates()){
(03) Mappings map = eval(q, IN, node);
(04) Node res = map.getResult(OUT);
(05) if (res != null) return res;
(06) }
(07) return node;
(08) }
Outre ce code, le pretty printer teste et ge`re les e´ventuels cycles dans le cas ou` le graphe RDF
a des cycles (cas ge´ne´ral). Une pile garde la trace des templates applique´s et des focus nodes de
telle sorte que l’on n’applique pas deux fois le meˆme template sur le meˆme sommet.
3.1 Syntaxe
Nous pre´sentons ici la syntaxe de l’extension TEMPLATE dans la syntaxe de SPARQL 1.1
Query Language, Harris & Seaborne (2013).
Prologue de´finit les pre´fixes, PrimaryExpression est une constante, une variable, un
appel de fonction ou une expression parenthe´se´e.
Template ::= Prologue
’template’ (iri) ? ’{’
( PrimaryExpression | Group ) *
( Separator ) ? ’}’
WhereClause
SolutionModifier
ValuesClause
Group ::= ’group’ ( ’distinct’ ) ? ’{’
PrimaryExpression *
( Separator ) ? ’}’
Separator ::= ’;’ ’separator’ ’=’ String
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Le namespace du langage est le suivant :
prefix st: <http://ns.inria.fr/sparql-template/>
3.2 Compilation
Nous avons de´veloppe´ un compilateur qui traduit les templates en requeˆtes SPARQL standard
SELECT-WHERE. Nous pre´sentons ici le sche´ma de compilation d’un template sous forme
d’une requeˆte SELECT-WHERE, au moyen d’une fonction de traduction tr. Cette fonction
remplace les variables V par coalesce(st:apply-templates(V), "") et concate`ne
les re´sultats avec concat().
(01) tr(template(List l)) -> select (concat(tr(l)) as ?out)
(02) tr(List l) -> List(tr(ei)) pour ei e´le´ment de l
(03) tr(Literal d) -> d
(04) tr(Variable v) -> coalesce(st:apply-templates(v), "")
(05) tr(group(List l)) -> group_concat(tr(l))
(06) tr(Exp f) -> f
La clause WHERE et tout ce qui la suit sont laisse´s tels quels.
Soit Q la requeˆte SPARQL SELECT-WHERE re´sultat de la compilation d’un template T.
Soit M le multiset de solutions re´sultat de l’e´valuation de Q. Le re´sultat de l’e´valuation de T est
calcule´ en appliquant un aggre´gat group concat sur la variable ?out sur le multiset M :
Aggregation((?out), group_concat, separator, M)
3.3 Fonctions de pretty print
Les appels de fonction sont autorise´s dans la clause TEMPLATE, comme dans une requeˆte
SPARQL standard, comme par exemple xsd:string(?x). Nous avons de´fini un ensemble
de fonctions de “pretty print” :
• st:turtle(term) renvoie un terme RDF au format Turtle.
• st:uri(term) renvoie st:turtle(term) si l’argument est un URI ; sinon renvoie
st:apply-templates(term).
• st:call-template(name, term) exe´cute un template nomme´ sur un focus node.
Elle s’apparente a` la fonction XSL xsl:call-template.
• st:call-templates-with(pp, name, term) similaire a` la fonction pre´ce´dente
en pre´cisant un pretty printer.
• st:apply-templates(term) appelle le pretty printer sur un focus node. Elle
s’apparente a` la fonction XSL xsl:apply-templates.
• st:apply-templates-with(pp, term) similaire a` la fonction pre´ce´dente en
pre´cisant un pretty printer.
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• st:apply-all-templates(term) appelle le pretty printer sur un focus node et
exe´cute tous les templates qui s’appliquent ; renvoie la concate´nation des re´sultats des
diffe´rents templates. Il est possible de spe´cifier un se´parateur :
st:apply-all-templates(?x ; separator = ", ").
Nous avons e´tendu l’interpre`te SPARQL de telle manie`re qu’il puisse e´valuer directement
une requeˆte SPARQL de la forme TEMPLATE (en plus des cinq formes SELECT, CON-
STRUCT, DESCRIBE, ASK, UPDATE).
3.4 Patrons de conception
Si la base de templates conside´re´e contient un template nomme´ st:start, il est utilise´ comme
template de de´part par la fonction st:apply-templates-with. Dans le cas contraire, le
premier template qui re´ussit est le point de de´part.
Les templates nomme´s sont appele´s explicitement avec la fonction st:call-template.
Il est possible d’exe´cuter tous les templates s’appliquant sur un focus node avec la fonction
st:apply-all-templates() :
(01) TEMPLATE {
(02) st:apply-all-templates(?x ; separator = "\n")
(03) }
(04) WHERE {
(05) ...
(06) }
Il est possible d’effectuer des calculs en utilisant des appels re´cursifs sur des templates nomme´s.
Il est par exemple possible d’engendrer le de´veloppement de la fonction factorielle avec le
template suivant :
(01 TEMPLATE st:rec {
(02) if (?i = 1, 1,
(03) concat(?i, " * ", st:call-template(st:rec, ?i - 1)))
(04) }
(05) WHERE {
(06) bind(?in as ?i)
(07) }
Le re´sultat de l’exe´cution de st:call-template(st:rec, 3) est : 3 * 2 * 1
4 Applications et validation
SPARQL Template est imple´mente´ dans la plate-forme Web se´mantique Corese1, Corby et al.
(2012); Corby & Faron-Zucker (2010). Cinq pretty printers sont actuellement de´finis, pour les
1http://wimmics.inria.fr/corese
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langages OWL, SPIN, SQL, Turtle et HTML, ainsi qu’un pretty printer d’expressions mathe´ma-
tiques en RDF vers Latex. Ces pretty printers sont accessibles en ligne2.
Le pretty printer SPIN a e´te´ teste´ avec succe`s sur la base de tests du W3C pour SPARQL
1.1 Query & Update3 (444 requeˆtes teste´es). Le pretty printer OWL a e´te´ teste´ avec succe`s sur
l’ontology du W3C OWL 2 Primer4, avec un chargement de la syntaxe fonctionnelle engendre´e
dans Prote´ge´ pour validation.
5 Discussions
5.1 Liaison dynamique de variables
Pour exe´cuter des templates, l’interpre`te SPARQL doit eˆtre capable de traiter les liaisons dy-
namiques de variables pour le focus node. En principe, cela pourrait eˆtre fait en SPARQL 1.1
en utilisant la clause VALUES qui est faite pour cela. Mais cette clause ne permet pas de passer
des blank nodes en argument. Or les AST reposent en grande partie sur les blank nodes. Il
est possible de re´aliser le passage dynamique d’argument en utilisant une fonction d’extension
dans un e´nonce´ bind dans la partie WHERE comme le montre l’exemple suivant :
TEMPLATE { ... }
WHERE {
bind(st:getFocusNode() as ?in)
...
}
5.2 Ordre de priorite´ sur les templates
Il peut eˆtre ne´cessaire de spe´cifier une priorite´ sur les templates pour pouvoir les conside´rer dans
un certain ordre. Pour cela, nous utilisons une clause PRAGMA non standard avec laquelle nous
avons e´tendu le langage SPARQL, dans laquelle nous exprimons une priorite´ avec une proprie´te´
st:priority :
TEMPLATE { }
WHERE { }
PRAGMA { st:template st:priority 1 }
5.3 Templates et re´gimes d’infe´rence
Notre interpre`te SPARQL imple´mente pour les requeˆtes de la forme TEMPLATE les meˆmes
re´gimes d’infe´rence que pour les formes standards de requeˆtes SPARQL (SPARQL 1.1 En-
tailment Regimes, Glimm & Ogbuji (2013)). Un AST peut donc eˆtre type´ par une ontologie
du langage cible (e.g. des classes d’e´nonce´s) et les templates peuvent exploiter les infe´rences
issues de cette ontologie.
2ftp://ftp-sop.inria.fr/wimmics/soft/pprint
3http://www.w3.org/2009/sparql/docs/tests/data-sparql11/
4http://www.w3.org/TR/owl2-primer/
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5.4 Usages particuliers de pretty printers
Etant donne´ un langage muni d’une syntaxe RDF, SPARQL peut eˆtre utilise´ pour rechercher des
e´nonce´s dans un tel langage, comme par exemple interroger une ontologie OWL pour rechercher
les classes OWL relie´es a` la classe foaf:Person. Notre pretty printer permet alors de re-
tourner a` l’utilisateur les re´sultats dans la syntaxe concre`te du langage cible, dans le cas de
OWL, dans sa syntaxe fonctionnelle. Ceci ouvre des perspectives en termes d’interactions
homme-machine, comme le montre l’exemple ci-dessous a` la ligne (02) :
(01) SELECT ?x
(02) (st:apply-templates-with(st:owl, ?x) as ?t)
(03) WHERE {
(04) ?x a owl:Class ;
(05) rdfs:subClassOf* foaf:Person
(06) }
Le pretty printer peut e´galement eˆtre utilise´ dans un filtre pour faire une recherche plein texte
sur des e´nonce´s dans la syntaxe concre`te de leur langage.
(01) SELECT * WHERE {
(02) ?x a owl:Class
(03) FILTER(contains(
(04) st:apply-templates-with(st:owl, ?x),
(05) "intersectionOf"))
(06) }
6 Conclusion
Nous avons pre´sente´ une me´thode ge´ne´rale pour e´crire des pretty printers pour des arbres de
syntaxe abstraite e´crits en RDF. La me´thode s’applique e´galement a` des graphes RDF quelcon-
ques, c’est-a`-dire qu’il est possible d’e´crire un pretty printer de´die´ a` un domaine de connais-
sance quelconque mode´lise´ en RDF. Un pretty printer est un ensemble de re`gles de transforma-
tion e´crites dans une extension de SPARQL appele´e SPARQL Template.
Nous avons valide´ cette me´thode en re´alisant des pretty printers ope´rationnels pour SPIN,
OWL, SQL Turtle. La me´thode est imple´mente´e dans la plate-forme Web se´mantique Corese.
Un pretty printer peut eˆtre e´crit pour engendrer la syntaxe concre`te d’un langage quelconque
(pourvu que ce langage soit muni d’une syntaxe RDF), mais aussi des e´nonce´s en langue
naturelle a` partir de donne´es RDF, du code HTML, etc. Nous travaillons actuellement au
de´veloppement d’un pretty-printer permettant d’engendrer une repre´sentation en Latex d’expres-
sions mathe´matiques contenues dans des donne´es RDF.
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