Abstract. As systems attain ever-larger scales, system configuration is an increasingly intractable problem and misconfigurations now account for more system failures than software bugs. Configuration languages are domain-specific languages aimed at specifying configurations declaratively; however, their semantics has not been carefully studied. Puppet is one of the most popular declarative configuration frameworks; we propose a formal semantics for µPuppet, a representative subset of Puppet's configuration language. We also discuss some of Puppet's idiosyncrasies, particularly its handling of classes and scope, and identify possible areas for improvement.
Introduction
Managing a large-scale data center consisting of hundreds or thousands of machines is a major challenge. Manually installing and configuring such systems, with each machine hosting numerous software components (e.g. databases, web servers, middleware), is no longer feasible when there are so many systems to coordinate. System configuration is error-prone and misconfigurations can affect millions of users; several empirical studies [16, 7] have found that a significant percentage of system failures are due to misconfiguration, not bugs in the underlying software. Therefore, it is not enough to focus only on eliminating bugs in software (e.g. through formal verification); reliable systems need better support for managing, debugging, and verifying configurations [15] .
To help make systems more reliable, a variety of configuration frameworks are being developed to automate error-prone configuration tasks. There are two popular approaches, which we term imperative and declarative. In an imperative configuration framework, administrators use conventional scripting languages to automate common tasks. It is left to the administrator to make sure that the right steps are performed in the right order. Chef, CFEngine, and Ansible are popular examples of this approach. In a declarative configuration framework, the (desired) configuration is specified in some higher-level way and it is then up to the configuration framework to determine how to realize the specification (that is, make the actual system match the specification). LCFG [1] , SmartFrog [5] , and Puppet [12] are examples of declarative configuration frameworks. Usually such specifications are written in a higher-level configuration language.
Configuration languages have some features in common with general-purpose programming languages; for example, most include familiar constructs such as variables, expressions, assignment, and conditionals. However, configuration languages also differ in many respects from general-purpose programming languages. Perhaps the most important difference is the (already-mentioned) separation between the specification, that is, the description of the desired state produced by the language, and its realization, that is, the actions taken by the rest of the system (when needed) to change the running system state so that it matches the specification. In a declarative setting, the configuration language is exclusively concerned with constructing specifications and not with realizing them. It is also important to note that the configuration language used by a "declarative framework" may or may not be "declarative" in the sense of functional or logic programming: for Puppet at least, declarativity in the later sense remains aspirational.
So far, such languages have largely been developed in an ad hoc fashion, and little attention has been paid to their semantics. In this paper, we investigate the semantics of the configuration language used by the Puppet framework; we also refer to the language itself as "Puppet". Puppet [12] is among the most popular configuration frameworks. Puppet's website claims that "from startups to the Fortune 100, thousands of companies rely on Puppet"; the 2015 PuppetConf conference attracted over 1900 "title": "config3", 4 "parameters": { 5 "path": "path3"
"type": "File", 10 "title": "config2", 11 "parameters": { 12 "path": "path2", 13 "source": "/source", 14 "provider": "posix", 15 "recurse": true 16 } 17 }, 18 { 19 "type": "File", 20 "title": "config1", 21 "parameters": { 22 "path": "path1", 23 "source": "/source", 24 "mode": 123 25 } 26 }
Fig. 3. Resources and Classes

Classes
Resource declarations may be grouped into classes. These are somewhat di erent from the usual concept of classes in a programming language -they simply define collections of resources which may be declared by including the class. For example, the output includes the resource config2. This is declared at line 29 by the service2 class, which is included by the service1 class, and ultimately by the configuration of the default node, which we are displaying in the output. 
Fig. 2. Example manifest
Puppet users and developers. Accordingly, we believe Puppet is a critical system to study, because of its widespread adoption, and so that we can better understand Puppet and how to improve it.
The main contribution of this paper is a formalization of the semantics of a subset of Puppet, which we call µPuppet. µPuppet is large enough to provide some insight into the most important features of Puppet; in particular, µPuppet includes the node, class, and define constructs which are used in almost all Puppet configurations. We first give an overview of Puppet's architecture and give a small example (Section 2). Next we define the abstract syntax and auxiliary structures for scope and environments in µPuppet (Section 3). Although recent work by Shambaugh et al. [11] handles some features of Puppet, they focus on the realization phase and did not present an operational semantics for the node or class constructs. We present what we believe to be the first formal semantics covering all of these features of Puppet (Section 4); we use small-step operational semantics and focus on unusual or novel aspects of Puppet in the main body of the paper, but present the full set of rules in an appendix. Finally, we give examples (Section 5) of counterintuitive or unexpected Puppet behaviour that our semantics may not model exactly, and discuss how these gaps could be remedied. We have decided to leave some more complex features out of scope, and we discuss these features in Section 6. We believe this decision is defensible on the grounds that many of these features are experimental or still in flux, while others are deprecated by the Puppet documentation already. Nevertheless, further research is needed to fully define the semantics of all features of Puppet. Sections 7 and 8 discuss related work and present our conclusions.
Overview of Puppet
The high-level architecture of a system configured using Puppet is shown in Figure 1 . A Puppet agent running on a client machine periodically contacts the Puppet master running on a server, and sends a check-in request containing local information such as the name of the operating system running on the client. Using this information, along with other centrally maintained information called the manifest, the Puppet master compiles a catalog, consisting of a set of resources. A resource is simply a collection of key-value pairs, along with a title and resource type. The agent receives the catalog and uses it to reconfigure the client machine; finally, it reports back to the master, for example to indicate success or failure. The manifest is written in a higher-level language, sometimes called the Puppet Programming Language, but we simply call it Puppet in this paper (relying on context to disambiguate between the language and the whole system). Figure 1 depicts a single interaction between an agent and master, but in a large-scale system, there may be dozens or hundreds of agents controlled by a single master. The manifest can describe how to configure all of the machines in the system, and parameters that need to be coordinated among machines can be specified in one place. However, a given run of the Puppet manifest compiler considers only a single agent at a time.
We illustrate these concepts with a small example manifest ( Figure 2 ) that uses some of the main features of Puppet. First, a note about variable syntax: unqualified variables are written $id in references or assignments, as usual in scripting languages, and qualified variables are written using a notation reminiscent of file paths, using the token :: as a separator. For example, $::osfamily refers to a variable in the toplevel namespace (usually set by the client in the check-in request), while $::ssh::params::sshd_package is an absolute reference to the sshd_package parameter of class ssh::params. By convention, Puppet programs often use class names such as ssh::params and ssh to indicate related classes. however, for the purpose of this paper we treat ssh::params as a single identifier. (We will revisit this point in Section 6.) Line 1 begins the definition of class ssh::params, which defines a variable sshd_package whose value is conditional on the operating system name osfamily (line 2). The class ssh (line 8) inherits from ssh::params and uses the value of the sshd_package variable in that class as the default value for the ssh_pkg parameter to the class. The body of the class declares a package resource (line 9). A resource has a title (in this case, the value of ssh_pkg) and additional attribute-value pairs (in this case, just the pair ensure => installed). The last program construct is a node definition, which says how to configure that the machine with hostname 'ssh.example.com'. Finally, include ssh (line 14) declares the ssh class, which means that the ssh class is processed and any resources is added to the catalog. All ancestors of a class are processed before the class itself, so the conditional on line default value of sshd_default is available when processing ssh.
If 'ssh.example.com' is a Debian machine, the end result of this manifest is a catalog with a single resource:
There is an alternative form of declaration, written as follows:
This declaration form is called resource-like because its syntax resembles the syntax for resources. If we used this declaration instead of include ssh then the resulting catalog would be:
In passing, we note that Puppet classes are "singletons"; that is, each class can be declared at most once, and there is no notion of "constructor". Classes also do not typically have methods, a "self" parameter, or other trappings of classes in object-oriented languages.
Abstract Syntax, Scope and Environments
To model the behaviour of µPuppet, we first formalize its abstract syntax. We also need auxiliary syntactic forms that either help explain the underlying meaning of Puppet constructs or maintain state during execution. A variable reference in one scope can refer to its assignment in its parent scope, or a variable in another scope can be referenced explicitly using a qualified reference. So it is necessary to model the scopes in our syntax for accessing variables. When evaluating a Puppet program, it is also necessary to store some information which is usable while evaluating later parts of the program or kept for later evaluation. We introduce two environments needed during execution, one for (scoped) variables and one for class and resource definitions. Figure 3 summarizes the abstract syntax of µPuppet. We group the syntax into three components: expressions, statements and programs. Each component includes a set of some syntax elements. We first define the abstract syntax of values v in µPuppet. The values can be integers i, strings w, or booleans true or false. Expressions e include (standard) values, arithmetic and boolean operations. Puppet also 
Abstract syntax
Abstract syntax of µPuppet includes many built-in functions that we do not model explicitly. Expressions also include selectors such as e ? {M }, which evaluates e and then conditionally evaluates the first matching branch in M . Statements s include expressions e, assignments $x = e, and conditionals unless, if, case, which are mostly standard. (Full Puppet includes an elseif construct that we omit from µPuppet.) Statements also include resource-like declarations for basic resources R{e : H}, class declarations class {a : H}, and defined resource type declarations t {e : H}. Finally, we consider the special function call include a to be a statement and we add auxiliary constructs scope α s and skip. scope α s is a statement consisting of the statement s and its local scope scope α. A sequence of statements is written S; statements are separated by whitespace, and we write when necessary to emphasize that this whitespace is significant. Programs p can be statements s, class definitions class a {S} with or without parameters ρ or inheritance inherit b, a node definition node Q {S}, or a defined resource type definition define t (ρ) {S}. P defines a program consisting of a set of p, again separated by whitespace. Node specifications Q include node names N , default, lists of node names, or regular expressions r (which we do not model explicitly).
We also define hash values, resource values and catalogs. A hash value v H is an attribute-value sequence in which all expressions are values, a resource value v R is a basic resource whose title is a value and whose hash is a hash value, and a catalog v C is a sequence of resource values, again separated by whitespace.
Scopes
As discussed in Section 2, in Puppet, there are several different scopes for variables. Variables can be assigned in one scope and referenced in a different scope. For example, in section 2, the parent scope of class scope ssh is class scope ssh::params. To model this behavior, we need to model the scopes and the parent-child relations between the scopes explicitly, as mentioned above. Scope descriptor :: represents the top scope, ::a is a scope of class a, ::nd is the scope of a node and α def is the scope of a resource definition that is executed in ambient scope α. The reason that the scope for defined resources takes another scope parameter α is so that we can correctly handle resource definitions that call other resource definitions (essentially, these scopes are names for stack frames). The toplevel, class, and node scopes are persistent, while α def is cleared at the end of the corresponding resource definition. The special statement form scope α S is used internally in the semantics to model scope changes. Puppet source programs do not use this construct.
Environments
While evaluating a program, the results produced in the compiling process are stored to be accessed or evaluated later. For example, the values of variables are stored and then accessed when these variables are referenced in the program. We define the environment keeping the values of the variables as store σ. Some components in Puppet, like classes and defined resource types, have separate definitions and declarations. A class or defined resource type is compiled when it is declared. To model the compiling process, we record the definition of a class or a node so that the evaluation on them only begins when its declaration is processed. We record these definitions in definition environments κ.
A store σ is defined as a partial function σ : Scope × V ar → V alue which maps pairs of scopes and variables to values. The scope components indicate the scope in which the variable was assigned. We sometimes write σ α (x) for σ(α, x). Updating a store σ with new binding (α, x) to v is written σ [(α, x) : v], and clearing a store (removing all bindings in scope α) is written clear (σ, α) .
We define definition environments κ to store the content of a class or a defined resource type when it is defined. Definitions are of the following forms:
The definition ClassDef(c opt , ρ, S) is the definition of a class (before it has been declared), c opt is the optional name of the class's parent, ρ is the list of parameters of the class (with optional default values), and S is the body of the class. The definition DeclaredClass(c opt ) indicates that a class has been declared; c opt is as above and ρ and S are no longer needed. In Puppet, a class can be declared only once, and when it is declared its definition environment entry is changed to DeclaredClass(c opt ). Finally, the definition 
Operational Semantics
We now define a small-step operational semantics for µPuppet. We employ three main judgements, for evaluating expressions, statements, and programs:
Here, σ, κ, and v C are the store, definition environment, and catalog before evaluation and their primed versions are the corresponding components after one evaluation step. The parameter α for expressions and statements represents the ambient scope; the parameter N for programs is the node name. A µPuppet program takes a node name N (a string) and constructs a catalog v C , that is, a set of resource values v R for that node. Given an initial environment σ (representing data provided by the client), and κ (containing predefined classes or resource definitions), a Puppet program p begins execution with an empty catalog and terminates with catalog v C when the program equals skip, i.e. σ, κ, ε p
Expressions
Expressions are the basic computation components in Puppet language. The rules for expression forms such as primitive operations are standard. The rules for selector expressions are also straightforward. Since variable accessibility depends on scope, the variable evaluation rules are a little more involved:
The first rule looks up the value of an unqualified variable in the current scope, if present. The second and third look up fully-qualified references in the toplevel scope or class scope, respectively. (There is no way to refer to variables in node and define scopes from other scopes.) The final rule handles the case of an unqualified variable that is not defined in the current scope; its value is the value of that value if evaluated in the parent scope. As discussed earlier, there is an ancestry relation on scopes, which governs which scopes are checked in what order when dereferencing an unqualified variable reference. We use an auxiliary judgment κ The first three rules indicate that the top level scope is the parent scope of node scope, defined resource type scope, and any class scope where the class has no parent. The fourth rule defines the scope of the parent class b to be the parent scope of the inheriting class scope ::a.
Statements
As with expressions, some of the statement forms, such as sequential composition, conditionals (if, unless), and case statements have familiar and standard operational semantics, shown in the appendix. Assignments, like variable references, are a little more complex. When storing the value of a variable in an assignment in σ, the evaluation rule binds the value to x in the scope α:
Notice that Puppet does not allow assignment into any other scopes, only the current scope. We now consider scope α S statements, which are used to track the scope that is in effect in different parts of the program during execution. The following rules handle evaluation inside scope statements and cleanup when execution inside such a statement finally terminates.
The first rule handles evaluation inside a scope; the ambient scope is overridden and the scope parameter α is used instead. The second rule handles the end of evaluation inside a "persistent" scope, such as toplevel, node or class scope, whose variables persist throughout execution, and the final rule handles "volatile" scope of defined resources, whose variable definitions become unbound at the end of evaluation of the definition.
Resource declarations (and resource-like class declarations) are evaluated in a straightforward way; the title expression is evaluated, then all the expressions in attribute-value pairs in the hash component are evaluated. When a resource is fully evaluated, it is added to the catalog:
Defined resource declarations look much like built-in resources:
When a defined resource declaration is fully evaluated, it is expanded (much like a function call).
The merge function returns a statement ρ assigning the parameters to their default values in ρ or overridden values from v H . The body of the resource definition S is evaluated in scope α def.
Class declarations take two forms: includes and resource-like class declarations. We cover include declarations in detail. The rules for resource-like declarations make it possible to pass parameters to classes, but do not require any new ideas compared to include declarations and defined resource declarations, and are presented in full in the appendix.
The statement include a declares a class a. Intuitively, this means that the class body is processed (declaring any ancestors and resources inside the class), and the class is marked as declared; a class can be declared at most once. The simplest case is when a class has no parent, covered by the following two rules:
In the first rule, the class has not been declared, so we look up its body and default parameters and evaluate the body in the appropriate scope. (We use the merge function again here to obtain a statement initializing all parameters having default values.) In the second rule, the class is already declared, so no action needs to be taken.
When the class does inherit from another class, we need to make sure the parent class is declared first. We accomplish this using the following two rules:
In the first rule, the parent class is already declared, so we proceed just as in the case where there is no parent class. In the second case, we first include the parent class so that it (and any ancestors) will be processed first. Notice that there may be an infinite loop if there is an inheritance cycle. We have confirmed experimentally that Puppet does not check for such cycles and instead terminates with a stack overflow.
Programs
Programs correspond to manifests in Puppet. At the toplevel, programs can contain statements, node definitions, resource type definitions, and class definitions. To evaluate statements at the top level, we include the following rule:
The main point of interest here is that we change from the program judgement (with the node name parameter N ) to the statement judgement (with scope parameter ::). The statement s may well itself be a scope statement which immediately changes the scope.
A manifest in Puppet can configure all the machines (nodes) in a system. A node definition describes the configuration of one node (or type of nodes) in the system. The node declaration includes a specifier Q used to match against the node's hostname. We use a function nodeMatch(N, Q) to check if the the name N of the requesting computer matches the specifier Q. If so we will evaluate the statement body of N . Otherwise we will skip this definition and process the rest of the program.
Resource type definitions in Puppet are used to design new, high-level resource types, typically combining several pre-defined types. As an example, the abstract syntax of a defined resource type is as follows:
1 define apache :: vhost ( Integer $port ) { 2 include apache 3 file { " host ": 4 content = > template ( ' apache / vhost -default . conf . erb ') ,
The evaluation rule for defining a defined resource type is:
The definition environment entry for t is updated from ⊥ to ResourceDef(ρ, S) which contains the parameters and statements in the definition of t. After the evaluation the definition becomes skip.
A class definition is used for specifying a particular service that could include a set of resources and the other statements. Classes are defined at the toplevel and are declared as part of statements (as described earlier). Classes can be parameterized; the parameters can be passed in at declaration time using the resource-like syntax. The parameters can be referenced as variables in the class body. A class can also inherit directly from one other class.
The following rules handle the four possible cases of class definitions:
Examples
In this section, we present two more detailed examples illustrating features of the Puppet language. The full language is considerably more complex, but these examples have been chosen specifically to illustrate basic issues around scope, referencing and inheritance which we found particularly confusing; our desire to clarify such issues provides one motivation for the development of the formal semantics. Figure 4 shows an example of a Puppet configuration which illustrates the basic resource, variable and class definitions. The right-hand column shows a sanitized version of the corresponding output (the catalog). " type ": " File " , 3 " title ": " config3 " , 4 " parameters ": { 5 " path ": " path3 "
Scoping and Inheritance Semantics
" type ": " File " , 10 " title ": " config2 " , 11 " parameters ": { 12 " path ": " path2 " , 13 " source ": "/ source " , 14 " provider ": " posix " , 15 " recurse ": true 16 } 17 } , 18 { 19 " type ": " File " , 20 " title ": " config1 " , 21
" parameters ": { 22
" path ": " path1 " , 23 " source ": "/ source " , 24 " mode ": 123 25 } 26 }
Fig. 4. Resources and Classes
Line 12 shows the declaration of a basic resource. This has a type (file), a name (config1), and a collection of attributes, each with a name and value. In this case, the path attribute is specified explicitly, and the others are specified as variable references. Notice that a resource (with a given name and type) may be declared only once, and the ordering of the attributes and resources in the corresponding output is not significant. Attributes do not appear in the output unless their values are defined.
Lines 8 and 21 illustrate the definition of two variables. The ordering of these is significant -the mode is defined before the resource declaration and appears in the output. The checksum is defined (lexically) afterwards, and does not appear in the output (because its value is undefined). Multiple definition of variables is an error.
Resource declarations may be grouped into classes. These are somewhat different from the usual concept of classes in a programming language -they simply define collections of resources which may be declared by including the class. For example, the output includes the resource config2. This is declared at line 29 by the service2 class, which is included by the service1 class, and ultimately by the configuration of the default node, which we are displaying in the output. Notice that the variable values (e.g. recurse) from the included class are not in-scope inside the including class (service1), and hence do not appear in the output for the config1 resource.
Classes may inherit from other classes. This is a form of instance inheritance: for example, the inheriting class (service2) inherits the values for the variables (e.g. provider) from the parent class (service3).
The semantics of the interaction between variables, resources, and classes is not at all straightforward: example 4 illustrates one non-obvious consequence of the scoping rules: config has no mode resource since the mode variable declared in service1 is not in scope inside the included class. However (surprisingly), it does have a source resource with the value of the variable defined in the node section. The static scoping of variables is a recent introduction, and the documentation lists a number of other non-obvious rules for determining the parent scope -for example:
When you declare a derived class whose base class hasn't already been declared, the base class is immediately declared in the current scope, and its parent assigned accordingly. This effectively "inserts" the base class between the derived class and the current scope. (If the base class has already been declared elsewhere, its existing parent scope is not changed.)
The use of inheritance is now discouraged except for the specification of defaults. However, it is not prohibited, and the underlying semantics remain complex. Figure 5 shows an example of a class with parameters (c). The class statement (line 31) can be used to include a class and provide values for (some of) the parameters. As expected, the from class resource in the catalog has backup=true (from the explicit argument), mode=123 (because no mode argument is specified), and source=/default (because the path variable is undefined at the point where the class is declared (line 31)).
Parameters, Classes, and Defined Resources
Using the include statement, the same class may be included multiple times. This only generates a single copy of the resources in the catalog, but it is useful because (for example) it allows a pre-requisite class to be declared in all of the places which depend on it. However, the potential for conflicting parameter values means that multiple declarations with parameters are not permitted, and the class statement must be used instead (which only allows a single declaration).
The definition d (line 14) illustrates a defined resource type. The definition looks very similar to a class definition, but the body is a macro which can be evaluated (line 36) multiple times with different parameters.
Interestingly, the path attribute in the from class file is undefined in the result, apparently because the binding $path = '/path' precedes the declaration of the class -however, in the from define file, path is defined as '/path'! The reason appears to be that defined resources are added to the catalog and re-processed after other program constructs 2 .
Discussion
Our formalization handles some of the distinctive features of Puppet but does not handle all features of Puppet. In this section we discuss these limitations and how they may be addressed, in increasing order of complexity. $path = '/ path ' 42 } 1 { 2 " type ": " File " , 3 " title ": " from_class " , 4 " parameters ": { 5 " backup ": true , 6
" source ": "/ default " , 7 " mode ": 123 8 } 9 } , 10 { 11 " type ": " File " , 12 " title ": " from_define " , 13 " parameters ": { 14 " path ": "/ path " , 15 " backup ": true , 16 " source ": "/ default " , 17 " mode ": 123 18 } 19 }
Fig. 5. Class Parameters and Defined Resource Types
Strings, arrays, hashes and types Puppet supports a rich set of string operations including string interpolation, and also includes built-in support for arrays and hashes (i.e. key-value dictionaries). These features are fairly standard. Puppet 4 also provides some types, which are checked dynamically and support some value dependency. For example, 5 =˜Integer[1,10] is a valid expression that evaluates to true because 5 is an integer between 1 and 10.
Undefined values and strict mode By default, Puppet treats an undefined variable as having a special "undefined value". Puppet provides a "strict" mode that treats an attempt to dereference an undefined variable as an error. We have focused on modeling strict semantics, so that our rules get stuck if an attempt is made to dereference an undefined variable; handling explicit undefined values seems straightforward, if painful.
Ordering constraints By default, Puppet does not guarantee to process the resources in the catalog produced by execution in a fixed order. To provide finer-grained (and arguably more declarative) control over ordering, Puppet provides several features: special metaparameters such as ensure, chaining arrows that declare dependencies among resources, and the require function. From the point of view of our semantics, all of these amount to ways to define dependency edges among resources, making the catalog into a resource graph. We believe extending our semantics to handle such constraints is straightforward.
Functions, iteration and lambdas As of version 4, Puppet allows function definitions to be written in Puppet and also includes support for iteration functions (each, slice, filter, map, reduce, with) which take lambda blocks as arguments. The latter can only be used as function arguments, and cannot be assigned to variables, so Puppet does not yet have first-class functions.
Nested constructs and multiple definitions Puppet allows nesting of class and resource definitions, although the documentation discourages this. Puppet also allows classes to be defined more than once; in that case, both class bodies are executed when the class is declared. We chose to only consider top-level definitions. Our impression is that it would be better to simply reject Puppet programs that employ either nested classes or multiple definitions.
Resource references, virtual resources, resource collectors Perhaps the most important feature of Puppet not yet handled is resource references. For example, File['foo'] is a resource reference to the file resource with title 'foo'. Resource references can be values and can be used to change resource values via inheritance or resource collectors (see below). Although adding references themselves to our core semantics appears straightforward, they have nontrivial interactions with several other features (inheritance, ordering constraints, virtual resources, and resource collectors). Puppet also supports virtual resources, that is, resources that are not added to the catalog until declared, and resource collectors, which can collect (and update) multiple resources based on predicates. As Shambaugh et al. [11] observe, these features can have global side-effects and make separate compilation impossible; the Puppet documentation also recommends avoiding them if possible.
Related work
There is relatively little prior formal research on configuration languages and we are aware of only two papers on Puppet. Vanbrabant et al. [14] propose an access control technique for Puppet based on checking whether the changes to the catalog resulting from a change to the manifest are allowed by a policy. Catalogs are represented as XML files and allowed changes are described using path expressions.
Shambaugh et al. [11] present Rehearsal, a configuration verification tool for Puppet. Rehearsal is concerned primarily with the realization stage of Puppet use, and focuses on the problem of determinacy analysis, that is, determining whether a proposed reconfiguration leads to a unique result state. Shambaugh et al. consider a very small subset of Puppet as a source language, including resources, defined resources, and dependencies; our work is complementary in that it addresses the semantics of features of the Puppet configuration language, such as classes and scope, that Shambaugh et al. do not consider.
Few configuration languages have been specified formally. The main exception is SmartFrog, a configuration language developed by HP Labs; Herry and Anderson [2] proposed a formal semantics for SmartFrog and identified some complications, including potential termination problems exhibited by the SmartFrog interpreter. Their semantics was presented in a denotational style, whereas we have adopted a small-step operational semantics for Puppet. Other systems, such as Ponder [3] , have adopted an operational approach to policies for distributed systems.
Over the past few years an increasing number of programming languages researchers have studied the semantics of programming and scripting languages "in the wild" and there have been efforts to define semantics for JavaScript [8, 6] , R [9] , PHP [4] , and Python [10] . Work on formal techniques for Ruby [13] may be especially relevant to Puppet: Puppet is implemented in Ruby, and extensions written in Ruby are allowed, so modeling the behavior of Puppet as a whole may require both modeling the Puppet configuration language and Ruby code that realizes configurations.
Conclusions
Rigorous foundations for configuration frameworks are needed to improve the reliability of configurations for critical systems. Puppet is a popular configuration framework, and it is already being used to configure critical systems, such as air traffic control systems: "In his case study about Linux system engineering in air traffic control, Stefan Schimanski showed how scalable Puppet really is and how it can guarantee reliable mass deployment of the Linuxbased, mission critical applications needed in air traffic control centers." Even if each individual component of such a system is formally verified, misconfiguration errors could still lead to failures or vulnerabilities, and the large-scale use of these tools means that the consequences of failure are also large-scale. The main contribution of this paper is an operational semantics for a subset of Puppet, called µPuppet, that covers the distinctive features of Puppet that are used in most Puppet configurations, including resource, node, class, and defined resource constructs. Our rules also model Puppet's treatment of scope. We have also identified idiosyncrasies concerning evaluation order and scope where our initial approach differs from Puppet's actual behavior. Because Puppet is a work in progress, we hope that these observations will contribute to the evolution and improvement of the Puppet language. In future work, we plan to investigate more advanced features of Puppet and develop semantics-based analysis or debugging techniques.
A Operational semantics
A.1 Common operations
-Merging takes a list of parameters with optional default expressions, a hash mapping parameter names to overriding values, and returns a sequence of statements that initializes each parameter to its default or overridden value.
-Lookup finds the value associated with a parameter in a hash, or returns ⊥ if the parameter is not a key in the hash.
is a function to add new variable and value pairs in the environment. It is defined as follows:
where α is a scope. -Specialization σ α is the scope lookup function specialized to a particular scope α, defined as follows:
-Clearing clear(σ, α) makes all variables in scope α undefined, leaving all other variable bindings unchanged. It is used to clean up α def scopes at the end of their lifetime. This operation is defined as follows:
-For selector, case and node constructs we employ two functions caseMatch and nodeMatch; however, we abstract over the details of matching values against case patterns or node specifications and we leave these functions abstract.
A.2 Expressions (σ, κ e
x ∈ dom(σ ::a ) σ, κ $::a :: 
