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Re´sume´
Afin d’ame´liorer la qualite´ de leur de´veloppement logiciel, les PME ne peuvent utiliser facile-
ment des mode`les, tels que CMMI et SPICE, dont la taille et la complexite´ rendent l’utilisation
lourde et couˆteuse. Le mode`le OWPL a de`s lors e´te´ de´veloppe´ afin de permettre a` ces petites
structures de re´aliser une de´marche d’e´valuation et d’ame´lioration de leurs processus logiciels.
Cependant, OWPL a e´te´ initialement conc¸u sur base des me´thodes discipline´es, mais les
pratiques Agile sont de plus en plus re´pandues aupre`s des PME, et une adaptation du mode`le
OWPL a` ces pratiques Agile s’est donc ave´re´e ne´cessaire.
Dans ce me´moire, nous de´crirons notre expe´rimentation du mode`le OWPL avec deux petites
entreprises que´be´coises. Ensuite, nous proposerons une adaptation du mode`le OWPL dans les
contextes Agile. Cette adaptation permet de pouvoir e´valuer la proportion agilite´-discipline
actuelle de l’organisation afin de l’ame´liorer en tenant compte de son contexte et de ses objectifs.
Abstract
In order to improve their software development quality, VSEa, can’t easily use models such
as, CMMI and SPICE, with a size and complexity that make utilization hard and expensive.
Therefore OWPL model was developed in order to allow these VSE to perform a software
process assessment and a software process improvement.
However, OWPL was initially based on plan-driven methods, but Agile practices are more
and more used by VSE, and an improvement of the OWPL model with these practices is needed.
In this thesis, we’ll describe our experimentation of the OWPL model with two VSE from
Quebec. Then, we’ll provide an improvement of the OWPL model with the Agile context. This
adaptation allows to assess the current agility/plan-driven balance of the organization in order
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Dans l’inge´nierie du logiciel, les me´thodes discipline´es sont ge´ne´ralement conside´re´es comme
garantes d’un bon de´veloppement pour la production d’un logiciel de qualite´. A l’origine, ces
me´thodes approchent le de´veloppement suivant un paradigme plus ou moins line´aire et en cas-
cade qui consiste d’abord en l’analyse des exigences suivie de la conception, du codage, des tests
et de la maintenance. Lors du de´veloppement, il y a un souci de documentation a` chacune des
e´tapes qui s’accompagne de standards et de processus bien de´finis que l’organisation supporte et
ame´liore continuellement. Plus re´cemment, des processus incre´mentaux ont e´te´ adopte´s par ces
me´thodes discipline´es mais toujours avec une forte documentation et trac¸abilite´ des exigences,
de la conception et du code.
Les me´thodes discipline´es constituent une base traditionnelle pour toute tentative de succe`s.
Sans la rigueur des inge´nieurs, il est possible de re´ussir occasionnellement graˆce au talent naturel,
mais la consistance professionnelle et les perspectives a` long terme sont limite´es. La discipline
fournit une certaine force et un certain confort qui permettent de supporter le travail lorsque
les choses deviennent difficiles ou qu’un e´ve´nement non attendu se pre´sente.
Alors que la discipline renforce, l’agilite´ libe`re et invente. Elle permet aux inge´nieurs de
s’adapter aux technologies et aux besoins changeants. Les me´thodes Agile s’ajustent aux nou-
veaux environnements, re´agissent et s’adaptent, tirent profit des opportunite´s non attendues,
et mettent a` jour la base d’expe´rience pour le futur.
L’environnement dans lequel les logiciels sont conc¸us a change´. Les syste`mes logiciels sont de
plus en plus larges et complexes, les composants commerciaux preˆts a` l’emploi jouent des roˆles
plus significatifs, et les changements dans les exigences sont de plus en plus fre´quents. En outre,
les logiciels sont omnipre´sents, ce qui rend leurs aspects de qualite´ et d’utilisabilite´ encore plus
critiques.
Le monde du de´veloppement logiciel traditionnel, caracte´rise´ par l’inge´nierie et les pro-
cessus, ge`re ce changement d’environnement en comptant sur la pre´voyance des architectures
a` de´velopper et a` appliquer. De`s lors, ces architectures peuvent souvent ge´rer le changement
avant qu’il n’affecte le syste`me. Ces me´thodes discipline´es se focalisent donc sur la qualite´ du
logiciel et surtout sur la pre´vision de leurs processus.
A l’inverse, les me´thodes Agile encouragent les de´veloppeurs a` abandonner les processus
lourds et a` accepter le changement graˆce au concept d’agilite´ et a` un esprit plutoˆt adaptatif que
pre´dictif.
xiii
La plupart des mode`les et standards d’e´valuation des processus logiciels, qui utilisent des
me´thodes discipline´es, se focalisent principalement sur les moyennes et grandes entreprises,
compliquant ainsi leur application effective et efficiente dans les petites entreprises de logiciels a`
cause de leurs caracte´ristiques spe´cifiques et de leurs limitations. En effet, les PME ne peuvent
utiliser facilement des mode`les, tels que CMMI et SPICE, dont la taille et la complexite´ rendent
l’utilisation lourde et couˆteuse. La structure de ces mode`les n’est pas applicable aux petites en-
treprises car elle de´finit un grand nombre d’informations, de processus et d’attributs. En outre,
l’intervention d’experts en ame´lioration des pratiques logicielles repre´sente un couˆt conside´rable
pour les PME, en terme financier, en personnes et en ressources.
Les petites entreprises de logiciels font donc face a` des proble`mes similaires a` ceux des
grandes entreprises en ce qui concerne l’ame´lioration de la qualite´ logicielle et l’e´valuation des
processus. La diffe´rence principale est que ces petites entreprises manquent souvent de ressources
spe´cialise´es ou de ressources compe´tentes pour re´soudre ces proble`mes.
De par des structures le´ge`res, des e´quipes de petites tailles, et un mode de fonctionnement
diffe´rent de celui des grandes entreprises, il est ne´cessaire pour les PME, que les mode`les tra-
ditionnels soient adapte´s a` leur contexte. Le mode`le OWPL a de`s lors e´te´ de´veloppe´ afin de
permettre une e´valuation rapide et le´ge`re des pratiques logicielles d’une organisation, et la re-
commandation de bonnes pratiques qui permettront l’ame´lioration des processus logiciels.
OWPL ayant initialement e´te´ conc¸u sur base des me´thodes discipline´es, et, les pratiques Agile
e´tant de plus en plus re´pandues aupre`s des PME, une approche qualite´ dans ces contextes semble
pertinente et une adaptation du mode`le OWPL a` ces pratiques Agile s’ave`re donc ne´cessaire.
Ces pratiques ont, de`s lors, e´te´ inte´gre´es dans une version de la micro-e´valuation du mode`le et
la possibilite´ de dresser un profil « Agile » y a e´te´ ajoute´e.
Cependant, l’e´valuateur re´alisant ge´ne´ralement de manie`re informelle l’analyse du contexte
de l’organisation e´value´e (taille, maturite´, objectifs), de par son expertise difficile a` formaliser,
un guide lui permettant de pouvoir analyser plus formellement ce contexte l’aiderait a` adapter
correctement la me´thodologie en fonction du contexte rencontre´.
L’objectif de ce me´moire est double :
– Premie`rement, il s’agit d’expe´rimenter le mode`le OWPL avec deux petites entreprises
que´be´coises, afin d’ame´liorer leur processus logiciel. Cette expe´rimentation servira de base
au deuxie`me aspect de l’objectif.
– Deuxie`mement, il s’agit de proposer une adaptation du mode`le OWPL dans les contextes
Agile. Cette adaptation permet de pouvoir e´valuer la proportion agilite´-discipline actuelle
de l’organisation afin de l’ame´liorer en tenant compte de son contexte et de ses objectifs.
En effet, de la discipline stricte sans agilite´ entraˆıne de la bureaucratie et de la stagnation,
tandis que de l’agilite´ sans discipline traduit un enthousiasme tranquille et pre´mature´.
Tout bon de´veloppement de logiciel dans un environnement changeant requiert, de`s lors,
de l’agilite´ et de la discipline. Une entreprise doit donc comprendre ces deux concepts
dans des proportions relatives a` ses objectifs et a` son environnement.
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Ce me´moire se divise en deux grandes parties. La premie`re partie, « Contexte ge´ne´ral »,
constitue l’e´tat de l’art sur la qualite´ des processus logiciels et sur les de´veloppements Agile.
Elle permet d’assurer la compre´hension du sujet et d’introduire les notions utilise´es dans les
parties suivantes.
La deuxie`me partie, «Contexte spe´cifique », aborde dans un premier chapitre, l’expe´rimenta-
tion du mode`le OWPL avec deux petites entreprises que´be´coises, et les observations de´duites
de cette expe´rimentation. Ensuite, le second chapitre de´crit l’adaptation propose´e du mode`le
OWPL dans les contextes Agile. Enfin, le troisie`me chapitre de´crit l’expe´rimentation de l’adap-
tation propose´e aupre`s d’une PME wallonne et la critique du travail re´alise´.
Nous terminerons par la conclusion du pre´sent me´moire et nous aborderons des pistes de








Qualite´ des processus logiciels
1.1 Introduction
Une approche processus est une approche qui permet a` une organisation de ge´rer ses acti-
vite´s et de maˆıtriser les interactions entre ses processus internes. Un processus est de´fini comme
un ensemble de ressources et d’activite´s corre´le´es qui transforment des entre´es en sorties, ces
ressources pouvant inclure le personnel, les e´quipements, la technologie et la me´thodologie.
Dans l’inge´nierie du logiciel, un processus logiciel est une se´quence d’e´tapes re´alise´e dans un
but pre´cis, comme, par exemple, le de´veloppement d’un logiciel.
Afin de demeurer compe´titives, les entreprises ont besoin de processus de de´veloppement lo-
giciels efficients et rentables, leur permettant de de´velopper des produits de qualite´. Il est donc
ne´cessaire pour ces organisations de pouvoir e´valuer et ame´liorer leurs processus logiciels [7, 26].
En vue d’ame´liorer les processus logiciels de l’organisation, ceux-ci doivent avoir e´te´ e´value´s
au pre´alable. L’e´valuation des processus logiciels (Software Process Assessment (SPA)) consiste
en l’e´valuation d’une organisation logicielle qui permet de conseiller ses gestionnaires et pro-
fessionnels sur les manie`res d’ame´liorer leurs ope´rations. Une telle e´valuation aide a` de´tecter
les secteurs qui devraient eˆtre ame´liore´s et ceux qui fourniraient le plus de be´ne´fices une fois
l’ame´lioration re´alise´e. Il existe trois types d’e´valuation [14] :
– Evaluation base´e sur les autres organisations : l’organisation est compare´e a` d’autres, ce
qui permet de tirer profit des perspectives exte´rieures sur les pratiques et d’assurer que
les bonnes pratiques sont de´couvertes, analyse´es, adopte´es et mises en application.
– Evaluation base´e sur les mode`les : l’organisation est ici compare´e a` un ou plusieurs mode`les
de bonnes pratiques, appele´s « mode`les de maturite´ ».
– Evaluation base´e sur les objectifs de l’organisation : cette approche participative se foca-
lise sur ce qui est unique a` chaque organisation, a` savoir, ses besoins spe´cifiques et ses
objectifs. Elle prend moins de temps que l’e´valuation base´e sur les autres organisations et
est plus approprie´e que celle base´e sur les mode`les.
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L’ame´lioration des processus logiciels (Software Process Improvement (SPI)) constitue une
strate´gie d’intervention qui implique des changements continus et incre´mentaux a` l’organisation
et a` ses processus. Cette de´marche vise donc a` ame´liorer les processus logiciels d’une organisa-
tion en agissant sur diverses variables [14] :
– Visibilite´ : le processus est visible.
– Discipline : tout le monde suit le meˆme processus comme norme.
– Institutionnalisation : le processus est exige´ par des politiques organisationnelles.
– Support des gestionnaires : le processus est supporte´, a` la fois, par les gestionnaires de
l’organisation, et, par les gestionnaires du projet de de´veloppement.
1.2 Mode`les de maturite´
Un mode`le de maturite´ contient un ensemble organise´ de processus et de pratiques infor-
matiques tire´s de l’e´tat de l’art. Ce mode`le constitue une vue « ide´alise´e » et est utilise´ comme
re´fe´rentiel dans le cadre d’une de´marche d’ame´lioration (SPI) ou d’e´valuation (SPA) de proces-
sus.
Le succe`s d’une telle de´marche est favorise´ si l’organisation effectue, par rapport a` son
contexte et a` ses ressources disponibles, le bon choix de re´fe´rentiel parmi les diffe´rents mode`les
et standards disponibles sur le marche´. Remarquons que le choix peut parfois eˆtre impose´ par
le client ou tout autre donneur d’ordre, qui souhaite que tel mode`le ou tel standard soit utilise´.
Il peut e´galement eˆtre impose´ par les choix pre´alables de l’organisation ou d’un groupe plus
grand dont elle fait partie. En effet, si un mode`le ou un standard particulier a de´ja` e´te´ adopte´,
la de´marche d’ame´lioration doit s’y conformer.
1.2.1 SW-CMM 1.1
Capability Maturity Model for Software (SW-CMM) [14], de´veloppe´ par le Software Engi-
neering Institute (SEI) de la Carnegie Mellon University, est un mode`le qui de´crit les e´tapes
a` travers lesquelles les organisations de logiciels e´voluent lorsqu’elles de´finissent, implantent,
mesurent, controˆlent et ame´liorent leurs processus logiciels. Il de´crit aussi bien les pratiques
d’inge´nierie du logiciel que les pratiques de gestion de projet et de gestion de processus.
Ce mode`le de´finit une e´chelle de mesure de 5 niveaux de maturite´ pour le processus logiciel
d’une organisation (Figure 1.1). Un niveau de maturite´ est un niveau bien de´fini qui e´volue vers
la re´alisation d’un processus logiciel mature. Chaque niveau de maturite´ contient un ensemble
limite´ de processus (Key Process Area (KPA)) et indique un niveau de capacite´ de processus.
Plus l’organisation grimpe dans les niveaux de maturite´, plus la capacite´ de processus augmente.
La capacite´ de processus est l’ensemble des re´sultats attendus qui peuvent eˆtre re´alise´s en
suivant le processus. Pour atteindre le niveau de maturite´ supe´rieur, il faut satisfaire tous les
objectifs de tous les KPA du niveau auquel l’organisation se trouve. Le mode`le spe´cifie 18
KPA re´partis sur les 4 derniers niveaux de maturite´. Chaque KPA identifie un sous-ensemble
d’activite´s connexes qui doivent permettre d’atteindre des objectifs pre´cis pour augmenter la
capacite´ de processus.
4
Fig. 1.1 – Niveaux de maturite´
1.2.2 SPICE
ISO/IEC 15504, aussi connu sous le nom de Software Process Improvement and Capability
dEtermination (SPICE) [14], est un standard international de´veloppe´ conjointement par l’Inter-
national Organization for Standardization (ISO) et l’International Electrotechnical Committee
(IEC) afin de fournir une structure pour l’e´valuation des processus logiciels. Cette structure peut
eˆtre utilise´e par des organisations implique´es dans la planification, la gestion, la supervision, le
controˆle et l’ame´lioration de l’acquisition, l’approvisionnement, le de´veloppement, l’ope´ration,
l’e´volution et le support de logiciel.
Dans sa version de 1998, ISO/IEC 15504 est divise´ en 9 parties. La premie`re partie explique
les concepts et donne un aperc¸u de la structure.
La deuxie`me partie concerne le mode`le de re´fe´rence qui est compose´ de deux dimensions :
une dimension de processus et une dimension de capacite´. La dimension de processus spe´cifie le
contenu et les objectifs mesurables des processus ainsi que les re´sultats attendus attestant de leur
exe´cution. La dimension de capacite´ contient une se´rie d’attributs des processus repre´sentant les
caracte´ristiques mesurables ne´cessaires a` leur gestion et leur ame´lioration. Ce mode`le de´finit 6
niveaux de capacite´ sur lesquels sont re´partis les 9 attributs de processus. Un niveau de capacite´
repre´sente donc un ensemble d’attributs qui agissent ensemble pour fournir une ame´lioration
majeure dans la capacite´ a` exe´cuter un processus, la capacite´ du processus e´tant de´termine´e en
fonction des re´sultats produits par son exe´cution.
Les troisie`me et quatrie`me parties fournissent un guide pour re´aliser une e´valuation des
processus. La cinquie`me partie fournit un mode`le d’e´valuation de´taille´ base´ sur le mode`le de
re´fe´rence. La sixie`me partie de´crit la compe´tence requise par les experts pour l’e´valuation. La
septie`me partie fournit un guide pour re´aliser une ame´lioration des processus. La huitie`me partie
fournit un guide pour de´terminer la capacite´ des processus d’un fournisseur. La neuvie`me partie
contient une liste de vocabulaire.
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1.2.3 CMMI
Capability Maturity Model Integration (CMMI) [14, 25], de´veloppe´ par des membres de l’in-
dustrie, du gouvernement, et du SEI, consiste en une structure qui inte`gre plusieurs mode`les,
concernant des disciplines diffe´rentes telles que l’inge´nierie du logiciel, l’inge´nierie des syste`mes,
la gestion des sous-traitants, et le de´veloppement de processus et de produits inte´gre´s. Le but
de CMMI est d’ame´liorer l’utilisation des mode`les de maturite´ pour l’inge´nierie du logiciel ainsi
que pour les autres disciplines en profitant des bonnes pratiques des diffe´rents mode`les.
Il existe deux types de repre´sentations pour la structure de CMMI : e´chelonne´e et continue.
Chacune de ces repre´sentations va permettre a` une organisation de poursuivre des objectifs
d’ame´lioration diffe´rents. Remarquons que ces deux repre´sentations ne diffe`rent que par leur
pre´sentation et non par leur contenu.
La repre´sentation e´chelonne´e, comme pour SW-CMM, fournit une se´quence bien de´finie
d’ame´liorations, chacune servant de base pour la suivante. Elle permet la comparaison entre or-
ganisations par l’interme´diaire des niveaux de maturite´ qui re´sument les re´sultats de l’e´valuation.
La repre´sentation continue, comme pour SPICE, permet de se´lectionner l’ordre des ame´liora-
tions afin de correspondre au mieux avec les objectifs de l’organisation et d’e´viter les domaines
a` risques. Elle permet les comparaisons entre organisations par domaine de processus et ce graˆce
aux niveaux de capacite´ relatifs a` ce domaine de processus. Un domaine de processus est un
sous-ensemble de pratiques connexes dans un domaine qui, re´alise´es collectivement, satisfont un
ensemble de buts conside´re´s comme importants pour l’ame´lioration dans ce domaine.
1.3 OWPL
Pour les Petites et Moyennes Entreprises (PME), l’inconve´nient des mode`les d’ame´lioration
des pratiques logicielles existants, tels que ceux vus pre´ce´demment, re´side dans leur complexite´
a` les mettre en oeuvre ainsi que dans leur couˆt tre`s e´leve´. Une de´marche d’ame´lioration des
pratiques logicielles, conc¸ue spe´cifiquement pour ces entreprises, a e´te´ de´veloppe´e en 1998, par
le Laboratoire de Qualite´ Logiciel de l’Universite´ de Namur (LQL), dans le cadre du projet de
l’Observatoire Wallon des Pratiques Logicielles (OWPL) [1, 13, 15, 16, 26]. Elle a e´te´ applique´e
avec succe`s sur des dizaines d’entreprises belges et que´be´coises, et est toujours en ame´lioration,
avec la collaboration du Centre d’Excellence en Technologies de l’Information et de la Com-
munication - Wallonie, Belgique (CETIC) et de l’Ecole de Technologie Supe´rieure - Que´bec,
Canada (ETS).
L’objectif du projet OWPL est de de´finir un mode`le d’e´valuation et d’ame´lioration des pro-
cessus de production de logiciels adapte´s aux petites structures, conside´rant l’aspect ame´lioration
comme pre´ponde´rant. En s’inspirant des mode`les existants, l’ide´e est de fournir un mode`le sim-
plifie´ qui prend en compte les spe´cificite´s des PME wallonnes, a` savoir, une taille re´duite,
une structure peu complexe, un nombre limite´ d’acteurs polyvalents et un niveau modeste de
maturite´ de processus. L’objectif ultime est de prouver la possibilite´ d’ame´liorer sensiblement
le niveau de qualite´ du processus de production des logiciels dans les PME et Tre`s Petites




Le mode`le OWPL repose sur une de´marche graduelle compose´e de trois e´tapes (Figure 1.2).
Remarquons que cette de´marche n’est pas line´aire, les entreprises peuvent boucler au niveau le
plus approprie´ en fonction de leur taille et de leur niveau de maturite´.
Fig. 1.2 – De´marche graduelle d’e´valuation des pratiques logicielles
Etape 1 : Micro-e´valuation
Lors de cette premie`re e´tape, un questionnaire simplifie´ appele´ micro-e´valuation est utilise´
pour collecter des informations sur les pratiques logicielles existantes dans les petites structures
et pour sensibiliser les acteurs des PME aux enjeux de la qualite´ logicielle. Ce questionnaire
couvre six axes, juge´s les plus pertinents et prioritaires pour les organisations cibles, sur base
d’expe´riences ante´rieures d’e´valuation de processus au sein de PME et correspondant a` des
secteurs-cle´s des niveaux 2 et 3 de CMM.
Cette micro-e´valuation permet d’effectuer une premie`re analyse critique de la situation ac-
tuelle, et de de´finir un plan d’action tre`s ge´ne´rique en fonction des axes e´value´s, mettant en
e´vidence les bonnes pratiques de´ja` existantes ainsi que les pratiques offrant des opportunite´s
d’ame´lioration. Cette e´tape peut eˆtre re´pe´te´e a` intervalles re´guliers, par exemple tous les 8 mois,
pour mesurer la progression e´ventuelle du niveau de qualite´ des pratiques.
Les informations collecte´es et les conclusions dresse´es suite a` leur analyse peuvent e´galement
de´terminer l’e´tendue et les objectifs d’une e´valuation plus approfondie qui sera re´alise´e en
re´fe´rence au mode`le OWPL qui constitue l’e´tape suivante de la me´thodologie.
Etape 2 : Evaluation OWPL
Les re´sultats de la dernie`re micro-e´valuation permettent de se´lectionner le(s) processus a`
analyser plus en profondeur. Le mode`le OWPL de´compose les pratiques logicielles en 40 pra-
tiques re´parties dans 10 processus. L’analyse des pratiques logicielles d’une organisation au
moyen du mode`le OWPL permet d’obtenir une description tre`s pre´cise de la re´alite´, et donc de
formuler une analyse et des recommandations tre`s pertinentes.
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Tout comme la micro-e´valuation, l’e´valuation OWPL peut eˆtre re´alise´e a` plusieurs reprises
pour mesurer l’e´volution des pratiques sur une pe´riode donne´e, et peut e´galement servir de point
d’entre´e pour la dernie`re e´tape de notre de´marche.
Etape 3 : Evaluation SPICE
Quand la taille ou le contexte d’une socie´te´ justifie la ne´cessite´ d’une certification et quand la
socie´te´ a atteint un niveau de maturite´ suffisant, une e´valuation en re´fe´rence aux mode`les CMM




La micro-e´valuation couvre six axes cle´s : Assurance Qualite´, Gestion des clients, Gestion
des sous-traitants, Gestion de projet, Gestion de produits, Formation et gestion des ressources
humaines.
La micro-e´valuation repose essentiellement sur un questionnaire utilise´ lors d’une entrevue
avec un repre´sentant de la socie´te´ e´value´e. Cette personne doit avoir une visibilite´ suffisante pour
eˆtre capable de donner des informations objectives au sujet des pratiques de de´veloppement et
de gestion de projet au sein de l’e´quipe concerne´e.
Le questionnaire comprend seize questions qui couvrent les axes mentionne´s ci-dessus, ainsi
que des sous-questions permettant a` l’e´valuateur de reformuler afin de raffiner les informations
re´colte´es. Les re´ponses sont interpre´te´es en re´fe´rence a` une grille d’e´valuation fige´e. Deux types
de questions peuvent eˆtre distingue´s : d’une part, les questions concernant les pratiques ge´ne´rales
de l’organisation sont cote´es sur une e´chelle line´aire en fonction du niveau de qualite´ de la pra-
tique. D’autre part, les questions concernant les pratiques logicielles sont cote´es en re´fe´rence a`
une grille a` deux entre´es en fonction du niveau de qualite´ de la pratique ainsi que de son degre´
d’institutionnalisation effectif au sein de l’organisation (la pratique est pre´sente seulement sur
certains projets ou sur tous les projets).
La micro-e´valuation de´bouche sur la re´daction d’un rapport d’une vingtaine de pages. Un
rapport type pre´sente d’abord brie`vement l’approche, de´veloppe ensuite les informations col-
lecte´es graˆce au questionnaire et les re´sume par rapport aux six axes. Ensuite, ces re´sultats sont
analyse´s en fonction du contexte de l’organisation e´value´e (taille, objectifs, types de projets)
pour formuler des recommandations qui permettent a` la socie´te´ de mettre en oeuvre un plan
d’action susceptible de produire des re´sultats rapidement perceptibles, « quick wins », et donc,
de s’ame´liorer.
Remarquons que la le´ge`rete´ de la micro-e´valuation repose sur la structure du questionnaire,
mais e´galement sur la possibilite´ de l’imple´menter en n’impliquant qu’une seule personne du
coˆte´ de la socie´te´ e´value´e.
Mode`le OWPL
Le mode`le OWPL constitue le composant central de la me´thodologie et est compose´ de
processus, de pratiques et de facteurs de succe`s (Figure 1.3).
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Fig. 1.3 – Structure du mode`le OWPL
L’e´le´ment central du mode`le OWPL est le processus. Celui-ci est organise´ de manie`re a`
re´pondre a` une pre´occupation de l’entreprise, et de´fini en fonction d’un objectif qui contribue
a` la re´alisation de l’objectif global de l’entreprise. Ces processus sont les suivants : Gestion des
exigences, Planification, Suivi et supervision de projet, De´veloppement, Documentation, Tests,
Gestion de configuration, Gestion des sous-traitants, Gestion de la qualite´, et Capitalisation des
acquis. Chaque processus est compose´ de pratiques (entre 3 et 12) ne´cessaires pour sa mise en
oeuvre effective et se de´roule dans un environnement ou` des facteurs de succe`s garantissent sa
performance.
Une pratique est une activite´ d’inge´nierie qui contribue a` la re´alisation de l’objectif d’un
processus par la cre´ation d’un de´livrable ou l’ame´lioration de la capacite´ du processus. Elle
est de´finie par son objectif, ses entre´es, ses sorties, les ressources qui lui sont assigne´es et son
poids qui est un indicateur de son importance dans la re´alisation des objectifs du processus.
L’e´valuation de chaque pratique, c’est-a`-dire, la mesure dans laquelle elle atteint ses objectifs,
est re´alise´e au moyen de questionnaires plus de´taille´s qui utilisent un mode de cotation similaire
a` celui de la micro-e´valuation. Chaque pratique est ainsi e´value´e, d’une part sur une e´chelle de
maturite´ a` quatre niveaux, et d’autre part, par rapport a` son degre´ d’institutionnalisation au
sein de l’organisation.
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Les facteurs de succe`s sont des facteurs ge´ne´raux de l’environnement de l’organisation qui
influencent le succe`s effectif des processus. Ils comprennent des facteurs de l’organisation, du
management, des facteurs techniques et humains. Chaque facteur de succe`s est e´value´ sur une
e´chelle de maturite´ a` quatre niveaux.
1.4 Conclusion
Les be´ne´fices obtenus, par l’investissement d’une organisation dans l’ame´lioration de ses pro-
cessus logiciels, sont e´vidents. Cependant, afin de re´ussir cette de´marche d’ame´lioration, il est
essentiel de choisir le mode`le ou la norme qui correspond le mieux au contexte de l’organisation.
Les mode`les et normes les plus connus, tels CMMI et SPICE, sont le plus souvent utilise´s par
des moyennes et grandes entreprises qui s’en accommodent parfaitement. Par contre, dans la
plupart des PME et TPE, les pratiques logicielles sont loin d’eˆtre bien de´finies et le manque de
ressources disponibles compromet le succe`s des approches d’ame´lioration des processus logiciels
base´es sur ces re´fe´rentiels bien connus.
La de´marche OWPL comple`te, comprenant la de´marche graduelle et les diffe´rents mode`les,
a e´te´ de´veloppe´e pour apporter une solution aux proble`mes des organisations qui ont un niveau
de maturite´ faible et des ressources limite´es, mais qui ont un besoin re´el et rapide d’ame´lioration.
Cette de´marche offre donc la possibilite´ aux PME d’ame´liorer leurs processus logiciels graˆce
a` une approche cible´e qui permet de produire des re´sultats rapidement perceptibles sans in-
vestissement important. Elle repose sur l’hypothe`se que toute activite´ d’une entreprise doit
eˆtre effectue´e dans l’optique de la re´alisation des objectifs de l’entreprise. En outre, elle est
compatible avec la plupart des mode`les classiques tels CMM, dans lesquels le principe de l’ap-
proche graduelle est inte´gre´e e´galement. Cependant, l’utilisation d’un sous-ensemble de´taille´ et
explicitement se´pare´ de pratiques correspondant aux premiers niveaux CMM et la re´alisation






Fin des anne´es 1990, plusieurs me´thodologies ont commence´ a` attirer l’attention du public.
Chacune avait une combinaison diffe´rente d’anciennes et de nouvelles ide´es. Cependant, elles
soulignaient toutes l’importance d’une e´troite collaboration entre l’e´quipe de programmeurs et
les experts des affaires ; une communication face a` face (conside´re´e comme plus efficace qu’une
communication e´crite) ; un apport fre´quent de nouvelle valeur ajoute´e pour les affaires ; des
e´quipes fortes et autonomes ; des manie`res de ge´rer le code et l’e´quipe afin d’e´viter que les
changements d’exigences ine´vitables ne posent proble`me.
Ces me´thodes de de´veloppement de logiciel, dites « Agile »1 [2, 11, 14], tentent d’offrir
une re´ponse a` la communaute´ des affaires de´sireuse d’avoir des processus de de´veloppement
de logiciel plus le´gers, plus rapides et plus adaptatifs que les processus de de´veloppement dit
« discipline´s », conside´re´s comme parfois trop lourds.
2.2 Contextes du de´veloppement Agile
Le « mouvement Agile » dans l’industrie du logiciel a vu le jour en 2001 lors de la publi-
cation, par un groupe de praticiens et de consultants, du « Manifeste pour le De´veloppement
Agile de Logiciels » [2, 6, 14]. Ce manifeste met en avant des valeurs centrales auxquelles la
communaute´ Agile adhe`re :
– les individus et les interactions davantage que les processus et les outils.
Le mouvement Agile met l’accent sur le roˆle humain et la relation des de´veloppeurs de
logiciel plutoˆt que sur des processus institutionnalise´s et des outils de de´veloppement.
Dans les pratiques Agile existantes, cela se manifeste par des collaborations e´troites in-
tra/inter e´quipes, des environnements de travail concentre´s et divers moyens permettant
de renforcer l’esprit d’e´quipe.
1Qui a de la facilite´ et de la rapidite´ dans l’exe´cution de ses mouvements ; prompt dans les ope´rations intel-
lectuelles. (dictionnaire Robert)
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– les logiciels fonctionnels davantage que la documentation compre´hensive.
L’objectif vital d’une e´quipe de de´veloppement de logiciel est de continuellement pro-
duire, a` intervalles re´guliers, des nouvelles versions de logiciel teste´es et ope´rationnelles.
Les de´veloppeurs doivent garder le code le plus simple possible et techniquement aussi
avance´ que possible, limitant la charge de documentation au strict ne´cessaire.
– la collaboration avec le client davantage que la ne´gociation de contrat.
La relation et collaboration e´troite entre les de´veloppeurs et les clients est pre´fe´re´e a` une
relation contractuelle fige´e. Cependant, un contrat clair est ne´cessaire et le processus de
ne´gociation doit eˆtre continu. Ce processus est donc vu comme un moyen de parvenir a` une
collaboration viable et de la maintenir. D’un point de vue des affaires, le de´veloppement
Agile se focalise sur l’apport de valeur ajoute´e de`s le de´but du projet et sur la re´duction
des risques de non conformite´ par rapport aux exigences.
– la re´ponse au changement davantage que le suivi d’un plan.
Le groupe de de´veloppement, comprenant les de´veloppeurs du logiciel et les repre´sentants
du client, doit eˆtre bien informe´, compe´tent et autorise´ a` effectuer des changements, des
ajustements, qui e´mergeraient pendant le cycle de vie du processus de de´veloppement.
Cela signifie que les participants sont pre´pare´s a` re´aliser ces changements et que ces der-
niers sont pre´vus contractuellement.
Les me´thodes Agile se focalisent sur l’efficacite´ et la manoeuvrabilite´ et conside`rent les
humains comme e´tant les premiers facteurs de re´ussite d’un projet. Elles utilisent donc des
re`gles le´ge`res, mais suffisantes pour la gestion du projet, ainsi que des re`gles oriente´es sur
l’humain et la communication.
2.2.1 Caracte´ristiques principales
Une me´thode Agile doit avoir les caracte´ristiques suivantes [2, 14] :
– de´veloppement ite´ratif.
Un de´veloppement ite´ratif est une approche utilise´e pour de´velopper du logiciel au cours
de laquelle l’ensemble du cycle se compose de plusieurs ite´rations successives. Chaque
ite´ration est conside´re´e comme un mini projet qui peut eˆtre compose´ de ses propres
phases d’analyse des exigences, de conception, de programmation et de test. A la fin
d’une ite´ration, une partie du syste`me, qui est stable, inte´gre´e et teste´e, est conside´re´e
comme potentiellement livrable et repre´sente donc une version du syste`me.
– de´veloppement incre´mental.
Un de´veloppement incre´mental signifie que l’on e´labore le logiciel petit a` petit, par
incre´ments de fonctionnalite´s successifs. Il faut donc attribuer des priorite´s aux fonc-
tionnalite´s, et ce, soit en donnant la priorite´ aux e´le´ments du syste`me les plus risque´s a`
de´velopper, soit aux e´le´ments qui apportent le plus de valeur ajoute´e au client ou soit
encore, en combinant les deux s’il n’y a pas de conflit. Le client est, de`s lors, activement
implique´ dans la spe´cification, la priorite´ et la ve´rification des exigences.
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– auto-organisation.
L’e´quipe choisit la meilleure fac¸on de ge´rer le travail.
– e´mergence.
Les processus, principes et structures de travail sont mis en place durant le projet plutoˆt
qu’avant.
2.2.2 Concepts fondamentaux
Plusieurs concepts se retrouvent dans la plupart des me´thodes Agile [2, 8, 14] :
– accepter le changement.
Conside´rer le changement comme un allie´ plutoˆt que comme un ennemi. Cela permet plus
de cre´ativite´ et de valeur ajoute´e pour le client.
– cycle ite´ratif court.
Planifier plusieurs ite´rations avec un intervalle de temps assez court entre chacune, for-
cer l’imple´mentation des fonctions les plus prioritaires, de´livrer rapidement de la valeur
ajoute´e au client.
– conception simple.
Limiter la conception a` ce qui est actuellement de´veloppe´, car le changement est ine´vitable
et la planification des fonctions futures est une perte de temps.
– restructuration.
Restructurer le logiciel pour supprimer les e´le´ments en double, ame´liorer la communica-
tion, simplifier le code, ou encore, ajouter de la flexibilite´ sans changer le comportement
du programme.
– programmation a` deux.
Un style de programmation dans lequel deux programmeurs travaillent coˆte a` coˆte sur un
ordinateur, en collaborant pour le meˆme travail de conception, d’algorithme, de code ou
de test.
– re´vision d’ite´ration.
Re´viser l’ite´ration qui se termine du point de vue de l’efficacite´ du travail re´alise´, des
me´thodes utilise´es et des estimations. La re´vision permet l’ame´lioration de l’e´quipe et
l’estimation des ite´rations futures.
13
– connaissance tacite.
Etablir et mettre a` jour la connaissance du projet dans la teˆte des participants plutoˆt que
dans des documents.
– de´veloppement oriente´ par les tests.
Les tests de modules et de me´thodes sont e´crits au fur et a` mesure par les de´veloppeurs et
les clients, avant et pendant le codage. Cela permet d’avoir des cycles d’ite´ration courts.
2.3 Principales me´thodes Agile
2.3.1 Extreme Programming (XP)
Mise au point par Kent Beck comme alternative aux cycles de de´veloppement longs des
mode`les traditionnels, cette me´thode [2, 3, 4, 5, 14, 18] a e´te´ e´labore´e a` partir de pratiques de´ja`
existantes qui se sont re´ve´le´es efficaces dans des processus de de´veloppement logiciel pre´ce´dents.
Elle fut formalise´e apre`s plusieurs utilisations dont les donne´es ont e´te´ collecte´es. Le terme
« Extreˆme » vient du fait que les pratiques et principes de bons sens sont pousse´s a` l’extreˆme.
Processus
Le cycle de vie de XP (Figure 2.1) consiste en 5 phases : Exploration, Planning, Iterations
to Release, Productionizing, Maintenance and Death.
Fig. 2.1 – Cycle de vie du processus XP
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– Exploration
Le client e´crit les « story cards » avec les exigences a` inclure dans la premie`re version
du syste`me. Chaque story card de´crit une fonctionnalite´ du futur syste`me. L’e´quipe de
projet se familiarise avec les outils, la technologie et les pratiques qui seront utilise´s. Un
prototype est construit afin de tester les technologies a` utiliser et d’explorer les possibi-
lite´s d’architectures. La phase d’exploration varie de quelques semaines a` quelques mois
en fonction de la maˆıtrise de la technologie par les programmeurs.
– Planification
Cette phase permet de donner des priorite´s aux story cards et de se mettre d’accord
sur le contenu de la premie`re version. Les programmeurs e´valuent d’abord le temps de
de´veloppement de chaque story card et le planning est ensuite e´tabli de commun accord
avec le client. La phase de planification dure environ deux jours.
– Iterations vers versions
Cette phase comporte plusieurs ite´rations avant la premie`re version livrable du syste`me.
Le calendrier pre´vu, lors de la phase de planification, est divise´ en ite´rations qui durent
de 1 a` 4 semaines. La premie`re ite´ration cre´e un syste`me incluant l’architecture de tout
le syste`me. Le client se´lectionne ensuite les stories a` inclure dans chaque ite´ration et les
tests fonctionnels cre´e´s par le client seront exe´cute´s a` la fin de chaque ite´ration. A la fin
de la dernie`re ite´ration, le syste`me est preˆt pour la production.
– Production
Cette phase comprend des tests supple´mentaires et des ve´rifications sur la performance
du syste`me. Il est possible, a` cette e´tape, que de nouveaux changements apparaissent et
la de´cision de les inclure dans la version courante est alors a` ne´gocier avec le client. Les
ite´rations peuvent aussi passer de 3 semaines a` 1 semaine.
– Maintenance et fin
La phase de maintenance commence de`s que la premie`re version est produite. Il s’agit
de`s lors d’assurer la maintenance de cette version tout en produisant la nouvelle, ce qui
peut amener la productivite´ a` diminuer. Il est e´galement possible d’inte´grer de nouvelles
personnes ou de changer la structure de l’e´quipe.
La phase finale commence de`s que le client n’a plus de story a` imple´menter, a` savoir,
lorsque le syste`me satisfait ses exigences fonctionnelles et non-fonctionnelles. La documen-
tation ne´cessaire du syste`me est alors e´crite lorsque le syste`me est stabilise´, c’est-a`-dire,
lorsqu’il n’y a plus de changement a` apporter a` l’architecture, a` la conception ou au code.
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Roˆles et responsabilite´s
Dans le processus XP, il y a diffe´rents roˆles a` de´finir pour re´aliser les taˆches et les objectifs.
– Programmeur
Le programmeur se charge d’e´crire les tests et de garder le code le plus simple possible. Il
se doit e´galement de communiquer et de se coordonner avec les autres programmeurs et
le reste de l’e´quipe.
– Client
Le client e´crit les stories, les tests fonctionnels et de´cide de la re´alisation d’une exigence.
C’est le client qui e´tablit les priorite´s pour les exigences.
– Testeur
Le testeur aide le client a` e´crire les tests fonctionnels qu’il exe´cutera par la suite. Il diffuse
les re´sultats de ces tests et maintient les outils qu’il utilise.
– Traqueur
Le traqueur assure le retour d’information. Pour ce faire, il confronte les estimations de
l’e´quipe (l’effort) par rapport aux pre´visions afin d’affiner les pre´visions futures. Il trace
e´galement l’avancement des ite´rations et ve´rifie que l’objectif peut eˆtre atteint compte
tenu des ressources disponibles et des contraintes de temps.
– Entraˆıneur
L’entraˆıneur est responsable de l’ensemble du processus. Sa bonne compre´hension de XP
lui permet de guider les autres membres de l’e´quipe.
– Consultant
Le consultant est un membre externe a` l’e´quipe qui posse`de une connaissance technique
spe´cifique. Il guide l’e´quipe dans la re´solution de ses proble`mes spe´cifiques.
– Directeur
Le directeur est celui qui prend les de´cisions en communiquant avec l’e´quipe du projet
afin de de´terminer la situation courante et de distinguer les difficulte´s ou les de´ficiences
du processus.
Pratiques
La me´thode XP est un assemblage de pratiques existantes en ge´nie logiciel pour re´ussir
des projets dont les exigences changent constamment et lorsqu’il s’agit d’e´quipes de petite et
moyenne taille.
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– Jeu de planification
L’objectif de cette pratique est de de´terminer rapidement la porte´e de la nouvelle ite´ration
en combinant les priorite´s des affaires et les estimations techniques. Il est important d’avoir
un dialogue permanent entre le client et les programmeurs afin d’arriver a` un compromis
entre les pre´occupations des affaires et celles du technique. La partie des affaires de´cide de
la porte´e de l’ite´ration, des priorite´s, du contenu des versions et de la date des versions.
La partie technique de´cide des estimations, du processus, de la planification de´taille´e et
des conse´quences techniques des de´cisions strate´giques prises par les affaires.
– Petites versions
Un syste`me simple est produit rapidement (tous les 2/3 mois). Les nouvelles versions sont
produites parfois quotidiennement mais au moins mensuellement. Cela favorise la gestion
des risques et la forte valeur ajoute´e.
– Me´taphore
Le syste`me et son fonctionnement sont de´finis comme une me´taphore, ou un ensemble de
me´taphores, afin que le client comprenne clairement les e´le´ments principaux du syste`me.
– Conception simple
L’accent est mis sur la conception de solutions les plus simples possibles en supprimant
donc la complexite´ et les fonctionnalite´s inutiles.
– Test
Il s’agit de ve´rifier le bon fonctionnement et la non re´gression du programme en exe´cutant
les tests avant de coder et en paralle`le au codage.
– Restructuration
Afin de faciliter l’ajout de fonctionnalite´s, la restructuration de l’architecture et du code
permet de supprimer les duplications, simplifier le syste`me, et ce, tout en faisant en sorte
que les tests soient satisfaits.
– Programmation a` deux
Deux programmeurs travaillent sur une machine. L’un e´crit le code, tandis que l’autre,
expe´rimente´ et de´veloppeur, observe et sugge`re des solutions. Cela permet d’avoir un
code plus propre et moins d’erreurs de syntaxe. Remarquons que les deux intervertissent
re´gulie`rement les roˆles.
– Proprie´te´ collective




De`s qu’un bout de code est stabilise´, il est inte´gre´.
– Semaine de 40 heures
Un maximum de 40 heures de travail par semaine.
– Pre´sence du client
Le client est pre´sent et disponible a` temps plein pour l’e´quipe.
– Standards de codage
Il existe des re`gles de codage qui sont suivies par les programmeurs.
– Espace ouvert
La pre´fe´rence est donne´es a` une large pie`ce avec de petits bureaux compartimente´s.
– Re`gles justes
L’e´quipe suit ses propres re`gles qui peuvent e´voluer en cours de projet.
2.3.2 Rational Unified Process
Rational Unified Process (RUP) [2, 14, 19] a e´te´ propose´ par Philippe Kruchten et Ivar
Jacobsen afin de fournir une me´thodologie supportant Unified Modelling Language (UML).
RUP est une me´thode commerciale qui propose une approche ite´rative pour le de´veloppement
oriente´ objet de syste`mes et qui se base fortement sur les cas d’utilisation pour mode´liser les
exigences. L’approche se focalise sur ses propres me´thodes et laisse peu de place a` l’inte´gration
d’autres me´thodologies.
Processus
Le cycle de vie d’un projet RUP se divise en quatre phases : Inception, Elaboration,
Construction et Transition (Figure 2.2). Chaque phase se divise en ite´rations, chacune devant
produire une partie fonctionnelle du logiciel, et ce, sur une pe´riode de 2 semaines a` 6 mois.
Chaque ite´ration se divise en 9 activite´s : Mode´lisation des affaires, Exigences, Analyse
et conception, Imple´mentation, Test, Gestion de la configuration et du changement, Gestion
du projet et Environnement. Ces activite´s peuvent se de´rouler en paralle`le durant une meˆme
ite´ration mais ne sont pas force´ment toutes re´alise´es.
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Fig. 2.2 – Cycle de vie du processus RUP
– Inception
Lors de l’Inception, les objectifs du projet sont e´tablis afin de conside´rer les besoins de
chaque partie inte´resse´e. Ceci ne´cessite d’e´tablir les frontie`res du projet et ses crite`res
d’acceptation. Les cas d’utilisation critiques sont identifie´s et les architectures candidates
du syste`me sont conc¸ues. Des estimations sur le planning, les couˆts et la phase suivante
sont e´galement re´alise´es.
– Elaboration
La base de l’architecture du logiciel est de´finie lors de la phase d’Elaboration. Le proble`me
est analyse´ au regard du syste`me entier a` construire et le plan du projet est de´fini. Le
processus, l’infrastructure et l’environnement de de´veloppement sont de´crits de manie`re
de´taille´e. Les cas d’utilisation, les acteurs ainsi que l’architecture du logiciel sont e´galement
de´crits. A la fin de cette phase, une analyse est re´alise´e pour de´terminer le risque, la sta-
bilite´ architecturale ainsi que la diffe´rence entre les ressources planifie´es et consomme´es.
– Construction
La phase de construction proce`de au de´veloppement, a` l’inte´gration et au test des compo-
sants et dispositifs d’application. Cette phase peut eˆtre compare´e a` un processus industriel
ou` l’accent est mis sur la gestion des ressources, le controˆle des couˆts, le controˆle du plan-
ning et la ve´rification de la qualite´. Les re´sultats de cette phase sont produits rapidement
et en plusieurs versions avant de pouvoir arriver a` la version finale.
– Transition
La phase de transition de´bute lorsque le produit est assez mature pour eˆtre distribue´
aux utilisateurs. Cette phase comprend du beta testing, des formations a` l’utilisateur, des
formations a` la maintenance et de la re´daction de documentation pour l’utilisateur.
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Roˆles et responsabilite´s
Dans RUP, les roˆles sont « oriente´s activite´s », c’est-a`-dire, qu’il existe un roˆle pour chaque
activite´.
– Analyste du processus des affaires
Cet analyste est en collaboration continue avec les membres des affaires de l’organisation
et dirige la de´finition des cas d’utilisation qui de´crivent les processus et acteurs de cette
organisation. Il produit une vue haut niveau des affaires (mode`le de cas d’utilisation des
affaires).
– Concepteur des affaires
Le concepteur des affaires divise le mode`le de cas d’utilisation des affaires en plusieurs
parties afin d’identifier et de documenter les roˆles et entite´s au sein de l’organisation.
– Re´viseur du mode`le des affaires
Ce re´viseur se charge de re´viser les divers artefacts produits par l’analyste du processus
des affaires et par le concepteur des affaires.
– De´veloppeur de cours
Ce de´veloppeur produit du mate´riel de cours pour l’utilisateur tels que des slides, des
tutoriels, des exemples,...
– Toolsmith
Cette personne se charge de de´velopper des outils pour supporter le de´veloppement,
ame´liorer l’automatisation des taˆches re´pe´titives et fastidieuses et pour ame´liorer l’inte´gra-
tion entre les outils.
Pratiques
RUP met en place une se´rie importante de pratiques. On identifie 6 grandes pratiques.
– De´veloppement ite´ratif du logiciel
Le logiciel est de´veloppe´ en petits incre´ments et avec des ite´rations courtes afin de pouvoir
identifier les risques et proble`mes le plus toˆt possible.
– Gestion des exigences
Identifier les exigences logicielles qui sont susceptibles de changer et qui ont un impact
important sur le syste`me. Une approche discipline´e pour ge´rer les exigences est donc
requise afin de pouvoir leur donner une priorite´, les tracer, les filtrer,...
Cette pratique est conside´re´e comme importante dans RUP.
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– Utilisation d’architectures oriente´es composants
L’architecture logicielle peut eˆtre rendue plus flexible via l’utilisation de composants. En
outre, le de´veloppement de composants re´utilisables peut potentiellement e´pargner des
de´veloppements futurs.
– Mode´lisation visuelle du logiciel
Les mode`les sont construits car les syste`mes complexes sont impossibles a` comprendre dans
leur totalite´. En utilisant une me´thode de visualisation, telle que UML, l’architecture et
la conception du syste`me peuvent eˆtre interpre´te´es et communique´es sans ambigu¨ıte´ a`
toutes les parties concerne´es.
– Ve´rification de la qualite´ du logiciel
En faisant des tests a` chaque ite´ration, les proble`mes peuvent eˆtre identifie´s tre`s toˆt dans
le cycle de de´veloppement et donc lorsqu’ils sont les moins couˆteux a` corriger.
– Controˆle des changements au logiciel
Tout changement aux exigences doit eˆtre ge´re´ et son impact sur le logiciel doit pouvoir
eˆtre trace´. La maturite´ du logiciel peut aussi eˆtre effectivement mesure´e par la fre´quence
et les types de changements re´alise´s.
2.3.3 Autres me´thodes Agile
Scrum
Scrum [2, 14, 23, 24] est une approche empirique de´veloppe´e pour ge´rer le processus de
de´veloppement. Elle applique les the´ories de processus de controˆle industriel dans une de´marche
qui re´introduit les ide´es de flexibilite´, adaptabilite´ et productivite´.
Scrum ne de´finit pas une technique de de´veloppement particulie`re, mais focalise son attention
sur l’interaction et le fonctionnement au sein de l’e´quipe afin d’assurer la flexibilite´ du syste`me
dans un contexte tre`s e´volutif.
Crystal family of methodologies
Crystal family [2, 14], mise au point par A. Cockburn, inclut un ensemble de me´thodologies
pour se´lectionner la me´thode la plus adapte´e a` chaque projet. Les me´thodes Crystal ont certains
points communs :
– cycle de de´veloppement incre´mental (dure´e maximale de 4 mois) ;
– importance de la communication et de la coope´ration entre les personnes ;
– pas de limitation sur les pratiques de de´veloppement, les outils ou produits (utilisation de
pratiques XP et Scrum) ;
– objectifs pre´cise´s pour limiter le nombre de produits.
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Feature Driven Development
Feature Driven Development (FDD) [2, 14, 22] est une me´thode de de´veloppement de´veloppe´e
par Palmer et Felsing. Elle a la particularite´ de ne pas couvrir tous les aspects du processus de
de´veloppement mais de se focaliser sur la conception. Elle a e´te´ e´labore´e pour eˆtre compatible
avec d’autres activite´s lie´es au de´veloppement et a` la gestion de projet.
Cette me´thode pre´conise un de´veloppement ite´ratif ainsi que l’utilisation des meilleures pra-
tiques utilise´es dans l’industrie. En outre, elle favorise une vue qualite´ produit ce qui ne´cessite
des livraisons fre´quentes de versions afin de ve´rifier continuellement le produit.
FDD se de´coupe en 5 e´tapes se´quentielles menant a` la re´alisation d’une partie du syste`me.
Les e´tapes 4 et 5 constituent la partie ite´rative de FDD (Conception et Construction) qui
supporte le de´veloppement Agile. Typiquement, une ite´ration dure de 1 semaine a` 3 semaines.
Dynamic Systems Development Method
Dynamic Systems Development Method (DSDM) [2, 14, 27] fut e´labore´e en 1994 par une
communaute´ de de´veloppeurs et constituait la me´thode de de´veloppement rapide nume´ro 1 en
Grande-Bretagne.
L’ide´e principale de DSDM est d’estimer le temps et les ressources disponibles afin de voir ce
qui peut eˆtre de´veloppe´, a` l’oppose´ du point de vue traditionnel, qui estime d’abord le nombre
de fonctionnalite´s du syste`me pour ensuite estimer les ressources et le temps ne´cessaire au
de´veloppement.
Adaptive Software Development
Adaptive Software Development (ASD) [2, 14, 17] fut de´veloppe´ par James Highsmith et
publie´ en 2000. ASD se concentre sur les proble`mes lie´s aux de´veloppements de syste`mes com-
plexes et a` l’E-business.
ASD pre´conise un de´veloppement ite´ratif et incre´mental avec un prototypage constant. ASD
comporte 3 phases : Speculate (planning), Collaborate (travail en e´quipe et communication) et




Une me´thode Agile est caracte´rise´e comme e´tant [2, 14] :
– incre´mentale et ite´rative : des petites versions livrables de logiciel selon des cycles
rapides ;
– coope´rative : les clients et de´veloppeurs travaillent ensemble continuellement avec une
forte communication ;
– simple : la me´thode est facile a` apprendre et bien documente´e ;
– adaptative : il est possible de faire des changements de dernie`re minute.
L’aspect central des me´thodes Agile re´side donc dans la simplicite´ et la rapidite´. L’e´quipe de
de´veloppement se concentre d’abord sur les fonctions ne´cessaires permettant ainsi de de´livrer,
le plus vite possible, une version du syste`me au client et d’obtenir ses re´actions.
Le de´veloppement Agile est donc une vision de de´veloppement de logiciel qui est principa-








Interventions dans les organisations
3.1 Introduction
Le premier objectif du me´moire est d’expe´rimenter le mode`le OWPL avec deux petites en-
treprises que´be´coises. Cette expe´rimentation a pour optique de servir de base au second objectif
qui consiste en une proposition d’adaptation du mode`le OWPL en vue d’ame´liorer sa de´marche.
En effet, expe´rimenter la de´marche OWPL permet, outre une compre´hension approfondie et
pragmatique du mode`le, de re´ellement comprendre les diffe´rents proble`mes auxquels font face
les petites entreprises, ainsi que le contexte dans lequel elles se situent.
Dans ce chapitre, nous re´sumerons tout d’abord les interventions que nous avons mene´es
aupre`s des deux petites entreprises, a` savoir, Logilys et le Quartier ge´ne´ral de l’URSC-E. Remar-
quons que les de´tails des interventions sont repris dans les annexes de ce document. Enfin, nous




Logilys est une entreprise informatique ayant une expertise reconnue dans les domaines de
la consultation, l’analyse et le de´veloppement d’applications spe´cialise´es. Elle est compose´e de
dix employe´s dont huit en informatique qui oeuvrent depuis juin 2002. Leurs re´alisations ont
e´te´ de´veloppe´es pour des secteurs d’activite´s aussi varie´s que des :
– entreprises manufacturie`res (meuble, me´tal, ...) ;
– firmes de ge´nie conseil et de consultation ;
– entreprises de services de location de plateaux, salles, terrains de loisir ;
– organismes de charite´.
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La mission de Logilys consiste a` aider sa cliente`le a` demeurer performante et concurrentielle
dans un environnement en constante e´volution. Pour ce faire, Logilys se donne comme objectif
de contribuer a` l’ame´lioration de l’efficacite´ et de l’efficience des processus de gestion en conce-
vant des logiciels apportant de re´elles solutions d’affaires.
Ils commercialisent, a` ce jour, trois produits :
– PRODOC : ce logiciel fait la gestion de la production et fait de la collecte de donne´es,
produit des rapports ainsi que des statistiques sur la production ;
– PROLOC : ce logiciel fait la gestion de la location pour tous les types de plateaux (salles,
terrains de loisir, are´nas, amphithe´aˆtres, piscines,...) ;
– PRODON : ce logiciel fait la gestion des campagnes de sollicitation aupre`s du public pour
des campagnes de financement d’organismes ou de fondations.
Afin d’e´laborer des solutions parfaitement adapte´es, ergonomiques et e´volutives, Logilys
privile´gie une approche consultative en e´troite collaboration avec les futurs utilisateurs des ap-
plications informatiques.
En effet, Logilys offre diffe´rents services a` ses clients :
– CONSULTATION : Logilys permet d’ame´liorer et d’adapter les trois produits commer-
cialise´s. Il est en effet possible pour un client, d’ajouter de nouvelles fonctionnalite´s sur
les logiciels en place, de cre´er ou d’ame´liorer l’interaction avec les autres logiciels, pro-
poser de nouvelles applications re´pondant mieux aux besoins de l’entreprise en expansion ;
– DEVELOPPEMENT : Logilys peut, apre`s un diagnostic des besoins et de l’environne-
ment d’un client, de´velopper un logiciel spe´cifiquement conc¸u pour lui ;
– FORMATION : Logilys offre des sessions de formation adapte´es aux besoins des clients ;
– INSTALLATION : Logilys s’occupe de la configuration et du bon fonctionnement de ses
produits dans l’environnement du client.
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3.2.2 Evaluation
La de´marche graduelle OWPL a e´te´ choisie comme me´thodologie d’ame´lioration des pro-
cessus logiciels. Cette me´thodologie vise a` rendre l’entreprise consciente des aspects qualite´ des
logiciels et a` initialiser un me´canisme SPI continu qui produira des re´sultats rapides et tangibles
avec un minimum de ressources.
La premie`re e´tape de la me´thodologie propose une e´valuation de l’organisation re´alise´e graˆce
a` un questionnaire simplifie´, appele´ « micro-e´valuation ». Les e´valuateurs qui ont interroge´ les
repre´sentants de chez Logilys, afin de re´aliser la micro-e´valuation, e´taient des e´tudiants de l’ETS.
Cette micro-e´valuation nous a permis d’avoir une premie`re compre´hension de l’organisation.
Nous avons e´tudie´ ses re´sultats en fonction des six axes du mode`le OWPL, la liste de leurs
forces et faiblesses, et finalement, les pratiques recommande´es par les e´tudiants pour aider l’or-
ganisation e´value´e a` ame´liorer ses pratiques et processus existants.
La seconde e´tape dans la de´marche OWPL e´tait de re´aliser un plan d’action qui met
en e´vidence les proble`mes importants de l’organisation et des propositions de solution a` ces
proble`mes. Afin de re´aliser ce plan d’action, nous avons analyse´ l’information collecte´e par la
micro-e´valuation et les conclusions tire´es de l’analyse de ces re´sultats. Nous avons donc re´parti
les recommandations provenant de la micro-e´valuation selon des objectifs correspondants aux
secteurs-cle´s des premiers niveaux de CMM, comme par exemple, la gestion des changements,
le gestion de la configuration, etc. Ensuite, nous avons classe´ les objectifs les plus importants
par ordre de priorite´ selon notre expertise et nous avons propose´ une solution ge´ne´rale pour
chacun d’eux. Pour ce faire, nous avons e´tudie´ un ensemble de bonnes pratiques existantes dans
l’inge´nierie du logiciel afin de de´gager celles qui re´pondraient le mieux aux objectifs et donc
aux proble`mes de l’organisation. Remarquons qu’il e´tait ne´cessaire de classer ces objectifs afin
de concentrer le travail sur un ou deux des plus importants pour garantir que ces ame´liorations
soient ge´re´es correctement et qu’elles perdurent.
Le plan d’action de Logilys est repris a` l’annexe A de ce document. Ci-dessous, les plus gros
proble`mes identifie´s dans cette organisation :
1. De´velopper le bon logiciel : les exigences ne sont pas bien de´finies et les clients ne sont
pas implique´s dans le processus de de´veloppement.
2. Ge´rer les requeˆtes de changement : les requeˆtes de changement ne sont pas bien
de´finies.
3. Adopter une approche de qualite´ : les activite´s de qualite´ sont limite´es aux tests et
a` la formation des futurs de´veloppeurs. En outre, aucune me´thodologie de de´veloppement
n’a e´te´ adopte´e et chaque personne est libre d’effectuer la documentation qu’elle juge
ne´cessaire en ce qui concerne les documents d’analyse.
4. De´livrer le logiciel a` temps : la planification de projet n’est pas applique´e pour tous les
projets (juste pour les plus importants) et il n’y a aucune fac¸on de ve´rifier la progression
du projet.
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5. Ge´rer la configuration : aucune gestion des versions de la documentation ou du code
n’est formalise´e a` l’aide d’un outil pre´vu a` cet effet.
6. Ge´rer les relations avec les sous-traitants : la se´lection des sous-traitants ne passe
pas par un processus de´cisionnel formel et le suivi complet des sous-traitants est rarement
re´alise´.
Ci-dessous, la synthe`se des solutions propose´es :
1. Afin de garantir le de´veloppement du bon logiciel, a` savoir, un logiciel qui re´pond aux exi-
gences du client, il est impe´ratif de pouvoir de´finir et ge´rer au mieux ces exigences. Il s’agit
donc de de´terminer formellement les services qu’un syste`me doit offrir et les contraintes
sous lesquelles il doit fonctionner et ce, graˆce a` un document de spe´cification des exigences
logicielle (Software Requirement Specification (SRS)).
2. La trac¸abilite´ des exigences aide a` ge´rer le changement dans les exigences car elle permet
de de´crire, suivre et comprendre l’e´volution d’une exigence. Elle permet de lier les exi-
gences entre elles ainsi qu’avec les documents sources. Elle aide les concepteurs a` garder
trace des changements et a` pouvoir e´valuer l’impact d’un changement sur le syste`me avant
son imple´mentation. Enfin, elle re´alise la correspondance entre les tests et les exigences
afin d’assurer une pleine couverture des objectifs du client.
3. L’approche qualite´ peut eˆtre ame´liore´e en utilisant la me´thode RUP qui vise a` ge´rer et
controˆler les activite´s de de´veloppement.
4. L’utilisation, pour chacun des projets, de techniques de mesure de taille, tel que COSMIC-
FFP, et d’effort, tel que ISBSG, pour l’estimation d’un projet permettrait de connaˆıtre et
de suivre la taille, l’effort, la dure´e et les couˆts. Ces connaissances et suivis seraient plus
qu’utiles dans l’optique de pouvoir de´livrer un produit en temps et en heure a` un client.
5. La formalisation des documents de production et du code source ame´liorerait la gestion
de la configuration. En outre, l’utilisation d’un outil tel que « subversion » permettrait de
garder trace de toutes les versions des documents et du code source.
6. Un contrat spe´cifique pour les sous-traitants aiderait a` identifier clairement la responsa-
bilite´ de chacun et a` avoir un retour d’information re´gulier sur le travail en cours.
Conside´rant que cette classification ne repre´sente qu’un point de vue base´ sur la micro-
e´valuation, il e´tait ne´cessaire de discuter de ces proble`mes avec l’organisation et d’avoir une
meilleure compre´hension de la manie`re dont ils font actuellement face a` ces proble`mes afin d’eˆtre
capable d’ame´liorer leur processus logiciel. La premie`re re´union avec un des repre´sentants de
l’entreprise s’est donc de´roule´e a` la fin de l’e´tape d’e´valuation.
30
Lors de cette re´union, les objectifs e´taient de comprendre quels sont les proble`mes les plus im-
portant pour l’organisation et ve´rifier la pertinence de notre classement en fonction du contexte
actuel de l’entreprise. Une fois d’accord avec le repre´sentant, nous avons planifie´ de les aider a`
re´soudre certains proble`mes en tenant compte des trois crite`res suivants :
- le court terme ;
- la re´alisabilite´ pour l’entreprise en terme de couˆts, de ressources disponibles, etc.
- l’utilite´ pour l’entreprise.
3.2.3 Proble´matique
Nous avons choisi de les aider a` ame´liorer les deux premiers proble`mes, a` savoir, le de´veloppe-
ment du bon logiciel et la gestion des requeˆtes de changement. Ces deux proble`mes ont e´te´ choisis
car les repre´sentants de l’organisation ont une motivation tre`s importante en ce qui concerne la
gestion des changements et car nous avons argumente´ qu’il est difficile de ge´rer les requeˆtes de
changement sans une gestion des exigences.
Leur motivation vient du fait qu’actuellement, le repre´sentant de l’organisation, qui est
e´galement le chef de projet, rec¸oit e´norme´ment de requeˆtes de changement, et ce, de manie`re
informelle. En effet, Logilys permet a` ses clients de re´clamer du changement dans les fonctionna-
lite´s du logiciel qu’ils utilisent. Ainsi, l’organisation est dote´e de points de contact qui rec¸oivent
ces requeˆtes par te´le´phone ou par courriel et qui les transmettent, sous forme manuscrite, au
chef de projet avec la description de la requeˆte de changement. Le proble`me vient alors de la
difficulte´, pour le chef de projet, de ge´rer ces requeˆtes de cette manie`re car il n’existe aucun
processus formel ni aucun mode`le formel pour la gestion des requeˆtes et la gestion des exigences.
3.2.4 Ame´lioration
La solution qualite´ apporte´e a` Logilys est reprise aux annexes C et D de ce document. A
l’annexe C, en ce qui concerne la gestion des exigences, et, a` l’annexe D, en ce qui concerne la
gestion des changements. Ci-dessous, la synthe`se des ame´liorations apporte´es en ce qui concerne
la gestion des exigences et la gestion des changements pour Logilys.
Gestion des exigences
Il est important d’utiliser un bon document de spe´cification des exigences logicielles (SRS)
afin de pouvoir ge´rer les exigences au mieux. Ainsi, nous avons pre´sente´, en de´tail, le mode`le
IEEE 830-1998 a` Logilys.
En plus de cela, il e´tait ne´cessaire d’utiliser un outil spe´cifique qui permet de ge´rer les
exigences spe´cifiques qui constituent la partie la plus importante du document SRS. Apre`s plu-
sieurs recherches et analyses, nous avons de´cide´ d’utiliser GenSpec qui est un outil de´veloppe´
par Hydro-Que´bec.
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GenSpec est base´ sur des normes internationales et permet de re´soudre les proble`mes bien
connus en inge´nierie des exigences. GenSpec organise les exigences de manie`re hie´rarchique afin
de faciliter la compre´hension d’une vue ge´ne´rale a` une vue plus spe´cifique. Il permet de :
- de´finir les exigences ;
- caracte´riser une exigence ; priorite´, commentaire, fichier attache´, documents sources ;
- lier les exigences qui sont logiquement de´pendantes ;
- lier les proce´dures de test aux exigences auxquelles elles s’appliquent ;
- ge´rer le changement dans les exigences en fournissant un historique des changements par
exigence ;
- ge´ne´rer les documents formels, avec les exigences de´taille´es, selon le mode`le IEEE 830-
1998.
La re´union suivante avec le repre´sentant de l’organisation s’est de´roule´e a` la fin de l’e´tape
d’ame´lioration de la gestion des exigences. Nous avons pre´sente´ au chef de projet la solution
propose´e, nous avons re´alise´ une de´monstration de cette solution et re´pondu a` ses questions.
Nous avons base´ notre de´monstration sur un de leurs projets, a` savoir, ProDon, afin de faciliter
sa compre´hension de GenSpec.
En outre, nous avons discute´ du deuxie`me proble`me qui concerne la gestion des changements,
afin d’avoir une meilleure compre´hension du contexte de leur organisation et de leur motivation,
explique´ dans la section pre´ce´dente sur la proble´matique. Nous avons e´galement planifie´ de nous
rencontrer quelques jours plus tard dans leur entreprise afin de leur fournir des informations
supple´mentaires sur GenSpec et la solution d’ame´lioration pour leur gestion des changements.
Gestion des changements
En ce qui concerne la gestion des changements, nous avons fourni un processus de gestion
des changements adapte´ au contexte de l’organisation qui permet de formaliser la manie`re dont
les requeˆtes de changement sont enregistre´es, ge´re´es et re´solues.
Afin de formaliser la description d’une requeˆte, nous avons fourni un mode`le formel pour
enregistrer chacune des requeˆtes des clients. Ce mode`le est compose´ de trois parties comple´men-
taires : l’identification, la description et l’analyse. Les deux premie`res seront utilise´es par les
points de contact de l’organisation avec les clients. Les trois parties pourront ensuite eˆtre mises
a` jour par le chef de projet au fur et a` mesure que la requeˆte e´volue dans les diffe´rentes e´tapes
du processus.
Lors de la re´union suivante, dans leur entreprise, nous avons proce´de´ a` la formation d’un de
leurs employe´s qui sera en charge d’essayer GenSpec avec un de leurs projets. Apre`s cette forma-
tion, nous avons pre´sente´ au repre´sentant de l’organisation la solution qualite´ pour l’ame´lioration
de la gestion des changements, a` savoir, le processus et le mode`le pre´sente´ pre´ce´demment, et
nous avons discute´ avec lui pour les ajuster aux besoins de Logilys.
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Pour supporter ce processus et ce mode`le, nous avons de´veloppe´ pour l’organisation un
programme, appele´ ModeX, qui permet d’enregistrer et de ge´rer les requeˆtes de changement
et de faire des liens entre les requeˆtes et les exigences. Une fonctionnalite´ inte´ressante est la
possibilite´ de voir si une requeˆte de changement est concerne´e par une autre graˆce aux liens
avec les exigences. Cela permet au chef de projet de fusionner plusieurs requeˆtes qui concernent
la meˆme exigence.
3.2.5 Re´sultats
L’organisation semble vouloir inte´grer les solutions propose´es, et une ressource, en plus du
chef de projet, sera en charge d’essayer d’inte´grer ces ame´liorations. Ils semblent donc eˆtre plus
conscients des aspects qualite´ du logiciel et veulent appliquer et maintenir cette de´marche pour
ame´liorer leurs processus a` court et long terme.
3.2.6 Travaux futurs
Il sera tre`s important de re´aliser une autre e´valuation de l’organisation quelques mois plus
tard afin d’e´valuer l’ame´lioration re´alise´e par cette organisation et d’analyser s’ils ont re´ussi a`
appliquer et maintenir la solution qualite´.
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3.3 Quartier ge´ne´ral de l’URSC-E
3.3.1 Pre´sentation
Le de´partement IT de l’Unite´ Re´gionale de Soutien des Cadets de la Re´gion de l’Est (URSC-
E) est compose´ d’un total de trois employe´s dont deux qui travaillent comme programmeurs,
et un comme chef de projet. Ce de´partement est en charge du de´veloppement de logiciel pour
la gestion des employe´s et des cadets.
Les fonctionnalite´s principales du logiciel concernent l’instruction des employe´s et des ca-
dets, et facilitent les taˆches pour ceux qui ge`rent les ressources humaines. Le client principal est
l’URSC-E mais le logiciel est de´ploye´ de plus en plus dans d’autres re´gions du Canada.
Le Quartier Ge´ne´ral de l’URSC-E est situe´ a` Saint-Jean-sur-Richelieu et a un effectif de 137
membres permanents de la Force Re´gulie`re, de la Force de Re´serve et des employe´s civils du
Ministe`re de la De´fense Nationale (MDN). Avec le support de plus de 1500 officiers du Cadre
des Instructeurs de Cadets (CIC), l’URSC-E supervise plus de 17000 cadets distribue´s dans 260
unite´s a` travers le Que´bec et la valle´e de l’Outaouais. Son budget annuel de 34 milliards $ est
principalement alloue´ aux activite´s annuelles des cadets, en ce compris, le salaire du personnel.
3.3.2 Evaluation
La de´marche graduelle OWPL a e´te´ choisie comme me´thodologie d’ame´lioration des pro-
cessus logiciels. Cette me´thodologie vise a` rendre l’entreprise consciente des aspects qualite´ des
logiciels et a` initialiser un me´canisme SPI continu qui produira des re´sultats rapides et tangibles
avec un minimum de ressources.
La premie`re e´tape de la me´thodologie propose une e´valuation de l’organisation re´alise´e graˆce
a` un questionnaire simplifie´, appele´ « micro-e´valuation ». Les e´valuateurs qui ont interroge´ les
repre´sentants du de´partement IT de l’URSC-E, afin de re´aliser la micro-e´valuation, e´taient des
e´tudiants de l’ETS.
Cette micro-e´valuation nous a permis d’avoir une premie`re compre´hension de l’organisation.
Nous avons e´tudie´ ses re´sultats en fonction des six axes du mode`le OWPL, la liste de leurs
forces et faiblesses, et finalement, les pratiques recommande´es par les e´tudiants pour aider l’or-
ganisation e´value´e a` ame´liorer ses pratiques et processus existants.
La seconde e´tape dans la de´marche OWPL e´tait de re´aliser un plan d’action qui met
en e´vidence les proble`mes importants de l’organisation et des propositions de solution a` ces
proble`mes. Afin de re´aliser ce plan d’action, nous avons analyse´ l’information collecte´e par la
micro-e´valuation et les conclusions tire´es de l’analyse de ces re´sultats. Nous avons donc re´parti
les recommandations provenant de la micro-e´valuation selon des objectifs correspondant aux
secteurs-cle´s des premiers niveaux de CMM, comme, par exemple, la gestion des changements,
la gestion de la configuration, etc. Ensuite, nous avons classe´ les objectifs les plus importants
par ordre de priorite´ selon notre expertise et nous avons propose´ une solution ge´ne´rale pour
chacun d’eux. Pour ce faire, nous avons e´tudie´ un ensemble de bonnes pratiques existantes dans
l’inge´nierie du logiciel afin de de´gager celles qui re´pondraient le mieux aux objectifs et donc
aux proble`mes de l’organisation. Remarquons qu’il e´tait ne´cessaire de classer ces objectifs afin
de concentrer le travail sur un ou deux des plus importants pour garantir que ces ame´liorations
soient ge´re´es correctement et qu’elles perdurent.
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Le plan d’action du quartier ge´ne´ral de l’URSC-E est repris a` l’annexe B de ce document.
Ci-dessous, les plus gros proble`mes identifie´s dans cette organisation :
1. Estimer le projet : aucune connaissance ni suivi de l’effort, de la dure´e et des couˆts
d’un projet.
2. De´velopper le bon logiciel : aucun document formel pour la spe´cification des exigences
(SRS) et aucune trac¸abilite´ entre les tests et ces exigences.
3. Fournir de la bonne documentation logicielle : le processus de documentation du
code est laisse´ a` la seule discre´tion des de´veloppeurs.
4. Maintenir la qualite´ : aucune me´thodologie pour le controˆle de la qualite´ ni aucune
pratique de gestion de la qualite´ qui permet d’e´viter de de´pendre des individualite´s.
Ci-dessous, la synthe`se des solutions propose´es :
1. L’utilisation, pour chacun des projets, de techniques de mesure de taille, tel que COSMIC-
FFP, et d’effort, tel que ISBSG, pour l’estimation d’un projet, permettrait de connaˆıtre et
de suivre la taille, l’effort, la dure´e et les couˆts. Ces connaissances et suivis seraient plus
qu’utiles dans l’optique de pouvoir de´livrer un produit en temps et en heure a` un client.
2. Afin de garantir le de´veloppement du bon logiciel, a` savoir, un logiciel qui re´pond aux exi-
gences du client, il est impe´ratif de pouvoir de´finir et ge´rer au mieux ces exigences. Il s’agit
donc de de´terminer formellement les services qu’un syste`me doit offrir et les contraintes
sous lesquelles il doit fonctionner et ce, graˆce a` un document de spe´cification des exigences
logicielles (SRS).
3. La meilleure manie`re de produire de la bonne documentation logicielle pour un projet est
de le documenter progressivement. Cela permet d’ame´liorer sa propre compre´hension du
projet ainsi que celle des autres de´veloppeurs. De plus, cela aide a` comprendre ce que l’on
veut e´crire avant de l’e´crire.
4. L’approche qualite´ peut eˆtre ame´liore´e en utilisant la me´thode RUP qui vise a` ge´rer et
controˆler les activite´s de de´veloppement.
Conside´rant que cette classification ne repre´sente qu’un point de vue base´ sur la micro-
e´valuation, il e´tait ne´cessaire de discuter de ces proble`mes avec l’organisation et d’avoir une
meilleure compre´hension de la manie`re dont ils font actuellement face a` ces proble`mes afin d’eˆtre
capable d’ame´liorer leur processus logiciel. La premie`re re´union avec un des repre´sentants de
l’entreprise s’est donc de´roule´e a` la fin de l’e´tape d’e´valuation.
35
Lors de cette re´union, les objectifs e´taient de comprendre quels sont les proble`mes les plus
important pour l’organisation et de ve´rifier la pertinence de notre classement en fonction du
contexte actuel de l’entreprise. Une fois d’accord avec le repre´sentant, nous avons planifie´ de les
aider a` re´soudre certains proble`mes en tenant compte des trois crite`res suivants :
- le court terme ;
- la re´alisabilite´ pour l’entreprise en terme de couˆts, de ressources disponibles, etc.
- l’utilite´ pour l’entreprise.
3.3.3 Proble´matique
Nous avons choisi de les aider a` ame´liorer le premier proble`me, a` savoir, l’estimation de
projet. Nous avons choisi ce proble`me car le repre´sentant de l’organisation, qui est le chef de
projet, a une motivation importante en ce qui concerne l’estimation de projet. En effet, il re´alise
actuellement son propre planning avec ses propres tables, sche´mas, et autres, afin d’estimer un
projet et donc il ne posse`de pas de manie`re formelle, ni de technique qui lui permettraient de
connaˆıtre et suivre son projet.
Nous avons e´tudie´ des techniques telles que COSMIC-FFP et ISBSG, ainsi que diffe´rentes
manie`res d’instaurer un programme de mesure afin d’aider le chef de projet a` e´tablir un tel pro-
gramme, qui lui permettrait de connaˆıtre et de suivre l’effort, la dure´e et les couˆts de son projet.
Malheureusement, il fut impossible de les aider a` ce moment car l’e´quipe de de´veloppement
de´finissait seulement les fonctionnalite´s du projet. En effet, une technique telle que COSMIC-
FFP a besoin des fonctionnalite´s de´taille´es du programme pour s’appliquer correctement.
3.3.4 Travaux futurs
Nous avons de´cide´ de postposer le travail d’ame´lioration afin d’eˆtre capable de les aider,




Ces interventions nous ont permis de constater la re´elle limite de certaines petites entre-
prises, tant au niveau de leur structure, qu’au niveau de leurs processus logiciels. Avec une
structure restreinte en terme de ressources et de capacite´ ainsi que des processus logiciels non
formalise´s, les petites entreprises font face a` d’e´normes difficulte´s lorsqu’elles tentent d’appliquer
des de´marches d’ame´lioration des processus logiciels non adapte´es. En effet, si les recomman-
dations ne sont pas proportionnelles au contexte de l’entreprise, cette dernie`re risque fortement
de ne pas re´ussir a` les appliquer correctement. Cette premie`re constatation souligne d’ores et
de´ja` l’importance du contexte de l’organisation qui permet d’e´viter d’adopter une de´marche
inade´quate a` la situation.
Nous avons e´galement pu constater la pre´sence de certaines caracte´ristiques Agile dans le
fonctionnement de ces organisations. En effet, nous avons pu observer bon nombre de compor-
tements Agile tels que, l’utilisation d’une communication tacite au sein d’un meˆme espace de
travail, une forte autonomie dans la gestion du travail, des attitudes positives face aux change-
ments fre´quents dans les exigences, etc. Ces comportements de´notent l’inte´reˆt d’une de´marche
qualite´ dans les contextes Agile et de`s lors une adaptation du mode`le OWPL a` ces contextes.
A posteriori, nous avons e´galement le sentiment que la solution qualite´ propose´e a` Logilys,
en ce qui concerne la gestion des exigences, est un peu trop formelle par rapport a` la structure
assez limite´e de l’organisation. Nous pensons que l’analyse re´alise´e d’apre`s l’adaptation du cha-
pitre suivant, nous aurait e´te´ fortement be´ne´fique et nous aurait permis de de´tecter l’e´ventuelle
inade´quation de la pratique propose´e.
Ces observations renforcent l’importance de l’impact du contexte d’une organisation sur une
de´marche d’ame´lioration des processus logiciels tel que OWPL. L’adaptation qui suit prend de`s
lors tout son sens puisqu’elle fournit un guide qui permettra a` l’e´valuateur de prendre en compte





Adaptation du mode`le OWPL
4.1 Introduction
Le « Standish Group International, Inc », lors de son e´tude du troisie`me trimestre 2004, a
de´couvert que 71% des projets de de´veloppement logiciel e´chouaient, soit, dans la re´alisation de
leurs objectifs, soit, de par une annulation directe avant ache`vement.
Nous pensons que ces e´checs proviennent principalement d’une inade´quation de la me´thodo-
logie choisie. En effet, le contexte dans lequel le de´veloppement du projet se de´roule est ra-
rement pris en conside´ration. Or, en tenant compte de ce contexte, on favorise l’efficacite´ du
de´veloppement du logiciel en choisissant des pratiques qui sont adapte´es aux circonstances dans
lesquelles elles seront adopte´es.
Certaines ide´es pre´conc¸ues ont longtemps persiste´ dans l’inge´nierie du logiciel. Il e´tait de
coutume de croire que diffe´rents types de me´thodes ne pouvaient eˆtre combine´s au sein d’un
meˆme projet et qu’il n’existait donc qu’un seul type de me´thode possible pour un projet donne´.
Au contraire, le fait d’extraire le meilleur des diverses me´thodes, et ce, en fonction du contexte
du projet, permet d’ame´liorer sensiblement la qualite´ du logiciel ainsi de´veloppe´.
Dans le mode`le SW-CMM, « l’assurance qualite´ » est de´finie comme e´tant la conformite´ avec
les spe´cifications et les processus, tandis que les me´thodes Agile perc¸oivent essentiellement la
qualite´ comme e´tant la satisfaction du client.
Le terme « discipline´ » inclut dans sa de´finition, a` la fois, la conformite´ avec les processus
e´tablis, qui est utilise´e par les bureaucrates CMM, et le controˆle autonome, qui est utilise´ par
les esprits Agile. Une partie de la diffe´rence entre les approches discipline´es et les approches
Agile, provient donc d’une pre´ponde´rance d’une des deux significations du terme « discipline´ ».
Il est difficile d’argumenter contre l’une ou l’autre et cela nous me`ne alors a` penser que les deux
types de disciplines sont ne´cessaires, et ce, dans diffe´rentes mesures selon le contexte. Le de´fi
est alors de trouver, pour chaque type de projet, le juste e´quilibre entre l’agilite´ et la discipline.
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Au vu de l’importance du contexte dans une de´marche d’ame´lioration des processus logiciels
d’une organisation et au vu de la pre´sence de caracte´ristiques Agile dans ce contexte, l’adap-
tation du mode`le OWPL que nous proposons, re´side dans l’insertion d’une nouvelle phase d’
« analyse du contexte » dans la de´marche existante, plus pre´cise´ment, dans la micro-e´valuation.
En effet, c’est lors de cette premie`re e´tape de la de´marche OWPL, que les premie`res recom-
mandations doivent eˆtre re´alise´es avec une bonne connaissance du contexte de l’organisation,
conside´rant que la seconde e´tape de la de´marche, l’e´valuation OWPL, se base sur ces re´sultats.
Cette analyse a pour objectif d’e´valuer la proportion agilite´-discipline de l’organisation,
c’est-a`-dire, e´valuer quels sont les crite`res du contexte de l’organisation qui pre´sentent des ca-
racte´ristiques de type Agile et/ou de type discipline´ pour un type de projet particulier. Une
fois cette e´valuation re´alise´e, elle permettra a` l’e´valuateur de recommander a` l’organisation des
pratiques qui sont adapte´es a` son contexte.
Dans la de´marche existante, les re´sultats de la micro-e´valuation sont analyse´s de manie`re
informelle en fonction du contexte de l’organisation, juste avant de formuler les recommanda-
tions qui aboutiront a` la re´daction d’un plan d’action. La nouvelle de´marche ayant pour but
de formaliser cette analyse du contexte, nous avons choisi d’inse´rer cette nouvelle phase juste
avant la formulation des recommandations, a` savoir, en la substituant a` l’analyse informelle
re´alise´e dans la de´marche existante. En outre, le besoin d’information sur l’organisation e´tant
ne´cessaire a` l’e´valuation des crite`res du contexte, cette analyse utilise les informations re´sultant
du questionnaire de la micro-e´valuation, re´alise´ dans la phase pre´ce´dente.
Cette nouvelle phase propose donc un guide d’analyse du contexte qui permet d’assurer que
l’e´valuateur passe par toutes les e´tapes de l’e´tude du contexte de l’organisation afin de garantir
une e´valuation qui soit la plus juste possible.
Remarquons que cette analyse du contexte se base sur les crite`res (Home Grounds) de
Boehm et Turner [9], qui permettent de mettre en e´vidence les diffe´rences de contexte selon
qu’on utilise une me´thode Agile ou discipline´e. Cependant, alors que Boehm et Turner pro-
posent une me´thode d’e´valuation base´e sur les risques, sans toutefois expliciter comment mesu-
rer ces risques, la me´thode propose´e ci-apre`s fournit un guide qui aide l’e´valuateur a` mesurer
les crite`res du contexte et qui permet d’obtenir une vision comple`te du contexte.
Dans la section suivante, nous pre´senterons les diffe´rents crite`res du contexte qui seront
utilise´s par le guide afin d’e´valuer si le contexte pre´sente des caracte´ristiques plus Agile ou plus
discipline´es. La section qui suit nous indiquera la me´thodologie a` suivre pour e´valuer chacun
de ces crite`res et pour e´valuer le contexte ge´ne´ral de l’organisation par rapport a` tous ces crite`res.
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4.2 Crite`res du contexte
Chacune des approches, Agile ou discipline´e, est plus ade´quate dans son environnement ha-
bituel. En effet, les me´thodes discipline´es sont ge´ne´ralement utilise´es pour des syste`mes larges
et complexes avec des attributs de se´curite´ et de haute fiabilite´. En outre, leurs exigences
et leur environnement doivent eˆtre relativement stables. Les me´thodes Agile sont, a` l’inverse,
ge´ne´ralement plutoˆt utilise´es pour des syste`mes plus petits avec des e´quipes de de´veloppement
re´duites. Leurs exigences et leur environnement sont assez volatiles, mais le client et les utilisa-
teurs sont facilement disponibles.
La nature complexe du de´veloppement logiciel et la varie´te´ des me´thodes rendent la compa-
raison entre les approches discipline´es et Agile difficile et impre´cise. Cependant, nous pouvons
e´noncer plusieurs crite`res importants du contexte des projets logiciels pour lesquels il y a des
diffe´rences selon qu’on utilise une me´thode discipline´e ou Agile.
Les crite`res du contexte qui suivent vont donc permettre a` l’e´valuateur de mettre en balance
les caracte´ristiques que pre´sente le contexte de l’organisation pour un type de projet, et ce, par
rapport a` chacun de ces crite`res, afin d’avoir une e´valuation de la proportion agilite´-discipline
pour chacun d’eux. Nous de´velopperons la manie`re de mesurer ces crite`res dans la section sui-
vante.
Illustrons, de`s a` pre´sent, les caracte´ristiques des diffe´rents crite`res selon qu’on se situe dans
un contexte Agile ou discipline´.
4.2.1 Crite`res ge´ne´raux
Objectifs principaux
Ce crite`re concerne les objectifs principaux de ce type de projet, qui de´finissent les grandes
lignes de ce que ce dernier va apporter a` l’organisation ou au client, et la manie`re dont il va
s’agencer pour supporter la strate´gie choisie.
– Agile : « Apport de valeur rapide et acceptation du changement »
La plus grande priorite´ des pratiques Agile est de satisfaire le client, le plus toˆt possible,
en lui distribuant progressivement du logiciel de valeur. En outre, ces pratiques proˆnent
plutoˆt une certaine re´activite´ qui permet d’inclure rapidement les demandes de change-
ment dans les exigences.
– Discipline´ : « Haute fiabilite´ et stabilite´ »
Les me´thodes discipline´es supportent ces objectifs via une forte planification et des strate´-
gies de ve´rification et de validation des exigences. La concentration est de`s lors porte´e sur la
pre´diction et la stabilite´ a` travers la standardisation, la mesure et le controˆle des activite´s.
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Taille
Ce crite`re concerne le nombre de personnes qui participent a` ce type de projet, la complexite´
et la taille estime´e du logiciel a` de´velopper.
– Agile : « Petite e´quipe et petit projet »
Les processus Agile fonctionnent beaucoup mieux avec des e´quipes de petite ou de moyenne
taille, qui travaillent sur des applications relativement petites. En ge´ne´ral, une e´quipe
d’une dizaine de personnes est recommande´e et il est plutoˆt risque´ de conside´rer une
e´quipe plus importante.
– Discipline´ : « Grande e´quipe et gros projet »
Les me´thodes traditionnelles sont plus adapte´es aux gros projets. Les plans, la documen-
tation et les processus fournissent une meilleure communication et une meilleure coordi-
nation entre les membres de cette e´quipe importante.
Environnement
Ce crite`re concerne le type de variables externes qui ont une influence sur ce type de projet.
– Agile : « Changeant »
Les approches Agile s’appliquent plus aux environnements fortement changeants. Elles
conside`rent les organisations comme des syste`mes adaptables dans lesquels les exigences
sont e´mergentes plutoˆt que spe´cifiables a` priori.
– Discipline´ : « Stable »
Les me´thodes discipline´es fonctionnent beaucoup mieux lorsque les exigences sont de´termi-
ne´es a` l’avance et lorsqu’elles restent relativement stables.
4.2.2 Crite`res de gestion
Relation client
Ce crite`re concerne le type de relation que l’organisation entretient avec son client dans le
cadre de ce type de projet.
– Agile : « Relation e´troite »
Le client est en e´troite relation avec l’e´quipe de de´veloppement et avec les utilisateurs
du syste`me qu’il repre´sente afin de permettre au projet de fournir de la valeur le plus
rapidement possible a` l’organisation. Cette forme de relation requiert donc une pre´sence
permanente du client aupre`s des de´veloppeurs.
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– Discipline´ : « Relation contractuelle »
La base de la relation entre l’e´quipe de de´veloppement et le client est fonde´e sur une forme
de contrat accepte´ mutuellement. Les proble`mes sont analyse´s au pre´alable et les solutions
sont formalise´es dans ce document qui reprend l’ensemble des exigences du client. De`s lors,
le client sait ce qu’il est en droit d’attendre et les de´veloppeurs savent ce qu’ils ont a` faire.
Cette forme de relation ne requiert donc qu’une pre´sence occasionnelle du client aupre`s
des de´veloppeurs.
Planification et controˆle
Ce crite`re concerne la manie`re dont la planification et le controˆle sont effectue´s pour ce type
de projet.
– Agile : « Planification inte´riorise´e et controˆle qualitatif »
La vitesse et l’agilite´ des projets Agile proviennent principalement de la planification
de´libe´re´e de l’e´quipe qui instaure les ope´rations sur base d’une connaissance interper-
sonnelle tacite. Le controˆle s’effectue alors sur base de cette vision commune et sur la
progression re´elle du travail.
– Discipline´ : « Planification documente´e et controˆle quantitatif »
Les plans repre´sentent une grande partie de la documentation requise et servent de base
pour une connaissance documente´e explicite qui soutient les processus et fournit un moyen
de communication assez large. Les me´thodes discipline´es se basent fortement sur ces plans
qui documentent le processus (planning, proce´dures) et le produit (exigences, architecture,
standards) afin que les membres de l’e´quipe soient coordonne´s. Le controˆle du progre`s est
alors e´value´ selon les plans e´tablis.
Communication
Ce crite`re concerne la manie`re dont les membres de l’organisation collaborent et commu-
niquent entre eux pour ce type de projet.
– Agile : « Interpersonnelle et tacite »
Les me´thodes Agile se basent sur la communication de personne a` personne. L’accent est
mis sur les individus et les interactions et de´note une claire pre´fe´rence pour la collabora-
tion entre les membres de l’e´quipe. L’investissement dans ce style de communication rend
possible le partage d’une connaissance tacite commune a` l’e´quipe.
– Discipline´ : « Documente´e et explicite »
Les me´thodes discipline´es se basent sur une communication a` sens unique. La connaissance
est documente´e, en de´crivant le processus, les rapports de progression, etc., et commu-




Ce crite`re concerne la manie`re dont les exigences sont exprime´es et ge´re´es pour un projet
de ce type.
– Agile : « Informelles »
Les exigences sont exprime´es de manie`re informelle et sont adaptables. De par leurs cycles
ite´ratifs courts, les pratiques Agile de´terminent les changements ne´cessaires a` apporter et
les solutionnent dans l’ite´ration suivante. Le fait de de´terminer l’ensemble des exigences
qui sera inclus dans l’ite´ration suivante, est re´alise´ en concertation avec les clients qui
expriment leurs priorite´s.
– Discipline´ : « Formelles »
Les exigences sont formalise´es en une spe´cification comple`te qui forme la base pour assurer
la cohe´rence, la trac¸abilite´, le de´veloppement et les tests.
De´veloppement
Ce crite`re concerne la manie`re dont l’organisation de´veloppe du logiciel pour un projet de
ce type.
– Agile : « Conception simple »
Les Agilistes encouragent les de´veloppeurs a` rendre la conception la plus simple possible
a` chaque opportunite´. Cela sous-entend de de´velopper uniquement ce qui est ne´cessaire a`
l’ite´ration en cours et de ne pas anticiper de nouvelles fonctionnalite´s.
– Discipline´ : « Conception architecturale »
Une quantite´ importante d’effort est consacre´e a` l’e´tude et a` la de´finition d’une archi-
tecture robuste qui supportera la vision du syste`me telle que pre´de´finie dans les phases
d’analyse.
Tests
Ce crite`re concerne la manie`re dont l’organisation ge`re les tests relatifs a` ce type de projet.
– Agile : « Tests continus »
Les me´thodes Agile organisent le de´veloppement en petits incre´ments, elles utilisent des
techniques, telles que la revue de code ou encore la programmation a` deux, afin d’e´viter les
erreurs et ce, au fur et a` mesure du de´veloppement. Elles de´veloppent e´galement des tests
exe´cutables qui remplacent les exigences et qui s’appliquent de`s le de´part et de manie`re
continue durant le de´veloppement.
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– Discipline´ : « Tests de spe´cification »
Les me´thodes discipline´es s’assurent de la correction du syste`me en ve´rifiant les exigences
et l’architecture spe´cifie´es plus toˆt dans le processus de de´veloppement. Elles investissent
e´galement dans des proce´dures de test automatise´es.
4.2.4 Crite`res du personnel
De´veloppeurs
Ce crite`re concerne le type de qualification des individus de l’organisation pour un projet
de ce type.
– Agile : « Hautement qualifie´s »
Les me´thodes Agile ne´cessitent d’avoir des personnes hautement qualifie´es avec de l’expe´-
rience. Il est important pour ces me´thodes d’inclure des de´veloppeurs talentueux, avec le
sens de la communication et avec des compe´tences e´leve´es.
– Discipline´ : « Qualifie´s »
Les me´thodes discipline´es fonctionnent e´videmment mieux avec des personnes hautement
qualifie´es mais peuvent ne´anmoins tre`s bien fonctionner avec des personnes un peu moins
qualifie´es ou expe´rimente´es graˆce a` la planification du projet et l’architecture pre´de´finie
du syste`me.
Culture
Ce crite`re concerne le type de culture qui re`gne au sein de l’organisation pour un projet de
ce type.
– Agile : « Liberte´ et confiance »
Dans la culture Agile, les personnes disposent d’un degre´ important de liberte´ et de
confiance pour leur permettre de de´finir et de re´soudre elles-meˆmes les diffe´rents proble`mes.
Il s’agit d’un environnement ouvert, ou` l’on attend de chacun qu’il re´alise le travail
ne´cessaire pour le succe`s du projet. Cela comprend donc, entre autres choses, la prise
en charge spontane´e de taˆches non notifie´es.
– Discipline´ : « Politiques et proce´dures »
Dans la culture discipline´e, les personnes suivent des politiques et des proce´dures claires
qui de´finissent leur roˆle dans l’e´quipe. Les taˆches de chacun sont donc bien de´finies et l’on
attend des personnes qu’elles accomplissent le travail qui leur a e´te´ de´fini afin de l’inte´grer
facilement dans l’ensemble du syste`me.
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4.3 Me´thodologie
Lors de l’e´tablissement du plan d’action de la micro-e´valuation formulant les recomman-
dations qui permettront a` la socie´te´ d’ame´liorer son processus logiciel, l’e´valuateur analyse, de
manie`re informelle, les re´sultats de la micro-e´valuation en fonction du contexte de l’organisation
e´value´e.
La me´thodologie aborde´e dans cette section propose un guide, a` utiliser juste avant la
re´daction du plan d’action de la micro-e´valuation, qui permet d’aider l’e´valuateur a` de´terminer
s’il est plus approprie´ de recommander des pratiques de type Agile et/ou des pratiques plus dis-
cipline´es pour un projet particulier. En effet, il permet d’e´valuer la proportion agilite´-discipline
de l’entreprise sur un type de projet afin de pouvoir sugge´rer l’application de pratiques en
conse´quence.
Ce guide est un moyen pragmatique de re´concilier les forces et les faiblesses des me´thodes
Agile et discipline´es, qui incite a` utiliser les avantages de chacune des deux me´thodes lorsque
la situation l’exige, et qui aide donc les de´veloppeurs a` re´aliser le bon e´quilibre pour leurs projets.
Le guide propose´ se base sur les crite`res pre´ce´dents qui repre´sentent donc un ensemble de
conditions sous lesquelles l’utilisation de l’un ou l’autre type de pratique augmente la probabilite´
de succe`s du projet. En effet, plus les conditions particulie`res du projet diffe`rent des conditions
ge´ne´riques d’une me´thode, plus l’utilisation de pratiques de ce type de me´thode met en pe´ril la
re´ussite du projet.
4.3.1 Nouvelle de´marche de la micro-e´valuation
Comme l’illustre le sche´ma de la figure 4.1, notre me´thodologie propose de formaliser
l’analyse du contexte en une phase, situe´e entre les phases d’analyse des informations et de
re´daction du plan d’action de la micro-e´valuation existante. La nouvelle micro-e´valuation com-
prend donc les quatre phases suivantes, dont la troisie`me qui a e´te´ introduite :
1. questionnaire : Le questionnaire de la micro-e´valuation existante permet de collecter des
informations sur les pratiques logicielles dans l’organisation.
2. analyse des informations : Les informations collecte´es sont analyse´es et re´sume´es par rap-
port aux six axes de la micro-e´valuation existante.
3. analyse du contexte : Les re´sultats sont e´tudie´s en fonction de l’analyse du contexte qui
est formalise´e au moyen du guide de´crit dans la sous-section suivante et repre´sente´ a` la
figure 4.1.
4. plan d’action : Des recommandations sont formule´es pour permettre la re´daction d’un
plan d’action avec les responsables de l’organisation.
Nous remarquerons que, pour ne pas alourdir la structure de la de´marche OWPL, et parce
que nous jugeons l’information suffisante, l’analyse du contexte se re´alise sur base des re´sultats
qui proviennent de la phase pre´ce´dente, a` savoir, l’analyse des informations.
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Fig. 4.1 – Guide d’analyse du contexte
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4.3.2 Analyse du contexte
Evaluation des crite`res
L’e´valuation du contexte de l’organisation est base´e sur l’e´valuation des crite`res pre´ce´dents.
Il s’agit d’e´valuer, pour chaque crite`re, dans quelle proportion le type de projet d’une organisa-
tion pre´sente des caracte´ristiques plus Agile ou plus discipline´es.
A cette fin, notre me´thodologie utilise l’outil graphique repre´sente´ a` la figure 4.2, ou` chaque
axe repre´sente un crite`re. Plus les valeurs des axes se situent pre`s du centre, plus les chances de
succe`s augmentent avec des pratiques de type Agile. A l’inverse, si les valeurs des axes se situent
pre`s du pourtour, les chances de succe`s augmentent alors avec des pratiques de type discipline´.
Fig. 4.2 – Graphique d’e´valuation des crite`res
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La graduation d’un axe va de 0 a` 4 et la se´mantique suivante est a` conside´rer par l’e´valuateur
afin de mesurer chacun des crite`res :
– 0 & 4 : ces deux valeurs ont des significations diame´tralement oppose´es. La valeur 0
indique clairement que le contexte de l’organisation, par rapport au crite`re conside´re´,
pre´sente exactement et uniquement des caracte´ristiques de type Agile. A l’inverse, la
valeur 4 indique des caracte´ristiques de type discipline´.
– 2 : cette valeur indique que le contexte de l’organisation, par rapport au crite`re conside´re´,
pre´sente des caracte´ristiques, a` la fois de type Agile et de type discipline´, de manie`re
e´quitable.
– 1 & 3 : ces deux valeurs sont les valeurs interme´diaires entre les deux extreˆmes (0 & 4) et
le juste milieu (2). La valeur 1 indique que le contexte de l’organisation, par rapport au
crite`re conside´re´, pre´sente des caracte´ristiques de type Agile, a` quelques exceptions pre`s.
La valeur 3 indique des caracte´ristiques de type discipline´, a` quelques exceptions pre`s.
Forte pre´ponde´rance Agile ou discipline´e ?
Le graphique re´sultant de l’e´valuation pre´ce´dente fournit une vision comple`te du contexte de
l’organisation par rapport a` tous les crite`res. Cette vision va permettre d’analyser globalement
quelle est la proportion agilite´-discipline de l’organisation, pour un type de projet, afin de savoir
quel(s) type(s) d’approche (Agile ou discipline´) est (sont) le(s) plus approprie´(s).
Lors de ce premier point de de´cision, il s’agit de de´terminer s’il y a pre´ponde´rance forte
de l’un des deux types d’approche dans le contexte de l’organisation. Une pre´ponde´rance forte
signifie que le contexte pre´sente des caracte´ristiques qui sont cate´goriquement d’un seul type
d’approche, pour l’ensemble des crite`res conside´re´s.
Dans le cas ou` l’e´valuateur constate une telle pre´ponde´rance, il va pouvoir e´tudier les
re´sultats de la phase d’analyse des informations de la micro-e´valuation en fonction de ce
contexte. De`s lors, durant la phase de re´daction du plan d’action, l’e´valuateur pourra formuler
des recommandations sur base des pratiques du type d’approche pre´ponde´rant.
Dans le cas ou` aucune pre´ponde´rance forte ne peut eˆtre de´termine´e, l’e´valuateur conside´rera
l’e´tape suivante.
Faible pre´ponde´rance Agile ou discipline´e ?
Lors de ce deuxie`me point de de´cision, il s’agit de de´terminer s’il y a pre´ponde´rance faible
de l’un des deux types d’approche dans le contexte de l’organisation. Une pre´ponde´rance faible
signifie que l’e´valuateur ne peut ni de´terminer une pre´ponde´rance forte, ni de´terminer une
e´quivalence des types d’approche. Une e´quivalence des types d’approches signifie que le contexte
pre´sente autant de caracte´ristiques d’un type d’approche que de l’autre type, pour l’ensemble
des crite`res conside´re´s.
Dans le cas ou` l’e´valuateur de´termine une e´quivalence des types d’approches, il va pouvoir
e´tudier les re´sultats de la phase d’analyse des informations de la micro-e´valuation en fonction de
ce contexte. De`s lors, durant la phase de re´daction du plan d’action, l’e´valuateur pourra formuler
des recommandations sur base des pratiques des deux types d’approches. Chaque pratique sera
alors recommande´e par rapport aux crite`res ou` son type est pre´ponde´rant.
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Dans le cas ou` une pre´ponde´rance faible peut eˆtre de´termine´e, il va pouvoir e´tudier les
re´sultats de la phase d’analyse des informations, de la micro-e´valuation, en fonction de ce
contexte. De`s lors, durant la phase de re´daction du plan d’action, l’e´valuateur pourra formuler
des recommandations sur base des pratiques du type d’approche pre´ponde´rant.
Analyse des caracte´ristiques du type oppose´
Dans le cas d’une pre´ponde´rance faible ou d’une e´quivalence, il s’agit d’analyser les ca-
racte´ristiques du type d’approche oppose´, pre´sentes dans le contexte de l’organisation. La
conside´ration de ces caracte´ristiques permettra alors, durant la phase de re´daction du plan
d’action avec les responsables de l’organisation, de recommander des pratiques qui prendront
en compte ces e´le´ments du contexte. En effet, cela permettra d’e´viter de recommander des pra-
tiques contradictoires ou conflictuelles avec celles pre´sentent dans l’organisation.
Dans le cas d’une pre´ponde´rance faible, il s’agit d’analyser les caracte´ristiques du type d’ap-
proche non pre´ponde´rant.
Dans le cas d’une e´quivalence, il s’agit d’analyser les caracte´ristiques des deux types d’ap-
proches.
4.4 Conclusion
Le changement e´tant de plus en plus pre´sent dans les projets informatiques, la ne´cessite´ d’in-
corporer de l’agilite´ dans les projets de grande envergure se fait de plus en plus ressentir, mais le
besoin de discipline pour ces larges syste`mes logiciels a` forte complexite´ reste ne´anmoins pre´sent.
Le succe`s et la viabilite´ d’un de´veloppement logiciel requiert, de`s lors, a` la fois de la discipline
et de l’agilite´, car cela ne´cessite de l’adaptation au changement, a` l’environnement ainsi qu’a`
un ensemble d’exigences. Il est donc crucial de pouvoir comprendre quand un de´veloppement
plus Agile ou plus discipline´ est approprie´. Le fait de ne pas se limiter a` une seule me´thode et
de s’adapter au projet, souligne l’importance de l’analyse du contexte.
Diffe´rentes combinaisons de discipline et d’agilite´ sont donc possibles d’un projet de de´ve-
loppement a` l’autre. Trouver la bonne quantite´ de rigueur ou de processus est un proble`me
auquel l’e´valuateur doit faire face en prenant en compte diffe´rents crite`res qui vont l’aider a`
e´valuer le contexte du projet dans l’optique d’atteindre le bon e´quilibre entre agilite´ et disci-
pline pour ce projet.
Dans le chapitre suivant, nous de´crirons l’expe´rimentation aupre`s d’une entreprise wallonne
de notre proposition d’adaptation de la de´marche OWPL, afin d’illustrer l’utilisation de la





Afin d’illustrer l’application de l’adaptation de la de´marche OWPL sur une petite entreprise,
nous avons de´cide´ d’expe´rimenter la nouvelle de´marche de la micro-e´valuation avec une PME
wallonne, a` savoir, Open Engineering S.A..
Open Engineering est une socie´te´ de de´veloppement de logiciel, qui fait partie du groupe
Samtech, et qui est compose´e de huit inge´nieurs. Samtech est une spin-off, cre´e´e il y a 20 ans et
Open Engineering est une spin-off, cre´e´e en 2001. Elles sortent toutes deux du meˆme laboratoire
de l’universite´ de Lie`ge, et traitent des the´matiques similaires.
Leur spe´cificite´ re´side dans le de´veloppement d’un logiciel de simulation nume´rique qui per-
met de faire du prototypage virtuel. Dans ce dessein, Open Engineering dispose d’une application
centrale unique, appele´e Object Oriented Finite Element Led by Interactive Executor (OOFE-
LIE), qui repre´sente le logiciel de simulation afin de re´aliser les calculs. La raison d’eˆtre de Open
Engineering est donc de de´velopper OOFELIE, de l’industrialiser, apre`s dix anne´es de recherche
a` l’universite´, en ge´ne´rant des produits qui re´pondent a` des besoins du marche´ et de continuer
a` la faire e´voluer en la mettant a` disposition de partenaires universitaires et dans des centres
de recherche.
Pour faire e´voluer OOFELIE, Open Engineering industrialise les fonctionnalite´s existantes,
en industrialisant les fonctionnalite´s re´cupe´re´es de l’universite´ et des centres de recherche, ou
alors ajoute des fonctionnalite´s spe´cifiques. Des contrats sont e´tablis notamment avec la Euro-
pean Space Agency (ESA), avec la commission europe´enne, avec les centres de recherche, ou
encore, avec tout autre client, tels que des bureaux d’e´tude, inte´resse´s par un logiciel de simu-
lation de contraintes multiphysiques.
Open Engineering base l’ensemble de ses projets sur son application centrale, OOFELIE.
Selon les besoins du client, ils adaptent alors l’interface graphique et re´duisent les fonctionna-
lite´s au strict ne´cessaire. En ge´ne´ral, Open Engineering essaye autant que possible d’anticiper
l’avenir en de´veloppant de nouveaux produits.
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Leurs plus gros projets se situent dans le de´veloppement de logiciels de simulation pour les
Micro Electrical Mechanical Systems (MEMS), qui repre´sentent pour eux un marche´ tre`s impor-
tant puisqu’ils en sont de´ja` a` cinq produits de´veloppe´s, plus un en cours. Leur application e´tant
multidisciplinaire et multichamps, cela leur permet de se spe´cialiser dans le couplage, c’est-a`-
dire, l’analyse de plusieurs proble`mes simultane´ment. Cela est fondamental dans le monde des
MEMS, car il faut alors prendre en compte un ensemble d’effets.
Dans la section suivante, nous allons de´crire les trois premie`res phases de la nouvelle de´marche
de la micro-e´valuation applique´es a` Open Engineering, a` savoir, (1) la collection d’informations
sur les pratiques logicielles de Open Engineering, (2) l’analyse de ces informations selon les six
axes de la micro-e´valuation existante, et enfin, (3) l’analyse du contexte sur base de ces re´sultats.
5.2 Application de la nouvelle de´marche
5.2.1 Questionnaire
Lors d’une entrevue avec Monsieur Pascal De Vincenzo, de´veloppeur et gestionnaire de
projets chez Open Engineering, nous avons pu re´colter des informations sur les pratiques logi-
cielles de Open Engineering. Cet entretien s’est de´roule´ sous forme d’interview re´alise´e avec le
questionnaire de la micro-e´valuation existante, repris a` l’annexe E de ce document.
5.2.2 Analyse des informations
Sur base des re´ponses fournies par Monsieur De Vincenzo au questionnaire de la micro-
e´valuation existante, nous avons pu re´sumer les informations collecte´es par rapport aux six axes
de la micro-e´valuation existante. Ensuite, afin de re´aliser une vue synoptique de l’e´valuation des
pratiques logicielles de Open Engineering, nous avons interpre´te´ ces re´sultats en re´fe´rence a` la
grille d’e´valuation fige´e de la micro-e´valuation existante.
Gestion de la qualite´
Open Engineering a commence´ la certification ISO 90011 en mettant en place certaines
proce´dures organisationnelles, qui l’ont aide´e a` structurer la socie´te´. Cependant, Open Engi-
neering n’a pas continue´ la phase de certification car elle n’a pas de demande en la matie`re.
En effet, ses proce´dures sont accepte´es par l’ESA, sans eˆtre pour autant certifie´es, qui impose
certaines contraintes supple´mentaires, certaines normes de qualite´, qui sont cependant adapte´es
pour s’appliquer de manie`re plus re´aliste au de´veloppement des logiciels de simulation de Open
Engineering, compte tenu de sa petite structure.
Open Engineering pratique des tests d’inte´gration et des tests industriels, c’est-a`-dire, des
tests accepte´s dont on connaˆıt les bons re´sultats. Les tests unitaires ne sont pas encore re´alise´s,
mais des outils ont e´te´ trouve´s qui permettraient e´ventuellement de les exe´cuter a` moindres
couˆts.
Open Engineering cherche toujours a` s’ame´liorer en terme de qualite´. Lorsqu’ils constatent
une possibilite´ d’ame´lioration, ils essayent de trouver des solutions quand le proble`me est
re´ellement pre´sent et s’ils ont les ressources pour le faire.




Open Engineering e´tablit un cahier des charges avec ses clients. Ce document officiel, re´dige´
en de´but de projet, repre´sente le contrat entre les deux parties, et contient le planning des
fonctionnalite´s demande´es en fonction des besoins du client. Les exigences du client y sont donc
inscrites, de commun accord avec ce dernier, afin d’expliciter les fonctionnalite´s de´sire´es.
Open Engineering ge`re les demandes de changement graˆce a` des re´unions organise´es re´gulie`re-
ment avec le client, en les actant dans un PV, qui permet de garder trace des conventions.
Certaines demandes sont cependant parfois plus formalise´es, lorsque le de´veloppement est plus
spe´cifique ou s’il y a de la recherche, c’est-a`-dire, lorsque l’e´quipe de de´veloppement sait ce qu’il
faudrait changer mais pas comment il faudrait le changer.
Open Engineering planifie un ensemble de re´unions avec le client, mais des re´unions supple´-
mentaires peuvent e´galement s’organiser a` la demande du client. Lors de ces re´unions, l’e´quipe
de de´veloppement peut valider les exigences du client en lui pre´sentant la version en cours
d’ite´ration.
Gestion des Sous-Traitants
Open Engineering est en contact avec un centre de recherche en Argentine, mais ce centre
est plutoˆt un partenaire privile´gie´ qu’un sous-traitant. Ce centre participe depuis le de´but au
de´veloppement d’OOFELIE. Les interactions sont nombreuses avec ce centre et il arrive qu’il
participe a` des de´veloppements avec Open Engineering. Le centre a un acce`s direct aux sources,
ce qui lui permet de re´aliser le de´veloppement et de pre´venir Open Engineering, une fois le
de´veloppement termine´, qui se charge de re´aliser les tests.
De´veloppement et gestion de projet
Open Engineering se base sur certains concepts cle´s tels que le de´veloppement ite´ratif par
incre´ments, avec des temps de cycles tre`s courts, en fonction des fonctionnalite´s a` de´velopper.
Les ite´rations se basent sur des petits cycles de vie en « V ». Selon les projets, les phases sont
de´limite´es par la production d’un livrable, tel que des documents, des notes techniques,... En
ge´ne´ral, les projets internes ne font pas l’objet de re´els livrables, seul le tutorial sera modifie´
avec l’ajout des fonctionnalite´s.
L’e´quipe de de´veloppement utilise plutoˆt des techniques informelles pour repre´senter ce que
le client veut, comme des « story cards », mais ne s’encombre pas de formalisme, tel qu’UML.
Open Engineering utilise e´galement parfois le refactoring et la relecture de code croise´e, mais
pas pour tous les projets car tous les de´veloppeurs ne sont pas capables de comprendre ce qu’un
autre a fait dans un domaine plus pousse´. Pour certains projets, il peut leur eˆtre ne´cessaire en
cas de proble`mes, de revoir le code ou de faire appel a` des experts de l’universite´ pour re´fle´chir
sur la proble´matique. En outre, l’e´quipe a convenu d’un ensemble de re`gles de programmation
adapte´es d’un guide de bonnes pratiques selon les besoins.
Open Engineering divise ses projets en se´quences, graˆce a` une ligne du temps de´finie a` priori,
ou` les parties a` re´aliser, en se´quentiel ou en paralle`le, sont de´limite´es par des « milestones », qui
aboutissent a` la re´daction d’un rapport, qui de´crit les fonctionnalite´s introduites, de manie`re
plus ou moins de´taille´e en fonction du projet. Lorsqu’un non-sens ou une de´rive est de´tecte´s,
Open Engineering est capable d’ajuster le planning initial et ce, avec l’accord du client, en lui
proposant des solutions alternatives.
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Open Engineering organise des re´unions mensuelles d’avancement des projets, qui lui per-
mettent d’avoir une vision directe, tous les mois, de la fac¸on dont les projets e´voluent, afin de
pouvoir mieux anticiper les e´ventuelles de´rives. Des rapports de cloˆture des milestones peuvent
e´galement eˆtre consulte´s afin de connaˆıtre l’e´tat d’avancement. Si besoin est, une re´union
spe´cifique peut eˆtre organise´e afin d’analyser un proble`me particulier et de lui trouver une
solution. En outre, des interactions permanentes ont lieu entre les membres de l’e´quipe, ce qui
permet de re´soudre certains proble`mes « sur le tas ».
Le besoin en communication est donc tre`s fort, car il y a des personnes avec beaucoup
d’expe´rience, qui connaissent parfaitement l’architecture de l’application, mais e´galement des
personnes moins expe´rimente´es qui doivent pouvoir se re´fe´rer aux personnes plus expe´rimente´es.
Open Engineering utilise l’interface graphique du groupe Samtech, qui a de´veloppe´ une in-
terface utilisateur de´die´e au calcul nume´rique et a` l’interfac¸age d’algorithmes de re´solution. Une
personne de chez Open Engineering se charge d’adapter cette interface pour qu’elle fonctionne
avec OOFELIE. Les deux sont, de`s lors, totalement de´couple´es. Vu qu’il s’agit de me´thodes
de re´solution et d’algorithmes, et vu le de´couplage avec l’interface graphique, Open Enginee-
ring dispose de scripts qui repre´sentent les tests d’inte´gration et les tests industriels, et qui
permettent de savoir si la version en cours d’un projet est en bon e´tat ou pas. Un syste`me de
compilation et de test nocturne permet de qualifier OOFELIE toutes les nuits sur plusieurs
plates-formes et permet de ge´ne´rer des rapports qui informent de la bonne exe´cution ou non de
ces tests. Cela permet donc de savoir si les de´veloppements re´alise´s sont portables et si certaines
modifications apporte´es ende´ans les 24h ont provoque´ un proble`me ou non.
Gestion des produits
Open Engineering posse`de un syste`me de gestion de version tre`s facile qui permet de cre´er
des branches de de´veloppement, c’est-a`-dire CVS, qui permet de travailler a` plusieurs sur les
meˆmes fichiers. La flexibilite´ fournie par cet outil leur est ne´cessaire e´tant donne´ que OOFELIE
est partage´e avec les centres de recherche qui ont acce`s aux sources et qui ont, eux aussi, leur
propre de´veloppement.
Open Engineering utilise e´galement une documentation simplifie´e qui est embarque´e dans
le code et qui est extraite a` partir d’un outil, tel que Doxygen, qui permet d’extraire de l’infor-
mation statique sur le comportement de l’application graˆce a` l’inte´gration, par le de´veloppeur,
de balises dans le code source. En outre, certains rapports sont re´dige´s en cloˆture de certains
milestones pour de´crire les fonctionnalite´s de ce qui a e´te´ fait, et ce, de manie`re plus ou moins
de´taille´e en fonction du projet.
Cette documentation n’est pas toujours suffisante pour des projets, tels que ceux qui sont
e´tablis avec l’ESA, qui impose des contraintes assez fortes. En effet, l’ESA exige une description
comple`te de ce qui va eˆtre fait, de la manie`re dont cela va eˆtre fait, de l’imple´mentation, des
tests re´alise´s,... Ce qui alourdit fortement les processus de de´veloppement de la spin-off.
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Formation et gestion des ressources humaines
Open Engineering a une politique de formation pour ses inge´nieurs. En effet, il est pre´fe´rable,
selon eux, d’avoir un bon inge´nieur, qui connaˆıt bien sa the´orie scientifique et qui va eˆtre forme´
a` la programmation, plutoˆt qu’un informaticien, qui connaˆıt bien la programmation mais qui
a des difficulte´s au niveau de certaines connaissances scientifiques, comme par exemple, les
connaissances physiques.
Les employe´s e´tant des inge´nieurs, ceux-ci ne savent pas ne´cessairement programmer. Les
formations propose´es en interne sont donc re´alise´es pour leur permettre d’apprendre a` pro-
grammer et de s’accoutumer a` l’environnement de travail de Open Engineering. En outre, des
formations externes en langue et en gestion sont e´galement re´alise´es si ne´cessaire.
Synoptiques
Le synoptique de´taille´ donne une repre´sentation graphique de l’interpre´tation de chaque
question de l’e´valuation par l’e´valuateur. Le synoptique re´sume´ propose une repre´sentation plus
ge´ne´rale en fonction des six axes de´finis pre´ce´demment. Plus la zone de couverture est e´tendue,
meilleure est la couverture de la pratique. Le synoptique de´taille´ et le synoptique re´sume´ sont
repre´sente´s respectivement aux figures 5.1 et 5.2. Remarquons l’absence de l’axe, « Gestion des
sous-traitants », vu l’absence de sous-traitant chez Open engineering.
Fig. 5.1 – Synoptique de´taille´ - Open Engineering
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Fig. 5.2 – Synoptique re´sume´ - Open Engineering
5.2.3 Analyse du contexte
Afin de re´aliser l’analyse du contexte de Open Engineering, la nouvelle de´marche de la
micro-e´valuation propose d’utiliser le guide pre´sente´ dans le chapitre pre´ce´dent. Les re´sultats
que nous venons d’analyser, dans les sections pre´ce´dentes, vont de´sormais nous servir de base
d’information pour l’e´valuation des crite`res.
Evaluation des crite`res
Nous avons pu remarquer que Open Engineering base l’ensemble de ses projets sur son ap-
plication centrale, OOFELIE. En outre, les processus de de´veloppement logiciels varient tre`s
peu d’un projet a` l’autre, au vu des degre´s d’institutionnalisation effectifs des pratiques au sein
de la PME, repre´sente´s dans le questionnaire de la micro-e´valuation existante.
De`s lors, les plus gros projets de Open Engineering se situant dans le de´veloppement de
logiciels de simulation pour les MEMS, nous pouvons conside´rer ce « type de projet », comme
repre´sentatif de l’ensemble des projets de de´veloppement de l’organisation. Evaluons de`s a`
pre´sent, chacun des crite`res du contexte de Open Engineering.
1. Objectifs principaux
Open Engineering tente de satisfaire le client le plus toˆt possible, en organisant un en-
semble de re´unions avec ce dernier, lors desquelles, l’e´quipe peut pre´senter la version en
cours d’ite´ration. C’est e´galement lors de ces re´unions, que les demandes de changements
e´ventuelles du client peuvent eˆtre traite´es. Toutefois, Open Engineering ve´rifie les exi-
gences graˆce a` son syste`me de test nocturne, et, planifie se´rieusement ce type de projet,
en le divisant en se´quences sur une ligne du temps de´finie a` priori.
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Le contexte de l’organisation, par rapport aux objectifs principaux de ce type de projet,
pre´sente donc des caracte´ristiques de type Agile, a` quelques exceptions pre`s. De`s lors,
nous e´valuerons la valeur de ce crite`re a` 1.
2. Taille
Open Engineering dispose d’une petite e´quipe, puisque compose´e de huit personnes, qui
travaille sur des applications relativement petites, comme le de´veloppement de logiciels de
simulation pour les MEMS, base´s sur leur application centrale OOFELIE.
Le contexte de l’organisation, par rapport a` la taille de ce type de projet, pre´sente donc
exactement et uniquement des caracte´ristiques de type Agile. De`s lors, nous e´valuerons la
valeur de ce crite`re a` 0.
3. Environnement
Open Engineering de´termine les exigences du client a` l’avance en e´tablissant un cahier
des charges qui explicite les fonctionnalite´s de´sire´es. Toutefois, ces exigences ne restent
pas force´ment stables, et des exigences supple´mentaires ou des modifications d’exigences
peuvent survenir a` tout moment, graˆce aux re´unions organise´es re´gulie`rement avec le client.
Le contexte de l’organisation, par rapport a` l’environnement de ce type de projet, pre´sente
donc des caracte´ristiques, a` la fois, de type Agile et de type discipline´, de manie`re e´quitable.
De`s lors, nous e´valuerons la valeur de ce crite`re a` 2.
4. Relation client
Open Engineering e´tablit un contrat avec le client. Ce document ne formalise toutefois
pas les solutions mais explicite simplement les fonctionnalite´s a` de´velopper. Une pre´sence
re´gulie`re du client est donc requise pour lui permettre de fournir des informations utiles
au de´veloppement.
Le contexte de l’organisation, par rapport a` la relation avec le client de ce type de projet,
pre´sente donc des caracte´ristiques, a` la fois, de type Agile et de type discipline´, de manie`re
e´quitable. De`s lors, nous e´valuerons la valeur de ce crite`re a` 2.
5. Planification et controˆle
Open Engineering planifie le projet en se´quences, sur base d’une ligne du temps, ou` les
parties a` re´aliser sont de´limite´es. En outre, des re´unions mensuelles permettent d’avoir une
ide´e de l’avancement du projet. Cette planification et ce controˆle sont donc communique´s
entre les membres de l’e´quipe et ne ne´cessitent pas une communication explicite. Toute-
fois, des rapports de cloˆture des milestones sont re´dige´s afin de documenter le´ge`rement les
fonctionnalite´s introduites.
Le contexte de l’organisation, par rapport a` la planification et au controˆle de ce type de
projet, pre´sente donc des caracte´ristiques de type Agile, a` quelques exceptions pre`s. De`s
lors, nous e´valuerons la valeur de ce crite`re a` 1.
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6. Communication
Open Engineering privile´gie la communication, notamment pour que les personnes moins
expe´rimente´es puissent se re´fe´rer a` celles qui sont plus expe´rimente´es. Des interactions
permanentes ont lieu entre les personnes, et des re´unions sont souvent organise´es afin, no-
tammment, de re´soudre les proble`mes rencontre´s. Toutefois, le de´veloppement est le´ge`re-
ment documente´, par les rapports de cloˆture des milestones et par la documentation
statique de l’application de´veloppe´e.
Le contexte de l’organisation, par rapport a` la communication de ce type de projet,
pre´sente donc des caracte´ristiques de type Agile, a` quelques exceptions pre`s. De`s lors,
nous e´valuerons la valeur de ce crite`re a` 1.
7. Exigences
Open Engineering exprime de manie`re informelle les fonctionnalite´s a` de´velopper, sui-
vant les priorite´s du client. Ces exigences sont tout a` fait adaptables, graˆce aux cycles
de de´veloppement ite´ratifs courts, qui permettent d’apporter les modifications e´ventuelles
demande´es dans l’ite´ration suivante.
Le contexte de l’organisation, par rapport aux exigences de ce type de projet, pre´sente donc
exactement et uniquement des caracte´ristiques de type Agile. De`s lors, nous e´valuerons la
valeur de ce crite`re a` 0.
8. De´veloppement
Open Engineering ne re´alise pas de phase d’analyse qui permettrait de pre´de´finir formelle-
ment le syste`me dans l’optique d’assurer la robustesse de l’architecture de de´veloppement.
En effet, l’e´quipe se charge de de´velopper les fonctionnalite´s de l’ite´ration en cours et n’an-
ticipe pas de nouvelles fonctionnalite´s.
Le contexte de l’organisation, par rapport au de´veloppement de ce type de projet, pre´sente
donc exactement et uniquement des caracte´ristiques de type Agile. De`s lors, nous e´value-
rons la valeur de ce crite`re a` 0.
9. Tests
Open Engineering organise le de´veloppement en petits incre´ments et utilise parfois des
techniques, telle que la relecture de code croise´e. En outre, Open Engineering de´veloppe
des tests exe´cutables qui sont applique´s de`s le de´part et de manie`re continue durant le
de´veloppement, graˆce au syste`me de compilation et de test nocturne, qui donne des infor-
mations sur l’exe´cution des tests.
Le contexte de l’organisation, par rapport aux tests de ce type de projet, pre´sente donc
exactement et uniquement des caracte´ristiques de type Agile. De`s lors, nous e´valuerons la
valeur de ce crite`re a` 0.
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10. De´veloppeurs
Open Engineering dispose d’une e´quipe de personnes qualifie´es mais dont les expe´riences
varient. En effet, certains posse`dent beaucoup d’expe´rience et connaissent parfaitement
l’architecture de l’application, tandis que d’autres sont moins expe´rimente´s.
Le contexte de l’organisation, par rapport aux de´veloppeurs de ce type de projet, pre´sente
donc des caracte´ristiques, a` la fois, de type Agile et de type discipline´, de manie`re e´quitable.
De`s lors, nous e´valuerons la valeur de ce crite`re a` 2.
11. Culture
Open Engineering offre la possibilite´ aux de´veloppeurs de re´soudre eux-meˆmes les proble`-
mes, disposant d’un environnement ouvert ou` la collaboration et la spontane´ite´ pre´valent.
Toutefois, les taˆches de chacun sont relativement bien de´finies et il importe que leur travail
soit accompli afin de l’inte´grer dans le syste`me.
Le contexte de l’organisation, par rapport a` la culture dans ce type de projet, pre´sente donc
des caracte´ristiques de type Agile, a` quelques exceptions pre`s. De`s lors, nous e´valuerons
la valeur de ce crite`re a` 1.
L’e´valuation de l’ensemble des crite`res peut de´sormais eˆtre repre´sente´e graˆce a` l’outil graphique
(Figure 5.3) qui fournit une vision comple`te du contexte de l’organisation.
Fig. 5.3 – Graphique d’e´valuation des crite`res - Open Engineering
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Forte pre´ponde´rance Agile ou discipline´e ?
Le graphique pre´ce´dant, repris a` la figure 5.3, va a` pre´sent nous permettre d’identifier la
proportion agilite´-discipline de l’organisation, afin de savoir quel(s) type(s) de pratiques est
(sont) a` recommander a` Open Engineering, dans le cadre d’une de´marche d’ame´lioration de ses
processus logiciels.
Lors de ce premier point de de´cision, il s’agit de de´terminer s’il y a une pre´ponde´rance forte, a`
savoir, si le contexte de Open Engineering pre´sente des caracte´ristiques qui sont cate´goriquement
d’un seul type d’approche, pour l’ensemble des crite`res conside´re´s.
En analysant la figure 5.3, il apparaˆıt clairement qu’aucune des deux approches ne pre´vaut
sur l’autre, pour l’ensemble des crite`res, et qu’il n’y a, de`s lors, aucune pre´ponde´rance forte.
Nous allons donc conside´rer l’e´tape suivante.
Faible pre´ponde´rance Agile ou discipline´e ?
Lors de ce second point de de´cision, il s’agit de de´terminer s’il y a une e´quivalence, a` savoir,
si le contexte de Open Engineering pre´sente autant de caracte´ristiques d’un type d’approche
que de l’autre, pour l’ensemble des crite`res conside´re´s.
En analysant la figure 5.3, il apparaˆıt clairement qu’aucune e´quivalence entre les deux
approches ne peut eˆtre de´termine´e, pour l’ensemble des crite`res, et qu’il y a, de`s lors, une
pre´ponde´rance faible de l’approche Agile.
Les re´sultats de la phase d’analyse des informations, de la micro-e´valuation, vont donc
pouvoir eˆtre e´tudie´s en fonction de ce contexte, et des recommandations sur base des pratiques
Agile vont pouvoir eˆtre formule´es dans le cadre d’une de´marche d’ame´lioration des processus
logiciels de Open Engineering.
Analyse des caracte´ristiques du type oppose´
Dans le cas de Open Engineering, il s’agira lors de cette phase, d’analyser les caracte´ristiques
discipline´es du contexte de l’organisation. La conside´ration de ces caracte´ristiques permettra
alors, durant la phase de re´daction du plan d’action avec les responsables de Open Enginee-
ring, de recommander des pratiques Agile qui prendront en compte ces e´le´ments discipline´s du
contexte.
Le graphique de la figure 5.3 et l’e´valuation de chacun des crite`res du contexte, nous ren-
seignent sur ces caracte´ristiques discipline´es :
– Objectifs principaux : il y a planification des projets via une ligne du temps de´finie a` priori.
– Environnement : un cahier des charges explicite les fonctionnalite´s de´sire´es et de´termine
les exigences du client a` l’avance.
– Relation client : un contrat est e´tabli avec le client.
– Planification et controˆle : des rapports de cloˆture des milestones documentent le´ge`rement
les fonctionnalite´s introduites.
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– Communication : le de´veloppement est le´ge`rement documente´ par les rapports de cloˆture
des milestones et par la documentation statique du de´veloppement.
– De´veloppeurs : l’e´quipe est compose´e des personnes moins expe´rimente´es.
– Culture : les taˆches de chacun sont relativement bien de´finies.
5.3 Conclusion
Outre l’illustration de l’utilisation de la me´thode propose´e, cette intervention nous a permis
de valider notre formalisation de l’analyse du contexte d’une organisation.
Tout d’abord, nous avons pu confirmer qu’il e´tait possible d’analyser le contexte d’une
organisation, uniquement sur base des re´sultats obtenus par les deux premie`res phases de la
micro-e´valuation existante. Ces re´sultats constituent, en effet, une base d’information suffisante
pour e´valuer les crite`res du contexte de l’organisation. Cela permet alors, a` la nouvelle de´marche
de la micro-e´valuation, de ne pas alourdir la structure de la de´marche OWPL, qui se veut ap-
plicable pour les petites structures.
Ensuite, nous avons pu constater que, meˆme si les crite`res du contexte sont e´value´s sur
base d’un type de projet particulier, ce type de projet est assez repre´sentatif de l’ensemble des
projets de de´veloppement de l’organisation. Cela signifie qu’il est alors possible de ge´ne´raliser
les conclusions et les recommandations pour l’ensemble de l’organisation. Cependant, dans le
cas ou` plusieurs types de projet diffe´rents devaient eˆtre constate´s dans l’organisation e´value´e,
une analyse du contexte inde´pendante pour chacun de ces types de projets serait plutoˆt indique´e.
Nous avons e´galement pu ve´rifier que la me´thode propose´e, pour mesurer la proportion agi-
lite´-discipline de chacun des crite`res du contexte, s’ave`re ade´quate et relativement simple d’uti-
lisation. En effet, la se´mantique qui est a` conside´rer par l’e´valuateur, et la mise en e´vidence,
pour chacun de ces crite`res, des diffe´rences entre les caracte´ristiques d’un contexte Agile et d’un
contexte discipline´, favorisent cette mesure.
L’outil graphique, propose´ par le guide, s’est aussi ave´re´ utile puisqu’il a aise´ment per-
mis d’e´valuer le contexte global de tous les crite`res, et donc de l’organisation. Cet outil et les
diffe´rentes e´tapes du guide ont de`s lors effectivement permis de mesurer la proportion agilite´-
discipline pre´sente dans le contexte de l’organisation.
Enfin, ayant identifie´ une pre´ponde´rance faible pour la recommandation de pratiques Agile
dans l’organisation, il est inte´ressant de constater que la proportion agilite´-discipline identifie´e
nous a e´galement renseigne´ sur les caracte´ristiques discipline´es pre´sentes dans l’organisation.
Cette connaissance permet, en effet, de recommander des pratiques Agile qui auront le plus de
chance de s’inte´grer dans le contexte actuel de la PME.
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Conclusion et travaux futurs
Conclusion
La de´marche OWPL est une de´marche d’ame´lioration des processus logiciels, adapte´e aux
PME dote´es d’un niveau de maturite´ faible et de ressources limite´es, qui permet d’ame´liorer
rapidement et efficacement les pratiques logicielles de l’organisation.
En expe´rimentant cette de´marche aupre`s de petites entreprises, nous avons pu constater les
re´elles difficulte´s auxquelles celles-ci font face lorsqu’elles de´sirent ame´liorer leurs processus de
de´veloppement logiciels. Dans ce contexte, il importe de pouvoir leur recommander des pra-
tiques logicielles qui tiennent compte de leur situation et de leur environnement.
Nous avons e´galement pu constater aupre`s des PME avec lesquelles nous avons travaille´, que
certains concepts ou pratiques Agile e´taient applique´s. Cela confirme l’utilisation grandissante
des pratiques Agile dans les PME. De`s lors, une adaptation du mode`le OWPL, prenant en
compte le contexte d’une organisation et les pratiques Agile, s’est ave´re´e ne´cessaire.
L’adaptation propose´e permet donc de guider l’e´valuateur dans l’e´valuation du contexte de
l’organisation, c’est-a`-dire, dans l’e´valuation de la proportion de caracte´ristiques Agile ou disci-
pline´es, pre´sentes dans les pratiques de la PME. Cette e´valuation lui permettra alors de pouvoir
recommander des pratiques de de´veloppement plus ou moins discipline´es dans l’optique d’at-
teindre des processus de de´veloppement logiciels de qualite´, par rapport au contexte de la PME.
Pour conclure, nous remarquerons que la mesure des crite`res, formalise´e avec la me´thodologie
pre´sente´e, laisse la possibilite´ a` diffe´rents e´valuateurs d’avoir des mesures le´ge`rement diffe´rentes.
Cependant, de par le cadre formel de cette me´thode, ces diffe´rences ne sauraient eˆtre re´ellement
majeures. L’analyse du contexte propose´e fournit, de`s lors, un avantage certain sur une e´valua-
tion re´alise´e de manie`re informelle, et donc encore plus de´pendante de l’e´valuateur.
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Travaux futurs
Il serait ne´cessaire de continuer la validation de l’adaptation de la de´marche OWPL pro-
pose´e. Il faudrait donc expe´rimenter la nouvelle de´marche avec un nombre plus important de
PME. Cela permettrait d’e´tudier des contextes diffe´rents, en passant par les diffe´rents chemins
du guide d’analyse, et permettrait de`s lors de pouvoir ge´ne´raliser les conclusions.
Nous pensons qu’il serait e´galement inte´ressant d’e´tendre la nouvelle de´marche OWPL aux
grandes entreprises de´sireuses d’appliquer une me´thodologie moins lourde et moins couˆteuse que
celle propose´e traditionnellement pour l’e´valuation et l’ame´lioration des processus de de´veloppe-
ment logiciels.
En outre, il serait pertinent, particulie`rement dans le cas ou` la nouvelle de´marche serait
e´tendue et applique´e a` de grandes entreprises, d’adapter la me´thodologie pour permettre de
ge´rer une multitude de types de projets diffe´rents au sein d’une meˆme organisation.
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Ce document consiste en une synthe`se de´taille´e du plan d’action e´labore´ pour Logilys. Ce
rapport se base principalement sur la micro-e´valuation re´alise´e le 20 juin 2006 et permet de faire
ressortir les recommandations tire´es de cette e´valuation.
Selon notre perception des proble`mes nous sugge´rons l’ordre de priorite´ suivant :
1. De´velopper le bon logiciel : Les exigences ne sont pas bien de´finies et les clients ne sont
pas implique´s dans le processus de de´veloppement.
2. Ge´rer les requeˆtes de changement : Les requeˆtes de changement ne sont pas bien de´finies.
3. Adopter une approche de qualite´ : Les activite´s de qualite´ sont limite´es aux tests et a`
la formation des futurs de´veloppeurs. En outre, aucune me´thodologie de de´veloppement n’a
e´te´ adopte´e et chaque personne est libre d’effectuer la documentation qu’elle juge ne´cessaire
en ce qui concerne les documents d’analyse.
4. De´livrer le logiciel a` temps : La planification de projet n’est pas applique´e pour tous les
projets (juste pour les plus importants) et il n’y a aucune fac¸on de ve´rifier la progression du
projet.
5. Ge´rer la configuration : Aucune gestion des versions de la documentation ou du code n’est
formalise´e a` l’aide d’un outil pre´vu a` cet effet.
6. Ge´rer les relations avec les sous-traitants : La se´lection des sous-traitants ne passe pas
par un processus de´cisionnel formel et le suivi complet des sous-traitants est rarement re´alise´.
Nous nous chargerons de solutionner et d’implanter, pour la fin novembre, un proble`me que
nous aurons choisi par consensus avec l’e´quipe de Logilys en prenant en compte les trois crite`res de
choix suivants :
– Le court terme.
– La re´alisabilite´ pour l’entreprise en terme de couˆts, de ressources disponibles, etc.




De´velopper le bon logiciel
En inge´nierie des exigences, le processus d’analyse des objectifs du client peut eˆtre repre´sente´
comme suit :
Fig. 1.1 – Processus d’analyse
Afin de garantir le de´veloppement du bon logiciel, a` savoir un logiciel qui re´pond aux exi-
gences du client, il est impe´ratif de pouvoir formaliser au mieux ces exigences. Il s’agit donc de
de´terminer les services qu’un syste`me doit offrir et les contraintes sous lesquelles il doit fonctionner.
1.1 Software Requirements Specification
Le document SRS (Software Requirements Specification) se charge de spe´cifier les exigences.
Il fournit des be´ne´fices tels que :
– E´tablir un accord entre les clients et les de´veloppeurs.
– Re´duire le temps de de´veloppement de l’effort.
– Fournir une base pour estimer les couˆts et les e´che´anciers.
– Fournir une base pour la validation et la ve´rification.
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Volere est un mode`le de document SRS qui peut eˆtre adapte´ selon les besoins. Volere est
le re´sultat de plusieurs anne´es de pratique, de consultance et de recherche dans l’inge´nierie des
exigences. Ce mode`le fournit des sections pour chaque type d’exigences approprie´es aux syste`mes
logiciels actuels permettant ainsi de structurer le cahier des charges.
Les chapitres du plan de cahier des charges sont les suivants :
1.1.1 FONDEMENTS DU PROJET
But du projet
– Proble`me de l’utilisateur ou contexte du projet
– Objectifs du projet
Personnes et organismes implique´s dans les enjeux du projet
– Client
– Acheteur
– Autre parties prenantes
Utilisateurs du produit
– Utilisateurs directs du produit
– Priorite´ assigne´e aux utilisateurs
– Implication ne´cessaire de la part des utilisateurs dans le projet
– Utilisateurs concerne´s par les ope´rations de maintenance du produit
1.1.2 CONTRAINTES SUR LE PROJET
Contraintes impose´es (non ne´gociables)
– Contraintes sur la conception de la solution
– Environnement de fonctionnement du syste`me actuel
– Applications « partenaires » (avec lesquelles le produit doit collaborer)
– Progiciels ou composants commerciaux
– Lieux de fonctionnement pre´vus
– De combien de temps les de´veloppeurs disposent-ils pour le projet ?
– Quel est le budget affecte´ au projet ?
Glossaire et conventions de de´nomination
Faits et hypothe`ses utiles
– Facteurs influenc¸ant le produit, mais qui ne sont pas des contraintes impose´es sur les exigences
– Hypothe`ses que l’e´quipe fait sur le projet




– La situation actuelle
– Contexte du travail
– Division du travail en e´ve´nements me´tier
Porte´e du produit : cas d’utilisation
– Limites du produit : diagramme de cas d’utilisation
– Description sommaire des cas d’utilisation
Exigences fonctionnelles et exigences sur les donne´es
– Exigences fonctionnelles
– Exigences sur les donne´es
1.1.4 EXIGENCES NON FONCTIONNELLES
Ergonomie et convivialite´ du produit
– L’interface
– Le style du produit
Facilite´ d’utilisation et facteurs humains
– Facilite´ d’utilisation
– Personnalisation et internationalisation
– Facilite´ d’apprentissage
– Facilite´ de compre´hension et politesse
– Exigences d’accessibilite´
Performance du produit
– Rapidite´ d’exe´cution et temps de latence
– Exigences critiques de suˆrete´
– Pre´cision et exactitude
– Fiabilite´ et disponibilite´
– Robustesse ou tole´rance a` un emploi errone´
– Capacite´ de stockage et monte´e en charge
– Adaptation du produit a` une augmentation de volume a` traiter
– Longe´vite´
Exigences ope´rationnelles et environnementales
– Environnement physique pre´vu
– Environnement technologique pre´vu
– Applications « partenaires » (avec lesquelles le produit doit collaborer)
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– Approche « produit » preˆt a` eˆtre commercialise´
Maintenance, support, portabilite´, installation du produit
– Maintenance du produit
– Conditions spe´ciales concernant la maintenance du produit
– Exigences en matie`re de support
– Exigences de portabilite´
– Installation du syste`me
Se´curite´
– Acce`s au syste`me
– Inte´grite´
– Protection des donne´es a` caracte`re personnel
– Audit et trac¸abilite´
– Protection contre les infections
Exigences culturelles et politiques
– Exigences culturelles
– Exigence politiques
Lois et standards influenc¸ant le produit
– Conformite´ avec la loi
– Conformite´ avec des standards
1.1.5 AUTRES ASPECTS DU PROJET
Questions sans re´ponse
Progiciels et composants commerciaux
Nouveaux proble`mes, cre´e´s par le nouveau syste`me
Taˆches a` faire pour livrer le syste`me
Controˆle final de qualite´ sur site
Risques lie´s au projet
Estimation des couˆts du projet
Manuel utilisateur et formations a` envisager
Salle d’attente : ide´es pour les futures versions
Ide´es de solutions
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Chapitre 2
Ge´rer les requeˆtes de changement
Les deux sources majeures de changement dans un syste`me sont principalement :
– Le besoin de re´gler une de´ficience dans le syste`me.
– Des changements dans les besoins organisationnels.
Afin de pouvoir ge´rer ces changements, le processus d’analyse des objectifs du client peut
eˆtre adapte´ comme suit :
Fig. 2.1 – Processus d’analyse
7
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2.1 La trac¸abilite´ des exigences
La trac¸abilite´ des exigences est la capacite´ de de´crire, de suivre et de comprendre l’e´volution
d’une exigence. Cela permet de :
– Relier les exigences, les sources (Documents, Cas d’utilisation,...) et les justifications.
– Aider les concepteurs a` garder trace des changements et a` pouvoir e´valuer l’impact d’une
exigence sur le syste`me avant son imple´mentation.
– Faire la correspondance entre les tests et les exigences afin d’assurer une pleine couverture
des objectifs des clients.
Le mode`le de spe´cification des exigences, Volere, propose d’utiliser cette structure comme






Eve´nements/Cas d’utilisation : Liste
d’e´ve´nements/de use cases qui ne´cessitent cette
exigence
Description : objectif de l’exigence, en une phrase, ge´ne´ralement sous la forme « le produit
devrait faire ceci pour telle personne »
Justification : raison pour laquelle cette exigence est pre´sente
Origine : qui a e´mis cette exigence ?
Crite`re de satisfaction : une mesure de l’exigence qui permet de tester si la solution propose´e
remplit l’exigence initiale.
Nume´ros des tests ve´rifiant l’exigence : Liste de tests assurant que le logiciel ve´rifie
l’exigence courante.
Contentement de l’acheteur : degre´ de
contentement de l’acheteur si le produit final sa-
tisfait cette exigence. De 1 (pas inte´resse´) a` 5
(tre`s content).
Me´contentement du maˆıtre d’ouvrage :
degre´ de me´contentement de l’acheteur si le pro-
duit final ne satisfait pas cette exigence. De 1
(quasi indiffe´rent) a` 5 (tre`s me´content)
Exigences de´pendantes : liste d’exi-
gences dont l’imple´mentation de´pend de
l’imple´mentation de celle-ci.
Exigences conflictuelles : exigences qui ne
peuvent pas eˆtre imple´mente´es si celle-ci l’est.
Priorite´ : une estimation de la valeur de l’acheteur.
Documents relatifs : re´fe´rence a` des documents qui illustrent et expliquent cette exigence.
Historique : cre´ation, modifications, destruction apporte´es a` l’exigence.
Fig. 2.2 – Structure Volere
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Chapitre 3
Adopter une approche de qualite´
Outre les tests et les formations des futurs de´veloppeurs, une ame´lioration de la qualite´ du
processus logiciel chez Logilys serait de tester la qualite´ des exigences de`s que l’on commence a`
les e´crire. Pour ce faire, la structure Volere (figure 2.2) inclut un crite`re de satisfaction. Ce crite`re
permet de spe´cifier une exigence de manie`re claire, signifiant que l’exigence n’est pas ambigue¨ ou
mal comprise. S’il n’y a aucun crite`re de satisfaction, il n’y a aucune fac¸on de savoir si une solution
correspond a` l’exigence.
Il s’agit donc d’e´valuer quantitativement l’exigence en spe´cifiant son crite`re de satisfaction.
Ce dernier repre´sente une mesure objective de la signification de l’exigence et c’est ce crite`re qui
va permettre d’e´valuer si une solution donne´e satisfait vraiment l’exigence.
Afin d’assurer une pleine couverture des objectifs des clients, a` savoir, assurer que le logiciel
ve´rifie bel et bien toutes les exigences, il nous serait possible de faire la correspondance entre les
tests et les exigences en associant a` une exigence une liste de tests. Bien que cette possibilite´ ne soit
pas inclue dans la structure du mode`le de Volere, il nous paraˆıtrait inte´ressant de l’y incorporer.
3.1 Rational Unified Process
Dans l’optique de ge´rer et controˆler la qualite´, il serait inte´ressant d’utiliser la me´thodologie
RUP afin d’ame´liorer la qualite´ du processus de de´veloppement.
RUP est une approche ite´rative pour le de´veloppement OO de syste`mes et posse`de trois
caracte´ristiques :
1. Pilote´ par les cas d’utilisation, et ce de la phase d’inception a` la phase de de´ploiement.
2. Centre´ sur l’architecture : Le processus cherche a` comprendre les aspects statiques et
dynamiques les plus significatifs du syste`me. L’architecture permet de re´aliser les besoins
exprime´s par les utilisateurs a` travers les cas d’utilisation en tenant compte d’autres facteurs
tels que la plate-forme d’exe´cution, les interfaces utilisateurs, les besoins non fonctionnels.
3. Ite´ratif et incre´mental : Les ite´rations de´signent des e´tapes d’enchaˆınement d’activite´ et
les incre´ments correspondent a` des stades de de´veloppement du produit. Chaque ite´ration est
conside´re´e comme un mini-projet qui donne lieu a` un incre´ment. Les ite´rations se succe`dent
dans un ordre logique pour prendre en compte les cas d’utilisation et traiter en priorite´ les
risques majeurs et les proble`mes impre´vus.
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Remarquons que ces trois notions sont parfaitement comple´mentaires :
– Les cas d’utilisation doivent trouver leur place dans l’architecture.
– L’architecture doit pre´voir la re´alisation de tous les cas d’utilisation pre´sents et a` venir.
– L’architecture et les cas d’utilisation e´voluent donc conjointement.
– L’architecture fournit la structure qui servira de cadre au travail effectue´ au cours des
ite´rations tandis que les cas d’utilisation de´finissent les objectifs et orientent le travail de
chaque ite´ration.
En outre, cette de´marche pre´sente plusieurs avantages :
1. Risque financier limite´ : S’il faut reprendre une ite´ration, la valeur du syste`me n’est pas
engage´e dans son entier.
2. Risque de retard limite´ : Les risques, identifie´s et re´solus de`s les premiers stades de
de´veloppement, ne remettent pas en cause le travail de´ja` effectue´.
3. Acce´le´ration du rythme de de´veloppement : Travail plus efficace vers des objectifs clairs
a` court terme.
4. Adaptation a` l’e´volution des besoins : Les besoins des utilisateurs ne peuvent eˆtre
inte´gralement de´finis a` l’avance, ils se de´gagent peu a` peu des ite´rations successives.
3.2 Les quatre e´tapes du processus
Le processus RUP consiste en des cycles qui peuvent se re´pe´ter tout au long de la vie d’un
syste`me. Un cycle contient les quatre e´tapes suivantes :
1. Inception : Objectifs du projet - Besoins des stakeholders - Estimations des planning et
couˆts - Frontie`re du projet.
2. Elaboration : Analyse du proble`me - Plan du projet - Description architecturale et de´taille´e
- Analyse de risque et de stabilite´ architecturale.
3. Construction : De´veloppement - Tests - Gestion des ressources, couˆts et planning - Ve´rification
de la qualite´.
4. Transition : Distribution aux utilisateurs - Formations - Documentation.
Chapitre 3 10 Adopter une approche de qualite´
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Fig. 3.1 – Rational Unified Process
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Chapitre 4
De´livrer le logiciel a` temps
L’utilisation, pour chacun des projets, de techniques de mesure de taille, tel que COSMIC-





Ces connaissances et suivis seraient plus qu’utiles dans l’optique de pouvoir de´livrer un
produit en temps et en heure a` un client.
COSMIC-FFP est une me´thode, internationalement reconnue et des plus moderne, de me-
sure de la taille fonctionnelle d’un logiciel. Elle fut de´veloppe´e par COSMIC, the Common Software
Measurement International Consortium, un consortium regroupant les meilleurs experts dans le
domaine de la mesure logicielle.
Les mesures de taille fonctionnelle sont base´es sur les exigences fonctionnelles des utilisateurs
du logiciel. De telles mesures de taille sont de`s lors valables de`s les premie`res e´tapes de l’estimation
du projet logiciel ainsi que pour comparer les mesures de performance de projets (e.g. Productivite´
= Taille fonctionnelle / Effort) au travers de projets logiciels utilisant des technologies diffe´rentes.
COSMIC-FFP est la seule me´thode moderne de mesure de taille fonctionnelle conc¸ue a` la
fois pour les syste`mes informatiques de gestion et pour les syste`mes a` temps re´el.
12
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4.1 Les e´tapes de l’estimation
Fig. 4.1 – Processus de l’estimation
4.1.1 Les mesures
On distingue trois classes de mesures :
– Ressources : L’ensemble des objets qui contribuent au processus.
– Processus : Les activite´s lie´es au de´veloppement logiciel.
– Produits : Les livrables qui sont le re´sultat du processus.
4.1.2 Le rapport d’audit
Le rapport d’audit devrait faire ressortir les proble`mes potentiels lie´s a` la pre´cision et l’ex-
haustivite´ de la mesure, que ce soit une mesure de ressource, de processus ou de produit.
4.1.3 Le mode`le de simulation (mode`le de productivite´)
Les mode`les de qualite´, de budge´tisation, de productivite´ et d’estimation. Par exemple, un
mode`le d’estimation fait e´tat des efforts sur la taille alors qu’un mode`le de qualite´ fait e´tat des
anomalies sur la taille.
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4.1.4 Le rapport de fiabilite´
Par exemple, le rapport de fiabilite´ du mode`le de simulation de la qualite´ doit fournir des
preuves documente´es de degre´ de fiabilite´ de chaque mode`le (ou gabarit utilise´), et ceci doit eˆtre
documente´ dans le mode`le initial, pour le processus de calibrage et le processus de validation.
Par exemple, il devrait fournir des informations sur le pe´rime`tre de sa fiabilite´ et son e´tendue a`
l’exte´rieur de ce pe´rime`tre.
4.1.5 Les facteurs d’incertitude, de risque et les hypothe`ses de haut niveau
Tout projet a ses facteurs d’incertitudes (technologie utilise´e, qualite´ du personnel), ses
risques (lie´s a` la technologie, les facteurs organisationnels et la taille du produit) et ses conside´rations
de haut niveau (Exemple : on ne peut demander plus qu’un certain prix et la livraison doit se faire
avant une certaine date). Il y a donc un processus d’ajustement plus ou moins de´fini que l’on
retrouve dans certaines approches ou techniques relevant plus d’un art que de la science
4.1.6 Le processus d’ajustement
Ce processus est subjectif et base´ sur l’expe´rience des individus qui font ces ajustements.
4.1.7 Le rapport du niveau de confiance
Le rapport de confiance doit essayer de quantifier le degre´ de confiance que l’on peut avoir
dans les re´sultats de l’estimation. Le degre´ de confiance sera, entre autre, de´pendant de la fac¸on
dont sont pre´sente´s les re´sultats.
Le rapport du niveau de confiance doit fournir tous les ajustements faits aux re´sultats pro-
venant du mode`le de simulation en plus de fournir une justification pour ces ajustements. Ces
ajustements sont re´alise´s le plus souvent sur la base du jugement des praticiens et des gestion-
naires, dans le contexte de leur expe´rience passe´e et actuelle de livraison de projets ainsi que leur
engagement actuel.
4.1.8 Les re´sultats de l’estimation
Les re´sultats d’une estimation doivent aussi tenir compte de l’e´volution des projets dans le
temps, ce qui entraˆıne un certain nombre de pre´occupations telles que, l’e´volution de l’envergure
du projet en cours de re´alisation, l’e´che´ance des projets et l’e´volution des estime´s en cours de
re´alisation.




L’ame´lioration de la gestion de configuration passe par une formalisation de la production
des documents et des codes sources. Cette formalisation instaurerait ainsi un certain gabarit pour
les diffe´rents types de documents.
En outre, l’implantation d’un outil de gestion de versionnement, tel que subversion (parfois
abre´ge´ SVN), et une formation e´ventuelle des employe´s a` cet outil permettrait de conserver les
versions de l’ensemble des documents et code source, formant ainsi l’historique des changements




Ge´rer les relations avec les sous-traitants
Etant parfois dans l’obligation de sous-traiter, suite au manque de travail dans certains do-
maines comme le de´veloppement Web, il serait inte´ressant de remplacer les ententes verbales avec
les sous-traitants par un contrat spe´cifique avec ceux-ci.
Ce contrat spe´cifierait clairement les responsabilite´s du sous-traitant et permettrait de
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Ce document consiste en une synthe`se de´taille´e du plan d’action e´labore´ pour le Quartier
ge´ne´ral de l’Unite´ Re´gionale de Soutien des Cadets de la Re´gion de l’Est. Ce rapport se base
principalement sur la micro-e´valuation re´alise´e le 01 juin 2006 et permet de faire ressortir les re-
commandations tire´es de cette e´valuation.
Selon notre perception des proble`mes nous sugge´rons l’ordre de priorite´ suivant :
1. Estimation de projet : Aucune connaissance ni suivi de l’effort, de la dure´e et des couˆts
d’un projet.
2. De´velopper le bon logiciel : Aucun document formel pour la spe´cification des exigences
(SRS) et aucune trac¸abilite´ entre les tests et ces exigences.
3. Fournir de la bonne documentation : Le processus de documentation du code est laisse´
a` la seule discre´tion des de´veloppeurs.
4. Assurance qualite´ : Aucune me´thodologie pour le controˆle de la qualite´ ni aucune pratique
de gestion de la qualite´ qui permet d’e´viter de de´pendre des individualite´s.
Nous nous chargerons de solutionner et d’implanter, pour la fin novembre, un proble`me que
nous aurons choisi par consensus avec l’e´quipe de l’Unite´ Re´gionale en prenant en compte les trois
crite`res de choix suivants :
– Le court terme.
– La re´alisabilite´ pour l’entreprise en terme de couˆts, de ressources disponibles, etc.





L’utilisation, pour chacun des projets, de techniques de mesure de taille, tel que COSMIC-





COSMIC-FFP est une me´thode, internationalement reconnue et des plus moderne, de me-
sure de la taille fonctionnelle d’un logiciel. Elle fut de´veloppe´e par COSMIC, the Common Software
Measurement International Consortium, un consortium regroupant les meilleurs experts dans le
domaine de la mesure logicielle.
Les mesures de taille fonctionnelle sont base´es sur les exigences fonctionnelles des utilisateurs
du logiciel, a` savoir, la quantite´ de fonctionnalite´s requises par ces utilisateurs. De telles mesures
de taille sont de`s lors valables de`s les premie`res e´tapes de l’estimation du projet logiciel ainsi que
pour comparer les mesures de performance de projets (e.g. Productivite´ = Taille fonctionnelle /
Effort) au travers de projets logiciels utilisant des technologies diffe´rentes.
COSMIC-FFP est la seule me´thode moderne de mesure de taille fonctionnelle conc¸ue a` la
fois pour les syste`mes d’information de gestion et pour les syste`mes embarque´s ou a` temps re´el.
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1.1 Les e´tapes de l’estimation
Fig. 1.1 – Processus de l’estimation
1.1.1 Les mesures
On distingue trois classes de mesures :
– Ressources : L’ensemble des objets qui contribuent au processus.
– Processus : Les activite´s lie´es au de´veloppement logiciel.
– Produits : Les livrables qui sont le re´sultat du processus.
1.1.2 Le rapport d’audit
Le rapport d’audit devrait faire ressortir les proble`mes potentiels lie´s a` la pre´cision et l’ex-
haustivite´ de la mesure, que ce soit une mesure de ressource, de processus ou de produit.
1.1.3 Le mode`le de simulation (mode`le de productivite´)
Les mode`les de qualite´, de budge´tisation, de productivite´ et d’estimation. Par exemple, un
mode`le d’estimation fait e´tat des efforts sur la taille alors qu’un mode`le de qualite´ fait e´tat des
anomalies sur la taille.
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1.1.4 Le rapport de fiabilite´
Par exemple, le rapport de fiabilite´ du mode`le de simulation de la qualite´ doit fournir des
preuves documente´es de degre´ de fiabilite´ de chaque mode`le (ou gabarit utilise´), et ceci doit eˆtre
documente´ dans le mode`le initial, pour le processus de calibrage et le processus de validation.
Par exemple, il devrait fournir des informations sur le pe´rime`tre de sa fiabilite´ et son e´tendue a`
l’exte´rieur de ce pe´rime`tre.
1.1.5 Les facteurs d’incertitude, les hypothe`ses de haut niveau et les facteurs
de risque
Tout projet a ses facteurs d’incertitudes (technologie utilise´e, qualite´ du personnel), ses
risques (lie´s a` la technologie, les facteurs organisationnels et la taille du produit) et ses conside´rations
de haut niveau (Exemple : on ne peut demander plus qu’un certain prix et la livraison doit se faire
avant une certaine date). Il y a donc un processus d’ajustement plus ou moins de´fini que l’on
retrouve dans certaines approches ou techniques relevant plus d’un art que de la science
1.1.6 Le processus d’ajustement
Ce processus est subjectif et base´ sur l’expe´rience des individus qui font ces ajustements.
1.1.7 Le rapport du niveau de confiance
Le rapport de confiance doit essayer de quantifier le degre´ de confiance que l’on peut avoir
dans les re´sultats de l’estimation. Le degre´ de confiance sera, entre autre, de´pendant de la fac¸on
dont sont pre´sente´s les re´sultats.
Le rapport du niveau de confiance doit fournir tous les ajustements faits aux re´sultats pro-
venant du mode`le de simulation en plus de fournir une justification pour ces ajustements. Ces
ajustements sont re´alise´s le plus souvent sur la base du jugement des praticiens et des gestion-
naires, dans le contexte de leur expe´rience passe´e et actuelle de livraison de projets ainsi que leur
engagement actuel.
1.1.8 Les re´sultats de l’estimation
Les re´sultats d’une estimation doivent aussi tenir compte de l’e´volution des projets dans le
temps, ce qui entraˆıne un certain nombre de pre´occupations telles que, l’e´volution de l’envergure
du projet en cours de re´alisation, l’e´che´ance des projets et l’e´volution des estime´s en cours de
re´alisation.
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Chapitre 2
De´velopper le bon logiciel
En inge´nierie des exigences, le processus d’analyse des objectifs du client peut eˆtre repre´sente´
comme suit :
Fig. 2.1 – Processus d’analyse
Afin de garantir le de´veloppement du bon logiciel, a` savoir un logiciel qui re´pond aux exi-
gences du client, il est impe´ratif de pouvoir formaliser au mieux ces exigences. Il s’agit donc de
de´terminer les services qu’un syste`me doit offrir et les contraintes sous lesquelles il doit fonctionner.
2.1 Software Requirements Specification
Le document SRS (Software Requirements Specification) se charge de spe´cifier les exigences.
Il fournit des be´ne´fices tels que :
– E´tablir un accord entre les clients et les de´veloppeurs.
– Re´duire le temps de de´veloppement de l’effort.
– Fournir une base pour estimer les couˆts et les e´che´anciers.
– Fournir une base pour la validation et la ve´rification.
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Volere est un mode`le de document SRS qui peut eˆtre adapte´ selon les besoins. Volere est
le re´sultat de plusieurs anne´es de pratique, de consultance et de recherche dans l’inge´nierie des
exigences. Ce mode`le fournit des sections pour chaque type d’exigences approprie´es aux syste`mes
logiciels actuels permettant ainsi de structurer le cahier des charges.
Les chapitres du plan de cahier des charges sont les suivants :
2.1.1 FONDEMENTS DU PROJET
But du projet
– Proble`me de l’utilisateur ou contexte du projet
– Objectifs du projet
Personnes et organismes implique´s dans les enjeux du projet
– Client
– Acheteur
– Autre parties prenantes
Utilisateurs du produit
– Utilisateurs directs du produit
– Priorite´ assigne´e aux utilisateurs
– Implication ne´cessaire de la part des utilisateurs dans le projet
– Utilisateurs concerne´s par les ope´rations de maintenance du produit
2.1.2 CONTRAINTES SUR LE PROJET
Contraintes impose´es (non ne´gociables)
– Contraintes sur la conception de la solution
– Environnement de fonctionnement du syste`me actuel
– Applications « partenaires » (avec lesquelles le produit doit collaborer)
– Progiciels ou composants commerciaux
– Lieux de fonctionnement pre´vus
– De combien de temps les de´veloppeurs disposent-ils pour le projet ?
– Quel est le budget affecte´ au projet ?
Glossaire et conventions de de´nomination
Faits et hypothe`ses utiles
– Facteurs influenc¸ant le produit, mais qui ne sont pas des contraintes impose´es sur les exigences
– Hypothe`ses que l’e´quipe fait sur le projet




– La situation actuelle
– Contexte du travail
– Division du travail en e´ve´nements me´tier
Porte´e du produit : cas d’utilisation
– Limites du produit : diagramme de cas d’utilisation
– Description sommaire des cas d’utilisation
Exigences fonctionnelles et exigences sur les donne´es
– Exigences fonctionnelles
– Exigences sur les donne´es
2.1.4 EXIGENCES NON FONCTIONNELLES
Ergonomie et convivialite´ du produit
– L’interface
– Le style du produit
Facilite´ d’utilisation et facteurs humains
– Facilite´ d’utilisation
– Personnalisation et internationalisation
– Facilite´ d’apprentissage
– Facilite´ de compre´hension et politesse
– Exigences d’accessibilite´
Performance du produit
– Rapidite´ d’exe´cution et temps de latence
– Exigences critiques de suˆrete´
– Pre´cision et exactitude
– Fiabilite´ et disponibilite´
– Robustesse ou tole´rance a` un emploi errone´
– Capacite´ de stockage et monte´e en charge
– Adaptation du produit a` une augmentation de volume a` traiter
– Longe´vite´
Exigences ope´rationnelles et environnementales
– Environnement physique pre´vu
– Environnement technologique pre´vu
– Applications « partenaires » (avec lesquelles le produit doit collaborer)
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– Approche « produit » preˆt a` eˆtre commercialise´
Maintenance, support, portabilite´, installation du produit
– Maintenance du produit
– Conditions spe´ciales concernant la maintenance du produit
– Exigences en matie`re de support
– Exigences de portabilite´
– Installation du syste`me
Se´curite´
– Acce`s au syste`me
– Inte´grite´
– Protection des donne´es a` caracte`re personnel
– Audit et trac¸abilite´
– Protection contre les infections
Exigences culturelles et politiques
– Exigences culturelles
– Exigence politiques
Lois et standards influenc¸ant le produit
– Conformite´ avec la loi
– Conformite´ avec des standards
2.1.5 AUTRES ASPECTS DU PROJET
Questions sans re´ponse
Progiciels et composants commerciaux
Nouveaux proble`mes, cre´e´s par le nouveau syste`me
Taˆches a` faire pour livrer le syste`me
Controˆle final de qualite´ sur site
Risques lie´s au projet
Estimation des couˆts du projet
Manuel utilisateur et formations a` envisager
Salle d’attente : ide´es pour les futures versions
Ide´es de solutions
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2.2 La trac¸abilite´ des exigences
La trac¸abilite´ des exigences est la capacite´ de de´crire, de suivre et de comprendre l’e´volution
d’une exigence. Cela permet de :
– Relier les exigences, les sources (Documents, Cas d’utilisation,...) et les justifications.
– Aider les concepteurs a` garder trace des changements et a` pouvoir e´valuer l’impact d’une
exigence sur le syste`me avant son imple´mentation.
– Faire la correspondance entre les tests et les exigences afin d’assurer une pleine couverture
des objectifs des clients.
Le mode`le de spe´cification des exigences, Volere, propose d’utiliser cette structure comme






Eve´nements/Cas d’utilisation : Liste
d’e´ve´nements/de use cases qui ne´cessitent cette
exigence
Description : objectif de l’exigence, en une phrase, ge´ne´ralement sous la forme « le produit
devrait faire ceci pour telle personne »
Justification : raison pour laquelle cette exigence est pre´sente
Origine : qui a e´mis cette exigence ?
Crite`re de satisfaction : une mesure de l’exigence qui permet de tester si la solution propose´e
remplit l’exigence initiale.
Nume´ros des tests ve´rifiant l’exigence : Liste de tests assurant que le logiciel ve´rifie
l’exigence courante.
Contentement de l’acheteur : degre´ de
contentement de l’acheteur si le produit final sa-
tisfait cette exigence. De 1 (pas inte´resse´) a` 5
(tre`s content).
Me´contentement du maˆıtre d’ouvrage :
degre´ de me´contentement de l’acheteur si le pro-
duit final ne satisfait pas cette exigence. De 1
(quasi indiffe´rent) a` 5 (tre`s me´content)
Exigences de´pendantes : liste d’exi-
gences dont l’imple´mentation de´pend de
l’imple´mentation de celle-ci.
Exigences conflictuelles : exigences qui ne
peuvent pas eˆtre imple´mente´es si celle-ci l’est.
Priorite´ : une estimation de la valeur de l’acheteur.
Documents relatifs : re´fe´rence a` des documents qui illustrent et expliquent cette exigence.
Historique : cre´ation, modifications, destruction apporte´es a` l’exigence.
Fig. 2.2 – Structure Volere
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Chapitre 3
Fournir de la bonne documentation
3.1 Documentation du code
La meilleure fac¸on de produire une documentation de grande qualite´ pour votre projet est
de le documenter au fur et a` mesure. Ce proce´de´ favorise :
– La compre´hension de ce que l’on veut e´crire et ce avant de l’e´crire.
– La compre´hension du code pour soi.
– La compre´hension du code pour les autres.
Remarquons que trop de commentaires pourraient bien avoir l’effet inverse de celui attendu
et qu’il est important de respecter et suivre des re`gles bien de´finies telles que des commentaires
structure´s mis avant une classe, une me´thode ou un attribut et qui seront extraits automatiquement
pour une mise en page lisible a` l’aide d’un outil tel que « msdn ».
Pour Visual Basic par exemple, il est donc possible d’inse´rer un commentaire XML dans
des applications VB.NET avant une de´finition de classe, une proprie´te´, des variables de membre ou
une me´thode afin de permettre un ge´ne´ration automatique de documentation et ce dans plusieurs
formats tels que aide HTML de type MSDN (.chm), aide Visual Studio .NET (HTML Help 2) et





Outre les tests et les revues de code, une ame´lioration de la qualite´ du processus logiciel de
l’Unite´ Re´gionale serait de tester la qualite´ des exigences de`s que l’on commence a` les e´crire. Pour ce
faire, la structure Volere (figure 2.2) inclut un crite`re de satisfaction. Ce crite`re permet de spe´cifier
une exigence de manie`re claire, signifiant que l’exigence n’est pas ambigue¨ ou mal comprise. S’il
n’y a aucun crite`re de satisfaction, il n’y a aucune fac¸on de savoir si une solution correspond a`
l’exigence.
Il s’agit donc d’e´valuer quantitativement l’exigence en spe´cifiant son crite`re de satisfaction.
Ce dernier repre´sente une mesure objective de la signification de l’exigence et c’est ce crite`re qui
va permettre d’e´valuer si une solution donne´e satisfait vraiment l’exigence.
Afin d’assurer une pleine couverture des objectifs des clients, a` savoir, assurer que le logiciel
ve´rifie bel et bien toutes les exigences, il nous serait possible de faire la correspondance entre les
tests et les exigences en associant a` une exigence une liste de tests. Bien que cette possibilite´ ne soit
pas inclue dans la structure du mode`le de Volere, il nous paraˆıtrait inte´ressant de l’y incorporer.
4.1 Rational Unified Process
Dans l’optique de ge´rer et controˆler la qualite´, et au vu de l’inte´reˆt porte´ par le Capitaine
Coulombe au processus UP, il serait inte´ressant d’utiliser la me´thodologie RUP afin d’ame´liorer la
qualite´ du processus de de´veloppement.
RUP est une approche ite´rative pour le de´veloppement OO de syste`mes et posse`de trois
caracte´ristiques :
1. Pilote´ par les cas d’utilisation, et ce de la phase d’inception a` la phase de de´ploiement.
2. Centre´ sur l’architecture : Le processus cherche a` comprendre les aspects statiques et
dynamiques les plus significatifs du syste`me. L’architecture permet de re´aliser les besoins
exprime´s par les utilisateurs a` travers les cas d’utilisation en tenant compte d’autres facteurs
tels que la plate-forme d’exe´cution, les interfaces utilisateurs, les besoins non fonctionnels.
3. Ite´ratif et incre´mental : Les ite´rations de´signent des e´tapes d’enchaˆınement d’activite´ et
les incre´ments correspondent a` des stades de de´veloppement du produit. Chaque ite´ration est
conside´re´e comme un mini-projet qui donne lieu a` un incre´ment. Les ite´rations se succe`dent
dans un ordre logique pour prendre en compte les cas d’utilisation et traiter en priorite´ les
risques majeurs et les proble`mes impre´vus.
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Remarquons que ces trois notions sont parfaitement comple´mentaires :
– Les cas d’utilisation doivent trouver leur place dans l’architecture.
– L’architecture doit pre´voir la re´alisation de tous les cas d’utilisation pre´sents et a` venir.
– L’architecture et les cas d’utilisation e´voluent donc conjointement.
– L’architecture fournit la structure qui servira de cadre au travail effectue´ au cours des
ite´rations tandis que les cas d’utilisation de´finissent les objectifs et orientent le travail de
chaque ite´ration.
En outre, cette de´marche pre´sente plusieurs avantages :
1. Risque financier limite´ : S’il faut reprendre une ite´ration, la valeur du syste`me n’est pas
engage´e dans son entier.
2. Risque de retard limite´ : Les risques, identifie´s et re´solus de`s les premiers stades de
de´veloppement, ne remettent pas en cause le travail de´ja` effectue´.
3. Acce´le´ration du rythme de de´veloppement : Travail plus efficace vers des objectifs clairs
a` court terme.
4. Adaptation a` l’e´volution des besoins : Les besoins des utilisateurs ne peuvent eˆtre
inte´gralement de´finis a` l’avance, ils se de´gagent peu a` peu des ite´rations successives.
4.2 Les quatre e´tapes du processus
Le processus RUP consiste en des cycles qui peuvent se re´pe´ter tout au long de la vie d’un
syste`me. Un cycle contient les quatre e´tapes suivantes :
1. Inception : Objectifs du projet - Besoins des stakeholders - Estimations des planning et
couˆts - Frontie`re du projet.
2. Elaboration : Analyse du proble`me - Plan du projet - Description architecturale et de´taille´e
- Analyse de risque et de stabilite´ architecturale.
3. Construction : De´veloppement - Tests - Gestion des ressources, couˆts et planning - Ve´rification
de la qualite´.
4. Transition : Distribution aux utilisateurs - Formations - Documentation.
Chapitre 4 13 Assurance qualite´
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Fig. 4.1 – Rational Unified Process
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Ce document pre´sente une solution qualite´ qui re´pond aux deux premiers proble`mes e´nonce´s
dans le plan d’action pour Logilys du 27 septembre 2006.
Tout d’abord, nous pre´senterons un mode`le de spe´cification des exigences logicielles (SRS)
base´ sur la norme IEEE 830-1998. Ce mode`le sugge`re un ensemble d’e´le´ments a` pre´ciser pour les
exigences d’un syste`me logiciel.
Dans un second chapitre, nous verrons l’outil de support aux exigences « GenSpec ». Cet
outil permet de maintenir de manie`re structure´e les « exigences spe´cifiques » du document SRS.
Enfin, nous illustrerons l’utilisation de GenSpec avec une partie des exigences spe´cifiques du




Spe´cification des exigences logicielles
Par exigence, l’IEEE 610.12 entend :
– Une condition ou une capacite´ ne´cessaire a` un utilisateur pour re´soudre un proble`me ou
atteindre un objectif ;
– Une condition ou une capacite´ que doit posse´der un syste`me afin de satisfaire aux termes
d’un contrat, d’une norme ou d’une spe´cification formellement impose´e ;
– La repre´sentation documente´e de cette condition ou capacite´.
Le document SRS (Software Requirements Specification) se charge de spe´cifier les exigences.
Il fournit des be´ne´fices tels que :
– E´tablir un accord entre les clients et les de´veloppeurs :
La description comple`te des fonctions a` re´aliser par le logiciel spe´cifie´ dans le SRS, va aider
l’utilisateur potentiel a` de´terminer si le logiciel re´pond a` ses besoins.
– Re´duire le temps de de´veloppement de l’effort :
La pre´paration du SRS oblige les diffe´rents groupes concerne´s a` conside´rer rigoureusement
toutes les exigences avant que la conception ne commence.
Une re´vision approfondie des exigences du SRS peut re´ve´ler des oublis, des incompre´hensions
et des inconsistances assez toˆt dans le cycle de de´veloppement, a` savoir, lorsque ces erreurs
sont les plus faciles a` corriger.
– Fournir une base pour estimer les couˆts et les e´che´anciers :
La description du produit a` de´velopper, tel que spe´cifier dans le SRS, est une base re´aliste
pour l’estimation du couˆt d’un projet.
– Fournir une base pour la validation et la ve´rification :
Il est aise´ de de´velopper des plans de validation et de ve´rification a` partir d’un bon SRS,
permettant ainsi de fournir une base a` la mesure.
Le point suivant pre´sente un mode`le SRS, base´ sur la norme IEEE 830-1998, en de´crivant
chacune des sections qui le structure. Il est important de remarquer que ce mode`le est adaptable
en fonction du type de projet et des besoins pour ce projet car un mode`le organisationnel optimal





L’introduction d’un SRS doit fournir une vue d’ensemble de son contenu.
Objectif
Cette sous-section doit :
– De´finir les objectifs du SRS.
– Spe´cifier le public-cible du SRS.
Porte´e
Cette sous-section doit :
– Identifier par nom le syste`me logiciel a` produire.
– Expliquer brie`vement ce qu’il doit faire et, si ne´cessaire, ce qu’il ne doit pas faire.
– De´crire le contexte de l’application dans lequel le produit s’inte`gre, incluant les objectifs, les
be´ne´fices et retombe´es du projet.
De´finitions, acronymes et abre´viations
Cette sous-section doit fournir les de´finitions de tous les termes, acronymes et abre´viations
requises pour interpre´ter correctement le document SRS.
Remarquons que cette information peut eˆtre fournie par re´fe´rence, via des annexes au SRS.
Re´fe´rences
Cette sous-section doit lister tous les documents, normes, rapports, etc., pertinents en iden-
tifiant leur bibliographie. Cela peut s’ajouter aux annexes si ne´cessaire.
Aperc¸u
Cette sous-section doit :
– De´crire ce que le reste du SRS contient.
– Expliquer comment le SRS est organise´.
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1.1.2 DESCRIPTION GE´NE´RALE
La description ge´ne´rale d’un SRS doit fournir une vue d’ensemble du produit logiciel dont
les de´tails seront spe´cifie´s dans la section 3 du document SRS.
Fonctions du produit
Cette sous-section doit fournir un re´sume´ des fonctions majeures du logiciel (a` de´tailler en
section 3) pour donner une vue d’ensemble au lecteur.
Description des utilisateurs
Cette sous-section doit de´crire les caracte´ristiques ge´ne´rales des utilisateurs potentiels du
logiciel incluant le niveau d’e´ducation, d’expe´rience et de connaissance technique.
Contraintes
Cette sous-section doit fournir une description ge´ne´rale des e´le´ments qui limitent les options
de de´veloppement, tels que les :
– Re`glements des organismes gouvernementaux, syndicaux,...
– Limitations du mate´riel (timing des signaux,...).
– Interfaces a` d’autres applications.
– Ope´rations en paralle`le.
– Fonctions d’audit.
– Fonctions de controˆle.
– Exigences de langages de programmation.
– Protocoles de communication.
– Exigences de fiabilite´.
– Aspects critiques de l’application.
– Conside´rations de suˆrete´ et de se´curite´.
Hypothe`ses et de´pendances
Cette sous-section doit lister les pre´misses de base qui affectent les exigences reprises dans le
SRS. Remarquons qu’il ne s’agit pas ici de contraintes de conception mais plutoˆt de changements
qui pourraient affecter les exigences du SRS.
Par exemple, une hypothe`se serait qu’un syste`me d’exploitation particulier soit disponible
sur le mate´riel de´signe´ pour le logiciel. Si dans les faits, le syste`me d’exploitation n’est pas disponible,
le SRS devrait alors changer en conse´quence.
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1.1.3 EXIGENCES SPE´CIFIQUES
Les exigences spe´cifiques d’un SRS, a` savoir, les exigences logicielles, repre´sentent la section
la plus importante du document.
Ces exigences doivent eˆtre liste´es a` un niveau suffisamment de´taille´ pour :
1. Permettre aux concepteurs de concevoir un syste`me qui satisfait ces exigences.
2. Permettre aux testeurs de ve´rifier que le syste`me satisfait bien ces exigences.
Nous verrons, dans le chapitre suivant, l’outil de support aux exigences, « GenSpec », qui
permet d’organiser et de maintenir, de manie`re structure´e, ces exigences spe´cifiques.
Les sous-sections suivantes pre´sentent les exigences a` inclure dans les exigences spe´cifiques :
Exigences fonctionnelles
Les exigences fonctionnelles de´finissent les actions fondamentales pour accepter les entre´es,
effectuer les traitements et ge´ne´rer les sorties. Ces exigences sont ge´ne´ralement liste´es en com-
menc¸ant par « Le syste`me doit... ».
Dans cette sous-section, les traitements (fonctions) effectue´s par le syste`me doivent eˆtre
de´crits en de´tail. Il peut e´galement eˆtre approprie´ de partitionner les exigences fonctionnelles en
sous-fonctions ou sous-processus. Remarquons que cela n’implique pas que la conception du logiciel
sera aussi partitionne´e de la sorte.
Contraintes de performance
Cette sous-section doit spe´cifier les exigences nume´riques statiques et dynamiques du logiciel
et/ou des interactions avec l’utilisateur.
Les exigences nume´riques statiques sont, par exemple, le nombre de terminaux a` supporter,
le nombre d’utilisateurs simultane´s a` supporter, etc.
Les exigences nume´riques dynamiques sont, par exemple, le nombre de transactions, la quan-
tite´ de donne´es a` ge´rer ende´ans une certaine pe´riode, etc.
Il est important que toutes ces exigences soient spe´cifie´es en termes mesurables.
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Contraintes de conception
Cette sous-section doit spe´cifier les contraintes qui peuvent eˆtre impose´es par :
– Certains standards, normes et re`glements : Format de rapport, nomenclature des donne´es,...
– Des limites mate´rielles.
– Des limites logicielles.
– Politiques d’inte´grite´ des donne´es : Type d’information utilise´ par les diffe´rentes fonctions,
contraintes d’inte´grite´,...
Contraintes d’attributs
Certains attributs logiciels peuvent eˆtre conside´re´s comme des exigences. Il est important
que ces attributs, ne´cessaires au logiciel, puissent eˆtre spe´cifie´s afin de pouvoir objectivement ve´rifier
leur re´alisation.
Ces attributs sont les suivants :
– Disponibilite´ : Robustesse du syste`me, heures pleines,...
– Se´curite´ : Protection contre intrusions, modification, destruction,...
– Maintenabilite´ : Exigences de modularite´, complexite´,...
– Portabilite´ : Utilisation d’un langage portable, d’un syste`me d’exploitation particulier,...
Autres exigences
De manie`re optionnelle, il est possible d’ajouter, dans cette sous-section, des exigences qui
ne trouveraient pas leur place dans une des sous-sections pre´ce´dentes.
1.1.4 INFORMATIONS COMPLE´MENTAIRES
Les informations comple´mentaires rendent l’utilisation du SRS plus aise´e.
Annexes
Les annexes ne sont pas toujours conside´re´s comme faisant partie du SRS et ne sont pas
toujours ne´cessaires. Ils peuvent inclure une description des proble`mes a` re´soudre par le logiciel,
des informations qui pourraient aider le lecteur du SRS, etc.
Lorsque des annexes sont inclus, le SRS doit explicitement pre´ciser si les annexes font ou
non partie des exigences.
Index
La table des matie`res et index sont tre`s important dans un soucis de clarte´.
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Chapitre 2
Outil de support aux exigences
Hydro-Que´bec a de´veloppe´ une solution en 2001, rigoureusement base´e sur des normes in-
ternationales, qui lui permet de re´soudre les proble`mes les plus souvent rencontre´s en inge´nierie
des exigences. Cette solution est simple et syste´matique mais cependant, son application peut eˆtre
ardue sans le support d’un outil logiciel.
Hydro-Que´bec a donc de´veloppe´ son propre outil d’inge´nierie des exigences, a` savoir, GenS-
pec. Ce dernier n’offre aucune facilite´ de conception ni de ge´ne´ration de code logiciel. Par contre,
il est simple, gratuit, offre beaucoup de flexibilite´ quant au format des documents ge´ne´re´s et est
spe´cifiquement axe´ sur la me´thode qui consiste a` suivre les re`gles suivantes pour la gestion des
exigences spe´cifiques d’un document SRS :
2.1 Me´thode
2.1.1 Structurer les exigences de fac¸on hie´rarchique
– Spe´cifier l’ensemble des exigences sous la forme d’un arbre hie´rarchique : les exigences « en-
fant » sous les exigences « parent », les unes de´coulant des autres.
– Spe´cifier les exigences parent de fac¸on a` ce que chacune d’elles soit la synthe`se de ses enfants.
Cela aide a` pre´senter les exigences de fac¸on graduelle, syste´matiquement de la vue d’ensemble
a` la vue de´taille´e.
– Ordonner les exigences de fac¸on a` ce que les informations ne´cessaires a` leur compre´hension
soient contenues dans l’exigence ou dans celles qui la pre´ce`dent.
2.1.2 Limiter chacune des exigences a` un paragraphe
– Utiliser un seul paragraphe par exigence, si l’exigence peut eˆtre spe´cifie´e dans un seul para-
graphe simple, clair et concis.
– Sinon, diviser l’exigence en plusieurs exigences « validables », d’un seul paragraphe, si elle
peut eˆtre ainsi divise´e.
– Sinon, re´fe´rer a` une annexe de´crivant l’exigence.
2.1.3 Re´fe´rer aux exigences sources
Lorsqu’une exigence de´coule directement d’une autre spe´cifie´e dans un autre document, y
re´fe´rer. Re´fe´rer non seulement au document mais aussi au paragraphe spe´cifiant l’exigence. Cet
autre document peut eˆtre une spe´cification, un courriel, un compte-rendu de re´union, etc.
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2.1.4 Relier les exigences par des renvois
Par des renvois, relier les exigences ayant des liens logiques, les exigences devant potentielle-
ment eˆtre modifie´es si l’une d’elles est modifie´e. Cela exclut les liens parent-enfant, puisqu’ils sont
de´ja` pre´sents dans la structure des exigences. Dans tous les cas, spe´cifier la raison du renvoi.
Ainsi structure´es, les exigences peuvent eˆtre vues comme un simple empilement de briques
interrelie´es. Assure´ment, cela facilite l’ajout, le retrait et la modification d’exigences. De surcroˆıt,
cela re´duit le risque d’incohe´rences. En effet, une incohe´rence est souvent introduite dans un texte
lors d’une modification d’une information redondante : la modification n’est pas effectue´e partout
ou` l’information apparaˆıt.
2.1.5 Respecter les re`gles de re´daction
Respecter les re`gles fondamentales de re´daction technique, principalement les suivantes :
– Utiliser le langage courant et n’utiliser des mots techniques que si la pre´cision l’exige.
– Faire des phrases simples, claires et concises.
– Uniformiser les exigences : re´diger de fac¸on analogue des exigences analogues et de fac¸on
identique des exigences identiques.
Cela implique notamment de (1) ne pas utiliser de synonymes, meˆme pour les mots de liaison
et (2) utiliser syste´matiquement le meˆme verbe pour spe´cifier une exigence, tel « devoir ».
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2.2 GenSpec
La figure 2.1 pre´sente l’interface homme-machine de GenSpec : a` droite apparaˆıt l’arbre
d’exigences ; a` gauche, le formulaire d’entre´e de l’exigence se´lectionne´e.
Fig. 2.1 – GenSpec
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Les fonctions principales de GenSpec sont les suivantes :
2.2.1 De´finition des exigences
Cette fonction permet a` plusieurs utilisateurs en meˆme temps (multi-utilisateur) d’entrer
ou de modifier des exigences ; elle supporte notamment les commandes Chercher et Remplacer
(figure 2.2).
Fig. 2.2 – Recherche / Remplacement
2.2.2 Caracte´risation des exigences
Par exigence, cette fonction ge´ne`re un nume´ro de re´fe´rence unique et permet d’entrer l’iden-
tification de la source (re´fe´rence a` un paragraphe d’un autre document), la priorite´, une note, un
commentaire et un fichier joint, tous pouvant eˆtre ge´ne´re´s dans le document d’exigences (figure 2.3).
Remarquons que les exigences commente´es apparaissent en vert dans l’arbre d’exigences.
Fig. 2.3 – Donne´es comple´mentaires
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2.2.3 Structuration et liaison des exigences
Cette fonction permet de structurer et de lier les exigences (renvois) par de simples com-
mandes clic et glisse. De plus, elle offre des facilite´s de navigation telle une commande d’aller-retour
rapide entre l’origine et la destination d’un lien. Remarquons qu’a` la demande, les exigences relie´es
peuvent apparaˆıtre en bleu dans l’arbre d’exigences.
2.2.4 E´valuation de conformite´ aux exigences
Par exigence, cette fonction permet d’entrer des proce´dures d’e´valuation de conformite´, et
le re´sultat de cette e´valuation (figure 2.4). De plus, elle permet de ge´ne´rer un rapport d’e´valuation
contenant les exigences, leurs proce´dures d’e´valuation et les re´sultats de cette e´valuation.
Fig. 2.4 – Proce´dures d’essais
2.2.5 Controˆle et analyse des exigences
Cette fonction empeˆche d’introduire des incohe´rences de hie´rarchie ou de liaison d’exigences
– re`gles de hie´rarchie et de liaison parame´trables – et, en particulier, de supprimer une exigence a`
laquelle d’autres renvoient. De plus, elle offre un ve´rificateur d’exigences (figure 2.5), y compris un
ve´rificateur d’orthographe et de grammaire. De surcroˆıt, elle permet de ge´ne´rer un tableau Sources
Vs Exigences, facilitant la ve´rification de l’exactitude des exigences. Remarquons qu’a` la demande,
les exigences en erreur peuvent apparaˆıtre en rouge dans l’arbre d’exigences.
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Fig. 2.5 – Ve´rification des exigences
2.2.6 Normalisation des exigences
Cette fonction permet de ge´ne´rer automatiquement des textes de de´but d’exigence selon
le type d’exigence – texte et type parame´trables. De plus, elle permet de de´finir et d’utiliser des
variables dans les textes d’exigences.
2.2.7 Configuration des documents d’exigences
Cette fonction offre une grande quantite´ d’options de formatage des documents ge´ne´re´s ;
elle permet notamment d’en exclure des exigences et d’en inclure d’autres avec la mention « Non
applicable ».
2.2.8 Gestion de l’historique des exigences
Cette fonction permet d’entrer et de visualiser la raison de modification d’une exigence par
rapport a` la version ante´rieure, et d’enregistrer une version formelle de l’ensemble des exigences.
De plus, elle permet de comparer la version actuelle avec une version ante´rieure, et de ramener une
ou toutes les exigences telles qu’elles e´taient a` une version ante´rieure. Enfin, elle permet de ge´ne´rer
un tableau Historique des modifications d’exigence. En comple´ment, elle permet d’enregistrer de
simples copies de se´curite´ des exigences.
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2.3 Avantages
2.3.1 Re´duction des couˆts
GenSpec re´duit les couˆts de l’inge´nierie des exigences :
1. Concentre les efforts sur les exigences plutoˆt que sur le formatage, les documents e´tant ge´ne´re´s
automatiquement.
2. Permet de structurer facilement les exigences.
3. Permet de ge´ne´rer automatiquement des textes de de´but d’exigence, aidant, de surcroˆıt, a` la
normalisation.
4. Facilite la liaison des exigences.
5. Ge´ne`re automatiquement le rapport d’e´valuation.
2.3.2 Facilitation de la lecture
GenSpec facilite la lecture des exigences :
1. Oriente a` bien structurer les exigences, un paragraphe par exigence, graduellement, de la vue
d’ensemble a` la vue de´taille´e, base´ sur une notion d’arbre d’exigences : exigences parents sous
lesquelles se retrouvent des exigences enfants, les exigences parents e´tant la synthe`se (vue
d’ensemble) de leurs enfants.
2. Permet de lier chacune des exigences aux besoins du client ou exigences sources.
3. Offre une grande quantite´ d’options de formatage des documents ge´ne´re´s.
4. Uniformise les documents d’exigences, parce que ge´ne´re´s automatiquement.
2.3.3 Re´duction de la quantite´ d’erreurs
GenSpec re´duit la quantite´ d’erreurs d’exigences :
1. Ge´ne`re un tableau de ve´rification : Sources Vs Exigences.
2. Facilite la couverture de l’ensemble des exigences : de´finition de tous les intrants et extrants
sur les interfaces externes et liaison de chacun d’eux aux fonctions, et inversement.
3. Empeˆche d’introduire des incohe´rences de hie´rarchie ou de liaison d’exigences.
4. Simplifie les corrections et mises a` jour des exigences et des proce´dures d’e´valuation, ces
proce´dures e´tant de´finies avec les exigences.
5. Offre un ve´rificateur d’exigences.
6. Permet d’utiliser des variables dans les textes d’exigences.
7. Ge`re un historique des modifications d’exigence.
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2.3.4 Respect des normes internationales
GenSpec respecte des normes internationales, dont les normes pertinentes de IEEE et de
ISO/CEI. En effet, en plus des avantages ci-dessus, GenSpec :
1. Fixe un nume´ro de re´fe´rence unique par exigence.
2. Oriente a` e´noncer des exigences validables, faisant abstraction des moyens de re´alisation, les
intrants et extrants d’exigences ne pouvant eˆtre que ceux des interfaces externes.
3. Facilite la modification des exigences, e´tant bien structure´es et les liens entre exigences e´tant
clairement de´finis : liens parent-enfant, liens intrant-extrant-fonction et autres liens (renvois).
4. De´finit la priorite´ de chacune des exigences.




Ce chapitre va permettre d’illustrer l’utilisation de GenSpec pour la spe´cification d’une
partie des exigences spe´cifiques du logiciel « ProDon ».
3.1 Cre´ation d’un nouveau projet
GenSpec permet de cre´er un projet en se basant sur diffe´rents mode`les qui diffe`rent surtout
par leur structure. Nous avons opte´ pour le mode`le de la figure 3.1 qui correspond principalement
a` la structure de la norme 830 de IEEE et qui permet de structurer les exigences spe´cifiques d’un
document SRS base´ sur la meˆme norme.
Fig. 3.1 – Mode`le IEEE 830
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3.2 Gestion des usagers
La gestion des usagers se fait a` partir du menu Session et est relative au projet ouvert,
c’est-a`-dire qu’un usager ayant un compte dans le projet X n’a pas automatiquement un compte
dans le projet Y.
Il y a cinq types d’usager dans GenSpec :
1. Administrateur : Posse`de l’acce`s a` toutes les fonctionnalite´s de GenSpec.
2. Utilisateur : Posse`de l’acce`s a` toutes les fonctionnalite´s de GenSpec excepte´ la gestion des
usagers et la ge´ne´ration de versions officielles.
3. Visiteur : Posse`de seulement des droits de lecture de tous les champs et des droits de
ge´ne´ration des documents.
4. Commentateur : Posse`de les meˆmes restrictions qu’un Visiteur excepte´ qu’il a les droits
d’e´criture sur les champs Commentaires.
5. Testeur : Posse`de les meˆmes restrictions qu’un Visiteur excepte´ qu’il a les droits d’e´criture
sur les champs Commentaires et les champs de l’onglet Essais.
Par de´faut, l’usager qui a cre´e´ un nouveau projet se voit accorder le droit d’acce`s Adminis-
trateur.
3.3 Manipulation des exigences
Afin d’ajouter une exigence, il suffit de cliquer dans la feneˆtre Arbre hie´rarchique, avec le
bouton droit de la souris, sur l’exigence parent de l’exigence a` ajouter et de se´lectionner l’option
«Ajouter sous cette exigence... ». Ces exigences peuvent ensuite eˆtre aise´ment modifie´es, de´place´es,
supprime´es, etc.
3.3.1 Types d’exigences
Chaque exigence de l’arbre hie´rarchique est d’un type bien pre´cis. Afin de structurer au
mieux les exigences, il convient de respecter la hie´rarchie de types d’exigences de la figure 3.2 ou`
sous chaque type d’exigence sont pre´sente´s les types possibles.
Le niveau maximum de l’arbre hie´rarchique est parame´trable (entre 1 et 6) mais il est
toutefois recommande´, pour les exigences fonctionnelles, d’utiliser les 6 niveaux afin d’obtenir un
arbre e´quilibre´.
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Fig. 3.2 – Types d’exigences
– Macro Fonction est une fonction de tre`s haut niveau, compose´e de fonctions. Une macro
ne peut eˆtre argument d’une fonction.
– Fonction est une taˆche, action ou activite´ qui doit eˆtre exe´cute´e pour parvenir a` un re´sultat.
– De´tail est un niveau de de´finition supple´mentaire. Le de´tail est utilise´ lorsqu’il est ne´cessaire
de pre´ciser une exigence sans augmenter inutilement la de´finition de cette dernie`re. Un de´tail
est nume´rote´ de fac¸on alphabe´tique, et non nume´rique, dans l’arbre hie´rarchique.
– Autres exigences est un type qui concerne les exigences qui n’entrent pas dans les cate´gories
de´ja` de´finies.
Remarquons que les diffe´rents types propose´s par GenSpec sont parame´trables et l’utilisateur
peut donc de´finir lui-meˆme ses propres types d’exigences.
En spe´cifiant les exigences du logiciel «ProDon », selon la hie´rarchie pre´ce´dente via GenSpec,
on obtient la hie´rarchie fournie dans l’annexe 1.
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3.3.2 Caracte´risation d’une exigence
Fig. 3.3 – Caracte´risation d’une exigence
Titre
Le titre d’une exigence est le nom de cette exigence dans l’arbre hie´rarchique et est fonction
de son type :
– Macro Fonction : Son titre doit, ge´ne´ralement, eˆtre de la forme : « Gestion de... ».
– Fonction : Son titre doit correspondre au but de l’exigence. Par exemple, « Ajouter un
client ».
– De´tail : Son titre doit correspondre au nom du de´tail. Par exemple, « Nom », « adresse »,
etc.
– Contraintes : Leur titre doit mentionner ce qui fait l’objet de la contrainte. Par exemple,
« Recherche dans la BD », « Syste`me d’exploitation », etc.
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E´nonce´
L’e´nonce´ consiste a` mentionner ce que l’exigence en cours d’e´dition ame`ne de plus dans la
spe´cification. L’e´nonce´ d’une exigence est automatiquement pre´ce´de´ d’un bout de phrase pre´de´termine´
dans le cas ou` l’utilisateur entre un e´nonce´ commenc¸ant par une minuscule.
Par exemple, pour l’exigence « Ajouter un client », l’e´nonce´ est : « ProDon doit permettre
d’ajouter un client en spe´cifiant son nom ou pre´nom ainsi qu’e´ventuellement ses autres informa-
tions ». Remarquons que les deux premiers mots (bout de phrase pre´de´termine´) ont e´te´ ajoute´
automatiquement.
Liaisons
Un renvoi est un lien direct a` implanter entre deux exigences qui ont des liens logiques. Le
logiciel ne´cessite donc de lui spe´cifier, au moyen de la souris, vers quelle exigence effectuer le renvoi.
Par exemple, l’exigence « Chercher un client » dans « Gestion des clients », est identique,
excepte´ au niveau de leur priorite´, a` l’exigence «Chercher un client » dans «Ajouter une transaction
de dons ».
Note
Il est possible d’ajouter une note comple´tant l’e´nonce´ de l’exigence, qui ne doit introduire
aucune autre exigence car elle serait alors dite cache´e, et les de´veloppeurs risqueraient de ne pas
en tenir compte en e´tudiant le document d’exigences. Une note peut e´galement eˆtre utilise´e afin de
justifier la pre´sence d’un renvoi.
Par exemple, la note de l’exigence «Chercher un client » dans «Gestion des clients », justifie
la pre´sence du renvoi a` l’exigence « Chercher un client » dans « Ajouter une transaction de dons »,
en stipulant : « Cette exigence est identique a` celle qu’elle re´fe´rence dans le renvoi excepte´ sa
priorite´. ».
Type
Il est possible de modifier le type d’une exigence ajoute´e pre´ce´demment, en fonction de sa
position dans l’arbre hie´rarchique, afin de ne pas devoir la supprimer puis la rajouter.
Priorite´
Le degre´ de priorite´ doit eˆtre choisi entre trois valeurs diffe´rentes : Essentielle, Comple´mentaire
et Optionnelle. Remarquons que le degre´ de priorite´ d’une exigence enfant d’une exigence comple´mentaire
peut tre`s bien eˆtre essentielle. En effet, ce degre´ de ne´cessite´ est relatif a` l’existence meˆme du parent.
Une exigence enfant est essentielle SI son exigence parent comple´mentaire ou optionnelle devient
un e´ve`nement ve´rifie´.
Par exemple, l’exigence « Chercher une transaction de dons » dans « Gestion des transac-
tions de dons », a un degre´ de priorite´ e´quivalent a` Comple´mentaire. De`s lors, il s’ave`re que nous
conside´rons alors comme comple´mentaire (non essentiel) de retrouver une transaction via une action
de recherche. En effet, les transactions peuvent eˆtre consulte´es via une simple liste.
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Commentaires
Sous l’onglet Comple´ments de la feneˆtre Exigences, un champ est re´serve´ aux commentaires
sur l’exigence spe´cifie´e. Ce champ comprend donc des points sur lesquels porter son attention lors
du de´veloppement.
En outre, il serait inte´ressant d’utiliser cet espace afin d’y inse´rer toute requeˆte de change-
ment relative a` l’exigence spe´cifie´e. Rappelons nous qu’une exigence commente´e apparaˆıt en vert
dans l’arbre hie´rarchique et qu’il est possible d’inclure ou non ces commentaires lors de la ge´ne´ration
de documents Word.
Par exemple, nous pourrions de´sirer enregistrer une requeˆte de changement concernant le
temps de re´ponse d’une recherche dans une base de donne´es restreinte (dont le nombre d’objets est
infe´rieur ou e´gal a` 2500). Nous pourrions e´galement de´sirer mentionner le nom de la personne qui
devra se charger de valider cette requeˆte ainsi que lier des documents qui illustrent cette requeˆte.
Pour ce faire, il suffirait donc d’inse´rer, dans le champ commentaires de l’exigence « BD
restreinte », dans la contrainte de performance dynamique, « Recherche dans la BD » : « RC : Le
temps de recherche maximum devrait eˆtre re´duit a` 2 secondes. (A` valider par C. Dubois) ».
Il suffirait aussi de joindre des documents Word illustrant cette requeˆte, via la fonction «Document
joint » qui se situe en dessous du champ commentaire.
Modification
Dans le cas ou` l’exigence est modifie´e apre`s sa cre´ation, l’onglet Modifications permet a`
l’utilisateur d’entrer un court texte spe´cifiant les diffe´rences entre la version ante´rieure et la nouvelle
mise a` jour.
Comme il est possible avec le logiciel de revenir vers une version ante´rieure, les modifications
correspondantes sont conserve´es dans le temps. Le texte entre´ dans l’onglet Modifications des
exigences se retrouvera dans les documents ge´ne´re´s « Listes des modifications courantes » et/ou
dans « Historique des modifications ».
– Dans le document « Liste des modifications courantes », on retrouve un tableau contenant,
pour chaque exigence modifie´e, la description de la modification effectue´e depuis la dernie`re
Version Officielle, le nom du responsable et la date ou` la modification a e´te´ effectue´e.
– Dans le document « Historique des modifications », on retrouve un tableau contenant, par
version officielle, les modifications qui ont e´te´ effectue´es depuis la cre´ation du projet.
Par exemple, nous de´sirons appliquer la requeˆte de changement vue dans une des sections
pre´ce´dentes, a` savoir, « RC : Le temps de recherche maximum devrait eˆtre re´duit a` 2 secondes. (A`
valider par C. Dubois) ».
Nous modifions donc l’exigence « BD restreinte » en conse´quence et nous explicitons les mo-
difications par rapport a` la version ante´rieure. Ensuite, nous supprimons la requeˆte de changement
du champ Commentaires, ainsi que les e´ventuels documents joints y affe´rents, puisque cette requeˆte
a` e´te´ concre´tise´e en exigence.
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Ci-dessous, la liste des modifications courantes telle que ge´ne´re´e par GenSpec :
Fig. 3.4 – Liste des modifications courantes
Essais
Sous l’onglet Essais, la spe´cification des diffe´rents essais effectue´s et l’entre´e de leurs re´sultats
sont possibles. Afin de pre´ciser de quelle manie`re les essais doivent eˆtre effectue´s, des proce´dures
doivent eˆtre entre´es.
Le premier champ sert a` donner un titre a` la proce´dure. Le champ sous ce dernier, plus
volumineux, permet de spe´cifier la proce´dure en soit (les e´tapes a` effectuer, les points a` relever, les
avertissements, etc.). Chaque paragraphe d’une proce´dure doit commencer par un verbe a` l’infinitif.
Tout sche´ma ou figure pouvant aider a` effectuer la proce´dure peut eˆtre joint.
Deux boˆıtes pouvant eˆtre coche´es servent a` indiquer si, une fois la proce´dure effectue´e,
l’essai a Re´ussi ou E´choue´. Il est e´galement possible de spe´cifier la date ou` le test a e´te´ effectue´, le
responsable qui a supervise´ les tests et le nume´ro d’Avis De Proble`me (ADP) e´ventuel.
Par exemple, une proce´dure serait de mesurer le temps de recherche d’un client dans une
BD restreinte :
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Fig. 3.5 – Proce´dure d’essai
Hie´rarchie
L’onglet hie´rarchie permet d’avoir un clair aperc¸u de la situation hie´rarchique de l’exigence
spe´cifie´e. Remarquons qu’aucun champ ne peut eˆtre modifie´ via cet onglet.
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3.4 Ge´ne´ration de documents Word
GenSpec permet de ge´ne´rer, a` partir de la spe´cification d’exigences effectue´e, 6 types de
documents sous format Word, complets, qui incluent les parame`tres voulus :
– Arbre hie´rarchique des exigences. (Annexe 1)
– Spe´cification des exigences. (Annexe 2)
– Re´fe´rences aux exigences sources externes.
– Liste des modifications courantes.
– Historique des modifications.
– Cahier des essais.
L’utilisateur a le contenu complet des documents ge´ne´re´s en son controˆle. Il peut ainsi
choisir d’inclure les commentaires, les proce´dures, les titres d’exigences, de ne pas inclure les cases
Re´ussi/E´choue´, etc. Ce controˆle peut s’exercer sur tous les niveaux se´pare´ment et pour chacun des
documents offerts en ge´ne´ration.
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Introduction
Ce document a pour but de pre´senter un processus de gestion des changements qui permet
de formaliser la manie`re dont les requeˆtes de changement, provenant des clients de Logilys, sont
enregistre´es, ge´re´es et solutionne´es par l’entreprise.
La premie`re partie illustre chacune des e´tapes du processus, ainsi que le mode`le du formulaire
utilise´ pour repre´senter une requeˆte de changement d’un client.
La seconde partie repre´sente l’analyse des besoins, en terme de gestion des changements,
de l’entreprise Logilys. Cette analyse servira de base pour le de´veloppement de l’outil « modeX »,









Processus de gestion des changements
Le processus de gestion des changements, repre´sente´ a` la figure 1.1, a pour but d’aider
l’entreprise a` ge´rer formellement les requeˆtes de changement provenant de leurs clients.
Fig. 1.1 – Processus de gestion des changements
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Ci-dessous, la description de chacune des e´tapes du processus :
1.1 Demande de changement
Cette premie`re e´tape consiste en une requeˆte de la part du client qui souhaite voir un
changement dans le logiciel qu’il utilise. Pour ce faire, le client contacte l’entreprise via l’un des
points de contact, pre´alablement e´tabli par cette entreprise pour permettre aux clients d’e´mettre
leurs requeˆtes. Ces points de contact peuvent eˆtre un nume´ro de te´le´phone, un courriel, une adresse,
etc.
1.2 Enregistrement du formulaire
Cette e´tape repre´sente l’enregistrement de la requeˆte de changement via un formulaire bien
de´fini. La personne en charge du point de contact va re´aliser et enregistrer une description de´taille´e
et formelle du changement voulu par le client. Remarquons que le mode`le de ce formulaire est de´crit
dans le chapitre suivant.
A` la fin de cette e´tape, une requeˆte de changement est enregistre´e et est dans l’e´tat « EN-
REGISTRE´E ».
1.3 Demande de validation
Cette premie`re e´valuation va permettre de de´cider s’il y a lieu ou non de re´aliser la requeˆte
de changement. C’est le chef de projet qui est responsable d’e´valuer la faisabilite´ du changement
et de recontacter e´ventuellement le client pour de plus amples informations.
A` la fin de cette e´tape, la requeˆte de changement est dans l’e´tat « VALIDE´E » ou « RE-
JETE´E ».
1.4 Analyse de l’impact
Cette seconde e´valuation va permettre de de´cider s’il y a lieu ou non de re´aliser la requeˆte
de changement, pre´alablement valide´e, en fonction de son impact sur le syste`me existant. Le chef
de projet va donc e´tudier l’impact que le changement aurait sur les autres exigences et prendre en
conside´ration toutes les alternatives possibles a` ce changement.
A` la fin de cette e´tape, la requeˆte de changement est dans l’e´tat « APPROUVE´E » ou
« REJETE´E ».
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1.5 Modification du SRS
A` cette e´tape, il s’agit de traduire la requeˆte de changement, pre´alablement approuve´e, dans
la spe´cification des exigences existantes et ce, via l’outil GenSpec. Un changement dans le syste`me
peut impliquer soit, une nouvelle exigence pour le syste`me, soit une modification d’une ou plusieurs
exigences existantes.
A` la fin de cette e´tape, la requeˆte de changement est dans l’e´tat « SPE´CIFIE´E ».
1.6 Planification du changement
Une fois le changement spe´cifie´, il s’agit de planifier la re´alisation de celui-ci. Le chef de
projet est donc responsable de re´partir, dans le temps, les taˆches ne´cessaires a` la re´alisation du
changement entre les membres de son e´quipe.
A` la fin de cette e´tape, la requeˆte de changement est dans l’e´tat « PLANIFIE´E ».
1.7 Re´alisation du changement
Lors de cette e´tape, les ressources alloue´es au de´veloppement du changement vont re´aliser
ce dernier en respectant la planification pre´e´tablie.
A` la fin de cette e´tape, la requeˆte de changement est dans l’e´tat « RE´ALISE´E ».
1.8 Suivi du changement
Cette dernie`re e´tape consiste en un suivi de la re´alisation du changement qui a e´te´ planifie´.
Pour ce faire, le chef de projet consulte re´gulie`rement les ressources alloue´es afin de connaitre
l’avancement du de´veloppement et constitue, ensuite, une e´quipe de testeurs qui se chargera de
re´aliser des plans de tests bien de´finis afin de ve´rifier la modification apporte´e au syste`me.
A` la fin de cette e´tape, la requeˆte de changement est dans l’e´tat « TESTE´E ».




Ce chapitre de´crit le mode`le de formulaire utilise´ pour l’enregistrement des requeˆtes de
changement provenant des clients. Ce mode`le est compose´ de trois parties comple´mentaires, a`
savoir, l’identification, la description et l’analyse.
Les parties concernant l’identification et la description de la demande, seront enregistre´es
par la personne en charge du point de contact avec le client. Les trois parties pourront ensuite eˆtre
mises a` jour par le chef de projet, au fur et a` mesure de la progression de la demande a` travers les
e´tapes du processus. Remarquons que les e´le´ments dote´s d’une aste´risque sont obligatoires.
2.1 Identification
Nom du projet* : Le nom du produit a` de´velopper.
Nume´ro de la requeˆte* : Le nume´ro de la requeˆte dans le projet.
Titre* : Le titre re´sumant le but de la requeˆte.
E´mise par* : Le client qui e´met la requeˆte.
Enregistre´e par* : Le point de contact du client, celui qui enregistre la requeˆte.
Priorite´* : Un niveau de priorite´ de la requeˆte base´ sur trois niveaux.
E´tat* : L’e´tat de la requeˆte, tel que pre´cise´ dans le processus de gestion des changements.
Date de demande* : La date a` laquelle la requeˆte a e´te´ e´mise par le client.




Type* : Le type de la requeˆte, tel que : Ajout, Modification, Retrait,...
Description* : Une description de la requeˆte, de ce que le client voudrait.
Description originale : Une description de l’existant, i.e, comment cela est ge´re´ pour
le moment.
Justification* : La raison qui justifie la re´alisation de la requeˆte.
Commentaire technique : Un commentaire technique sur la requeˆte.
Documents relatifs : Des documents annexes permettant d’illustrer la requeˆte.




Aperc¸u de l’impact* : Description de l’impact du changement sur les autres exigences.
Exigences concerne´es : La liste des nume´ros d’exigences qui sont concerne´es par le
changement demande´.
Alternatives : Les alternatives possibles relatives au changement demande´.
Action* : Ce qu’il convient d’entreprendre pour re´aliser le changement : Temps, Res-
sources,...
Chapitre 2 10 Formulaire de changement
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2.3.2 Planification
Analyste* : La personne responsable d’e´valuer et de planifier le changement.
Approbateur* : La personne qui donne son accord pour re´aliser le changement.
Imple´menteur* : La personne responsable d’imple´menter le changement.
Date d’approbation : La date a` laquelle l’approbateur a donne´ son accord.
Date de de´but des travaux : La date planifie´e de de´but des travaux.
Date de fin des travaux : La date planifie´e de fin des travaux.
Date finale : La date de re´alisation finale du changement.








3.1 Chef de projet
3.1.1 Caracte´ristiques
1. Attributs physiques : La personne a l’aˆge le´gal pour exercer la fonction de chef de projet.
Il n’y a a` priori aucun aˆge spe´cifique ni de sexe typique. Rien n’est pre´vu au sein du logiciel
pour la prise en charge de chef de projet a` capacite´s re´duites. Des incapacite´s physiques et
handicaps mode´re´s sont cependant tole´re´s.
2. Attributs mentaux : Le chef de projet est familiarise´ aux concepts modernes des interfaces
graphiques. Notre application n’est pas adapte´e aux handicaps lourds. Du fait de sa qualifi-
cation et de son inte´reˆt e´vident pour la gestion des changements, le chef de projet adopte une
attitude positive vis-a`-vis de la taˆche.
3. Qualifications et connaissances : La langue maternelle du chef de projet est le franc¸ais.
Les pe´riphe´riques d’entre´e utilise´s sont le clavier et la souris.
4. Caracte´ristiques du travail : Le but du travail du chef de projet est de mettre a` jour le
syste`me en ge´rant les demandes de changement ainsi qu’en ge´rant l’ajout et la suppression
d’utilisateurs. Aucune contrainte quant a` l’organisation du travail n’est impose´e par le logiciel.
3.1.2 Environnement
1. Localisation du produit : Le logiciel est utilise´ principalement dans les locaux de l’entre-
prise.
2. Position : Le chef de projet est ge´ne´ralement assis pour utiliser l’ordinateur et adopte vrai-
semblablement cette meˆme position pour utiliser le logiciel.
3. Mate´riel : L’ordinateur du chef de projet est suffisamment puissant pour faire fonctionner
la machine virtuelle java et notre application.
4. Logiciel et Syste`me d’exploitation : Le syste`me d’exploitation du chef de projet est
Windows XP. Notre application ne requiert pas de syste`me d’exploitation particulier mais
une machine virtuelle Java doit eˆtre installe´e.
5. Structure :
– Travail en groupe : Le logiciel est utilise´ individuellement.
– Assistance : Une aide incorpore´e au logiciel est disponible pour le chef de projet.
– Interruptions : Ce facteur de´pend fortement du contexte dans lequel le chef de projet se
trouve. Dans le cas le plus probable, celui-ci n’est pas interrompu.






1. Attributs physiques : La personne a l’aˆge le´gal pour exercer la fonction d’utilisateur. Il n’y
a a` priori aucun aˆge spe´cifique ni de sexe typique. Rien n’est pre´vu au sein du logiciel pour
la prise en charge d’utilisateurs a` capacite´s re´duites. Des incapacite´s physiques et handicaps
mode´re´s sont cependant tole´re´s.
2. Attributs mentaux : L’utilisateur est familiarise´ aux concepts modernes des interfaces gra-
phiques. Notre application n’est pas adapte´e aux handicaps lourds. Du fait de sa qualification
et de son inte´reˆt e´vident pour la gestion des changements, l’utilisateur adopte une attitude
positive vis-a`-vis de la taˆche.
3. Qualifications et connaissances : La langue maternelle de l’utilisateur est le franc¸ais. Les
pe´riphe´riques d’entre´e utilise´s sont le clavier et la souris.
4. Caracte´ristiques du travail : Le but du travail de l’utilisateur est de mettre a` jour le
syste`me en y incluant les nouvelles demandes de changement. Aucune contrainte quant a`
l’organisation du travail n’est impose´e par le logiciel.
3.2.2 Environnement
1. Localisation du produit : Le logiciel est utilise´ principalement dans les locaux de l’entre-
prise.
2. Position : L’utilisateur est ge´ne´ralement assis pour utiliser l’ordinateur et adopte vraisem-
blablement cette meˆme position pour utiliser le logiciel.
3. Mate´riel : L’ordinateur de l’utilisateur est suffisamment puissant pour faire fonctionner la
machine virtuelle java et notre application.
4. Logiciel et Syste`me d’exploitation : Le syste`me d’exploitation du chef de projet est
Windows XP. Notre application ne requiert pas de syste`me d’exploitation particulier mais
une machine virtuelle Java doit eˆtre installe´e.
5. Structure :
– Travail en groupe : Le logiciel est utilise´ individuellement.
– Assistance : Une aide incorpore´e au logiciel est disponible pour l’utilisateur.
– Interruptions : Ce facteur de´pend fortement du contexte dans lequel l’utilisateur se trouve.
Dans le cas le plus probable, celui-ci n’est pas interrompu.
– Communications : Le re´seau de l’entreprise permet de ve´hiculer l’information lie´e a` l’utili-
sation du logiciel.




Les cas d’utilisation repre´sentent le comportement affiche´ par le syste`me sous certaines
conditions de manie`re a` satisfaire un objectif de l’un des acteurs. Les diagrammes de cas d’utilisation
montrent quant a` eux les acteurs, les limites du syste`me, les relations entre acteurs et le syste`me
ainsi que les relations entre les cas d’utilisation eux-meˆmes. Ceux-ci permettent, aux travers de
sce´narii, de capturer, repre´senter et valider les fonctions d’un domaine, les spe´cifier et donner un
aperc¸u de la dynamique et des interactions. Du fait de leur simplicite´, les cas d’utilisation ont pour
avantage notable d’eˆtre compre´hensibles par tous.
Notons que, afin d’avoir une vision plus pre´cise et plus simple du syste`me, nous l’avons
divise´ en deux parties : le syste`me d’information du chef de projet (SI Chef de projet) et le syste`me
d’information de l’utilisateur (SI Utilisateur). De plus, toutes les fonctionnalite´s disponibles pour
l’utilisateur le sont aussi pour le chef de projet.
4.1 SI du chef de projet
Fig. 4.1 – Diagramme de cas d’utilisation du chef de projet
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4.2 SI de l’utilisateur
Fig. 4.2 – Diagramme de cas d’utilisation de l’utilisateur
Chapitre 4 16 Objectifs des utilisateurs
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Chapitre 5
Sce´narii d’utilisation du chef de projet
5.1 Cre´er un projet
Re´sume´ :
L’acteur cre´e un nouveau projet.
Acteur :
Le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le nouveau projet est enregistre´ dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les caracte´ristiques du
nouveau projet.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que le nou-
veau projet a bien e´te´ enregistre´ dans le
syste`me.
5. L’acteur rec¸oit l’information.
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5.1.1 Extension : Projet de´ja` existant
Re´sume´ :
L’acteur cre´e un nouveau projet qui est de´ja` enregistre´ dans le syste`me.
Acteur :
Le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le nouveau projet est identique a` un projet de´ja` enregistre´ dans le syste`me.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le nouveau projet n’est pas enregistre´ dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les caracte´ristiques d’un
projet existant.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que le projet
existe de´ja` et lui demande de re´introduire
les caracte´ristiques d’un nouveau projet.
5. Retour au point 1 du cas normal.
Chapitre 5 18 Sce´narii d’utilisation du chef de projet
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5.2 Ajouter un utilisateur
Re´sume´ :
L’acteur ajoute un nouvel utilisateur dans le syste`me.
Acteur :
Le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le nouvel utilisateur est enregistre´ dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les caracte´ristiques du
nouvel utilisateur.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que le nou-
vel utilisateur a bien e´te´ enregistre´ dans le
syste`me avec un login de´termine´.
5. L’acteur rec¸oit l’information.
Chapitre 5 19 Sce´narii d’utilisation du chef de projet
121
5.2.1 Extension : Donne´e(s) errone´e(s)
Re´sume´ :
L’acteur ajoute un nouvel utilisateur dans le syste`me avec une/des donne´e(s) errone´e(s).
Acteur :
Le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Une/des donne´e(s) est/sont errone´e(s).
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le nouvel utilisateur n’est pas enregistre´ dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les caracte´ristiques du
nouvel utilisateur dont certaines sont er-
rone´es.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que cer-
taines donne´es sont errone´es et lui de-
mande de re´introduire correctement les
caracte´ristiques d’un nouvel utilisateur.
5. Retour au point 1 du cas normal.
Chapitre 5 20 Sce´narii d’utilisation du chef de projet
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5.2.2 Extension : Utilisateur de´ja` existant
Re´sume´ :
L’acteur ajoute un nouvel utilisateur qui est de´ja` enregistre´ dans le syste`me.
Acteur :
Le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le nouvel utilisateur est identique a` un utilisateur de´ja` enregistre´ dans le syste`me.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le nouvel utilisateur n’est pas enregistre´ dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les caracte´ristiques d’un
utilisateur de´ja` existant.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que l’uti-
lisateur existe de´ja` et lui demande de
re´introduire les caracte´ristiques d’un nou-
vel utilisateur.
5. Retour au point 1 du cas normal.
Chapitre 5 21 Sce´narii d’utilisation du chef de projet
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5.3 Supprimer un utilisateur
Re´sume´ :
L’acteur supprime un des utilisateurs du syste`me.
Acteur :
Le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
L’utilisateur est enregistre´ dans le syste`me.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
L’utilisateur n’est plus enregistre´ dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur se´lectionne l’utilisateur a` sup-
primer.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que l’utilisa-
teur est bien supprime´.
5. L’acteur rec¸oit l’information.
Chapitre 5 22 Sce´narii d’utilisation du chef de projet
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Chapitre 6
Sce´narii d’utilisation de l’utilisateur
6.1 S’identifier
Re´sume´ :
L’acteur s’identifie afin d’acce´der au programme de gestion des changements.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur lance le syste`me.
2. L’acteur entre son login et son mot de
passe.
3. Le syste`me rec¸oit les donne´es.
4. Le syste`me traite et ve´rifie les donne´es.
5. L’acteur entre dans le programme.
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6.1.1 Extension : Login et/ou mot de passe errone´(s)
Re´sume´ :
L’acteur s’identifie, afin d’acce´der au programme de gestion des changements, avec un login
et/ou un mot de passe errone´(s).
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur entre un login et/ou un mot de passe errone´(s).
Postcondition :
Le syste`me est ope´rationnel.
L’acteur n’est pas identifie´.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur lance le syste`me.
2. L’acteur entre son login et son mot de
passe de fac¸on errone´e.
3. Le syste`me rec¸oit les donne´es.
4. Le syste`me traite et ve´rifie les donne´es.
5. Le syste`me signale a` l’acteur qu’il a
entre´ un login et/ou un mot de passe er-
rone´(s) et lui demande de s’identifier a`
nouveau.
6. Retour au point 2 du cas normal.
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6.2 Re´cupe´rer son mot de passe
Re´sume´ :
L’acteur tente de re´cupe´rer son mot de passe.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
Postcondition :
Le syste`me est ope´rationnel.
Le mot de passe est envoye´ par mail a` l’utilisateur.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur lance le syste`me.
2. L’acteur demande son mot de passe au
syste`me.
3. Le syste`me rec¸oit la demande.
4. Le syste`me traite et ve´rifie la demande.
5. Le syste`me envoie a` l’utilisateur son
mot de passe.
6. L’utilisateur rec¸oit son mot de passe.
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6.3 Modifier son profil
Re´sume´ :
L’acteur modifie son profil.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le profil de l’acteur est modifie´.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les donne´s afin de modi-
fier son profil.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que son pro-
fil a e´te´ modifie´ avec succe`s.
5. L’acteur rec¸oit l’information.
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6.3.1 Extension : Donne´e(s) errone´e(s).
Re´sume´ :
L’acteur modifie son profil avec une/des donne´e(s) errone´e(s).
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Certaines donne´es entre´es par l’acteur sont errone´es.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le profil de l’acteur est inchange´.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre une/des donne´s er-
rone´e(s) afin de modifier son profil.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me demande a` l’acteur de ren-
trer des donne´es correctes.
5. Retour au point 1 du cas normal.
Chapitre 6 27 Sce´narii d’utilisation de l’utilisateur
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6.4 Ge´ne´rer un rapport de projet
Re´sume´ :
L’acteur ge´ne`re, au format pdf, le rapport des requeˆtes de changement relatives a` un projet.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Le rapport est ge´ne´re´.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur demande au syste`me de
ge´ne´rer le rapport relatif a` un projet.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que le rap-
port a e´te´ cre´e´ et place´ dans le re´pertoire
relatif au projet concerne´.
5. L’acteur rec¸oit l’information.
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6.5 Ajouter une requeˆte
Re´sume´ :
L’acteur ajoute une nouvelle requeˆte de changement dans le syste`me.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
La nouvele requeˆte de changement est enregistre´e dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les caracte´ristiques
concernant la nouvelle requeˆte de change-
ment.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que la nou-
velle requeˆte de changement a bien e´te´ en-
registre´e dans le syste`me.
5. L’acteur rec¸oit l’information.
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6.5.1 Extension : Donne´e(s) errone´e(s)
Re´sume´ :
L’acteur ajoute une nouvelle requeˆte de changement dans le syste`me avec une/des donne´e(s)
errone´e(s).
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Une/des donne´e(s) est/sont errone´e(s).
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
La nouvele requeˆte de changement n’est pas enregistre´e dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les caracte´ristiques de
la nouvelle requeˆte de changement avec
une/des donne´e(s) errone´e(s).
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me demande a` l’acteur de ren-
trer des donne´es correctes.
5. Retour au point 1 du cas normal.
Chapitre 6 30 Sce´narii d’utilisation de l’utilisateur
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6.6 Consulter la liste des requeˆtes
Re´sume´ :
L’utilisateur consulte la liste des requeˆtes de changement d’un projet particulier et selon un
ordre spe´cifie´.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
L’utilisateur a acce`s a` la liste des requeˆtes de changement d’un projet particulier et se-
lon un ordre spe´cifie´.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’utilisateur demande pour consulter
la liste des requeˆtes de changement d’un
projet particulier et selon un ordre bien
pre´cis.
2. Le syste`me rec¸oit la demande.
3. Le syste`me traite la demande.
4. Le syste`me envoie la liste des requeˆtes
du projet, classe´e selon l’ordre spe´cifie´.
5. L’acteur a acce`s a` la liste des requeˆtes
du projet selon l’ordre spe´cifie´.
Chapitre 6 31 Sce´narii d’utilisation de l’utilisateur
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6.7 Consulter les de´tails d’une requeˆte
Re´sume´ :
L’acteur
L’acteur consulte les de´tails d’une requeˆte, a` savoir, l’ensemble de ses caracte´ristiques ainsi
que la liste des requeˆtes lie´es (requeˆtes qui re´fe´rencent au moins une des exigences re´fe´rence´es par
la requeˆte consulte´e).
Acteur :
Le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
L’acteur rec¸oit les de´tails de la requeˆte.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur spe´cifie la requeˆte pour laquelle
il veut obtenir les de´tails, et ce, en consul-
tant la liste des requeˆtes.
2. Le syste`me rec¸oit la demande.
3. Le syste`me traite la demande.
4. Le syste`me envoie les de´tails de la
requeˆte spe´cifie´e.
5. L’acteur a acce`s aux de´tails de la
requeˆte spe´cifie´e.
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6.8 Modifier une requeˆte
Re´sume´ :
L’acteur modifie certaines caracte´ristiques d’une requeˆte de changement enregistre´e dans le
syste`me.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
La requeˆte de changement est enregistre´e dans le syste`me.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Certaines caracte´ristiques de la requeˆte de changement sont change´es.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre les nouvelles ca-
racte´ristiques de la requeˆte de change-
ment.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que les chan-
gements ont e´te´ effectue´s.
5. L’acteur rec¸oit l’information.
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6.8.1 Extension : Donne´e(s) errone´e(s)
Re´sume´ :
L’acteur modifie, de fac¸on errone´e, certaines caracte´ristiques d’une requeˆte de changement
enregistre´e dans le syste`me.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
La requeˆte de changement est enregistre´e dans le syste`me.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
Les caracte´ristiques de la requeˆte de changement sont inchange´es.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur entre, de fac¸on errone´e, les
nouvelles caracte´ristiques de la requeˆte de
changement.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me demande a` l’acteur de ren-
trer des donne´es correctes.
5. Retour au point 1 du cas normal.
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6.9 Supprimer une requeˆte
Re´sume´ :
L’acteur supprime une des requeˆte de changement enregistre´e dans syste`me.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
La requeˆte de changement est enregistre´e dans le syste`me.
Postcondition :
Le syste`me est ope´rationnel.
L’acteur est identifie´.
La requeˆte de changement n’est plus enregistre´e dans le syste`me.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’acteur se´lectionne la requeˆte de chan-
gement a` supprimer.
2. Le syste`me rec¸oit les donne´es.
3. Le syste`me traite et ve´rifie les donne´es.
4. Le syste`me avertit l’acteur que la
requeˆte de changement est supprime´e.
5. L’acteur rec¸oit l’information.




L’utilisateur demande de l’aide sur la manie`re dont fonctionne le programme.
Acteur :
L’utilisateur et le chef de projet.
Pre´condition :
Le syste`me est ope´rationnel.
Postcondition :
Le syste`me est ope´rationnel.
L’utilisateur rec¸oit l’aide demande´e.
Flux d’e´ve´nement :
Acteur Re´ponse du syste`me
1. L’utilisateur demande de l’aide sur la
manie`re dont fonctionne le programme.
2. Le syste`me rec¸oit la demande.
3. Le syste`me traite la demande.
4. Le syste`me envoie l’aide a` l’acteur.
5. L’acteur rec¸oit l’aide demande´e.
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Chapitre 7
Diagramme de la statique
7.1 Sche´ma de la statique
Le mode`le Entite´-Relation-Attribut propose des concepts (principalement les entite´s, les
associations et les attributs) permettant de de´crire un ensemble de donne´es relatives a` un domaine
de´fini.










Fig. 9.1 – Package BD
Fig. 9.2 – Package GestionLogin
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Fig. 9.3 – Package Export
Fig. 9.4 – Package GestionAide
Fig. 9.5 – Package GestionFichier
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Fig. 9.6 – Package GestionnaireBD
Fig. 9.7 – Package GestionProjet
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Fig. 9.8 – Package GestionRequete
Fig. 9.9 – Package GestionUtilisateurs
Fig. 9.10 – Package Mail
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Fig. 9.11 – Package Interface
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Fig. 9.12 – Package Objet







Gestion de la base de donne´es
10.1 Initialisation de modeX
ModeX utilisant une base de donne´es, la phase d’initialisation permet, lors du premier
de´marrage de modeX sur un poste de travail, soit, d’initialiser une base de donne´es, soit, de se
connecter a` une base de donne´es existante.
Fig. 10.1 – Initialisation de modeX
ModeX de´tectera automatiquement si la base de donne´es spe´cifie´e ci-apre`s est de´ja` initialise´e
sur le serveur. Le cas e´che´ant, il permettra a` l’utilisateur de connecter modeX a` cette base de
donne´es. Dans le cas contraire, il permettra au chef de projet de cre´er les tables de la base de
donne´es de modeX.
Fig. 10.2 – De´marrage de l’initialisation
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10.2 Gestion de la base de donne´es
Afin de pouvoir se connecter a` la base de donne´es, il est ne´cessaire de spe´cifier l’adresse IP
du serveur de base de donne´es de l’entreprise.
Les champs en dessous de l’adresse IP - nom de la BD, login et mot de passe - permettent
de spe´cifier la base de donne´es a` laquelle modeX doit se connecter.
Fig. 10.3 – Connexion a` la base de donne´es
Chapitre 10 47 Gestion de la base de donne´es
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10.3 Gestion de votre compte
Les informations a` introduire a` cette e´tape concernent soit, l’utilisateur potentiel du pro-
gramme modeX, soit, le chef de projet qui initialise la base de donne´es.
Dans le premier cas, ces informations seront envoye´es par mail au chef de projet qui donnera
son approbation en ajoutant, ulte´rieurement, l’utilisateur dans le syste`me.
Dans le second cas, ces informations permettront la cre´ation du compte « Chef de pro-
jet »dans le syste`me.
Fig. 10.4 – Informations sur le compte a` cre´er
Remarquons que le serveur smtp e´tant ge´ne´ralement le serveur de l’entreprise, il est toutefois
possible de le personnaliser pour une e´ventuelle utilisation hors des locaux de l’entreprise.
Chapitre 10 48 Gestion de la base de donne´es
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10.4 Installation
L’e´tape d’installation permet de :
– Tester la connexion a` la base de donne´es.
– De´tecter la base de donne´es existante ou cre´er les tables de la nouvelle base de donne´es.
– Ajouter e´ventuellement le compte « Chef de projet » au syste`me.
– Envoyer par mail les informations de l’utilisateur au chef de projet ou envoyer les informations
du compte « Chef de projet ».
Fig. 10.5 – Installation
Chapitre 10 49 Gestion de la base de donne´es
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10.5 Fin
La phase d’initialisation se termine en re´capitulant les informations. En cliquant sur termi-
ner, le programme se lancera directement et permettra l’identification de l’utilisateur ou du chef de
projet.
Remarquons que l’utilisateur ne pourra se connecter a` modeX que lorsque le chef de projet
l’aura explicitement accepte´ et introduit dans le syste`me.
Fig. 10.6 – Fin de l’installation





Lors du de´marrage de modeX, la premie`re feneˆtre qui s’affiche permet de s’identifier dans
le syste`me. Il vous faudra donc posse´der un compte dans ce dernier, a` savoir, un login et un mot
de passe.
Le login est compose´ d’un nume´ro d’identification unique, ge´ne´re´ automatiquement lors de
la cre´ation du compte, ainsi que du nom et pre´nom de la personne. Le mot de passe doit, quant a`
lui, eˆtre compose´ de minimum 5 et maximum 10 caracte`res.
Suivant votre type de compte - « Chef de projet » ou « Utilisateur » - vous pourrez acce´der
ou non a` certaines fonctionnalite´s de modeX. Nous verrons ci-apre`s les fonctionnalite´s disponibles
pour chacun des deux types de compte.
Fig. 11.1 – Identification
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11.2 Re´cupe´rer son mot de passe
La re´cupe´ration de votre mot de passe peut se re´aliser via le bouton « ? » qui se situe a`
droite du champ de saisie du mot de passe. En cliquant dessus, votre mot de passe sera envoye´ a`
l’adresse mail que vous avez spe´cifie´ dans votre compte.
Fig. 11.2 – Re´cupe´ration de mot de passe




12.1 Modifier le profil
Cette fonctionnalite´ permet au chef de projet et a` l’utilisateur de modifier les caracte´ristiques
de leur compte.
La modification de ces informations ne´cessite la re´introduction du mot de passe courant du
compte. Il est e´galement possible de modifier ce mot de passe en spe´cifiant dans les deux derniers
champs le nouveau mot de passe de´sire´.




Le chef de projet peut cre´er des projets afin de pouvoir ge´rer les requeˆtes de changement
pour chacun de ces projets en particulier. Ceci entraˆıne la cre´ation d’un dossier avec le nom du
projet dans le re´pertoire courant de l’application.
Fig. 12.2 – Nouveau projet
12.3 Exporter le projet
Le chef de projet et l’utilisateur peuvent ge´ne´rer au format pdf un rapport contenant
l’ensemble des requeˆtes d’un projet particulier. Ce document sera place´ dans un dossier « Rap-
port » situe´ dans le dossier du projet.
Pour chaque requeˆte, il est permis de choisir les parties d’information que l’on veut ge´ne´rer
telles que l’identification, la description et l’analyse.
Remarquons que, dans un but de clarte´, le choix d’une partie implique automatiquement le
choix des parties pre´ce´dentes. Par exemple, le choix de la partie description, inclura e´galement la
partie identification.
En outre, il est possible d’organiser les requeˆtes par crite`re. Par exemple, on souhaitera voir
apparaˆıtre les requeˆtes d’un projet par ordre de priorite´.
Chapitre 12 54 Menu ”Fichier”
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Fig. 12.3 – Exporter le projet
12.4 De´connexion
En cliquant sur de´connexion, vous revenez a` l’interface d’identification de modeX.
Fig. 12.4 – De´connexion
Chapitre 12 55 Menu ”Fichier”
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12.5 Quitter
En cliquant sur quitter, vous fermez le programme modeX.
Fig. 12.5 – Quitter




13.1 Ajouter une requeˆte
L’ajout d’une requeˆte dans le syste`me peut eˆtre re´alise´e par le chef de projet et par l’utili-
sateur. Cependant, l’utilisateur ne pourra introduire que certaines donne´es relatives a` la requeˆte, a`
savoir, les informations contenues dans la partie Identification et la partie Description.
13.1.1 Identification
Cette partie d’information permet l’identification de la requeˆte. Une requeˆte est identifie´e
par le projet qu’elle concerne et par son nume´ro, ge´ne´re´ automatiquement et unique dans le projet.
Les de´tails de ces informations sont explicite´s dans le chapitre 2 de ce document.




Cette partie d’information permet la description du changement de´sire´.
Les de´tails de ces informations sont explicite´s dans le chapitre 2 de ce document. Remarquons
que les noms des documents relatifs peuvent eˆtre ajoute´s ou retire´s aise´ment via un navigateur de
documents en cliquant sur « Ajouter » ou « Retirer ».
Fig. 13.2 – Ajouter une requeˆte - Description
Chapitre 13 58 Menu ”Requeˆte”
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13.1.3 Analyse - Evaluation
Cette partie d’information permet au chef de projet, et au chef de projet uniquement, de
spe´cifier les informations d’e´valuation de la requeˆte.
Les de´tails de ces informations sont explicite´s dans le chapitre 2 de ce document. Remarquons
que les nume´ros d’exigences peuvent eˆtre ajoute´s en respectant la syntaxe suivante : x.x.x.x.x.x ou`
x repre´sente un niveau de l’arbre hie´rarchique des exigences.
Fig. 13.3 – Ajouter une requeˆte - Evaluation
Chapitre 13 59 Menu ”Requeˆte”
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13.1.4 Analyse - Planification
Cette partie d’information permet au chef de projet, et au chef de projet uniquement, de
spe´cifier les informations de planification du changement.
Les de´tails de ces informations sont explicite´s dans le chapitre 2 de ce document. Remarquons
que l’analyste sera toujours le chef de projet.
Fig. 13.4 – Ajouter une requeˆte - Planification
Chapitre 13 60 Menu ”Requeˆte”
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13.2 Modifier une requeˆte
La modification d’une requeˆte dans le syste`me peut eˆtre re´alise´e par le chef de projet et
par l’utilisateur. Cependant, comme pour l’ajout d’une requeˆte, l’utilisateur ne pourra modifier
que certaines donne´es relatives a` la requeˆte, a` savoir, les informations contenues dans la partie
Identification et la partie Description.
13.3 Supprimer une requeˆte
La suppression d’une requeˆte dans le syste`me peut eˆtre re´alise´e par le chef de projet et par
l’utilisateur.
Fig. 13.5 – Supprimer une requeˆte
Chapitre 13 61 Menu ”Requeˆte”
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13.4 Consulter les de´tails d’une requeˆte
Cette fonctionnalite´ permet au chef de projet et a` l’utilisateur de consulter les caracte´ristiques
d’une requeˆte sans pouvoir modifier ces informations.
En outre, il est possible de lister les requeˆtes de´pendantes de la requeˆte consulte´e. Les
requeˆtes de´pendantes sont des requeˆtes qui re´fe´rencent au moins une exigence re´fe´rence´e par la
requeˆte consulte´e.
Fig. 13.6 – De´tails d’une requeˆte
Chapitre 13 62 Menu ”Requeˆte”
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13.5 Lister les requeˆtes
Pour modifier, supprimer ou consulter une requeˆte, l’utilisateur et le chef de projet pourront
lister toutes les requeˆtes d’un projet, et ce, par crite`re de classement, afin de se´lectionner la requeˆte
de´sire´e.
Le bouton retour permet de se´lectionner un autre projet et un autre crite`re de classement.
Fig. 13.7 – Lister les requeˆtes




14.1 Ajouter un utilisateur
Seul le chef de projet a la possibilite´ d’ajouter des utilisateurs au syste`me.
Le chef de projet rec¸oit les demandes d’inscription au syste`me par mail lorsqu’un utilisateur
a, en spe´cifiant ses informations d’identification, initialise´ modeX sur un nouveau poste de travail. Le
chef de projet de´cidera ensuite d’ajouter ou non l’utilisateur concerne´ en spe´cifiant les informations
de son compte.
Fig. 14.1 – Ajouter un utilisateur
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14.2 Supprimer un utilisateur
Seul le chef de projet a la possibilite´ de supprimer des utilisateurs du syste`me.
Lors de la suppression d’un utilisateur par le chef de projet, l’utilisateur est averti par mail
de la suppression de son compte.
Fig. 14.2 – Supprimer un utilisateur
Si l’utilisateur e´tait implique´ dans une ou plusieurs requeˆtes de changement, le chef de projet
doit remplacer cet utilisateur par un autre, ceci afin d’e´viter qu’une requeˆte re´fe´rence un utilisateur
non pre´sent dans le syste`me.
Fig. 14.3 – Utilisateur inclu dans une requeˆte















Réf. de l’entrevue  
Type d’entrevue 
Pouvez-vous me décrire le contexte dans lequel évolue votre service à l'heure actuelle ?   Quels sont les principaux projets en cours, 
quelles sont les priorités, etc.  ?
Pouvez-vous me présenter brièvement votre société, ses activités, ses principaux acteurs (employés, clients, fournisseurs…) ?
Date de l’entrevue 
© 2003 - FUNDP & CETIC
Personne interrogée 
Position dans la société 
Evaluateur
Open Engineering est une société de développement de logiciel, qui fait partie du groupe Samtech, et qui est composée 
de huit ingénieurs. Samtech est une spin-off, créée il y a 20 ans et Open Engineering est une spin-off, créée en 2001. 
Elles sortent toutes deux, du même laboratoire de l'université de Liège, et traitent des thématiques similaires. 
 
Leur spécificité réside dans le développement d'un logiciel de simulation numérique qui permet de faire du prototypage 
virtuel. Dans ce dessein, Open Engineering dispose d'une application centrale unique, appelée OOFELIE, qui représente 
le logiciel de simulation afin de réaliser les calculs. La raison d'être d'Open Engineering est donc de développer OOFELIE, 
de l'industrialiser, après dix années de recherche à l'université, en générant des produits qui répondent à des besoins du 
marché et de continuer à la faire évoluer en la mettant à disposition de partenaires universitaires et dans des centres de 
recherche. 
 
Pour faire évoluer OOFELIE, Open Engineering industrialise soit, les fonctionnalités existantes, en industrialisant les 
fonctionnalités récupérées de l'université et des centres de recherche, soit, en ajoutant des fonctionnalités spécifiques. 
Des contrats sont établis notamment avec l’ESA, avec la commission européenne, avec les centres de recherche, ou 
encore, avec tout autre client, tels que des bureaux d'étude, intéressés par un logiciel de simulation de contraintes 
multiphysiques. 
Open Engineering base l'ensemble de ses projets sur son application centrale, OOFELIE. Selon les besoins du client, ils 
adaptent alors l'interface graphique et réduisent les fonctionnalités au strict nécessaire. En général, Open Engineering 
essaye autant que possible d'anticiper l'avenir en développant de nouveaux produits. 
 
Leurs plus gros projets se situent dans le développement de logiciels de simulation pour les MEMS, qui représentent 
pour eux un marché très important puisqu'ils en sont déjà à cinq produits développés plus un en cours. Leur application 
étant multidisciplinaire et multichamps, cela leur permet de se spécialiser dans le couplage, c'est-à-dire, lorsqu'il faut 
regarder tous les problèmes simultanément. Cela est fondamental dans le monde des MEMS car il faut alors prendre en 
compte un ensemble d'effet simultanément. 
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Actions qualité ponctuelles x 1
Procédures suivies par toutes les équipes 2




Cela dépend des développeurs 0
Cela dépend des chefs de projets 1
Méthode de validation disponible x 2




Oui, en interne (unilatéral)
Oui, avec approbation du client x
-      Qu’est ce que cela vous a apporté ?
Formalisez-vous les exigences de vos clients ?
Quels moyens mettez-vous en œuvre pour garantir la qualité des produits logiciels que vous développez ?
Est-ce que votre entreprise a déjà entamé des activités qualités ?
-      De quel type ?
-      Y a-t-il un document écrit reprenant les fonctionnalités demandées par le client ?
-      Etablissez-vous un cahier de charges ?
Projets
-      Ce document est-il revu par le client pour accord ?
En résumé, au niveau "Gestion de la qualité (A)", estimez-vous que ce qui est fait est efficace et permet d'atteindre les résultats 
attendus ?
Open Engineering a commencé la certification ISO-9001, en mettant en place certaines procédures organisationnelles 
qui ont aidé à structurer la société, mais ils n’ont pas continué la phase de certification car ils n’ont pas de demande en 
la matière.  
 
Leurs procédures sont acceptées par l’ESA, sans être pour autant certifié, qui impose cependant certaines contraintes 
supplémentaires, certaines normes de qualité, comme l’ECSS-E40 et l’ECSS-Q80, qui sont cependant adaptées pour 
s’appliquer de manière plus réaliste au développement des logiciels de simulation d’Open Engineering, compte tenu de 
sa petite structure.  
Open Engineering pratique des tests d’intégration et des tests industriels, c’est-à-dire, des tests acceptés dont on connaît les 
bons résultats.  
 
Les tests unitaires ne sont pas encore réalisés, mais des outils ont été trouvés qui permettraient éventuellement de les exécuter 
à moindres coûts.  
Open Engineering établit un cahier des charges avec ses clients. Ce document officiel, rédigé en début de p rojet, 
représente le contrat entre les deux parties, et contient le planning des fonctionnalités demandées en fonction des 
besoins du client. Les exigences du client y sont donc inscrites, de commun accord avec ce dernier, afin d’expliciter les 
fonctionnalités désirées.  
Oui. Cependant, Open Engineering cherche toujours à s’améliorer en la ma tière. Lorsqu’ils constatent une possibilité 
d’amélioration, ils essayent de trouver des solutions quand le problème est réellement présent et s’ils ont les ressources 




Simple trace écrite x
Formulaire et/ou procédure standard
5.
Proposition Certains Tous
A la demande seulement
Systématiquement, régulièrement x
C. Gestion des Sous-Traitants
6a.
Proposition Certains Tous
Suivant des critères isolés comme le prix, la 
renommée … x
Suivant une procédure de sélection rigoureuse 
(appel d'offre, critères de sélection)
Comment les clients vous font-ils part des modifications à apporter aux fonctionnalités attendues ?
-      Y a-t-il une trace écrite des demandes de modifications ?
-      Vos clients utilisent-ils un formulaire ou une procédure pour les demandes de modification ?
Projets
Organisez-vous des réunions de coordination avec vos clients en cours de projet ?
-      S'agit-il de réunions régulières ou organisées à la demande ?
-      Avez-vous une procédure bien définie pour la sélection de vos sous-traitants ?
Projets
Projets
Comment assurez-vous la sélection de vos sous-traitants ?
-      Avez-vous des sous-traitants attitrés ou remettez-vous parfois ce choix en cause ?
En résumé, au niveau "Relation clients (B)", estimez-vous que ce qui est fait est efficace et permet d'atteindre les résultats attendus 
?
Oui.
Open Engineering gère les demandes de changement grâce à des réunions organisées régulièrement avec le client, en 
les actant dans un PV qui permet de garder trace des conventions.  
 
Certaines demandes sont cependant parfois plus formalisées, lorsque le développement est plus spécifique ou s’il y a de 
la recherche, c’est-à-dire, lorsqu’ils savent ce qu’il faudrait changer mais pas comment il faudrait le changer. 
Open Engineering planifie un ensemble de réunions avec le client, mais des réunions supplémentaires peuvent 
également s’organiser à la demande du client. 
 
Lors de ces réunions, l'équipe de développement peut valider les exigences du client en lui présentant la version en 
cours d'itération. 
Open Engineering est en contact avec un centre de recherche en Argentine, mais ce centre est plutôt un partenaire 
privilégié qu’un sous-traitant. Ce centre participe depuis le début au développement d’OOFELIE. 




Contacts occasionnels, à la demande x
Réunions régulières
D. Développement et gestion de projet
7.
Proposition Certains Tous
Cycle de vie sans livrable x




Méthodologie pour certaines phases du projet 
(documentée ou non)
x
Méthodologie documentée pour l'ensemble du 
développement
Comment assurez-vous le suivi du travail de vos sous-traitants ?
-      Avez-vous des contacts avec vos sous-traitants durant le déroulement des contrats ?
-      Avez-vous des réunions régulières avec vos sous-traitants ?
Projets
Projets
Découpez-vous vos projets en phases/étapes ?
-      Adoptez-vous un cycle de vie formalisé pour vos projets ?  Lequel ?
-      Les phases sont-elles délimitées par la production d'un livrable, la validation d'un document ?
Suivez-vous une méthodologie de développement pour vos projets ?
-      Avez-vous un guide décrivant la façon d'aborder un projet dans votre société ?
-      Avez-vous une façon standard d'aborder certaines étapes du développement ?
Projets
En résumé, au niveau "Relation sous-traitants (C)", estimez-vous que ce qui est fait est efficace et permet d'atteindre les résultats 
attendus ?
Oui
Les contacts avec ce partenaire argentin sont rares car ceux-ci ont un ac cès direct aux sources, ils font le 
développement et ils préviennent Open Engineering une fois le développement terminé, qui s e charge de réaliser les 
tests et de les contacter en cas de problème.  
Les itérations se basent sur des petits cycles de vie en « V ». Selon les projets, les phases sont délimitées par la 
production d’un l ivrable, tel que des documents, des notes techniques,…En général, les projets internes ne font pas 
l’objet de réels livrables, seul le tutorial sera modifié avec l’ajout des fonctionnalités. 
Open Engineering se base sur certains concepts clés, tels que, le développement itératif par incréments, avec des 
temps de cycles très courts, en fonction des fonctionnalités à développer.  
 
Ils utilisent plutôt des techniques informelles pour représenter ce que le client veut, comme des story cards, mais ne 
s’encombre pas de formalisme poussé, tel qu’UML.  
 
Open Engineering utilise également parfois le refactoring et la relecture de code croisée, mais pas pour tous les 
projets car tous les développeurs ne sont pas capables de comprendre ce qu’un autre à fait dans un domaine plus 
poussé.  
 





Planning établi mais jamais mis à jour
Planning établi et ajusté en cours de projet x
10.
Proposition Certains Tous
Suivi approximatif (état à constituer à la demande)
x




Réunions régulières assurant un traitement curatif 
des problèmes x
idem + anticipation des problèmes
Projets
Pouvez-vous connaître à tout moment l'état d'avancement et les ressources consommées par chaque projet en cours ?
Vos développements font-ils l'objet de plannings ?
-      Ajustez-vous le planning initial en cours de projet en cas de dérive ?
-      Faites-vous, en début de projet, une estimation du timing et des ressources à affecter aux différentes phases ?
Projets
Les membres de l'équipe se réunissent-ils régulièrement pour analyser les problèmes survenant en cours de projet ?
-      Lors de ces réunions, essaie-t-on de déterminer la cause des problèmes détectés et d'anticiper les problèmes potentiels ?
-      Les membres de l'équipe tracent-ils leurs activités ?
-      Utilisez-vous un outil de gestion de projet ?
-      Avez-vous à tout moment un état d'avancement ou devez-vous compiler des données éparses pour le constituer ?
Projets
Open Engineering divise ses projets en séquences grâce à une ligne du temps définie à priori, où les parties à réaliser, 
en séquentiel ou en parallèle, sont délimitées par des milestones qui aboutissent à la rédaction d’un rapport, qui décrit 
les fonctionnalités introduites, de manière plus ou moins détaillée en fonction du projet. 
 
Lorsqu’un non-sens ou une dérive est détecté, Open Engineering est capable d’ajuster le planning initial, et ce, avec 
l’accord du client, en lui proposant des solutions alternatives. Le but étant que le projet aboutisse. 
Open Engineering organise des réunions mensuelles d’avancement des projets, qui leur permettent d’avoir une vision 
directe, tous les mois, de la façon dont les projets évoluent, afin de pouvoir mieux anticiper les éventuelles dérives.  
 
Il leur est également possible de consulter les rapports de clôture des milestones afin de connaître l’état d’avancement.  
Si besoin est, une réunion spécifique peut-être organisée afin d’analyser un problème particulier et de lui trouver une 
solution. En outre, des interactions permanentes ont li eu entre les membres de l’équipe, ce qui p ermet de résoudre 
certains problèmes « sur le tas ».  
 
Le besoin en communication est donc très fort car il y a des personnes avec beaucoup d’expérience, qui connaissent 
parfaitement l’architecture de l’application, mais également des personnes moins expérimentées qui doivent pouvoir se 




Vérification en fin de projet (test) x
Vérification tout au long du projet (revues, 




Gestion de versions pour certains produits
Gestion de versions pour tous les produits x
14.
Proposition Certains Tous
Certains produits structurés pour certaines phases x
Structures ou documents type pour la plupart des 
produits
-      Etablissez-vous des plans de tests en cours de projet ?
Projets
-      Avez-vous une phase de tests en cours ou en fin de projet ?
-      Effectuez-vous des séances de relecture pour le code, les documents d'analyse ?
Comment faites-vous pour détecter et corriger les erreurs en cours de projet ?
Oui
Les produits de votre travail sont-ils identifiés de manière systématique ? Les différentes versions sont-elles gérées et archivées ?
-      Existe-t-il un historique pour les documents intermédiaires (rapports d'analyse, plans de tests ) ?
-      Utilisez-vous un outil de gestion de configuration ? Pour quels produits l'utilisez-vous ?
-      Pouvez-vous retrouver ou reconstruire facilement une ancienne version de vos logiciels et autres produits livrés au client ?
Projets
Projets
Utilisez-vous des documents type, des structures pré-définies pour les produits de votre travail ? 
-      Utilisez-vous des templates de programmation ?
-      Utilisez-vous un canevas de cahier des charges ? 
En résumé, au niveau "Développement et gestion de projet (D)", estimez-vous que ce qui est fait est efficace et permet d'atteindre les 
résultats attendus ?
E. Gestion des produits
-      Avez-vous une structure type pour vos documents d'analyse ?
En résumé, au niveau "Gestion des produits (E)", estimez-vous que ce qui est fait est efficace et permet d'atteindre les résultats 
attendus ?
Open Engineering utilise l’interface graphique du groupe Samtech, qui a développé une interface utilisateur dédiée au calcul 
numérique et à l’interfaçage d’algorithmes de résolution. Une personne de chez Open Engineering se charge d’adapter cette 
interface pour qu’elle fonctionne avec OOFELIE. Les deux sont, dès lors, totalement découplés. 
 
Vu qu’il s’agit de méthodes de résolution et d’algorithmes, et vu le découplage avec l’interface graphique, Open Engineering 
dispose de scr ipts qui représentent les tests d’intégration et les tests industriels, et qui permettent de savoir si la version en 
cours d’un projet est en bon état ou pas. Ils disposent d’un système de compilation et de test nocturne qui leur permet de 
qualifier OOFELIE toutes les nuits sur plusieurs plateformes et qui permet de générer des rapports qui informent de la bonne 
exécution ou non de ces tests. Cela leur permet donc de savoir si les développements réalisés sont portables et si certaines 
modifications apportées endéans les 24h ont provoqué un problème ou non. 
 
Pour certains projets, il peut leur être nécessaire en cas de problèmes, de revoir le code ou de faire appel à des experts de 
l’université pour réfléchir sur la problématique. 
Open Engineering utilise une documentation simplifiée qui est embarquée dans le code et qui est extraite à partir d’un 
outil, tel que Doxygen, qui pe rmet d’extraire de l ’information statique sur le comportement de l’ap plication grâce à 
l’intégration, par le développeur, de balises dans le code source. En outre, certains rapports sont rédigés en clôture de 
certains milestones pour décrire les fonctionnalités de ce qui a été fait, et ce, de manière plus ou moins détaillée en 
fonction du projet. 
 
Cette documentation n’est pas toujours suffisante pour des projets, tels que ceux qui sont établis avec l’ESA, qui leur 
impose des contraintes assez fortes. En effet, l’ESA exige une description complète de ce qui va être fait, comment cela 
va être fait, de l’implémentation, des tests réalisés,…Ce qui alourdit fortement les processus de développement de la 
spin-off. 
 
Open Engineering possède un système de gestion de version très facile qui permet de créer des branches de 
développement, c’est-à-dire, CVS, qui permet de travailler à plusieurs sur les mêmes fichiers. La flexibilité fournie par 
cet outil leur est nécessaire étant donné que OOFELIE est partagée avec les centres de recherche qui o nt accès aux 
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Formations libres 1
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Avez-vous de remarques concernant ce questionnaire ?
Aucun problème de compréhension. Parfois l’ordre des questions a semblé un peu étonnant.
Remarques de l'évaluateur
-      Certaines questions vous ont-elles paru confuses ou ambiguës ?
-      Pensez-vous que ce questionnaire a fait un panorama suffisamment large ou y a-t-il d'autres sujets que vous auriez aimé voir traiter ?
-      Y a-t-il des termes pour lesquels vous avez eu des problèmes de compréhension ?
Remarques sur le questionnaire
Existe-t-il une politique de formation ?
-      Planifiez-vous les formations que suivront vos informaticiens ?
-      Les formations sont-elles choisies en fonction des besoins actuels ou en anticipant les besoins futurs ?
En résumé, au niveau "Formation - GRH (F)", estimez-vous que ce qui est fait est efficace et permet d'atteindre les résultats 
attendus ?
Globalement oui.
F. Formation et gestion des ressources humaines
Open Engineering a une politique de formation pour ses ingénieurs. En effet, il est préférable, selon eux, d’avoir un bon 
ingénieur, qui connaît bien sa théorie scientifique et qui va  être formé à la programmation, plutôt qu’un informaticien, 
qui connaît bien la programmation mais qui a des difficultés au niveau de certaines connaissances scientifiques, comme 
par exemple, les connaissances physiques.  
 
Les employés étant des ingénieurs, ceux-ci ne savent pas nécessairement programmer. Les formations proposées en 
interne sont donc réalisées pour leur permettre d’apprendre à p rogrammer et de s’accoutumer à l’environnement de 
travail d’Open Engineering. 
 
Des formations externes en langue et en gestion sont également réalisées si nécessaire. 
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