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1 Projekteinführung 
1.1 Notwendigkeit und Zweck der Arbeit 
 
Der deutsche Urlaubsreisemarkt verzeichnet seit Jahren ein steigendes Wachstum. 
Im Jahr 2008 haben 49,4 Millionen Deutsche mindestens eine Urlaubsreise im Jahr 
absolviert. Das waren im Vergleich zu 2007 fast eine Million Deutsche mehr. Dies 
ergab eine Umfrage der Forschungsgemeinschaft für Reisen und Urlaub, kurz  FUR 
genannt. [ADE08] 
 
Der Zuwachs von Urlaubsreisen wird belegt durch eine Studie der FUR [ADE09], 
welche anhand der Urlaubsreiseintensität und der Reiseregelmäßigkeit die 
Entwicklung der vergangenen Jahrzehnte aufzeigt. Die Reiseintensität bedeutet 
dabei, dass mindestens eine Reise im Jahr durchgeführt wird. Unter 
Reiseregelmäßigkeit versteht man, dass mindestens eine Reise in jedem der letzten 
drei Jahre erfolgte.  
 
Folgende Abbildung stellt die ansteigende Entwicklung der Urlaubsreisen anhand der 
zwei eben genannten Kriterien in einem Diagramm übersichtlich dar.  
  
 
 
 
 
 
 
 
 
  
 
 
 
 Abbildung 1: Urlaubsreiseintensität / Reiseregelmäßigkeit  
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Man erkennt, dass im Jahr 2008 über dreiviertel der Deutschen mindestens eine 
Urlaubsreise gemacht haben und knapp zweidrittel regelmäßig jedes Jahr verreisen.   
 
Im Zusammenhang mit der ansteigenden Entwicklung der Urlaubsreisen wurde auch 
eine Analyse der gewählten Buchungswege in der Studie durchgeführt. Diese ergab 
eine Strukturverschiebung in Richtung Online-Buchungen. 23% aller Urlaubsreisen, 
welche im Jahr 2008 im Voraus gebucht wurden, sind per E-Mail oder im Internet 
gebucht worden. Das bedeutet eine Steigerung um ca. 60% im Vergleich zum Jahr 
2005. 
Um die ansteigende Menge an Urlaubsreisen und den damit verbundenen 
Buchungen effizient bearbeiten zu können, benötigt ein Reiseveranstalter ein 
komplexes, computergestütztes Reiseverwaltungssystem. Mit einem solchen System 
lassen sich Reisen verwalten, Buchungsabwicklungen und Stornierungen 
durchführen sowie Rechnungen erstellen.  
 
Die Software „MikrobusONLINE“, welches von der Firma „BITSz engineering GmbH“ 
weiterentwickelt wird, ist ein solches Reiseverwaltungssystem. Es wurde konzipiert 
für Veranstalter von Busreisen. Aufgrund der Komplexität des Programms ist der 
Umgang mit diesem System nur von geschulten Sachbearbeitern der 
Reiseveranstalter möglich. Für eine Direktbuchung eines Endkunden über das 
Internet ist die Software daher ungeeignet.  
Um diese Möglichkeit in das System zu integrieren und damit eine effiziente 
Buchungsabwicklung sicherzustellen, die dem Trend zur Online-Buchung entspricht, 
ist es erforderlich, ein Modul für das System zu entwickeln.  
 
1.2 Zielsetzung und Schwerpunkt  
 
Das Ziel der vorliegenden Arbeit besteht in der Entwicklung einer Webanwendung für 
Busreisebuchungen. Diese Anwendung soll eine Erweiterung des Busreise-
verwaltungssystems „MikrobusONLINE“ sein, welche als Modullösung auf das 
bestehende System aufsetzt. Dabei soll sowohl die Konzeption als auch die 
praktische Umsetzung betrachtet werden.  
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Der Schwerpunkt des Projekts liegt in der Erstellung einer visuellen Buchungs-
oberfläche für den Endkunden und einer Schnittstelle, welche die Kommunikation 
zwischen der Oberfläche und dem Busreiseverwaltungssystem realisiert. 
 
Mit der Fertigstellung der Anwendung soll es möglich sein eine Internetbuchung 
eines Endkunden durchzuführen, mit anschließender automatisierter Einbuchung in 
das Busreiseverwaltungssystem.  
Als zusätzliche Funktion erfolgt die Umsetzung eines integrierten E-Mail-
Benachrichtigungsdienstes, welches eine automatische Bestätigungsabwicklung 
aufgrund von Kundenaktivitäten in der Anwendung ausführt.  
Durch diese Funktionen soll die Effizienz der Buchungsabwicklung einer 
Internetbuchung optimiert werden. 
 
1.3 Aufbau der Arbeit 
 
Die Diplomarbeit ist unterteilt in sechs Kapitel. Dieses erste Kapitel ist für die 
Erläuterung der Notwendigkeit des Projektes sowie für die Beschreibung der 
Zielstellung zuständig.  
Im zweiten Abschnitt erfolgt die Durchführung einer Analyse der Problemstellung. 
Dabei wird auf den Ausgangszustand und auf den gewünschten Endzustand nach 
der Implementierung eingegangen. 
Kapitel drei beschreibt die Anforderungen an die Softwareentwicklung. Es wird die 
Architektur der zu erstellenden Software vorgestellt und eine Analyse der einzelnen 
Programmteile durchgeführt.  
Das vierte Kapitel zeigt die Realisierung des Projektes anhand der zuvor 
durchgeführten Analysen auf. Es wird sowohl der konzeptionelle Entwurf 
beschrieben als auch die Implementierung der einzelnen Systembestandteile.  
In Punkt fünf erfolgt eine Wirtschaftlichkeitsbetrachtung des Projektes. Dabei wird 
eine Gegenüberstellung der Projektkosten und dem daraus resultierenden Nutzen 
dargestellt.  
Das letzte Kapitel beinhaltet eine Zusammenfassung der Arbeit sowie einen Blick in 
die Zukunft.  
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In der folgenden Abbildung sind die einzelnen Schritte noch einmal übersichtlich 
dargestellt. Sie veranschaulicht die stufenweise und strukturierte Erarbeitung des 
Themas. [KUC05] 
 
 
 
 
 
 
 
 
 
 
 
 
Abbildung 2: Aufbau der Arbeit 
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2 Problemanalyse 
2.1 Wesentliche Begriffe 
 
Für das Verständnis des Themas ist eine Erläuterung von grundlegenden Begriffen, 
die diese Arbeit betreffen, vorzunehmen. 
 
Applikation: 
 
Der Begriff Applikation ist abgeleitet von dem englischen Wort „application“ und 
bezeichnet eine softwarebasierte Anwendung. 
 
Backend: 
 
Das Backend ist ein Programmteil eines Systems, welches auf dem Server läuft. In 
dieser Arbeit ist damit die Schnittstelle zwischen der Benutzeroberfläche und dem 
Busreiseverwaltungssystem gemeint sowie das Datenbanksystem von 
„MikrobusONLINE“ 
 
Browser: 
 
Ein Browser ist ein Programm zum Darstellen und Betrachten von Internetseiten.  
 
Client: 
 
Ein Client ist ein Programm, welches mit einem Server kommuniziert um dessen 
Dienste zu nutzen. 
 
Datenbanksystem: 
 
Ein Datenbanksystem ist ein System zur Verwaltung von elektronischen Daten.  
Dazu gehören eine Datenbank, in der die verwalteten Daten gespeichert werden, 
und eine entsprechende Verwaltungssoftware. 
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Frontend: 
 
Als Frontend wird der Teil einer Internet-Anwendung bezeichnet, der für den 
Benutzer über seinen Internet-Browser sichtbar ist. 
 
Login: 
 
Ein Login ist eine Prozedur zu Benutzererkennung und Anmeldung an einem 
System. 
 
Plugin: 
 
Ein Plugin beschreibt eine Software, die zur Erweiterung der Funktionalität einer 
bereits existierenden Software dient. 
 
Server: 
 
Ein Server ist ein Computer oder eine Software in einem Netzwerk, der für Andere, 
sogenannte Clients, Dienste ausführt. 
 
Validierung 
 
Als Validierung wird die Überprüfung von Werten auf seine Gültigkeit bezeichnet. 
 
Webserver 
 
Ein Webserver ist ein Computer oder eine Software, von dem/der aus Webseiten 
über das Internet abgerufen werden können. 
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2.2 Ist-Zustand 
 
Die Firma „BITSz engineering GmbH“ arbeitet seit Jahren kontinuierlich an der 
Weiterentwicklung von „MikrobusONLINE“, welches von einer Vielzahl klein- und 
mittelständigen Reisebusunternehmen genutzt wird. Die Ziele der 
Weiterentwicklungen sind die ständige Verbesserung der Handhabbarkeit und der 
Optimierung  der Buchungsvorgänge.  
 
Bei einer Analyse der Buchungsabwicklung bei den Kunden wurde festgestellt, dass 
alle diejenigen, welche ein Online-Portal betreiben um Buchungen über das Internet 
von Endkunden durchführen zulassen, ein eigenständiges IT-System für die 
Realisierung verwenden. Diese Systeme bestehen aus einer Buchungsmaske, 
integriert in die Webseite des Unternehmens, und einer Übertragungsmöglichkeit der 
Buchungsdaten an das Unternehmen.  
 
Die Daten werden auf unterschiedlichster Weise übertragen und anschließend 
gespeichert. Der Großteil der Kunden empfängt die Daten in einer Datenbank (DB). 
Aber auch das Schreiben in eine Datei oder das Versenden als E-Mail sind 
Möglichkeiten die zur Anwendung kommen. 
Das Problem an dieser Art und Weise ist, dass die Daten noch nicht in 
„MikrobusONLINE“ eingebucht sind und damit auch noch keine Buchung vollzogen 
ist. Es liegt nur eine Buchungsanfrage eines Endkunden vor. Die Durchführung der 
Buchung muss von einem Sachbearbeiter übernommen werden. Dieser muss die 
Daten per Hand in „MikrobusONLINE“ eintragen und eine Buchungsbestätigung an 
den Kunden senden. Dieser Vorgang ist äußerst ineffizient und bedeutet einen 
erheblichen Aufwand für das Unternehmen, insbesondere bei der immer stärker 
werdenden Entwicklung in Richtung Online-Buchungen, wie in Kapitel 1.1 
beschrieben. 
Ein weiteres Problem ist, dass für die Speicherung der Daten in einer extra 
Datenbank ein weiteres Datenbanksystem, zusätzlich zu dem das von 
„MikrobusONLINE“ verwendet wird, notwendig ist. Die Pflege und Wartung zweier 
Systeme ist zusätzlicher Aufwand und unnötig.  
 
 8
Der folgende Datenflussplan veranschaulicht den eben beschriebenen Prozess. Eine 
Erläuterung der Symbole befindet sich in Anlage A1 „Flussdiagrammsymbole – 
Erklärung“. 
 
 
Datenflussplan: 
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Abbildung 3: Datenflussplan des Ist-Zustandes 
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2.3 Soll-Zustand 
2.3.1 Beschreibung des Soll-Zustandes 
 
Die Applikation, welche als Modul realisiert werden soll, muss sowohl eine visuelle 
Oberfläche für den Endkunden, als auch eine Kommunikationsschnittstelle mit dem 
Busreiseverwaltungssystem „MikrobusONLINE“ bereitstellen. Die visuelle Oberfläche 
und dessen Logik bildet dabei das Frontend und die Kommunikationsschnittstelle in 
Zusammenhang mit dem Datenbanksystem von „MikrobusONLINE“ das Backend. 
 
Bei der Entwicklung des Frontends ist darauf zu achten, dass eine 
benutzerfreundliche und leicht verständliche Bedienung vorliegt. Das bedeutet, alle 
Buchungsangaben und Informationen müssen klar und eindeutig sein sowie  
übersichtlich dargestellt werden. Die Auswahl verschiedener Buchungsoptionen 
muss durch vordefinierte Felder in wenigen Schritten durchführbar sein und 
Fehleingaben verhindern.  
Um eine klare und strukturierte Buchung für den Endkunden zu realisieren, ist eine 
aufeinander bauende und fortlaufende Buchungsreihenfolge zu entwickeln, die den 
Buchungsverlauf darstellt. Die einzelnen Buchungsschritte, welche nach der Auswahl 
einer Reise erfolgen sollen, bestehen aus den Angaben zu den Reiseteilnehmern, 
einer Auswahl der Unterkunft sowie der Anzahl und Art der Zimmer. Des Weiteren 
soll eine Auswahl von Zusatzleistungen, eine Registrierung und einer 
Buchungsbestätigung möglich sein. 
 
Nach der Buchungsbestätigung durch den Endkunden soll anschließend die 
Buchungsabwicklung automatisiert ablaufen. Das bedeutet, nachdem die manuelle 
Eingabe beziehungsweise Auswahl der Buchungsdaten durch den Endkunden 
abgeschlossen ist und die Buchung ausgelöst wird, soll die automatische 
Einbuchung in das Busreiseverwaltungssystem „MikrobusONLINE“ erfolgen. Diese 
Aufgabe muss durch das Backend realisiert werden. Dabei müssen die 
Buchungsdaten des Endkunden von dem Frontend an das Backend übergeben 
werden. Die Kommunikationsschnittstelle des Moduls muss anschließend die Daten 
verarbeiten und an das Datenbanksystem von „MikrobusONLINE“ senden. Die 
empfangenen Daten werden daraufhin anhand der Buchungskriterien in 
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„MikrobusONLINE“ eingebucht. Bei einer erfolgreichen Durchführung soll dem 
Endkunden anschließend eine E-Mail zur Bestätigung zugesendet werden.  
 
Die folgende Abbildung zeigt den Datenfluss des Moduls in Bezug auf den eben 
beschriebenen Ablauf.  
 
 
Abbildung 4: Datenflussplan des Soll-Zustandes 
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2.3.2 Zielgruppen und Produkteinsatz 
 
Das zu erstellende Modul soll ausschließlich als Erweiterung des „MikrobusONLINE“ 
dienen. Daraus folgt, dass nur Kunden, welche dieses System in Betrieb haben, das 
Modul erwerben und nutzen können. Als eigenständige Applikation wird das 
Programm nicht verwendbar sein, da es ausschließlich für „MikrobusONLINE“ 
konzipiert und auf dessen Spezifikation ausgerichtet wird. 
 
Das Modul ist als webbasierte Applikation vorgesehen und benötigt für den Einsatz 
einen Webserver. Es soll sowohl unter den Betriebssystemen Microsoft Windows 
2000/XP/Vista als auch Linux lauffähig sein. 
 
2.3.3 Funktionsumfang 
 
Der Funktionsumfang der Applikation teilt sich in zwei Bereiche. Zum einen in die 
visuelle Darstellung des Frontends und zum anderen in die Datenverarbeitung des 
Backends.  
 
Die visuelle Darstellung des Frontends wird maßgeblich durch die für eine Buchung 
benötigten Informationen  geprägt. Diese Buchungsinformationen werden durch das 
Programm „MikrobusONLINE“ bereitgestellt und müssen von dem Frontend 
abgerufen beziehungsweise erfasst werden. Des Weiteren müssen die Informationen 
für eine ordnungsgemäße Darstellung anhand der spezifischen Anforderungen des 
Frontends aufbereitet werden. Die Darstellung erfolgt dann in Abhängigkeit der 
verschiedenen Buchungsschritte.  
Eine weitere Funktion des Frontends bildet die Suche nach Reiseangeboten, welche 
anhand von Suchkriterien des Nutzers (Endkunde) vollzogen werden kann. Die 
daraus folgende Auswahl der Reise setzt den Startpunkt des Buchungsverlaufes. 
Um eine Buchung über das Frontend durchzuführen, benötigt es eine Registrierung 
beziehungsweise einer Anmeldung (Login). Diese Funktion wird integriert in den 
Buchungsverlauf und beeinflusst die Darstellung des Frontends in Bezug auf eine 
Statusanzeige, welche eine Abmeldungsfunktion (Logout) hervorruft.  
 13
Des Weiteren soll die Möglichkeit einer Druckfunktion bestehen. Das heißt, dass die 
von dem Endkunden ausgewählten und angegebenen Buchungsdaten in einer 
Übersicht am Ende einer durchgeführten Buchung ausgedruckt werden können.  
 
Die Funktionen des Backends bestehen hauptsächlich aus der Datenverarbeitung 
und der Datenübertragung, welche durch die Schnittstelle des Moduls realisiert 
werden sollen. Die Schnittstelle hat dabei die Aufgabe die benötigten Informationen 
des Frontends aus der Datenbank von „MikrobusONLINE“ abzurufen und an das 
Frontend weiterzugeben, sowie die von dem Frontend gesendeten Buchungsdaten 
zu empfangen und in die „MikrobusONLINE“ - Datenbank zu speichern. Um die 
Datenkommunikation zu realisieren, ist der Aufbau einer Datenbankverbindung 
notwendig. Diese bildet die Hauptfunktion der Schnittstelle. 
Eine weitere Funktion liegt in der Übertragung einer Bestätigungs-E-Mail. Diese soll 
am Ende der durchgeführten Buchung beziehungsweise nach der Registrierung 
eines Nutzers versendet werden. Dabei hat die Schnittstelle die Aufgabe die E-Mail 
automatisch zu generieren und anschließend zu übertragen. 
 
2.3.4 Qualitätskriterien 
 
Um die Qualität der zu erstellenden Applikation zu gewährleisten und zu prüfen, soll 
sie dem ISO Standard 9126 unterliegen. Dieser Standard gibt Richtlinien bei der 
Softwareentwicklung vor und beschreibt die internen (aus Sicht des 
Softwareentwicklers) und externen (aus Sicht des Nutzers) Qualitätsmerkmale einer 
Software. Es gibt sechs Hauptmerkmale, welche wiederum mehrere Teilmerkmale 
beinhalten [KU1/9]. 
 
1) Funktionalität 
o Angemessenheit, Richtigkeit, Interoperabilität, Anforderungstreue, 
Zugriffssicherheit 
2) Zuverlässigkeit 
o Reife, Fehlertoleranz, Widerherstellbarkeit 
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3) Benutzbarkeit 
o Verständlichkeit, Erlernbarkeit, Verwendbarkeit, Attraktivität 
4) Effizienz 
o Zeitverhalten, Ressourcenverhalten 
5) Wartbarkeit 
o Analysierbarkeit, Änderbarkeit, Stabilität, Testbarkeit 
6) Portabilität 
o Anpassbarkeit, Installierbarkeit, Koexistenz, Ersetzbarkeit 
 
 
Für die zu erstellende Software bedeutet das, dass alle im Punkt 2.2.3 
(Funktionsumfang) beschriebenen Aufgaben sowohl umgesetzt als auch ausführbar 
sein müssen. Des Weiteren muss die Zuverlässigkeit in Bezug auf die Korrektheit 
gewährleistet werden. Die Buchungsdaten dürfen nicht verloren gehen und müssen 
richtig gespeichert werden. Das Frontend muss benutzerfreundlich gestaltet sein und 
den Nutzer Schritt für Schritt durch die Buchung leiten. 
Ein sehr wichtiger Punkt ist die Wartbarkeit. Da das Busreiseverwaltungssystem 
„MikrobusONLINE“ ständigen Weiterentwicklungen unterliegt, ist davon auszugehen, 
dass das Modul ebenfalls angepasst werden muss. Aus diesem Grund ist das Modul 
so zu entwickeln, das Änderungen schnell und effizient durchgeführt werden können. 
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3 Anforderungen an die zu erstellende Software 
3.1 Vorgehensweise bei der Softwareentwicklung 
 
Die Vorgehensweise bei der Entwicklung der Software unterliegt den 
Qualitätsmanagementkriterien der „BITSz engineering GmbH“. Sie entspricht dem 
„Allgemeinen Vorgehensmodell für Softwareentwicklung“ (V-Modell), welches zur 
Qualitätssicherung dient. [KUC05] 
Die Prozessphasen der Konstruktion bei der Softwareentwicklung bestehen aus der 
Problembeschreibung, Anforderungsdefinition, dem Grob- und Feinentwurf und der 
Implementierung. Dem gegenüber steht der Integrationsprozess. Dieser besteht aus 
den Phasen Modultest, Integrationstest, Systemtest, Abnahme und Systembetrieb. 
 
In der Problembeschreibung findet eine Analyse der gestellten Aufgabe statt. Es wird 
eine Ist-Analyse beziehungsweise ein Soll-Konzept aufgestellt. In diesen Analysen  
werden die grundlegenden Funktionen beschrieben und festgelegt sowie die 
Durchführbarkeit des Projektes geprüft. Im Anschluss an diese Phase erfolgt die  
Anforderungsdefinition. Dabei werden sämtliche Anorderungen an die Software, 
welche später umgesetzt werden sollen, festgelegt und beschrieben. Die 
Beschreibung dieser Anforderungen muss vollständig, eindeutig und hinsichtlich der 
Durchführbarkeit definiert werden. Die Ergebnisse dieser Phase dienen oft als 
vertragliche Grundlage. Aus diesem Grund ist die Erarbeitung der Anforderungen 
unbedingt in Zusammenarbeit zwischen Auftraggeber und Auftragnehmer 
durchzuführen.  
Aufbauend auf die Anforderungsdefinition erfolgt die Entwurfsphase. Diese besteht 
aus einem Grobentwurf und einem Feinentwurf der Softwarearchitektur. Dabei 
werden die einzelnen Komponenten der Software strukturiert und die Beziehungen 
mit den Schnittstellen aufgezeigt. Der Entwurf der Software wird anschließend 
umgesetzt. Der Vorgang bildet die Phase der  Implementierung. Es müssen die 
Anforderungen und Spezifikationen der Software mit Hilfe einer geeigneten 
Programmiersprache erstellt werden. Nach Fertigstellung des Programms erfolgt 
unmittelbar die Testphase der erstellten Module. Dabei werden die Module der 
Software in Einzeltests geprüft um die Funktionalität und Korrektheit zu 
gewährleisten. Diese Phase wird als Modultest bezeichnet. Anschließend folgt der 
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Integrationstest, bei welchen das Zusammenspiel der Module über die definierten 
Schnittstellen getestet wird. Die Projektphasen Systemtest und Abnahme bilden den 
Abschluss der Tests der Software. Bei dem Systemtest wird die Gesamtheit des 
Programms in einer anderen Systemumgebung als der Entwicklungsumgebung 
geprüft bevor das Programm in der Zielsystemumgebung des Kunden integriert wird. 
Im Anschluss an die Integrierung erfolgt ein abschließender Abnahmetest beim 
Kunden. Die letzte Phase des Softwareentwicklungsprozesses bildet der 
Systembetrieb. In dieser wird die Pflege und Wartung der Software vorgenommen. 
Dazu gehören die Fehler-beseitigung, die Optimierung sowie die Stabilisierung und 
Anpassung der Software. [DIS03] 
 
Die Qualitätssicherung der Software wird durch die Verifikation der einzelnen Phasen 
während dem Konstruktionsprozess realisiert. Dabei wird die Übereinstimmung mit 
den Vorgaben überprüft und Fehler frühzeitig erkannt.  
Des Weiteren findet eine Validierung der einzelnen Konstruktionsabschnitte während 
der Phasen des Integrationsprozesses statt. Diese Validierung dient der Überprüfung 
der Nützlichkeit bezogen auf die gestellten Anforderungen. 
 
Folgende Abbildung zeigt die einzelnen Phasen des V-Modells und deren 
Beziehungen zueinander. [KLE09] 
 
 
 
 
 
 
 
 
 
 
 
 
 
Abbildung 5: Allgemeines Vorgehensmodell der Softwareentwicklung 
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3.2 Architektur der webbasierten Applikation 
 
Die Architektur einer webbasierten Applikation beruht auf dem klassischen Client-
Server-Modell. Das Modell stellt die grundlegende Architektur der Verteilung von 
Software auf verschiedenen Systemen dar.  
Es besteht aus mindestens zwei Komponenten (Teilsysteme), einem Client und 
einem Server, die über ein Netzwerk miteinander interagieren. Dabei werden vom 
Server bestimmte Dienste bereitgestellt, welche vom Client aufgerufen werden. 
 
Die folgende Abbildung zeigt den Ablauf während der Kommunikation  zwischen 
Client und Server: [KU2/9]  
 
Abbildung 6: Interaktionen bei einer Client-Server-Architektur 
 
1) Request (Anfrage): Im ersten Schritt sendet der Client eine Anfrage 
beziehungsweise einen Auftrag an den Server. 
2) Bearbeitung: Der Server empfängt den Auftrag und bearbeitet diesen. 
3) Response (Antwort): Nach Bearbeitung des Auftrags wird ein eventuelles 
Ergebnis an den Client zurückgemeldet. 
Für die Umsetzung des Konzeptes der Client-Server-Architektur auf das zu  
erstellende Buchungsmodul ist eine Erweiterung um ein weiteres Teilsystem 
notwendig. Das zusätzliche Teilsystem ist das Datenbanksystem von 
„MikrobusONLINE“, welches auf einem Datenbankserver läuft.  
Dieses aus drei Teilsystemen bestehende Konzept wird auch als 3-Tier-Architektur 
bezeichnet (engl.: Tier = Schicht) 
 
Client Server 
1) Request 
3) Response 
2) Bearbeitung 
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Aufbau der 3-Tier-Architektur [DUN08]: 
 
1) Präsentationsschicht (Client) 
2) Logikschicht (Webserver) 
3) Datenhaltungsschicht (Datenbankserver) 
 
Die Präsentationsschicht ist für die Darstellung der Benutzeroberfläche und der 
Repräsentation der Daten zuständig. Des Weiteren sendet sie Daten an die 
Logikschicht und bereitet von dort erhaltene Daten geeignet auf. Diese Schicht bildet 
den Client, welcher bei dem webbasierten Modul das Frontend ist, das durch den 
Endkunden in einem Browser aufgerufen wird. 
Die Logikschicht  repräsentiert die Kommunikationsschnittstelle zwischen der 
Präsentationsschicht und der Datenhaltungsschicht. Sie beinhaltet die Dienste und 
Methoden, die zur Verfügung stehen, um die Anforderungen der 
Präsentationsschicht zu erfüllen. Des Weiteren besitzt nur diese Schicht eine 
Schnittstelle zur Datenhaltungsschicht, um den Datenaustausch zu realisieren. Bei 
dem Modul ist diese Schicht der Webserver des Reiseveranstalters, der das 
Buchungsmodul installiert hat. 
Die letzte Ebene ist die Datenhaltungsschicht. Sie ist verantwortlich für die 
Datenverwaltung und Datenspeicherung. Diese Schicht wird nur von der Logikschicht 
aufgerufen und liefert die angeforderten Daten beziehungsweise speichert die 
Buchungsdaten des Endkunden. Bezogen auf das Modul, bildet diese Schicht das 
Datenbanksystem des Busreiseverwaltungssystems „MikrobusONLINE“. 
 
Folgende Abbildung zeigt die Struktur einer 3-Tier-Architektur [DUN08]: 
 
 
 
 
Abbildung 7: 3-Tier-Architektur des Moduls 
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3.3 Anforderungsanalyse Frontend 
 
Das Frontend ist der Hauptbestandteil der Applikation. Es bestimmt den Ablauf der 
Anwendung, die Entwicklung der weiteren Komponenten und ist für den Endkunden 
die Basis und visuelle Grundlage einer Reisebuchung. Aus diesem Grund sind die 
Anforderungen an das Frontend besonders anspruchsvoll.  
 
Das Frontend soll als „Rich Internet Application“ (RIA) erstellt werden. Das bedeutet, 
dass das Frontend aus einer leistungsfähigen Benutzeroberfläche besteht.  
RIA’s zeichnen sich aus durch die Verwendung moderner und benutzerfreundlichen 
Interaktionstechniken sowie der lokalen (clientseitigen) Bearbeitung von Benutzer-
eingaben und Daten. Diese clientseitige Art der Bearbeitung bringt den Vorteil der 
Reduzierung der Server- und Netzwerkbelastung, da nicht ständig Anfragen an den 
Server gestellt werden müssen.  
 
Ein weiterer Punkt ist, dass das Frontend die Ladezeiten während den 
Buchungsschritten und somit auch die Wartezeiten des Users so gering wie möglich 
hält und eine flüssige Abfolge gewährleistet. Dafür ist es notwendig, dass die 
gesamte Benutzeroberfläche mit ihren grafischen Elementen beim Aufruf des 
Frontends einmal geladen wird und nicht nach jeder Benutzerinteraktion eine neue 
Webseite aufgerufen werden muss.  
Das anschließende Anfordern der Buchungsdaten während der einzelnen 
Buchungsschritte wird durch eine weitestgehend asynchrone Übertragung  mit dem 
Backend realisiert. Bei der asynchronen Methode werden die Daten im Hintergrund 
der Applikation übertragen und der User des Frontends kann dabei weiter arbeiten. 
Er muss nicht auf die Rückantwort des Backends warten. 
 
Die folgenden Abbildungen zeigen den Unterschied zwischen einer synchronen und 
asynchronen Übertragung [DUN08]: 
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Synchrone Übertragung: 
 
Abbildung 8: Darstellung einer synchronen Übertragung 
 
 
 
Asynchrone Übertragung: 
 
Abbildung 9: Darstellung einer asynchronen Übertragung 
 
 
Für die Entwicklung des Frontends und der Umsetzung der eben beschriebenen 
Anforderungen ist eine neuartige Technologie beziehungsweise Programmier-
sprache notwendig. Aus diesem Grund soll das Frontend mit dem Flex-Framework 
von der Firma „Adobe“ realisiert werden, welches auf deren Flash-Technologie 
basiert. Es ist speziell ausgerichtet auf die Entwicklung von Webanwendungen (RIA) 
und deshalb bestens geeignet für die Umsetzung des Frontends. Flex beruht auf der 
objektorientierten Programmiersprache „ActionScript 3“ und der XML-basierten 
Sprache „MXML“, welche durch die Flex-SDK als Open Source bereitgestellt werden. 
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Für die Interpretation von Flex-Anwendungen in einem Webbrowser ist ein 
zusätzliches Plugin notwendig. Dieses Plugin ist der Flash Player (ab Version 9) von 
„Adobe“, welcher in den Browser integriert werden muss. 
 
Aufgrund der in Punkt 2.2.4 „Qualitätskriterien“ beschriebene Gesichtspunkt der 
Wartbarkeit, ist für die Entwicklung des Frontends eine Entwicklungsumgebung 
notwendig, die eine schnelle und übersichtliche Wartung ermöglicht. Aus diesem 
Grund soll das Frontend mit der Entwicklungsumgebung „Flex Builder 3“ 
durchgeführt werden. Der Flex Builder wird von der Firma „Adobe“ für die 
Entwicklung von Flex-Anwendungen angeboten. Er beinhaltet, neben einem Code-
Editor, einen Designer mit einer grafischen Oberfläche für die Entwicklung der 
einzelnen Komponenten des Frontends. Durch diesen Designer lässt sich der Aspekt 
der schnellen, einfachen und übersichtlichen Wartung realisieren. 
 
3.4 Anforderungsanalyse Schnittstelle 
 
Die Schnittstelle ist für die Kommunikation zwischen dem Frontend und dem 
Datenbanksystem von „MikrobusONLINE“ verantwortlich. 
Sie arbeitet, im Gegensatz zu dem Frontend, nicht auf der Clientseite sondern auf 
der Serverseite, dem so genannten Webserver. Aus diesem Grund ist für die 
Entwicklung der Schnittstelle eine serverseitige Skriptsprache erforderlich.  
  
Das Busreiseverwaltungssystem „MikrobusONLINE“ basiert auf der 
Programmiersprache „Perl“ (Version 5.8), welche 1987 von Larry Wall entworfen 
wurde. Sie ist eine frei verfügbare, plattformunabhängige und interpretierte 
Skriptsprache.  
Um ein einheitliches System zwischen dem Buchungsmodul und dem 
Busreiseverwaltungssystem zu gewährleisten, soll die Schnittstelle ebenfalls mit 
dieser Sprache entwickelt werden. Dies bietet den Vorteil einer einfacheren 
Installation bei den Kunden mit „MikrobusONLINE“, da bei diesen bereits die 
grundlegenden Serverkonfigurationen zur Ausführung von Perl-Skripten vorliegen. 
Des Weiteren können durch eine einheitliche Sprache Kompatibilitätsprobleme 
vermieden werden. 
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Abhängig von der Serverkonfiguration der Kunden kann es notwendig sein, 
bestimmte Perl-Module nach zu installieren. Eine Liste der benötigten Module für die 
Schnittstelle befindet sich in Anlage A2. 
 
3.5 Anforderungsanalyse des Datenbanksystems  
 
Das Busreiseverwaltungssystem „MikrobusONLINE“ besitzt ein ausgereiftes und 
komplexes Datenbanksystem zur Verwaltung der Reise- und Buchungsdaten. Um 
eine einheitliche Datenbasis zwischen dem Buchungsmodul und „MikrobusONLINE“ 
zu gewährleisten ist es notwendig, dass das Modul ebenfalls dieses 
Datenbanksystem nutzt. Aus diesem Grund ist es erforderlich das Modul an die 
Spezifikationen und die Konzeption des „MikrobusONLINE“ - Datenbanksystems 
anzupassen. 
 
Das Datenbanksystem von „MikrobusONLINE“ beruht auf einer relationalen 
Datenbank von Sybase. Sie umfasst über 200 Tabellen und 550 Stored Procedures. 
Die Verwaltung, Erweiterung und Konfiguration dieses Systems erfolgt über das 
Datenbankverwaltungs-Tool „Sybase Central“ (Version 3.0.0.1887). 
Damit das Modul mit diesem Datenbanksystem arbeiten kann, ist eine Erweiterung 
des Systems notwendig. Es muss eine Tabelle hinzugefügt werden, welche die 
Session (Sitzung) einer Online-Buchung verwaltet. Des Weiteren müssen Stored 
Procedures (Datenbankfunktionen) erstellt werden, die die Daten für das Frontend 
aufbereiten beziehungsweise von dem Frontend entgegennehmen. Diese Stored 
Procedures müssen mit den bereits vorhandenen Methoden von „MikrobusONLINE“ 
zusammenarbeiten und dürfen die internen Abläufe von „MikrobusONLINE“ nicht 
stören. Durch den Zugriff auf die vorhandenen Stored Procedures, ist die Installation 
bei den Kunden, die bereits „MikrobusONLINE“ verwenden, ohne aufwändige 
Konfigurationen des Systems problemlos durchführbar.  
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4 Realisierung des Projektes 
4.1 Konzeptioneller Entwurf 
4.1.1 Spezifikation 
 
Für die Realisierung des Projektes muss eine Spezifikation der Bedingungen,  
Funktionen und Daten der Software definiert werden. 
 
Das Modul ist ein Client-Server-System, welches plattformunabhängig ist. Das 
bedeutet, dass die Schnittstelle sowohl auf einem Linux-Server als auch auf einem 
Windows-Server lauffähig ist. Das Frontend kann in jedem Browser gestartet werden, 
der den „Flash Player 9“ unterstützt.  
Für eine korrekte Darstellung des Frontends und dessen Buchungsoberfläche ist 
eine Mindestauflösung des Bildschirms von 1024 x 768 Pixel (Bildpunkte) empfohlen.  
 
Die Funktionalität des Moduls beschränkt sich in diesem ersten Entwicklungsschritt 
auf die bereits in Abschnitt 2.2.3 (Funktionsumfang) genannten Funktionen. 
Hauptschwerpunkt liegt dabei auf der Datenbankverbindung und der 
Datenübermittlung zwischen Frontend und Datenbanksystem.  
Aufgrund der Datenübermittlung des Frontends zum Backend ist eine Überprüfung 
der Eingangsdaten anhand von definierten Parametern erforderlich. Diese 
Überprüfung ist sowohl auf der Clientseite durch das Frontend als auch auf der 
Serverseite durch die Schnittstelle zu realisieren.   
 
Ein weiterer wichtiger Punkt ist der Buchungsverlauf des Frontends. Er gliedert sich 
in fünf Schritte, bestehend aus der  Eingabe der Teilnehmer, Auswahl der Unterkunft, 
Auswahl der Zusatzleistungen, Registrierung und der Bestätigung der Buchung. 
Diese Schritte bauen aufeinander auf und sind der Reihe nach zu durchlaufen. 
Eine Rückwärtsnavigation aufgrund von Fehleingaben oder Änderungen während 
des Buchungsvorgangs ist ebenfalls möglich. 
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Die folgende Auflistung zeigt eine Zusammenfassung der notwendigen Funktionen 
des Frontends und Backends. 
 
Funktionsübersicht des Frontends: 
 
- Datenerfassung vom Backend 
- Datenübermittlung zum Backend 
- Datenaufbereitung für die Darstellung 
- Angebotene Reisen anzeigen und auswählen 
- Suche nach Reiseangeboten 
- Anmeldung und Registrierung eines Endkunden 
- Anzeigen der einzelnen Buchungsschritte 
- Vorwärts- und Rückwärtsnavigation 
- Erfassung der Buchungsdaten des Endkunden 
- Druckfunktion 
 
 
Funktionsübersicht des Backends: 
 
- Verbindungsaufbau mit dem Datenbanksystem vom „MikrobusONLINE“ 
- Datenerfassung vom „MikrobusONLINE“ 
- Datenerfassung vom Frontend 
- Datenübermittlung zum „MikrobusONLINE“ 
- Datenübermittlung zum Frontend 
- Datenüberprüfung 
- E-Mail-Benachrichtigungssystem für die Registrierung und der Buchungs-
bestätigung  
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Die Spezifikation der Daten teilt sich in zwei Bereiche, den eingehenden und 
ausgehenden Daten des Moduls. Die eingehenden Daten werden von dem 
Buchungsmodul angefordert und über die Schnittstelle aus dem Datenbanksystem 
geholt um sie im Frontend anzuzeigen. Diese Daten sind nicht vom Benutzer des 
Moduls manipulierbar. Sie dienen zum Anzeigen von Informationen beziehungsweise 
zum Auswählen durch den Benutzer.  
 
Eingehende Daten: 
 
- Reisen 
o Reise-ID (wird nicht angezeigt) 
o Reisenummer 
o Reisebezeichnung 
o Reisestart 
o Reiseende 
o Reiseart 
 
- Reisearten 
o Reiseart-ID (wird nicht angezeigt) 
o Reiseartbezeichnung 
 
- Unterkünfte 
o Unterkunft-ID (wird nicht angezeigt) 
o Unterkunftsname 
o Straße 
o Postleitzahl 
o Ort 
 
- Unterkunftsarten 
o Unterkunftsart-ID (wird nicht angezeigt) 
o Zimmerart 
o Kategorie 
o Preis 
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- Zusatzleistungen 
o Zusatzleistungs-ID (wird nicht angezeigt) 
o Bezeichnung 
o Preis 
 
Bei den ausgehenden Daten handelt es sich zum größten Teil um die manuellen 
Eingaben des Benutzers bei einer Online-Buchung und um die ausgewählten 
Reisebuchungsinformationen, welche in das Datenbanksystem gespeichert werden 
müssen. Diese Daten müssen genau geprüft werden um Fehlbuchungen 
beziehungsweise Missbrauch zu vermeiden. 
 
Ausgehende Daten: 
 
- Buchungsdaten: 
o Reise-ID 
o Unterkunft-ID 
o Unterkunftsart-ID 
o Unterkunftsartanzahl 
o Zusatzleistungs-ID 
o Zusatzleistungsanzahl 
 
- Teilnehmer 
o Anrede 
o Vorname 
o Nachname 
o Geburtsdatum 
 
- Registrierung 
o Anrede 
o Vorname 
o Nachname 
o Geburtsdatum 
o Straße 
o Hausnummer 
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o Postleitzahl 
o Ort 
o Telefon 
o Fax 
o E-Mail Adresse 
 
- Login 
o E-Mail Adresse 
o Passwort 
 
Um die Daten richtig anzuzeigen beziehungsweise zu speichern ist es erforderlich 
die Zeichenkodierung zu spezifizieren. „MikrobusONLINE“ beruht auf dem 
Zeichensatz „cp850“ (auch „ibm850“ genannt). Das Modul verwendet aber den 
Zeichensatz „utf-8“, welcher als Standard im Web angesehen wird. Aus diesem 
Grund ist eine Konvertierung der eingehenden und ausgehenden Daten erforderlich. 
 
4.1.2 Programmablaufplan 
 
Der Entwurf des Moduls wird mit Hilfe eines Programmablaufplanes dargestellt. 
Dieser zeigt den konzeptionellen Aufbau des Programms und dessen Vorgänge, 
welche im Anschluss durch den Programmierer umgesetzt werden müssen.  
 
Die Entwurfsphase besteht aus der Erstellung eines Grobentwurfs und eines 
Feinentwurfs. Der Grobentwurf bildet eine einfache Darstellung des Programms mit 
seinen Abläufen und den Beziehungen der Hauptkomponenten ab. Der Feinentwurf 
ist eine Erweiterung des Grobentwurfes und zeigt detailliert die Funktionsweise des 
Programms. Dieser befindet sich in Anlage A3.  
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Abbildung 10: Programmablaufplan Grobentwurf 
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4.2 Implementierung 
4.2.1 Realisierung des Frontends 
4.2.1.1 Layout 
 
Das Programm ist ein Modul für das Busreiseverwaltungssystem „MikrobusONLINE“. 
Um die Zugehörigkeit und die Identifikation des Moduls mit „MikrobusONLINE“ 
darzustellen, ist das Layout des  Frontends, im Sinne eines „corporate designs“, dem 
Erscheinungsbild von „MikrobusONLINE“ angeglichen.  
Das bedeutet, dass die Farbwahl des Hintergrundes und der verschiedenen 
Oberflächen sowie die Logos und Bilder an „MikrobusONLINE“ angelehnt 
beziehungsweise davon übernommen sind und somit ein eindeutiger 
Wiedererkennungswert vorliegt. 
 
4.2.1.2 Struktur und Aufbau 
 
Die Struktur des Frontends besteht aus visuellen und nicht-visuellen Komponenten 
sowie aus der clientseitigen Anwendungslogik.  
Die visuellen Komponenten bilden die Oberflächen des Frontends. Des Weiteren 
sind sie für die Darstellung der Interaktionsfelder mit dem Nutzer zuständig und 
werden für die Abbildung von Informationen benutzt. 
Bei den nicht-visuellen Komponenten handelt es sich um interne Elemente des 
Frontends. Sie dienen der Prozessbearbeitung sowie der Datenverwaltung oder 
werden für die Strukturierung des Frontends verwendet.  
Sowohl die visuellen als auch die nicht-visuellen Komponenten werden durch die 
Programmiersprache „MXML“ erzeugt, die der XML-Notation unterliegt. Das 
bedeutet, dass alle diese Komponenten durch sogenannte XML-Tags 
(<Komponente></Komponente>) eingeleitet und begrenzt werden. 
Die clientseitige Anwendungslogik ist der komplexeste Teil des Frontends. Sie hat 
die Aufgabe die Abläufe des Frontends zu kontrollieren und zu steuern sowie die 
benötigten Daten bereitzustellen. Des Weiteren werden Reaktionen auf 
Userinteraktionen ausgeführt und die Kommunikation mit der Schnittstelle realisiert. 
Die Anwendungslogik beruht auf der Programmiersprache „ActionScript 3“.  
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Diese eben beschriebene Struktur wird auch als „Model-View-Controller“ – 
Architektur (MVC) bezeichnet. „Model“ steht für Datenmodell und beinhaltet die 
Datenhaltung und Datenverwaltung. „View“ bildet den Bereich für die Präsentation 
der Darstellungskomponenten. Die „Controller“ – Ebene beinhaltet alle Anweisungs- 
und Steuerungselemente. [TAB08] 
 
 Die folgende Abbildung zeigt die Struktur des Frontends mit seinen Komponenten. 
 
 
Abbildung 11: Komponenten des Frontends 
 
 
Das Grundgerüst des Frontends bildet der sogenannte „Application - Container“. Er 
wird durch das Tag „<mx:Application> </mx:Application>“ eingeleitet. Dieser definiert 
die Hauptseite der Anwendung und legt die Namensräume der weiteren 
Komponenten fest sowie die Grundeinstellungen des Frontends. Der „Application – 
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Container“ beinhaltet alle weiteren Komponenten des Frontends wie zum Beispiel 
das Menü, Banner und Panels. 
Da das Frontend aus mehreren Unterkomponenten besteht, welche die  einzelnen 
Oberflächen darstellen, werden sogenannte „ViewStack - Container“ verwendet, um 
die Unterkomponenten darin zu verwalten und bei Bedarf aufzurufen. Durch diese 
Container wird eine seitenbasierten Webanwendung realisiert.  
Da die „ViewStack – Container“ mit ihren Unterkomponenten bereits beim Start des 
Frontends geladen werden, hat dies den Vorteil, dass beim Aufruf der Komponenten 
die Oberflächen sofort angezeigt werden können und es keine Verzögerung durch 
Ladezeiten gibt.  
 
Codeausschnitt: 
 
Abbildung 12: MXML-Tag des Application- und ViewStack-Containers 
 
 
Für die Oberflächendarstellung werden sogenannte Panels verwendet. Panels 
bestehen aus einem Rahmen und einem inneren Anzeigebereich. Der 
Anzeigebereich enthält die Darstellungselemente, wie Informationen oder 
Eingabefelder. Durch diese Paneldarstellung wird eine Abgrenzung der weiteren 
umgebenden Komponenten erreicht und eine in den Vordergrund stehende Anzeige 
realisiert. Panels werden durch das MXML-Tag „<mx:Panel></mx:Panel>“ 
eingeleitet. 
Auf Basis der Panelkonstruktion sind die Oberflächen mit ihren Elementen in eigene 
erstellte Komponenten ausgelagert. Dies bietet den Vorteil eines übersichtlichen 
<?xml version="1.0" encoding="utf-8"?> 
<mx:Application xmlns:mx="http://www.adobe.com/2006/mxml"  
xmlns:view="views.*" creationComplete="init()"... > 
  
<!-- weitere Komponenten -->  
 
... 
 
<!-- Panel: Suche, Reisedetails, Logindetails --> 
<mx:ViewStack id="vsMinorPanels" selectedIndex="0" ... > 
   
  <!—- Komponente für Suche Panel -->  
 
... 
 
</mx:ViewStack> 
 
</mx:Application>  
 33
Codes, da nicht der ganze Quellcode in dem „Application - Container“ liegt, sondern 
nur der Aufruf der Panelkomponenten. Des Weiteren ist durch diese Realisierung die 
Wiederverwendbarkeit des Codes möglich, die Wartbarkeit wird erleichtert und eine 
zukünftige teamorientierte Erweiterbarkeit des Frontends gegeben. 
 
Für den Aufruf der Komponente muss ein neuer Namensraum erstellt werden. Der 
Namensraum für die intern vordefinierten Flex-Komponenten lautet 
„xmlns:mx=’http://www.adobe.com/2006/mxml’“. Das Kürzel „mx“ repräsentiert den 
Namensraum und wird bei jeder Flex-Komponente beim Aufruf angegeben. 
Für die eigenen erstellten Komponenten lautet das Kürzel „view“ und wird im 
„Application – Container“ definiert durch „xmlns:view=’views.*’ “  
 
Codeausschnitt: 
 
 
Abbildung 13:  Aufruf einer eigenen Komponente 
 
 
Eigene Komponente – Suchpanel (SearchPanel) 
Aufruf des Suchpanels - SearchPanel 
<?xml version="1.0" encoding="utf-8"?> 
<mx:Panel xmlns:mx="http://www.adobe.com/2006/mxml" layout="absolute"> 
 
 <!—- Felder für die Suchkriterien --> 
  
</mx:Panel> 
<?xml version="1.0" encoding="utf-8"?> 
<mx:Application xmlns:mx="http://www.adobe.com/2006/mxml"  
xmlns:view="views.*" ... > 
  
<!-- weitere Komponenten --> ... 
 
<!-- Panel: Suche, Reisedetails, Logindetails --> 
<mx:ViewStack id="vsMinorPanels" selectedIndex="0" width="353" 
x="671" y="302"> 
   
  <!-- Suche Panel--> 
  <view:SearchPanel id="panel_Search" title="Suche" 
    width="353" height="310" backgroundColor="0xDBDBDB" 
   searchedReisen="showSearchResult(event.acContainer)" 
acData="{acReisearten}" initObj="{initObject}" /> 
 
<!-- weitere Komponente --> ... 
</mx:ViewStack> 
 
</mx:Application>  
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Eine Besonderheit des Frontends stellt der Bereich des Buchungsverlaufs dar. 
Dieser ist mit einem sogenannte  „TabNavigator“ realisiert worden, welcher in dem 
Buchungsverlaufspanel durch das MXML-Tag „<mx:TabNavigator> 
</mx:TabNavigator>“ aufgerufen wird.  
Der „TabNavigator“ besteht aus fünf Tabs (Reitern), die die fünf Buchungsschritte 
wiederspiegeln. Zu jedem dieser Tabs wird ein eigener Container angelegt, der die 
grafischen Elemente des jeweiligen Buchungsschrittes beinhaltet. Beim Aufruf eines 
Tabs wird dann der dazugehörige Container angezeigt. Die einzelnen Container sind 
ebenfalls als eigene erstellte Komponenten realisiert worden, wie bei den Panels 
weiter oben beschrieben.  
 
Als Basis für die Container dient die Flex-Komponente „Canvas“, die durch das 
MXML-Tag <mx:Canvas></mx:Canvas> erstellt wird. Ein „Canvas“ ist eine 
durchsichtige Fläche auf der grafische Elemente angeordnet werden können. 
 
Aufgrund der oben beschriebenen Struktur des Frontends ist der Aufbau für die 
Darstellung in drei Bereiche gegliedert worden. Der obere Bereich bildet den Kopfteil 
der Anwendung. Dieser besteht aus einem Bild (Banner) und einer Menübar. 
Darunter folgt anschließend der Hauptteil, welcher in zwei weitere Bereiche (links 
und rechts) gegliedert wird.  
Der linke Teil ist der Hauptbereich des Frontends. In diesem Teil wird unter anderem 
der Buchungsverlauf dargestellt und die Buchung durchgeführt. Der rechte Bereich 
ist für Nebenfunktionen zuständig, wie zum Beispiel der Reisesuche oder der 
Darstellung von Informationen. 
 
Zusammenfassend zeigen die folgenden zwei Abbildungen die beschriebenen 
Strukturen und Bereiche des Frontends. 
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Abbildung 14: Aufbau des Frontends 
 
 
Abbildung 15: Struktur des Frontends 
Applications-Container 
Banner 
Menü 
ViewStack Panel 
 
Panel 
 
ViewStack 
 
Panel 
Panel 
 
Kopfteil Linker Hauptbereich Rechter Hauptbereich TabNavigator Tab - Canvas 
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4.2.1.3 Funktionsweise 
 
Zu Beginn muss das Frontend in einem Browser aufgerufen werden. Sobald alle 
Komponenten geladen sind, wird das vordefinierte Event (Ereignis) 
„creationComplete“ des „Application - Containers“ ausgelöst (siehe Abbildung 12) 
und damit die Methode für die Initialisierung des Frontends durchgeführt. 
 
Codeausschnitt: 
 
Abbildung 16: Initialisierungsmethode „init()“ 
 
 
Die Initialisierungsmethode „init()“ löst eine Serveranfrage (Request) aus. Der 
Request wird mit der Flex-Komponente „HTTPService“ realisiert. Ziel dieser Anfrage 
ist es die Konfigurationsdatei „config.xml“ zu laden und auszulesen. 
 
Codeausschnitt: 
 
Abbildung 17: MXML-Tag HTTPService für die Konfigurationsdatei 
 
 
Wenn die Anfrage erfolgreich durchgeführt wurde, wird ein weiteres Event namens 
„RESULT“ ausgelöst, welches an die „HTTPService“-Komponente gekoppelt ist. 
Dieses Event beinhaltet die ausgelesenen Parameter der Konfigurationsdatei und 
ruft die Methode „getConfigResult()“ auf, in welcher die Parameter verarbeitet 
werden. Anschließend wird eine neue Anfrage an den Server gestellt. Bei dieser 
Anfrage wird nun das erste Mal die Schnittstelle des Moduls aufgerufen und die 
benötigten Reisearten aus der „MikrobusONLINE“-Datenbank für die 
Suchkomponente des Frontends geladen.  
Um die Daten abrufen zu können, ist es notwendig der Schnittstelle Parameter zu 
übergeben. Diese Übergabe wird über die „HTTPService“-Komponente realisiert. 
 
<mx:HTTPService id="httpConfigurationService" url="init/config.xml" 
  method="POST" showBusyCursor="true" /> 
/* Initialisierung */ 
private function init():void 
{     
httpConfigurationService.addEventListener(ResultEvent.RESULT,getConfigResult);  
 httpConfigurationService.addEventListener(FaultEvent.FAULT, getConfigFault); 
 httpConfigurationService.send();/* Request auslösen */ 
} 
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Codeausschnitt: 
 
Abbildung 18:Code für Schnittstellenaufruf mit Parameterübergabe 
 
 
Bei Erfolg der Serveranfrage wird nun wieder ein „RESULT“-Event ausgelöst und die 
Daten der Reisearten an das Frontend übergeben. Sollte die Serveranfrage 
fehlschlagen wird ebenfalls ein Event ausgelöst, welches „FAULT“ genannt wird. 
Dieses „FAULT“-Event enthält eine systeminterne Fehlermeldung und zeigt eine 
Fehlerausgabe an. 
Mit dem Auslösen eines dieser Events ist die Anfrage an den Server abgeschlossen 
und der Initialisierungsprozess des Frontends beendet. 
 
Zusammenfassend zu diesem Initialisierungsablauf lässt sich sagen, dass  
dieses Prinzip der Serveranfrage („HTTPService“ sowie „RESULT“- und „FAULT“-
Event) bei jedem Request des Frontends angewendet wird.  
Die Anfragen laufen immer im Hintergrund ab während die Benutzerinteraktionen im 
Frontend weitergeführt werden können. Sobald die Antwort der Anfrage vorliegt, 
werden durch die Events Methoden ausgeführt, welche das Frontend mit den 
Ergebnissen aktualisiert.  
Das bedeutet, dass der User nicht auf die Ergebnisse der Anfrage warten muss, 
sondern das Frontend durchgehend benutzen kann. 
Diese Art und Weise des Datenaustauschs zwischen Frontend und Backend wird als 
asynchrone Datenübertragung bezeichnet. 
 
Nun, nachdem das Frontend geladen und initialisiert ist, kann der User eine 
Reisebuchung durchführen. Dazu muss eine Suche der angebotenen Reisen 
durchgeführt werden. Diese kann durch das Suchpanel auf der Startseite ausgeführt 
werden. 
 
/* Objekt für die Übergabeparameter */ 
var obj:Object = new Object(); 
obj["method"] = "initial"; 
 
/* HTTPService: httpDataService  */ 
/* Request (Reisearten abfragen) abschicken */ 
httpDataService.send(obj); 
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Abbildung 19: Suchpanel 
 
 
Sobald die Ausführung einer Reisesuche erfolgt, wird eine Anfrage an den Server 
gesendet und die Suchergebnisseite im Frontend angezeigt. Dazu wird die 
Panelkomponente für die Oberfläche der Suchergebnisse aus dem „ViewStack“  
aufgerufen und dargestellt. Die Anzeige der gefundenen Reisen wird auf der 
Suchergebnisseite in einem „DataGrid“ (Tabelle) übersichtlich angeordnet.  
 
 
Abbildung 20: DataGrid für Suchergebnisse 
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Um das „DataGrid“ mit den Ergebnissen der Serveranfrage zu füllen, wird eine 
sogenannte „Bindable“-Funktion verwendet. Diese Funktion wird an Variablen und 
Komponenten gekoppelt. Das bedeutet, dass, sobald der Inhalt einer Variable 
verändert wird (das Ergebnis der Serveranfrage vorliegt), eine automatische 
Weiterleitung der Veränderung an die Komponente erfolgt und somit eine 
Aktualisierung der Anzeige vorgenommen wird.  
 
Codeausschnitt: 
 
 
 
Abbildung 21:  Code - „Bindable“-Variable an Komponente binden 
 
Wenn die Anzeige der Suchergebnisse vorliegt kann der User nun eine passende 
Reise auswählen und die einzelnen Buchungsschritte durchlaufen. Dabei werden die 
einzelnen Oberflächen im „ViewStack“ beziehungsweise im „TabNavigator“ in einer 
vordefinierten Reihenfolge aufgerufen und angezeigt.  
 
Bei sämtlichen Usereingaben während des Buchungsverlaufs wird eine Validierung 
der Eingabedaten durchgeführt. Dadurch werden Fehleingaben des Users frühzeitig 
erkannt und  eine Fehlbuchung verhindert. 
 
 
Abbildung 22: Validierung der Eingabedaten 
<mx:DataGrid id="dgReisen" width="613" height="484" y="36" x="10" 
 dataProvider="{acData}" itemClick="selectReise(event)" > 
  
... 
 
</mx:DataGrid> 
[Bindable] 
public var acData:ArrayCollection; // Daten Container für Reisen 
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Der vorletzte Buchungsschritt betrifft die Registrierung beziehungsweise  Anmeldung 
des Users. Die Anmeldung erfolgt über die Eingabe eines Benutzernamens und 
eines Passworts. Als Benutzername dient die E-Mail - Adresse des Users und das 
Passwort besteht aus einer sechsstelligen Zeichenkette, welche von dem Modul 
erzeugt wird.  
 
 
Abbildung 23: Buchungsschritt 4 – Anmeldung 
 
 
Wenn der User das erste Mal eine Buchung über dieses Frontend durchführt und 
somit noch keine Anmeldedaten besitzt, ist eine Registrierung notwendig. Dazu muss 
der User das Registrierungsformular des Frontends aufrufen und ausfüllen. Ist die 
Registrierung erfolgreich, bekommt der User eine E-Mail mit seinen Anmeldedaten. 
Anschließend kann der User sich in dem Frontend anmelden und die Buchung 
fortsetzen. 
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Abbildung 24: Registrierungsformular 
 
 
Der letzte Buchungsschritt stellt eine Buchungsübersicht über die vom User 
angegebenen Buchungsdaten dar. Diese Übersicht dient der Überprüfung der Daten 
sowie der Möglichkeit für den User einen Ausdruck der Buchungsdaten 
vorzunehmen.  
Anschließend wird die Buchung durchgeführt. Dabei werden alle Buchungsdaten an 
den Server gesendet und in die Datenbank von „MikrobusONLINE“ eingebucht. 
Damit ist der Buchungsvorgang abgeschlossen und das Frontend wird für eine neue 
Buchung vorbereitet. 
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4.2.2 Erstellung der Schnittstelle 
4.2.2.1 Aufbau und Struktur 
 
Der Aufbau der Schnittstelle besteht aus einem Dienst (Service), der sämtliche 
Serveranfragen bearbeitet und mehreren unterstützenden Modulen auf die der 
Service zugreift. 
 
Die folgende Übersicht zeigt eine grobe Struktur des Aufbaus der Schnittstelle: 
 
 
Abbildung 25: Grobstruktur des Aufbaus der Schnittstelle 
 
 
Aufgaben und Bedeutung der Module: 
 
- CGI (common gateway interface): 
o dient dem Auslesen der Übergabeparameter des Frontends 
 
- Initial: 
o ist für die Initialisierung des Service zuständig 
Service 
CGI Initial 
HttpSession 
Encode 
 
 
- Module 
- Dienst Legende: 
MIME::Lite DBI 
Session 
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- MIME::Lite: 
o realisiert die Versendung von generierten E-Mails 
 
- DBI (database independent interface): 
o stellt eine Verbindung zum „MikrobusONLINE“ - Datenbanksystem her 
 
- HttpSession [PAT02]: 
o  Übergabe der Session-ID an den Service  
 
- Session [PAT02]: 
o erzeugt und verwaltet die Session einer Buchung 
 
- Encode: 
o Umwandlung der Zeichenkodierung zwischen Datenbank und Frontend 
 
4.2.2.2 Funktionsweise 
 
Der Service, welcher auf dem Server liegt und die Schnittstelle bildet, wird durch eine 
Serveranfrage des Clients (Frontend) aufgerufen. Dieser Aufruf erfolgt über die 
„HTTPService“-Komponente des Frontends (siehe Kapitel 4.2.1.3 „Funktionsweise“). 
Nachdem Aufruf des Service wird dieser initialisiert. Dazu wird eine Instanz des 
„Initial-Moduls“ erstellt und dessen Initialisierungsmethode „initialize()“ aufgerufen. 
 
Codeausschnitt: 
 
 
Abbildung 26: Code für die Erzeugung einer Instanz des „Initial“-Moduls 
 
 
Die Initialisierungsmethode hat die Aufgabe eine Datenbankverbindung zu dem 
Datenbanksystem von „MikrobusONLINE“ aufzubauen. Dazu wird das  Modul „DBI“ 
verwendet, welches eine Methode namens „connect()“ bereitstellt, über die die 
my $init = new Initial(); # Instanz des Moduls “Initial” 
 
# Aufruf der Initialisierungsmethode  
my ($dbh, $session) = $init->initialize($sesId); 
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Verbindung aufgebaut wird. Für den Verbindungsaufbau benötigt die Methode drei 
Parameter. Diese sind die Adresse des Servers, der Name der Datenbank und die 
Anmeldedaten für das Datenbanksystem, bestehend aus Benutzername und 
Passwort. 
 
Codeausschnitt: 
 
Abbildung 27: Code für den Aufbau der Datenbankverbindung 
 
 
Eine Weitere Aufgabe der Initialisierungsmethode ist die Erzeugung beziehungs-
weise Prüfung einer Session (Sitzung). Diese Session wird für einen 
Buchungsvorgang des Frontends angelegt und verwaltet dessen Sitzungsdauer. Sie 
besteht aus einer Identifikationsnummer und einem Zeitstempel. Bei der Prüfung der 
Session wird anhand des Zeitstempels die Sitzungsdauer des Buchungsvorgangs 
analysiert. Ist die Sitzungsdauer in einem vordefinierten Zeitrahmen (10 Minuten), gilt 
die Session als gültig und es wird ein neuer Zeitstempel angelegt. Sollte die 
Sitzungsdauer seit dem letzten Aufruf der Schnittstelle überschritten sein, erfolgt ein 
Abbruch des Buchungsvorgangs und eine entsprechende Fehlermeldung wird an 
das Frontend gesendet. 
Verantwortlich für die Erzeugung und Prüfung einer Sitzung sind die Module 
„Session“ und „HttpSession“. Die Initialisierungsmethode erstellt eine Instanz des 
„HttpSession“-Moduls. Durch die Erstellung dieser Instanz wird in dem „HttpSession“-
Modul eine weitere Instanz erzeugt, welche nun von dem Modul „Session“ abstammt. 
Diese Instanz erstellt daraufhin ein neues Session-Objekt oder überprüft eine bereits 
vorhandene Session auf ihre Gültigkeit.  
 
Nachdem die Initialisierung des Services abgeschlossen ist, werden die 
Übergabeparameter vom Frontend ausgelesen. Für das Auslesen behilft sich der 
my $db_server = $Config::db_server; 
my $database = $Config::database; 
my $db_user = $Config::db_user; 
my $db_pw = $Config::db_pw; 
  
my $db = "dbi:Sybase:server=$db_server;database=$database"; 
# Datenbankverbindung herstellen 
my $dbHandle = DBI->connect( $db, $db_user, $db_pw ); 
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Service mit der Funktion „param()“ des „CGI“-Moduls. Diese Funktion durchsucht den 
Inhalt des übertragenen Pakets nach sogenannten Key/Value – Paaren.  
Key/Value – Paare sind Kombinationen, welche aus einem Schlüsselwort (Key) und 
einem dazugehörigen Wert (Value) bestehen. Damit die Funktion den richtigen Wert 
findet, wird dieser ein Schlüsselwort übergeben und der dazugehörige Wert kann 
ausgelesen werden. 
 
Codeausschnitt: 
 
Abbildung 28: Code für das Auslesen eines Übergabeparameters 
 
 
Anhand des ausgelesenen Übergabeparameters, welcher durch den Key „method“ 
spezialisiert ist, kann nun die notwendige Methode für die Abarbeitung der Anfrage 
aufgerufen werden. Die Abarbeitung einer Anfrage durch den Service erfolgt immer 
nach folgendem Prinzip. Zuerst werden die Übergabeparameter auf ihre Gültigkeit 
geprüft. Das bedeutet, dass die Werte auf die datenbankspezifischen Anforderungen 
hin untersucht werden. Zu den Anforderungen gehören unter anderem die 
Übereinstimmung der Typen, wie zum Beispiel Zahl, Zeichenkette oder Datum, sowie 
die Länge der Werte.  
Sind alle Werte korrekt, erfolgt im Anschluss eine Umwandlung des Zeichensatzes 
der Parameter. Dies ist erforderlich für die korrekte Interpretation der Daten, da das 
Frontend die Daten in dem Zeichensatzformat „UTF-8“ überträgt und die Datenbank 
den Zeichensatz „cp850“ verwendet.  
Die Umwandlung wird mit Hilfe des Moduls „Encode“ durchgeführt. Dieses Modul 
beinhaltet die Methoden „encode()“ und „decode()“.  
Die Methode „decode()“ hat die Aufgabe den Übergabeparameter zu dekodieren 
(entschlüsseln). Dazu muss dieser sowohl der Zeichensatz („UTF-8“) als auch der 
Parameter übergeben werden. Anschließend kann der entschlüsselte Wert durch 
den neuen Zeichensatz wieder verschlüsselt werden. Diese Aufgabe übernimmt die 
Methode „encode()“.  
 
my $cgi = new CGI(); 
 
# Uebergabeparamter auslesen 
my $request = $cgi->param("method"); # Schlüsselwort = method 
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Codeausschnitt: 
 
 
Abbildung 29: Code zum Kodieren und Dekodieren des Zeichensatzes 
 
 
Nachdem nun die Übergabeparameter korrekt vorliegen, können diese an die 
Datenbank weitergegeben werden. Die Weitergabe der Parameter erfolgt über die 
Integrierung in eine sogenannte SQL-Anweisung. SQL steht für „Structured Query 
Language“ und ist die datenbankspezifische Sprache für die Abfrage und 
Manipulation von Daten in einer Datenbank. 
 
Die Kommunikation zwischen Service und Datenbank wird über die in der 
Initialisierungsphase aufgebaute Datenbankverbindung und den Methoden  
„prepare()“ und „execute()“ des „DBI“-Moduls realisiert. Die Funktion „prepare()“ 
bekommt die erzeugte SQL-Anweisung übergeben und bereitet die Ausführung der 
Anweisung vor. Die darauf folgende Ausführung der Anweisung auf dem 
Datenbankserver übernimmt die Funktion „execute()“.  
 
Codeausschnitt: 
 
 
Abbildung 30: Code zum Ausführen einer SQL-Anweisung 
 
 
 
# SQL – Anweisung + Übergabeparameter 
my $sql = "exec mof_get_reise_search NULL,".$s_reise_start.", 
    ".$s_reise_ende.", ".$s_reise_nr.", ".$s_reise_name.", 
    NULL,NULL,NULL, ".$s_reise_art; 
 
# SQL-Anweisung vorbereiten 
my $sth = $dbh->prepare ($sql);  
if($sth) 
{ 
 # SQL-Anweisung ausführen  
 if($sth->execute()) 
 { 
  ... 
 } 
# Entschlüsseln des Zeichensatzes UTF-8 
$s_reise_name = decode("utf8", $s_reise_name); 
# Verschlüsseln mit dem Zeichensatz cp850 
$s_reise_name = encode("ibm850", $s_reise_name); 
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Sollte die Ausführung der Anweisung fehlschlagen, erfolgt ein Abbruch des Services 
und es wird eine systeminterne Fehlermeldung an das Frontend gesendet. 
Wenn die Anweisung korrekt ausgeführt werden konnte, liefert die Datenbank die 
Ergebnisse der Anweisung an den Service zurück. Der Service hat nun die Aufgabe 
diese Ergebnisse für das Frontend aufzubereiten. Dazu werden die Rückgabedaten 
in das für das Frontend benötigte Zeichensatzformat „UTF-8“ umgewandelt (analog 
zu der Umwandlung der Übergabeparameter wie oben beschrieben) und in einer 
XML-basierten Struktur angeordnet. Anschließend erfolgt die Übermittlung der XML-
Daten an das Frontend. Dies wird durch den Ausgabebefehl „print()“ des Services 
vorgenommen.  
 
Eine weitere Funktion der Schnittstelle ist die Versendung automatisch generierter E-
Mails. Diese E-Mails werden zur Bestätigung einer Userregistrierung 
beziehungsweise einer Buchung an den User versendet. Diese Funktion wird von 
dem Service mit Hilfe des Moduls „MIME::Lite“ realisiert, welches eine E-Mail erstellt 
und diese an einen vorkonfigurierten Mailserver weiterleitet. Für die Erstellung der E-
Mail wird die Empfängeradresse des Nutzers aus der Datenbank abgerufen. 
Daraufhin erfolgt  die Erstellung des Inhalts der E-Mail. Für die Übertragung der 
erstellten E-Mail an den Mailserver wird die Funktion „send()“ des „MIME:Lite“-
Moduls verwendet.  Diese sendet den Inhalt und die Empfängeradresse an den 
Mailserver und verschickt die E-Mail, 
  
4.2.3 Erweiterung des Datenbanksystems 
 
Damit die modulspezifischen Datenabfragen mit dem Datenbanksystem von 
„MikrobusONLINE“ ausgeführt werden können, ist eine Erweiterung des Systems 
notwendig.  
 
Um die Sessionverwaltung für die Buchungsvorgänge zu realisieren, ist eine 
Datenbanktabelle für die Speicherung und Abfrage der Session anzulegen. Diese 
Tabelle besteht aus drei Spalten, einer Identifikationsnummer (ses_id), einer 
Sessionnummer (ses_nr) und einem Zeitstempel (ses_expires). 
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Die Identifikationsnummer ist eine fortlaufende, aufsteigende Nummer, die für die 
eindeutige Beschreibung eines Datensätze dient. Bei der Spalte Sessionnummer und 
Zeitstempel handelt es sich um die durch die Schnittstelle erzeugte Session-ID und 
deren Erstellungszeitpunkt. 
 
Des Weiteren müssen Stored Procedures erstellt werden, welche die 
modulspezifischen Daten von der Schnittstelle entgegennehmen. Diese Stored 
Procedures verteilen anschließend die empfangenen Daten an die bereits 
vorhandenen Funktionen des Datenbanksystems zur Bearbeitung. Die resultierenden 
Ergebnisse werden dann über diese erstellten Stored Procedures an die Schnittstelle 
zurückgegeben. 
 
4.3 Integration und Test 
4.3.1 Installation des Moduls 
 
Die Installation des Buchungsmoduls erfolgt auf einem Webserver. Dazu werden die 
Dateien des Frontends und der Schnittstelle auf den Webserver kopiert.  
Anschließend ist eine Überprüfung der Serverumgebung notwendig. Dabei wird 
ermittelt, ob alle benötigten Perl-Module auf dem Server installiert sind (siehe Anlage  
2 „Übersicht der Perl-Module für die  Schnittstelle“). Wenn nicht alle vorliegen, muss 
die Installation der fehlenden Module erfolgen (siehe Anlage A4 „Anleitung zur 
Installation eines Perl-Moduls“). 
 
4.3.2 Konfiguration des Moduls 
 
Im Anschluss an die Installation des Moduls muss dieses noch konfiguriert werden.  
Ziel der Konfiguration ist es, die benötigten Parameter des Moduls festzulegen, um 
einen reibungslosen Ablauf zu gewährleisten. 
 
Die Konfiguration erstreckt sich über alle drei Systemkomponenten (Frontend, 
Schnittstelle, Datenbanksystem) des Moduls.  
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Zu Beginn werden die Parameter des Frontends festgelegt. Dazu ist der Aufruf der 
Konfigurationsdatei „config.xml“ erforderlich. In der Datei muss der Pfad zu der 
Schnittstellendatei „dbresponse.cgi“, welche den Service der Schnittstelle darstellt, 
angegeben werden.  
 
Codeausschnitt: 
 
 
Abbildung 31: Pfadangabe in der Konfigurationsdatei des Frontends 
 
 
Anschließend erfolgt die Konfiguration der Schnittstelle. Diese wird in der Datei 
„config.cfg“ vorgenommen. In der Datei müssen die Parameter für den Aufruf des 
Datenbanksystems von „MikrobusONLINE“ eingestellt werden. Dazu gehören die 
Angaben der Serveradresse, des Datenbanknamens, der Authentifizierung sowie der 
Mailserverparameter. 
 
Codeausschnitt: 
 
 
Abbildung 32: Konfigurationsdatei der Schnittstelle 
 
 
Der letzte Schritt ist die Konfiguration des „MikrobusONLINE“-Datenbanksystems. 
Dafür muss die Skriptdatei „config_db.cgi“ über einen Webbrowser aufgerufen 
werden. Nach dem Aufruf wird eine Datenbankverbindung zu dem Datenbanksystem 
aufgebaut und eine automatisierte Erstellung der notwendigen Tabellen und Stored 
Procedures durchgeführt. Nach Beendigung dieses Vorgangs ist die Konfiguration 
des Moduls abgeschlossen.  
 
$db_server = 'Serveradresse';   (Adresse des Datenbankserver 
$database = 'Datenbankname';  (Name der Datenbank) 
$db_user = 'Benutzername';   (Benutzername der Datenbank) 
$db_pw = 'Passwort';    (Datenbankpasswort) 
$mail_server = 'Adresse';    (Adresse des Mail-Server) 
 
(Absender für eine automatisch generierte E-Mail) 
$mail_from = 'Absender'   (E-Mail Absender)  
<data><url>http://server/pfad/dbresponse.cgi</url></data> 
 
 50
4.3.3 Test und Fehlerbehebung 
 
Die Testphase bei der Softwareentwicklung ist einer der wichtigsten Prozesse und 
erstreckt sich über die ganze Projektbearbeitung. Das bedeutet, dass Tests während 
eines Projektes in allen Phasen (Entwurf, Spezifikation, Implementierung, 
Integration) der Entwicklung durchgeführt werden sollten.  
Tests dienen der Überprüfung der Funktionalität der Software und der Ermittlung von 
Fehlern sowie der Qualitätssicherung in Hinblick auf die Qualitätskriterien 
Zuverlässigkeit und Korrektheit. [POM96] 
 
Bei der Durchführung von Tests wird zwischen zwei Arten unterschieden: 
 
- White-Box-Test 
- Black-Box-Test 
 
Der White-Box-Test ist eine Testmethode, bei der der Quellcode, die Struktur und der 
Aufbau des zu testenden Programms bekannt ist.  
Ziel dieser Testmethode ist es, aufgrund der Kenntnis der Ablaufstruktur des  
Programms, geeignete Eingabedaten zu wählen um die unterschiedlichen 
Programmpfade alle zu durchlaufen und auf Fehler zu untersuchen. 
Bei der Black-Box-Testmethode handelt es sich um einen Test, bei dem die innere 
Beschaffenheit des zu testenden Programms unbekannt ist. Das bedeutet, dass die 
inneren Abläufe und einzelnen Verarbeitungsschritte des Programms verborgen sind.  
Durch den Black-Box-Test wird die Funktionalität des Programms getestet und 
Abweichungen von der Spezifikation aufgezeigt sowie eine Überprüfung der 
Ausgabedateien anhand der Eingabedaten durchgeführt [LUD07]. 
 
Bevor die Durchführung von Tests beginnt, ist eine Testvorbereitung notwendig. 
Dabei werden Testfälle festgelegt, die auf die einzelnen Programmteile angewendet 
werden sollen. Es ist darauf zu achten, dass alle Programmteile und – funktionen in 
Betracht gezogen werden damit die Testphase vollständig ist.  
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Folgende Testfälle wurden für einen Systemtest des erstellten Moduls festgelegt: 
 
1) Durchführung einer Reisesuche mit verschiedenen Kriterien 
2) Auswahl einer Reise 
3) Durchführung einer Buchung mit: 
a. Angabe verschiedener Teilnehmer (Anzahl, Personendaten) 
b. Auswahl einer Unterkunft 
c. Ändern einer bereits ausgewählten Unterkunft 
d. Auswahl verschiedener und mehrerer Unterkunftsarten 
e. Auswahl von Zusatzleistungen 
f. Keiner Zusatzleistungsauswahl 
g. Durchführung einer Registrierung 
h. Durchführung einer Anmeldung 
i. Durchführung eines Ausdruckes der Buchungsbestätigung 
4) Abbruch einer Buchung 
5) Empfangen einer Registrierungsbestätigung per E-Mail 
6) Empfangen einer Buchungsbestätigung per E-Mail 
7) Durchführung einer Vorwärts- / Rückwärtsnavigation 
8) Anzeige der Buchungsdaten im Datenbanksystem 
9) Anzeigen der Buchungsdaten in „MikrobusONLINE“ 
 
Im Rahmen der Arbeit wurde anhand der oben genannten Testfälle sowohl der  
White-Box-Test als auch der Black-Box-Test durchgeführt. Diese beiden 
Testmethoden wurden einerseits auf die jeweiligen Modulbestandteile als Einzeltests 
angewendet und andererseits als kompletter Systemtest in Zusammenhang mit der 
Integration aller Modulkomponenten durchgeführt.  
Die resultierenden Fehler wurden entfernt und dokumentiert. Anschließend wurde 
das Modul an einen externen Kooperationspartner der Firma „BITSz engineering 
GmbH“ gegeben, um das Modul weiteren Black-Box-Tests in einer anderen 
Systemumgebung  unter realen Bedingungen zu unterziehen.  
Diese externen Tests stellen den aktuellen Zustand (Stand: 06.08.2009) der 
Projektentwicklung dar. 
 
 
 52
5 Wirtschaftlichkeitsbetrachtung 
 
Die Wirtschaftlichkeitsbetrachtung beschreibt den Zusammenhang zwischen dem 
Nutzen des Softwareprojektes und den entstehenden Kosten. Das Ziel eines 
Softwareprojektes, welches aus wirtschaftlichen Gesichtspunkten betrachtet wird, ist 
die Minimierung der Kosten in Verbindung mit der Maximierung des Nutzens. 
[LUD07] 
 
Der Nutzen des Softwareprojektes für die Firma „BITSz engeeniering GmbH“ besteht 
in erster Linie aus der Gewinnerzielung durch den Verkauf der Software. Aber dies 
ist nicht der alleinige Aspekt. Durch die Software bietet sich die Möglichkeit der 
Neukundengewinnung sowie der Verstärkung der Altkundenbindung an das bereits 
genutzte „MikrobusONLINE“-System.  
Dem Nutzen stehen natürlich die Entwicklungskosten beziehungsweise die Betriebs- 
und Wartungskosten der Software gegenüber. Diese setzen sich im Wesentlichen 
aus den Personalkosten der Entwickler in Bezug auf den Entwicklungszeitraum für 
die Software zusammen.  
 
Anhand der Gegenüberstellung der zwei Faktoren (Kosten, Nutzen) wird dargestellt, 
ab wann eine Amortisierung (Kostendeckung der Ausgaben mit den Einnahmen) der 
Investitionen des Projektes vorliegt.  
Folgende Grobkalkulation wurde auf Basis von Schätzung für das Softwareprojekt 
vorgenommen: 
 
Abschätzung der Entwicklungskosten (in Euro): 
 
- Stundensatz:    56 € / Stunde 
- Entwicklungszeitraum:   6 Monate 
- maximale Entwicklungsstunden: 960 Stunden (8 Stunden / Tag) 
- geschätzte Entwicklungsstunden: 480 Stunden 
 
o Analyse:      80 Stunden 
o Entwurf:    180 Stunden 
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o Codierung:   120 Stunden 
o Modultest:     40 Stunden 
o Integration- und Systemtest:   60 Stunden 
  
- resultierende Entwicklungskosten: 26.880 € 
( = Stundenanzahl x Stundensatz )  
 
o Analyse:      4.480 € 
o Entwurf:    10.080 € 
o Codierung     6.720€ 
o Modultest:     2.240€ 
o Integration- und Systemtest:   3.360 € 
 
 
Abschätzung der Amortisation der Entwicklungskosten: 
 
- Einnahmen pro Modul:   1.700 €   
 
o Verkaufspreis des Moduls: 1.250 € 
o Installation / Konfiguration:    450 € 
 
o Einnahmen aus der Wartung des Moduls werden über die 
Wartungsverträge des „MikrobusONLINE“ abgerechnet 
 
- Verkaufsmenge bis zur Amortisation:      16 Stück 
( = Entwicklungskosten / Einnahmen) 
 
Die Prognose für den Verkauf des Moduls am Ende der hier beschriebenen ersten 
Entwicklungsstufe ergibt eine voraussichtliche Verkaufsmenge von fünf Modul-
implementierungen bei den bereits vorhandenen „MikrobusONLINE“-Kunden. Damit 
wäre eine Kostendeckung bei Verkaufsstart von knapp einem Drittel gewährleistet.  
Des Weiteren wird mit einer Neukundengewinnung des „MikrobusONLINE“, aufgrund 
der Modulentwicklung, von zwei bis drei Kunden im ersten Jahr nach Einführung 
spekuliert. 
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6 Schlussbetrachtung und Zukunftsaussichten 
 
Das Ziel der vorliegenden Arbeit und dem damit verbundenen Softwareprojekt war 
es, eine webbasierte Applikation als Modulbestandteil für das Busreise-
verwaltungssystem „MikrobusONLINE“ zu entwickeln, welches dem Endkunden die 
Möglichkeit bietet eine Reisebuchung durchzuführen, die durch das 
„MikrobusONLINE“-System verwaltet wird.  
Dabei wurde anhand von Analysen die Notwendigkeit des Projektes ermittelt (siehe 
Abschnitt 1.1 „Notwendigkeit und Zweck der Arbeit“ und 2.2 „Ist-Zustand“ ) sowie die 
Anforderungen des Moduls definiert (siehe Kapitel 2.3 „Soll-Zustand“ und 3. 
„Anforderungen an die zu erstellende Software“). Auf Basis der Analyseergebnisse 
wurde anschließend ein Konzept erstellt, das als Grundlage für die Umsetzung des 
Projektes diente.  
Das Ergebnis des Softwareprojektes bildet die erste Entwicklungsstufe des Moduls, 
in welcher eine vollständige Implementierung der gestellten Anforderungen realisiert 
wurde. Dazu gehören, dass das Moduls als „Rich Internet Application“ (RIA) 
umgesetzt wurde und auf eine Client-Server-Architektur basiert, bestehend aus 
einem Frontend, einem Backend und einem Datenbanksystem (3-Tier-Architektur). 
Die Buchung durch den Endkunden wird unterstützt durch eine leistungsstarke 
Benutzeroberfläche und die Buchungsabwicklung wird durch eine Schnittstelle und 
ein Datenbanksystem gesteuert und durchgeführt.  
 
Der Abschluss des Projekts ist noch nicht erreicht (Stand: 06.08.2009), da das Modul 
sich noch in einer Testphase befindet. Nach Beendigung dieser Phase beginnen der 
Verkauf und die Inbetriebnahme.  
Anschließend soll das Modul parallel zur Wartung weiterentwickelt werden. Dafür 
sind weitere Entwicklungsstufen geplant, welche den Funktionsumfang des Moduls 
erweitern sollen. Dazu gehören eine Implementierung des Zahlungsverkehrs sowie 
die sich daran anschließende Konzipierung eines Sicherheitssystems. Des Weiteren 
besteht die Möglichkeit, Modulbestandteile der Benutzeroberfläche in die 
Kundenwebseiten direkt zu integrieren, damit das Modul nicht als separate Webseite 
laufen muss. Dies ist durch den Komponentenaufbau (siehe Abschnitt 4.2.1.2 
„Aufbau und Struktur“)  umsetzbar. 
 VI 
Anlagenverzeichnis 
 
Flussdiagrammsymbole – Erklärung ....................................................... Anlage A1 
Übersicht der Perl-Module für die Schnittstelle ....................................... Anlage A2 
Programmablaufplan Feinentwurf ............................................................. Anlage A3 
Anleitung zur Installation eines Perl-Moduls ............................................. Anlage A4 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 1
 
Anlage A1: Flussdiagrammsymbole – Erklärung 
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Anlage A2: Übersicht der Perl-Module für die Schnittstelle 
 
 
o DBI 
o CGI 
o Lib 
o Encode 
o Pod::Escapes 
o Pod::Simple 
o Test::Pod 
o MIME::Types 
o MIME::Base64 
o Email::Date::Format 
o Email::Simple 
o Module::Pluggable 
o Email::Abstract 
o Time::Piece 
o Email::Date 
o MIME::Lite 
o DBD::Sybase 
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Anlage A3: Programmablaufplan Feinentwurf 
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schicken 
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? 
 
Fehler
? 
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+ 
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Anfrage an 
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abfrage aller 
Reisen 
Anzeigen der 
Suchergeb-
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Suchkriterien 
eingeben 
Ergebnis zum 
Frontend 
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ergebnis 
Reisen  
Nein 
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ausgabe 
Ja 
Ja 
Nein 
Stopp 
1 
Suche
neu ? 
 
2 
Fehler
? 
 
Legende: 
- Backend  
- Frontend  
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Ja 
Anfrage an 
Server stellen 
Datenbank-
abfrage der 
Unterkünfte 
Fehler
? 
 
Anzeigen des 
Buchungs-
schritts 1  
Teil-
nehmer  
Teilnehmer-
daten eingeben 
2 
Nein 
Fehler-
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Ja 
Stopp 
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Buchungs-
schritts 2  
Ergebnis zum 
Frontend 
schicken 
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Reise 
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4 
1 
 3
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Nein 
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Ja 
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Ja 
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Nein 
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? 
 
Ergebnis zum 
Frontend 
schicken 
Anzeigen des 
Buchungs-
schritts 5 
Buchungs-
übersicht 
darstellen 
Übersicht 
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Übersicht 
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bruch? 
 
print? 
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Anlage A4: Anleitung zur Installation eines Perl-Moduls [MÜL09] 
• Modul kopieren  
• Mit dem Paketmanager für ActiveState Perl (für Windows und andere Systeme 
mit ActiveState Perl)  
o Online mit PPM  
o Offline mit PPM (für Windows und ActiveState Perl)  
• Mit dem Paketmanager des Betriebssystems (für Unix und Linux)  
o Debian GNU/Linux, Ubuntu und andere Verwandte  
o Gentoo Linux  
o SuSE Linux  
o FreeBSD  
• Mit dem CPAN-Modul (direkt über Perl, alle OS)  
o Die CPAN-Shell  
o Installation ohne Shell  
o Modul mit CPAN.pm in ein eigenes Verzeichnis installieren  
• Mit dem CPANPLUS-Modul (direkt über Perl, alle OS)  
• Manuelle Installation (Unix/Linux, Windows und andere)  
o Modul manuell in ein eigenes Verzeichnis installieren  
o Modul ohne Shell-Zugang in ein eigenes Verzeichnis installieren  
In der gesamten Anleitung wird als Beispiel das fiktive Modul Module::Name verwendet, 
so muss man gedanklich für sich selbst Module::Name durch das eigene Modul 
ersetzen.  
Gelegentlich erhält man beim Ausführen eines Programmes eine Fehlermeldung, die 
in etwa so beginnt:  
Can't locate Module/Name.pm in @INC (@INC contains....  
Das ist ein Anzeichen dafür, dass ein mit use oder require eingebundenes Modul nicht 
in Perl's Suchpfad gefunden werden konnte. Das kann mehrere Ursachen haben, 
eine mögliche Ursache ist, dass sich das aufgerufene Modul in einem Verzeichnis 
befindet, das nicht in @INC als Suchpfad mit aufgeführt ist, man also @INC um den 
Pfad erweitern muss. Oder, und das ist der häufigere Fall, es ist nicht installiert.  
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Um ersteres auszuschließen, lässt sich mit Hilfe der Suchfunktion des 
Betriebssystems auf der Festplatte nach den Modul suchen. Als Suchbegriff 
verwendet man am besten den Dateinamen des Moduls. Um an den Dateinamen zu 
kommen, trennt man den Modulnamen, in unseren Beispiel Module::Name, jeweils an 
den zwei Doppelpunkten auf, so erhält man Verzeichnis- und Dateinamen-Anteil des 
Modulpfads, der letzte Teil ist der Dateiname und ist noch um ein .pm zu erweitern. In 
unseren Fall würden wir also nach der Datei Name.pm suchen, diese sollte sich in 
einen Verzeichnis namens Module finden lassen. Hat man die Datei und das 
Verzeichnis gefunden, so kann man den Pfad vom übergeordneten Verzeichnis den 
Array @INC hinzufügen, am einfachsten geht das direkt im Script.  
#!/usr/bin/perl  
use strict;  
use warnings;  
use lib '/Pfad/zum/Verzeichnis'; # fuegt den Pfad /Pfad/zum/Verzeichnis dem @INC hinzu  
use Module::Name; # unser Modul einbinden  
# ...  
Bei Modulen mit C-Anteil, die nicht korrekt installiert wurden sind, kommt diese 
Fehlermeldung:  
Can't locate loadable object for module Module::Name in @INC...  
Man kann auch vor dem Ausführen eines Programmes oder nur zum Sichergehen 
mit folgendem Befehl testen ob ein Modul vorhanden ist:  
perl -e "use Module::Name;"  
Sollte das die o.g. Fehlerausschrift ergeben, wird es Zeit das Modul zu installieren. 
Nachfolgend werden die gängigsten Varianten beschrieben.  
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Modul kopieren  
Es reicht im Allgemeinen nicht, bei einer Fehlermeldung wie  
Can't locate Module/Name.pm in @INC (@INC contains....  
die Datei Name.pm in das Verzeichnis 'Module' im Installationsbaum zu kopieren. Es 
würde nur für wenige Module funktionieren, die eben wirklich nur aus dieser einen 
Datei bestehen und Pure-Perl sind, also kein C. Man spart sich eine Menge Arbeit, 
wenn man einen der folgenden Vorschläge folgt und ein Modul sauber installiert.  
Für einige häufig gebrauchte Module wie z.B. HTML::Entities funktioniert diese Variante 
aber. Einfach ein Verzeichnis /mein/perl/HTML erstellen und Entities.pm 
aus http://search.cpan.org/dist/HTML-Parser/ dorthin kopieren. Dann im Script:  
use lib '/mein/perl';  
use HTML::Entities;  
Wenn du also Webspace hast, auf dem noch nicht mal CGIpan funktioniert (siehe 
unten), dann musst du diese Möglichkeit benutzen.  
Für Module wie z.B. DBI klappt das ganze aber nicht mehr.  
Auf dem eigenen Rechner oder dort, wo man einen Account hat (Root oder einfacher 
User), sollte man eine der folgenden Möglichkeiten in Betracht ziehen.  
Mit dem Paketmanager für ActiveState Perl (für Windows und andere Systeme 
mit ActiveState Perl)  
Online mit PPM  
Die wahrscheinlich meistgenutzte Perl-Distribution unter Microsoft Windows, 
ActiveState Perl, bietet ein eigenes Programm zur Installation und Verwaltung von 
Perl-Modulen, den Modulmanager ppm. Dieser Modulmanager greift nicht auf die 
Original-Quellpakete im CPAN zu, sondern auf fertig übersetzte und speziell für 
ActiveState Perl erstellte Pakete, die sich in sogenannten Repositories befinden.  
 4
Das Standard-Repository bei ActiveState ist bereits voreingestellt.  
Zur Installation eines Moduls muss man also nur eine Onlineverbindung herstellen 
und über die DOS-Shell (Eingabeaufforderung) den Paketmanager ppm aufrufen:  
C:\Perl\bin> ppm  
Nachdem sich der Paketmanager gemeldet hat, kann man mit  
ppm> install Module::Name  
einfach das Modul Module::Name installieren. Sollte der Modulname nicht bekannt 
sein, dann kann man mit  
ppm> search Module::Name  
auch erst einmal nach entsprechenden Modulen suchen.  
Auf der Seite http://ppm.activestate.com/PPMPackages/zips/8xx-builds-
only/Windows/ gibt es auch eine Liste aller Module von ActiveState für Perl 8.x.x. Hat 
man hier sein Modul gefunden, so kann man es direkt mit  
ppm> install Module::Name  
installieren.  
Beispiel:  
ppm> install PAR  
Manchmal ist das gewünschte Modul im Default-Repository bei ActiveState nicht 
dabei. Dann kann man ein anderes PPM-Repository verwenden. Aus ppm heraus 
geschieht dies z.B. mit dem folgenden Aufruf:  
ppm> rep add theoryx5 http://theoryx5.uwinnipeg.ca/cgi-bin/ppmserver?urn:/PPMServer58  
Eine Liste von bekannten PPM-Repositories kann man hier 
finden: http://search.cpan.org/~podmaster/PPM-Repositories/ (einfach im 
Sourcecode des Moduls schauen). Oder auch hier: http://theoryx5.uwinnipeg.ca/cgi-
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bin/ppm-request Auf der letzteren Seite kann man sich sogar fehlende PPMs 
machen lassen.  
Im Wiki von win32.perl.org ist eine umfangreichere Liste mit PPM-Repositories zu 
finden: http://win32.perl.org/wiki/index.php?title=PPM_Repositories  
Offline mit PPM (für Windows und ActiveState Perl)  
Vielleicht hat man aber an dem Rechner, auf dem Perl installiert ist, keinen 
Internetzugang. Dann lädt man sich die Moduldateien von einem anderem Rechner, 
aus einem der folgenden Verzeichnisse "von Hand herunter":  
•  http://aspn.activestate.com/ASPN/Modules  
•  http://www.activestate.com/PPMPackages/5.6/  
•  http://www.activestate.com/PPMPackages/5.6plus/  
•  http://theoryx5.uwinnipeg.ca/ppmpackages/ für ActiveState Perl 5.6  
•  http://theoryx5.uwinnipeg.ca/ppms/ für ActiveState Perl 5.8  
•  http://www.bribes.org/perl/ppm  
und installiert später auf dem gewünschten Rechner mit c:\>ppm install modulname.ppd  
Mit dem Paketmanager des Betriebssystems (für Unix und Linux)  
Viele Linux-Distributionen und BSDs haben für alle wichtigen Perl-Module bereits 
fertige Pakete.  
Ein großer Vorteil bei Benutzung eines Paketmanagers ist folgender: Viele andere 
Pakete des Paketmanagers haben Abhängigkeiten auf Perl-Module. Wenn man die 
Module nicht mit dieser Methode installiert, so kann es zu Mehrfachinstallationen 
oder Problemen kommen, wenn man später solch ein Paket mit Abhängigkeiten 
installiert.  
Es folgen nähere Anleitungen für die einzelnen Paket-Manager:  
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Debian GNU/Linux, Ubuntu und andere Verwandte  
Im Allgemeinen lassen sich die von der Distribution angebotenen GUI-Tools wie 
Adept oder Synaptic gut für die Suche und Installation von Perl-Paketen nutzen. Die 
Regeln für das APT-Paketmanagement von Debian führen aber dazu, dass die 
Pakete manchmal etwas schwer zu finden sind. Wenn man ein Perlmodul namens 
Xxx::Yyyyy sucht, dann hat der Name des zugehörigen Pakets in den meisten Fällen 
die Form libxxx-yyyyy-perl.  
Wer keine GUI zur Verfügung hat, kann dies aber auch von der Kommandozeile aus 
tun, wie im Folgenden beschrieben.  
apt-cache, apt-get und aptitude  
Beispiel: Es soll das Modul HTML::Parser installiert werden. Wir suchen also nach 
einem Paket mit dem Namen libhtml-parser-perl:  
      $ apt-cache search libhtml-parser-perl 
      libhtml-parser-perl - Eine Modul-Sammlung zum Parsen von HTML-Dokumenten  
Auch wenn der Name anders lautet, lassen sich die Pakete mit apt-cache finden. Hier 
suchen wir die Module Tk und Curses:  
      $ apt-cache search Tk | grep perl 
      ... 
      perl-tk - Perl-Modul, ermöglicht Zugriff auf die Tk-Grafikbibliothek 
      ... 
 
      $ apt-cache search Curses | grep perl 
      ... 
      libcurses-perl - Curses-Schnittstelle für Perl 
Die gefundenen Pakete mit den Perlmodulen Tk und Curses können dann mit apt-get 
oder aptitude installiert werden:  
      aptitude install perl-tk 
      apt-get install libcurses-perl 
Eine Übersicht über vorhandene Module kann man mit dpkg erhalten:  
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      dpkg -l 'lib*-perl' 
oder durch Filtern der Liste mit verfügbaren Paketen:  
      egrep '^Package: lib[a-z-]+-perl' /var/lib/dpkg/available 
(Letzteres funktioniert nur, wenn /var/lib/dpkg/available immer aktuell gehalten wird.)  
dh-make-perl  
Wenn ein Modul nicht vorhanden ist, kann man auch mit dh-make-perl selber ein 
Debian-Paket bauen. Dieses Skript kann ein Modul direkt von CPAN herunterladen 
und ein deb-Paket daraus bauen:  
      dh-make-perl --cpan $modulname --build 
Das erzeugte deb-Paket lässt sich dann mit  
      dpkg -i $paketname 
bzw.  
      sudo dpkg -i $paketname 
installieren.  
Gentoo Linux  
Pakete Tk und Curses installieren:  
      emerge perl-tk 
      emerge Curses 
Übersicht über vorhandene Module:  
      ls /usr/portage/dev-perl/ 
Da es eine sehr routinemäßige Arbeit ist, Ebuilds (so heißen bei Gentoo die Pakete) 
für CPAN-Module zu erstellen, hat Gentoo vor kurzem eine elegantere Möglichkeit 
gefunden, CPAN-Module zu installieren:  
Das Script g-cpan kann beliebige CPAN-Module inclusive Abhängigkeiten 
installieren. Nach der Installation sieht es aus, als hätte man einen ganz normalen 
Ebuild installiert, d. h. man kann ihn auch sauber wieder unmergen (deinstallieren). 
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Die mit g-cpan installierten Module leben nach der Installation in der Kategorie perl-
gcpan, sind also im Verzeichnis /var/db/pkg/perl-gcpan einsehbar.  
     # g-cpan installieren (nur einmal erforderlich) 
     emerge g-cpan 
 
     # Damit nun ein Modul installieren 
     g-cpan -i Foo::Bar 
Intern benutzt g-cpan sowohl das Modul CPAN als auch Portage-Funktionen.  
SuSE Linux  
Auch SuSE Linux liefert eine große Auswahl an Perl-Modulen mit. Sie lassen sich 
leicht in YaST finden.  
FreeBSD  
Viele Pakete findet man im Ports-System von FreeBSD. Man hat die Wahl zwischen 
bereits kompilierten Paketen (packages) oder den ports, die noch übersetzt werden 
müssen.  
Pakete Tk und Curses installieren:  
Als Packages (root-Rechte sind notwendig):  
      pkg_add -r p5-Tk 
      pkg_add -r p5-Curses 
Als Ports (geht auch als Normal-User, bei Bedarf wird nach dem root-Passwort 
gefragt):  
      cd /usr/ports/x11-toolkits/p5-Tk && make install 
      cd /usr/ports/devel/p5-Curses && make install 
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Mit dem CPAN-Modul (direkt über Perl, alle OS)  
Diese Variante installiert Module direkt über Perl. Sie setzt allerdings auch voraus, 
dass man auf seinem System "zu Hause" ist. Unter allen Systemen bedingt sie, wie 
auch bei der manuellen Installation, ein installiertes make Programm.  
Für diese Variante wird eine bestehende Onlineverbindung benötigt.  
Die CPAN-Shell  
Das Modul CPAN.pm ist Teil der Perl-Standarddistribution und stellt Funktionen zur 
Verfügung, mit denen alle Module gesucht und installiert werden können, die im 
Comprehensice Perl Archive Network (CPAN) zu finden sind. Die CPAN-Shell wird 
über den folgenden Befehl in der Kommandozeile aufgerufen:  
  perl -MCPAN -e shell 
Beim ersten Aufruf werden einige Fragen zu vorhandenen Hilfsprogrammen (z.B. ftp- 
und http-Clients, Programm zum Entpacken von gzip- und tar-Archiven etc.), zur 
Netzwerkanbindung und zu gewünschten CPAN-Mirrors gestellt. Wenn diese alle 
beantwortet wurden, ist die Shell bereit, Befehle anzunehmen, z.B. zur Installation 
eines Paketes:  
  cpan> install Irgendein::Modul 
Hier wird der Modulname erwartet wie er später im use verwendet wird, nicht der 
physische Dateiname.  
Wenn man in der Konfiguration nichts anderes einstellt, dann kümmert sich das 
CPAN-Modul selbsttätig um Abhängigkeiten zwischen Modulen, sodass evtl. 
automatisch weitere benötigte Module installiert werden.  
Installation ohne Shell  
Man muss nicht jedes Mal erst die CPAN-Shell starten, um ein Modul zu installieren. 
Man kann den install-Befehl auch direkt beim Start des Programms aufrufen. Mit  
  perl -MCPAN -e "install modulname" 
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erfolgt direkt die Aufforderung zum Laden und Installieren des Modules modulname. 
Beispiel:  
  perl -MCPAN -e "install Image::Size" 
Wenn man meint, das Modul trotz Fehlern im Testlauf installieren zu wollen, hilft  
  perl -MCPAN -e 'force install Paket::Name' 
weiter.  
Mit CPAN.pm Version 1.77 kann man auch  
  perl -MCPAN -e 'notest install Paket::Name' 
schreiben, dann wird der Testlauf übersprungen.  
Modul mit CPAN.pm in ein eigenes Verzeichnis installieren  
Auch das geht mit dem CPAN-Modul, man muss nur die richtigen Parameter 
eingeben.  
Siehe  http://search.cpan.org/~andk/CPAN-1.87/lib/CPAN.pm#mkmyconfig  
$ cpan 
cpan shell -- CPAN exploration and modules installation (v1.87) 
ReadLine support enabled 
 
cpan> mkmyconfig 
... 
Are you ready for manual configuration? [yes] no 
... 
 
cpan> o conf makepl_arg "LIB=<dein lib verzeichnis> PREFIX=<dein lib verzeichnis>" 
 
Damit wird eine eigene ~/.cpan/CPAN/MyConfig.pm erstellt.  
Bevor es mkmyconfig gab:  
Man kopiere CPAN/Config.pm ins eigene cpan-verzeichnis und ersetze alle 
vorkommnisse von 'root' durch das home-verzeichnis (beispiel):  
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$ cp /usr/lib/perl5/5.8.5/CPAN/Config.pm $HOME/.cpan/CPAN/MyConfig.pm 
$ perl -pi -e's#/root/#$ENV{HOME}/#g' $HOME/.cpan/CPAN/MyConfig.pm 
$ cpan 
cpan shell -- CPAN exploration and modules installation (v1.8) 
ReadLine support enabled 
 
cpan> o conf makepl_arg "LIB=<dein lib verzeichnis> PREFIX=<dein lib verzeichnis>" 
Alternativ benutze man die manuelle Variante.  
Mit dem CPANPLUS-Modul (direkt über Perl, alle OS)  
Das Perlmodul CPANPLUS ist eine Erweiterung und Verbesserung des Modules 
CPAN.pm der Standarddistribution und wird letzteres evtl. einmal ablösen.  
Mit  
  perl -MCPANPLUS -e "install modulname" 
erfolgt die Aufforderung zum Laden und Installieren des Modules.  
Manuelle Installation (Unix/Linux, Windows und andere)  
Nachdem man im CPAN ein passendes Modul gefunden und heruntergeladen hat, 
wird es entpackt und nach dem Wechsel in das neu entstandene Verzeichnis mit 
folgender Befehlskombination installiert:  
      perl Makefile.PL 
      make 
      make test 
      make install 
Diese Methode ist auf *nix-Betriebssystemen kein Problem, aber auf einem 
Windows-System nicht ohne weiteres ausführbar, da das benötigte make 
standardmäßig nicht zur Verfügung steht. Man kann es aber unter folgenden 
Adressen kostenlos bekommen:  
• ftp://ftp.microsoft.com/softlib/mslfiles/nmake15.exe  
Im kostenlosen Paket des Borland C++-Compilers ist es ebenfalls enthalten.  
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Ein weiteres Problem unter Windows stellen Module dar, die C-Code enthalten und 
eines Compilers bedürfen. Die Erläuterungen zum Installieren eines solchen Modules 
gehen über den Rahmen dieses HOWTOs hinaus. Nur soviel: Neben dem Borland-
Compiler gibt es auch ein sehr aktives Open-Source-Projekt um den GNU-Compiler 
mit einer kompletten Entwicklungsumgebung:  
•  http://sourceforge.net/projects/dev-cpp  
Modul manuell in ein eigenes Verzeichnis installieren  
Wenn keine Rechte bestehen, Module in die systemweiten Bibliothekspfade von Perl 
zu installieren, dann kann man auch bei der manuellen Installation einen eigenen 
Zielpfad angeben.  
Die Befehlskombination ändert sich dabei nur leicht:  
      perl Makefile.PL PREFIX=/absoluter/Pfad/zum/eigenen/Verzeichnis/lib 
LIB=/absoluter/Pfad/zum/eigenen/Verzeichnis/lib 
      make 
      make test 
      make install 
Im Skript muss dann auch der Zielpfad angegeben werden:  
  use lib qw(/absoluter/Pfad/zum/eigenen/Verzeichnis/lib/...); 
Modul ohne Shell-Zugang in ein eigenes Verzeichnis installieren  
Die Installation eines Perl-Moduls geht auch wunderbar, wenn man keinen direkten 
Shell-Zugang hat, sondern nur ftp und http. Man packe den Code für die manuelle 
Installation in ein CGI-skript und ein paar system()-Befehle und führe es aus - 
make/nmake sollte normalerweise auf dem Zielsystem vorhanden sein. Die richtigen 
Schreibrechte müssen natürlich vorher gesetzt werden, evtl. muss das 
Zielverzeichnis schreibbar für den wwwuser o.ä. sein.  
Das Programm CGIpan ( http://sourceforge.net/projects/cgipan/) erledigt das mehr 
oder weniger automatisch.  
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Wenn Module Abhängigkeiten haben, dann werden diese meistens schon während 
der Kompilierung und Installation benötigt. In diesem Fall sollte man die 
Environment-Variable PERL5LIB setzen.  
Die erweiterte Befehlsfolge sieht dann so aus:  
      # in einer sh/bash/ksh/zsh: 
      export PERL5LIB=/absoluter/Pfad/zum/eigenen/Verzeichnis/lib 
 
      # in einer csh/tcsh 
      setenv PERL5LIB /absoluter/Pfad/zum/eigenen/Verzeichnis/lib 
 
      # Windows-Kommandozeile (man korrigiere mich bitte!) 
      set PERL5LIB=C:/absoluter/Pfad/zum/eigenen/Verzeichnis/lib 
 
      # alle 
      perl Makefile.PL PREFIX=/absoluter/Pfad/zum/eigenen/Verzeichnis/lib 
LIB=/absoluter/Pfad/zum/eigenen/Verzeichnis/lib 
      make 
      make test 
      make install 
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