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Abstract 
The Scratch programming environment is widely known for its high accessibility for novice users, especially children. Recently 
it has also been adopted in introductory computer science courses in universities where first empirical results show that users 
with prior programming experience were less satisfied than others. In this paper we analyze this specific aspect by identifying 
difficulties that experienced programmers had with Scratch during a four-day workshop. The experiences of this particular user 
group suggest adding some standard integrated development environment features to Scratch. Beyond these results we argue that 
this obvious route might hide the real problem of GLVFRYHUDELOLW\RI6FUDWFK¶VIHDWXUHV  
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1. Introduction 
Programming is hard, and general programming languages and development environments seem to do very little 
to make it easier: Complex syntax rules and seemingly arcane punctuation create an additional barrier for novice 
programmers (Meerbaum-Salant et al., 2010; Rizvi et al., 2011; Wolz et al., 2009; Wolz et al., 2008). ³We daresay 
that languages like Java challenge students to master programmatic overhead before programming itself: students 
must become masters of syntax before solvers of problems´ (Malan and Leitner, 2007). 
Beginners need to learn to identify the structure of a problem and the logic of a program to solve it ± but they are 
simultaneously forced to deal with technical details of the programming environment that are not related to these 
FRUH WDVNV ³7DFNOLQJ DOO RI WKHVH FKDOOHQJHV VLPXOWDQeously can be overwhelming and often discouraging for 
beginning programmers.´(Kelleher and Pausch, 2005) 
Would it not be great to remove these concerns from beginners to let them focus on the main issue? 
The Scratch programming environment (Malan and Leitner, 2007; Maloney et al., 2004; Resnick et al., 2009; 
Wolz et al., 2008) tries to offer such a system: By using a graphical programming approach it frees the user from 
syntax issues and lets them focus on the programming logic instead. In addition, it offers easy possibilities to work 
with graphics, animation and sound. The users do not have to manually write source code and deal with 
idiosyncrasies of a language's punctuation just to create simple text output ± in Scratch, they assemble graphical 
logic blocks to easily create media-rich projects and make full use of audio-visual digital media and user interaction 
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(Maloney et al., 2008; Wolz et al., 2009). Even kids without much experience with computers and with no prior 
programming knowledge can quickly create interactive games or tell stories with Scratch.  This can be seen in the 
over 1,600,000 examples on the 6FUDWFK¶Vwebsite1.  
This paper looks at usability aspects of Scratch in a specific setting: The creation of interactive story telling 
systems by students with a solid programming background, but no prior experience in Scratch. 
7KH EDFNJURXQG RI WKLV SDSHU LV DZRUNVKRS RQ WDQJLEOH VWRU\ WHOOLQJ KHOG GXULQJ WKH FRXUVH ³,QWURGXFWLRQ WR
,QWHUDFWLYH6WRU\7HOOLQJ´DW8QLYHUVLW\RI%UHPHQ,WZDVEDVHGon a concept developed by Roger Meintjes (similar 
to his previous workshops like Meintjes (2008)): Interactive stories were implemented using RFID-enhanced story 
mats and Scratch programs to control the interaction. 
Our paper investigates the usability of Scratch in this scenario. It is motivated by the fact that Scratch was 
recently introduced in introductory computer science courses at The College of New Jersey and Harvard. There is 
empirical evidence that the users' prior programming experience influences how useful they found Scratch: While 
most users found it helped them, all users who did not feel it had a positive effect had prior programming 
experiences (Wolz et al., 2009; Malan and Leitner, 2007). Our specific questions are: 
How do experienced programmers, but first time Scratch users, experience its usability as an authoring tool for 
interactive story telling systems? And which general usability areas can be identified from these users' experiences 
that need improvement? Finally, the users' feedback and improvement suggestions are critically reflected in the light 
of features that are already present in Scratch and its stated purpose of being a low-floor, wide-walls and high-
ceiling programming environment. The guiding hypothesis here is that at least parts of the reported shortcomings 
were due to users' bias towards solutions they know from standard integrated development environments (IDEs), 
and they did not discover the equivalent solutions present in Scratch. This touches the usability discussion from the 
perspective of discoverability rather than addition of features and seems especially interesting because it has 
potential to improve Scratch for experienced programmers without turning it into a standard IDE. 
2. About Scratch 
Scratch is a media-rich programming environment developHGDW0,7¶V0HGLD/DEand launched in 2007. Its main 
design goal is to make the environment ³low-floor´, ³high-ceiling´ and ³wide-walls´. This means that the barrier to 
starting should be as low as possible, while advanced users should still be able to produce complex projects 
(Resnick and Silverman, 2005; Wolz et al., 2009). The developers added the notion of ³wide walls´ to emphasize 
the possibility to produce a very broad range of different projects from greeting cards to presentations, interactive 
stories or complete games (Resnick et al., 2009).  
Scratch uses a visual programming paradigm: The users assemble blocks that represent language elements into 
logical structures to build programs. The shapes of these blocks only fit together in syntactically correct ways, which 
directly prevents syntax errors and encourages users to experiment (Wolz et al., 2008). The building blocks follow a 
FRORUFRGHDFFRUGLQJWRWKHHLJKWGLIIHUHQWFDWHJRULHVWKH\EHORQJWRVXFKDV³9DULDEOHV´ ³2SHUDWRUV´RU³&RQWURO
6WUXFWXUHV´ This approach also makes a number of key concepts more visible and easier to understand. For 
example, the C-shape of the ³repeat´ control structure immediately suggest its correct use and illustrates visually 
how the logic works (Resnick et al., 2009). 
Users can also easily import graphics and sounds and create interactive multimedia projects with these elements. 
Code can be used to control animation and sound and even to react to input from external sensors that can be 
attached via USB (Malan and Leitner, 2007). 
Due to its power and beginner-friendly properties, Scratch is used not only in K-12 settings, but even in higher 
education to introduce key computer science concepts to students. These concepts go beyond simple ones like 
sequences and iterations and include event-driven programming and synchronization (Rizvi et al., 2011). The results 
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RI WKLV XVH RI 6FUDWFK VHHP SRVLWLYH )RU H[DPSOH DW WKH HQG RI D EHJLQQHUV¶ SURJUDPPLQJ FRXUVH DW +DUYDUG
summer School, 76% of the students felt that using Scratch had a positive effect. 16% of the students did not feel 
that Scratch had any influence on their learning at all, and interestingly, all of these students had prior programming 
experience (Malan and Leitner, 2007). 
3. Methodology 
3.1. Participants 
The workshop consisted of five teams of computer science and digital media master students with formal and 
professional prior experience in programming. The participant's age was between early twenty to early thirty. 
The teams had three to four members and all employed work distribution with one main responsible for 
programming. Accordingly, the five programmers of these groups were interviewed (2 females and 3 males). 
3.2. User Experience Elicitation 
Interviews are considered by some authors to be a very good method to study usability issues (Nielsen, 1997). 
Other authors argue that direct user feedback often is less helpful than expected and might lead to impractical or 
infeasible suggestions for improving usability (Resnick and Silverman, 2005). User observation might therefore be a 
valuable additional method, but could not be applied due to time and resource constraints. We therefore conducted 
semi-structured interviews with the programmers one week after the workshop. 
An explorative approach was chosen to capture as much of the users' experience as possible. Care was taken to 
elicit information about the same key usability areas from all users, but at the same time the questions were asked 
openly and without directing the users to specific answers. 
The interviews lasted between twenty and thirty minutes and were recorded for later analysis. The questions 
centered on the following aspects: 
x Prior programming experiences 
x Specific experiences with using Scratch in this scenario: Advantages, limitations, problems 
x Suggestions for improvement 
x Comparison to traditional IDEs 
3.3. Usability Framework 
Programming languages can be seen as another form of user interface (UI). From that perspective it is reasonable 
to address usability issues of such languages (Manaris 2007). Scratch thereby forms a kind of double interface to the 
computer: As a graphical programming environment, its usability can be discussed both at the level of the graphical 
user interface as well as at the level of the underlying programming language represented in that interface. 
The users' experiences on both interface levels were categorized using Nielsen's usability framework (Nielsen, 
1992) that contains five usability characteristics: Learnability deals with how easily new users can learn to use a 
system; the frequency and severeness of user errors are considered; memorability describes how easily users can 
remember how to use a system after a period of not using it; efficiency describes how quickly experienced users can 
perform their tasks and subjective user satisfaction basically looks at how enjoyable using the system is. 
This categorization formed the basis to suggest general improvements to Scratch to better match the requirements 
of our specific user group. 
4. Usability Evaluation 
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4.1. Learnability 
All of the five users found Scratch easy to learn because of its simple and visual interface that made it quick for 
them to discover and understand the functionality. As all interviewees mentioned, the graphical highlighting of the 
active elements helped them to follow the control flow, and the shape of the blocks made it clear how they could be 
stacked together. One user commented that ³anyone with common sense can use Scratch´. 
However, three users pointed out specific difficulties: One found the way variables were handled confusing. 
Another user did not discover the possibility to organize the project by using sprites. The other user mentioned that 
he could not figure out how to use the sprites to organize the project. 
4.2. Errors 
No syntactical errors are possible in Scratch, but the automatic snapping of blocks caused some problems while 
re-arranging more complex setups for most users. For example, re-arranging nested conditional statements was often 
found difficult because the automatic snapping mechanism would snap to undesired positions. 
  Furthermore, one user commented on a kind of logical error: ³7KHZD\ , FUHDWHG WKH ORJLFZDV VR ORQJ DQG
inefficient to do modifications. There must have been more elegant and efficient ways to handle certain problems, 
which I could not discover due to time constraints.´ But generally, errors were not seen as a problem by the users. 
4.3. Memorability 
Our users did not have chance to use the system again after a longer break, so this aspect is not applicable in our 
case. 
4.4. Efficiency 
Four users said it would have been quicker and easier for them if they had manually written the code. The drag 
and drop code construction was found to be quite time consuming while progressing on the code. The users pointed 
out that every time they needed a block, they had to look for it in the respective category and they lost time during 
drag and drop. Some suggested to have a recently used blocks section and some said they missed search 
functionality where they would search and find quickly the regarding blocks.  
Concerning language details, two users missed a ³case´ statement, and three users wished for proper function 
calls. They remarked that these elements would have made many things much quicker to implement. 
The used solution to use global variables and to broadcast signals to trigger certain code parts was considered 
ugly. At least two persons duplicated code to avoid this and faced the problem to maintain multiple code copies if 
changes were needed later on. 
Three users had problems with handling parallel sound playback. Scratch is supposed to support parallel 
execution very easily, but they could not figure out how to precisely control multiple simultaneous sounds 
independently, for example, stop all sounds immediately without delay or how to start a sound after another sound 
had been played for a certain amount of time. 
In bigger projects, interface scrolling was seen as problematic: There is no automatic scrolling when the user 
reaches the edge of the code area for example while dragging elements. This caused slow drag-drop-scroll cycles.  
One user complained about missing copy-paste functionality. Scratch only offers ³duplicate´, which is inefficient 
to use in large setups because the duplicate sometimes can not be found or moved to the destination easily. 
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4.5. Satisfaction 
One user unconditionally liked working with Scratch. Two other users found it nice, but restrictive compared to 
general programming environments in that they could not realize their complicated ideas. 
Two users finally found the efficiency issues very disturbing and concluded that they did not like Scratch overall. 
These users prefer the usual textual coding. 
5. Going Beyond Features 
The users' feedback revealed subjective shortcomings mainly in the areas of logical errors and general efficiency 
of use. The efficiency issues can be divided in two categories: Some users missed fundamental concepts from 
traditional integrated development environments like textual code editing and function calls. Adding such 
capabilities to Scratch would probably be outside its scope. The second category is general interface efficiency. 
Here, some simple additions like automatic scrolling, a proper copy-paste functionality and snapping options could 
ease the user interaction and increase both efficiency and satisfaction. 
The logic errors (not using the proper Scratch mechanisms for higher-level programming problems) on the other 
hand reveal a broader field of possible improvement. For example, Scratch does offer support for handling parallel 
actions and the equivalent of function calls, but the users were not able to discover the proper use of these features. 
Our hypothesis is that this was caused by the users' familiarity with standard IDEs and their bias towards the 
standard mechanisms in the languages they were using before. While this is just an assumption that could not be 
verified within the scope of our user interviews, it indicates that further development of Scratch should take into 
account the discoverability of specific mechanisms in Scratch for users with experience in other environments. 
6. Conclusion 
While some interesting suggestions for possible improvements of Scratch could be derived from WKH XVHUV¶
feedback, it is important to critically reflect this: 
Scratch first of all aims at being an easily accessible ³low-floor´ programming environment for novice users. As 
Malan puts it, "Scratch does not provide every construct available in languages like Java. >«@But to emphasize 
what Scratch lacks is to understate what it offers: Its simultaneous simplicity and power are what engage and excite 
students in the first place. Once hooked by Scratch, students can still be handed to Java." (Malan and Leitner, 2007) 
Resnick additionally points out that the primary development focus is to lower the floor further and widen the 
walls, not to raise the ceiling by adding advanced language constructs (Resnick et al., 2009). 
So measuring Scratch against the requirements of experienced software developers who miss the tools they are 
used to from normal languages and IDEs is obviously outside the design goals of Scratch.  
But is it therefore useless to look at such users' requirements? We do not think so: While the direct demands that 
the users had in the interviews might be considered out of scope for Scratch, they still provide valuable insight into 
the problems that first time Scratch users face who have a solid programming background. 
Looking at experienced programmers' difficulties in greater detail can give hints to the discoverability of 
Scratch's solutions to certain higher-level programming problems. We are sure that a deeper analysis of this aspect 
can be rewarding and help to make Scratch even more accessible without blurring its focus by including standard 
IDE components or more sophisticated language constructs. 
After all, one explicit goal for Scratch is to be easily usable for all kinds of users (Resnick et al., 2009), which 
consequently must include those with programming experience. 
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