Abstract-This paper presents a generalized framework for dynamic simulation realized in a prototype simulator called the Interactive Generalized Motion Simulator (I-GMS), which can simulate motions of multirigid-body systems with contact interaction in virtual environments. I-GMS is designed to meet two important goals: generality and interactivity. By generality, we mean a dynamic simulator which can easily support various systems of rigid bodies, ranging from a single free-flying rigid object to complex linkages such as those needed for robotic systems or human body simulation. To provide this generality, we have developed I-GMS in an object-oriented framework. The user interactivity is supported through a haptic interface for articulated bodies, introducing interactive dynamic simulation schemes. This user-interaction is achieved by performing push and pull operations via the PHANToM haptic device, which runs as an integrated part of I-GMS. Also, a hybrid scheme was used for simulating internal contacts (between bodies in the multirigid-body system) in the presence of friction, which could avoid the nonexistent solution problem often faced when solving contact problems with Coulomb friction. In our hybrid scheme, two impulse-based methods are exploited so that different methods are applied adaptively, depending on whether the current contact situation is characterized as "bouncing" or "steady." We demonstrate the user-interaction capability of I-GMS through on-line editing of trajectories of a 6-degree of freedom (dof) articulated structure.
I. INTRODUCTION

D
YNAMIC simulation (possibly with contact interactions) arises in many engineering application domains such as virtual reality (VR), graphics, robot motion simulators, and computer games. The VR community is motivated by the desire to enhance the realism of the virtual environment in which the VR user is immersed. Robot engineers and motion animators want to describe at a very high level a task or action for a complex mechanical system and then use dynamic simulations to determine input trajectories to accomplish those tasks. A simulation environment can be thought of containing multirigid-body systems, each of which consists of a number of passive bodies, called freebodies, that move in response to external forces or forces arising from contacts, and a number of active bodies which are actuated. Dynamic simulation predicts the accelerations (and contact forces of rigid bodies in contact) of the multirigid-body systems in the environment.
Most current prototype dynamic simulators have been developed for specific types of environments, such as simulating motions of robot manipulators or interactions between the robot manipulator/free body and the environment. Generally, they have not been widely applied to more complex structures such as multibranch linkages with movable bases or free bodies with frequent contact interaction. This is due to limitations in their design, which makes it extremely difficult to accommodate more general environments. Although many proprietary dynamic simulation packages are general and powerful enough to handle most application purposes, it is quite difficult or impossible for robotics researchers to extend or customize them to meet some experimental or research needs. Also, their user-interaction capabilities are very limited with most providing no interactive capabilities at all. Those that do support user interaction generally use keyboard input or graphical interfaces to enable parameter tuning.
Our general goal is to design and develop a general-purpose dynamic simulator which supports user interaction through haptics and is easily extensible to accommodate various kinematics and dynamics. A dynamic simulator with these qualities could be used as a backbone system by many researchers so that they could build their applications on top of it by providing the necessary customization.
Dealing with contacts, possibly with frictional effects among rigid bodies, is crucial to realize physically-plausible simulation in virtual environments. This is because true virtual environments would enable multiple types of interaction between bodies in contact or collision. During simulation of a system of rigid bodies in contact, there are various contact modes that need to be considered such as rolling, sliding, and breaking of contact. These should be dealt with cautiously as microscopic behaviors by incorporating appropriate contact dynamics whenever contact occurs. On the other hand, "bouncing" and "steady" contacts are two frequently occurring contact situations which should be viewed as macroscopic motions during simulation of a system of rigid bodies in contact. So far, no single existing method has been found to work well for both these contact situations. Adding haptic interaction to the dynamic simulation has the effect of exerting user-applied external forces to the active bodies in the scene to change their dynamic behavior. In other words, it changes the course of simulation trajectories by updating the dynamics due to outside disturbances such as contact. This has many applications such as teleoperation of robots for remote inspection, virtual training, etc. Haptic interaction enables people to 'perform' work which requires touching or sophisticated grasping of any part without the physical presence of the operator in the scene. To our knowledge, no known simulator supports interactive dynamic simulation via haptic feedback while simulating dynamic motions of multirigid-bodies in the general sense. In particular, the use of user interaction for on-line creation and modification of trajectories of articulated robots is unknown so far.
Although much work has been done, research has not yet provided a dynamic simulator which is extensible to multiple various rigid-body systems or one which supports haptic user interaction. This paper describes the design and development of a multirigid-body dynamic simulator called the Interactive Generalized Motion Simulator (I-GMS), which addresses four different issues mentioned above; object-oriented framework, extensibility, efficient contact simulation, and interactive simulation.
The paper is organized as follows: Section II describes the related work in three different, related categories of topic. In Section III, we give the system overview in terms of the design principle and the dynamic models used for both simulation and haptic interaction. Section IV gives the experimental results for the interactive dynamic simulation for a linkage structure, which is applied to on-line trajectory modification for a robot manipulator. Finally, Section V concludes our work.
II. RELATED WORKS
Some simulators currently available in the public domain are compared according to some features of interest to us: 1) articulated-body dynamics; 2) methods for handling rigid-body contact with friction; 3) interactive simulation via haptic interaction (see Table I ).
A. Existing Dynamic Simulators
Some packages are specifically for simulating robot manipulators (e.g., Robotics TOOLBOX [1] , SPACELIB [9] , and RO-BOOP [10] , the former being written in Matlab, while the latter two are developed in C++). RCCL [2] is a special language in C for robot control which provides Unix-based integration of external software modules. A graphic simulator is available for robot control in the simulation environment using RCCL [11] .
ARCL [12] is a more modular and portable version of RCCL. Lee et al. [13] provide an interactive package that can be run in tandem with a physical robotics environment. Mirtich [5] has implemented an impulse-based approach to deal with contact interaction. Multibody [3] has been developed for simulating motions of articulated bodies. This package is similar to I-GMS in some features in that it is designed in an object-oriented manner. However, while it is intended as a basic system upon which more sophisticated dynamic simulators could be built, it does not handle user interaction and requires some effort to tailor it to a specific application. Symbolic Dynamic/Fortran Simulation Toolkit (SD/FAST) [14] generates codes for a particular physical model (in this case, rigid-body dynamics) of mechanical systems by taking a short description of an articulated system of rigid bodies. Isaac [4] is an ongoing project aimed at extending VR into the realm of multibody dynamics, focusing on unifying existing major technologies in geometric modeling, model-driven dynamic simulation, collision handling, motion control, sensory feedback, knowledge representation of the environement, planning, and computational modeling. There are also a number of efforts which specifically focus on human body simulation by developing dynamic control algorithms that deal with realistic human motions [15] , [16] . Also, [17] uses various control methods to implement a physics-based torso simulation for humanoid robot, and applied to the task of performing a continous sequence of smooth movements by articulated agents.
More general and powerful simulation packages that can be found in the proprietary systems lack user-interaction capability when it is considered in the context of simulation [14] , [18] - [21] .
B. Articulated Dynamics
Walker et al. [22] have performed pioneering work in dynamics of articulated rigid bodies or constrained bodies. They have developed an algorithm for computing forward dynamics of an link manipulator, which explicitly builds the mass matrix for the system and inverts it to solve for joint accelerations. Featherstone's algorithm [23] is an time method for computing forward dynamics, which exploits structural recursiveness for a loop-free -link manipulator. Extensions of this basic serial chain algorithm to handle tree-like linkages and floating linkages are provided in [5] . In particular, recursive algorithms with time complexity on processors were presented in [24] and [25] , which is applicable to articulated-bodies with kinematic trees and close loops. These are generalized coordinate approaches, meaning that there are as many state variables as degrees of freedom in the system. In these approaches, the constraints are automatically enforced because there are no invalid state configurations.
A maximal coordinate method is given in Baraff [26] , which runs in time using Lagrange multipliers. This provides the algorithmic framework for computing linkage dynamics with general constraint settings. In the multiplier method, more state variables are employed than there are degrees of freedom, which means that constraints must be continuously enforced unlike the generalized coordinate methods. This is because of drift problems due to coordinate redundancy.
C. Contact Simulation
Forces or impulses must be applied at contact points to prevent two contacting (or colliding) bodies from interpenetrating. Various methods have been developed for computing contact reaction forces, each with their own strengths and weaknesses.
Penalty methods are the simplest approach to computing contact forces [27] , [28] . These methods introduce restoring forces when objects interpenetrate each other and do not strictly enforce nonpenetration. Instead, they keep penetrations negligible relative to the scale of the system. Constraint-based methods cast the contact-force computation problem as a nonlinear complementarity problem (NCP) [29] - [32] .
Friction can be incorporated into the framework of NCP by modifying or adding constraints to it. To accomplish this, the Coulomb friction cone is usually approximated by a pyramid. Frictional constraints nullify the convexity of the LCP formulation and this in turn can cause solution nonexistence. This is because the use of Coulomb's friction law with the principles of classical rigid body dynamics introduces mathematical inconsistencies. As such, most existing constraint-based formulations do not guarantee a solution [29] , [32] - [34] . They occasionally fail to give solutions depending on the frictional assumptions and contact status. Thus, these NCP-based contact dynamic formulations with Coulomb friction and acceleration variables have difficulties when applied to simulation, since they may yield inconsistencies (due to no solution cases) or indeterminate results (due to multiple solution cases).
To overcome these limitations, Song et al. [35] used a compliant contact model to derive stability criteria that yield a unique solution in terms of accelerations and forces for planar systems.
Impulse-based method model all contacts between bodies by collisions at contact points [5] , [27] , [36] . If friction and restitution are incorporated into the collision model, then sequences of collision impulses can approximate persistent contact modes such as rolling, sliding, and resting. The major advantage of an impulse-based method is that only a single contact point is handled each time; the key is that many of the computational problems associated with simultaneous contacts as in LCP methods are avoided. In this method, there is always a solution when computing the collision impulses between two colliding bodies. Impulse-based methods show promise for real-time simulation because they offer computational efficiency and solution existence coupled with reasonable physical accuracy [5] .
Unlike other numerical methods for rigid-body formulations with friction, time-stepping methods easily allows for the incorporation of impulses. These relatively new methods do not explicitly identify impulsive forces. Instead, they use the integrals of the forces over each time step, which are finite even if there are impulsive forces [37] - [41] . These methods avoid the nonexistent solution problem that plagues acceleration-based methods. An advantage of this method is that it handles "steady contact" well because it implicitly assumes a zero coefficient of restitution.
D. Interactive Simulation via Haptics
Early work on haptic interaction has focused on haptic rendering of graphical environments, which focused on simulating the forces generated by contact with a virtual model so that a person's sense of touch can be used to interrogate the model. This force feedback coupled with the visual display has been used to realize surface shading, friction and texture [42] , [43] . Thompson et al. introduced a tracing algorithm that supports haptic rendering of non-uniform rational B-splines (NURBS) surfaces without the use of any intermediate representation [44] .
Colgate et al. [45] were the first to propose a virtual coupling between a simulation and a haptic display to simplify design and ensure stability [45] . There are some dynamic simulators with haptic interaction capability. The use of an impulse-based simulation as a general purpose multibody simulator for haptic display is presented in [46] . Haptic interaction for a point contact for rigid body dynamics is studied in [47] . Berkelman et al. [6] provide high-fidelity tool-based haptic interaction for a dynamic simulated rigid-body environment. In this system, a user can grasp a tool handle on the haptic device to interact in real time with the simulated environment while feeling the detailed reaction forces of the tool due to solid contacts, friction, and texture. A haptic interaction method for a virtual hand was presented for grasping dynamic objects and physical modeling of plasticity [48] . The use of an interpolation scheme for local update of an intermediate representation for the haptic device with simulation at a slower servo rate has been proposed in [47] , [49] .
Donald and Henle used haptics to browse and edit abstract representations of animation trajectories [50] . This approach uses a vector field method to allow the user to manipulate high degree-of-freedom motion-captured data with a lower degree-of-freedom control space.
To our knowledge, a framework provided for multirigid-body dynamic simulation in [7] is the most relevant to our work in terms of haptic interaction capability. This framework has been used to develop a simulator that can model interaction between generalized articulated mechanical systems and permit direct "hand-on" haptic interaction with the virtual environment. In fact, it has provided only a push operation using a stiff spring attached between the user's real finger and a "virtual proxy" as a means of haptic interaction, whereas I-GMS is providing both push and pull operations. This has been used to realize an interactive method of commanding a virtual robot to manipulate an object in a virtual world as is discussed in [51] .
III. SYSTEM OVERVIEW
In general, a simulation (virtual) environment is comprised of several multirigid-body systems which could differ in nature (i.e., in terms of dynamics and kinematics). Having different simulators for each different multirigid-body system does not lend itself to systematic construction of virtual environments from the application programmer's view and complicates the development of an efficient real-time dynamic simulator from the viewpoint of developer.
To remedy this, we need a generic framework in which incremental addition of functionalities can be performed with relatively little effort. This will, at the same time, facilitate an easy and systematic composition of a complex environment. We use an object-oriented approach, which is well suited to this purpose. This is due to the reusability of classes through class derivation and the virtual function mechanism for function overloading, which are two powerful features of object-oriented design.
A. Construction of an Environment
In I-GMS, we introduce the term MultiBody to refer to a system of bodies which are under the influence of the same dynamic motion equation during simulation. For example, a free-flying robot, a robotic manipulator, and a free-falling cube are all considered as individual MultiBodies, each of which may use different motion equations for dynamic update during simulation. Generally, a virtual environment contains multiple MultiBodies. We also introduce the terms FixedBody and FreeBody to distinguish an unmovable body from a movable body. These are the basic building blocks for constructing any kind of MultiBody in three-dimensional (3-D) space. In other words, a MultiBody is a collection of one or more FreeBodies and FixedBodies that are connected by joints.
The generality of I-GMS is that various kinds of robots and mechanical systems can be constructed through appropriate composition of both FreeBodies and FixedBodies in a hierarchical manner, such as human-body models, robot manipulators, etc. Thus, a MultiBody is characterized by its component body types. For example, we consider a robot manipulator as a single MultiBody, which has a FixedBody as a base and multiple FreeBody as linkage bodies. On the other hand, a free-flying robot is considered a MultiBody with a FreeBody as a floating base. Also, a free-falling cube is considered to be a MultiBody that has a FreeBody as its only component. Many such free bodies could coexist at the same time without connections (e.g., a particle system), in which case, each individual body is considered a separate MultiBody. An obstacle in the environment is a MultiBody with one or more FixedBodies stacked together. This hierarchy in the environment is illustrated in Fig. 1 . I-GMS's expressive power is illustrated by the exemplary construction of various mechanical systems shown in Table II. In I-GMS, we can use the above-described hierarchical composition method to build multirigid-body systems as shown in the examples in Fig. 2 . Fig. 2 (a) describes a 6-degree of freedom (dof) robot manipulator, while Fig. 2(b) shows a human model with 34-dof which has all the necessary skeletal structure such as head, neck, arms, elbows, torso, waist, legs, and feet.
B. Object-Oriented Design
There exist several different basic dynamic engines in I-GMS. Through function overloading, these are available to different types of multirigid-body systems which need different dynamics. Thus, a simulation driver can simply invoke a function of a standard name for motion simulation, without requiring detailed knowledge of the underlying structure of the system (see Fig. 3 ). Internally, the dynamic functions (kinematic functions, also) are provided as virtual functions through class derivations from the basic MultiBody class. This feature of object-oriented design provides the extensibility in I-GMS. In fact, a variety of multirigid-body systems can be supported through class derivation as needed. In particular, I-GMS is developed in the C++ programming language due to its desirable features which support our objectives, such as reusability and efficiency for real-time implementation. I-GMS is comprised of object classes representing geometric entities in the virtual environment: Environment, MultiBody, Body, FixedBody, and FreeBody. It also contains abstract classes Transformation, Orientation, DHparameters, Connection, etc. Each geometric class contains its own kinematic and dynamic functions as core member functions. Users can construct a virtual environment through an appropriate composition of these entities in a hierarchical manner. Abstract classes support the geometric classes in that they characterize the connections among the component bodies and determine their positions and orientations via appropriate kinematic linkages.
I-GMS provides a framework so that applications can be written by following several high-level steps:
• specification of a multirigid-body system (through an input file to the system); • building an appropriate internal functions; • specification of a simulation scenario by a high-level driver. With this philosophy in mind, construction of the virtual environment itself requires careful examination of the hierarchical characteristics inherent in the system so that the virtual function concept can be exploited with the Body class, which propagates characteristics of kinematic and dynamic functionalities to its derived classes. This is indicated in Fig. 4 . Here, classes FreeBody and FixedBody are derived from the parent class Body for the purpose of differentiating between movable and unmovable. We can also think of deriving another class from each of these, such as attFixedBody and attFreeBody, respectively, where att (which is an acronym for "attribute") could be any relevant name, depending on the application. For our purposes, we have named them RigidDynFixedBody and RigidDynFreeBody to indicate that all the bodies are used for rigid-body dynamic simulation. On the other hand, the names obprmFixedBody and obprmFreeBody are used for a motion planning application, called the Obstacle-Based Probablistic Roadmap Method (OBPRM) [52] . In fact, I-GMS is used as the geometric and kinematic backbone of the motion planner where the planning environment (robot and obstacles) is constructed as defined above. The major classes available within I-GMS are listed in Table III along with brief descriptions of their functionalities.
The extensibility of I-GMS is mainly achieved through exploiting class derivation and virtual functions to apply common kinematic and dynamic functionalities to various types of rigid body systems. For example, to simulate a human-body model, we need to derive a new class (say, HumanBody) from the base class MultiBody. Since MultiBody already has all the necessary dynamic functions (and kinematic functions) as members, we need to overload these functions. This can be achieved by using virtual functions. In this way, the same names can be used for these functions across different multibody systems in the simulation driver at the high-level. These virtual functions are ForwardKinematics, InverseKinematics, ForwardDynamics, and InverseDynamics.
Dynamics for other complex mechanisms such as biped, quadped, or hexaped can be supported in the same way. In general, in I-GMS, adding support for a different type of multirigid-body system does not require substantial reimplementation effort. Instead, we just need to overload the virtual functions provided in the class derivation. This gives great generality to I-GMS in terms of extensibility.
C. Dynamic Model
The classical rigid-body dynamics is used for free body, while the recursive Newton-Euler equation is extended to accommodate both the movable base and the multilinkage characteristics of general articulated structures. A detailed description of this extension is shown using the modified DH parameter notation as given in [53] . In particular, Euler parameters and modified Rodrigues parameters (MRP) [54] are used to represent orientation parameters for free rigid bodies, since they provide a singularity-free representation.
D. Dynamics for multiLinkage Structures
The governing equations of motion for the multibody systems are Newton-Euler equations. We have distinguished between linked and nonlinked bodies in deriving the motion equations. The dynamics of linked bodies are further categorized into those having multibranch or single-branch connections and fixed or movable base. As described in Section III-B, these motion equations are used to implement the underlying dynamic engines of I-GMS. We have extended the recursive Newton-Euler dynamics algorithm [53] (used for the fixed-base case) to describe the inverse dynamics. Here, the base is considered as a free-falling body in deriving the equations of inverse dynamics. Thus, we have attached a moving frame to the base, which results in an additional 6 dof for representing its position and orientation. This situation is depicted in Fig. 5 .
To consider the movable base, we add the following equations to the outward iteration of the fixed-base case, so that the positional and angular acceleration of every link is propagated starting from the moving base link. (The notation is adopted from [53] .)
Outward iteration: As a base case, we have Here, , , and are the linear acceleration, angular velocity, and angular acceleration of the center of mass of the base body, respectively. refers to the linear acceleration of the mass center of the th body, and is the gravity vector.
where and refer to the position and orientation of the th body frame origin in the th body frame, respectively. ( refers to the position of the mass center of the th body in the th body frame.) Also, and refer to the linear velocity and acceleration of the th body frame origin, respectively. (Analogously, and refer to the angular velocity and acceleration of the th body frame origin, respectively. and are the velovity and acceleration of the th joint angle.)
is the inertia tensor of the th body in a frame located at the center of mass of the th body, and is the total mass of the th body. and refer to the force and torque acting at the center of mass of the th body-fixed origin, respectively. (Note that , in the base case above, is an inverse of the orientation of the transformation from the inertia frame to the base body.) Multiple-branch linkage connections are taken into consideration during the inward iteration in order to accommodate the external force due to contacts at a link in computing appropriate force and torque acting on it.
Inward iterations:
Here, refers to the th one among all the external forces acting on the th link, refering to the set of indices corresponding to all the branching links from the th body. Also, and refer to the force and torque exerted on the th body, respectively, while is the torque required on the th joint. Note that is the transformation from a body-fixed frame (indexed by ) to the contact on it. The boldfaced terms account for both the effects due to multibranch links on an incident body and external forces acting on it.
Also, the force and moment acting at the floating base of the multilinkage structure is defined as where and are the force and moment acting at the base body, is the orientation of the base in the inertial frame, and and are the force and moment at the base in the body-fixed local frame, respectively.
To write all these equations in a state-space representation, we introduce the following notation:
where vector specifying base-link position; matrix specifying base-link attitude; vector specifying joint angle; vector specifying base-link velocity; vector specifying angular velocity of base link; vector specifying joint angular velocity; force vector acting on base-link; torque vector acting on base-link; torque vector acting on joints; number of joints in the system; Recall that we have extended the system's state vector with an additional 6-dof to represent the position and orientation of the base. The state-space representation of the inverse dynamics is the following:
(1) where inertia matrix; matrix specifying centrifugal and Coriolis's effects; vector specifying gravity effect; vector specifying generalized force generated by actuation;
vector specifying generalized force generated by external forces.
E. Hybrid Simulation for Rigid Body Contact With Coulomb Friction
As a first step toward correctly handling contact situations among free rigid bodies, I-GMS introduces an adaptive scheme for handling two different contact situations ("bouncing contact" and "steady contact"),which commonly occur during simulation of a system of rigid-bodies [55] . In reality, a bouncing contact will be gradually diminished to a "steady contact" after sliding and rolling, where it is considered that no more bouncing occurs. In simulation, we consider bouncing to have ended when the bounces are so small that, numerically, the contact is steady state. Correctly tracking these changes in contact situations and applying appropriate contact dynamics is very important for physically correct motion simulation. Unfortunately, no single existing method handles all the contact situations well.
To deal with bouncing contact interactions between bodies, we have used the impulse-based approach introduced by Mirtich [5] . In this scheme, all types of contact (colliding, rolling, sliding, and resting) are modeled as a series of collision impulses between the bodies in contact. This method works well on systems of bodies where the contact modes change rapidly. However, they cannot efficiently handle more than a few simultaneous and persistent contacts. To handle "steady contact," we use an implicit time-stepping method for simulating systems of rigid bodies developed by Stewart and Trinkle [39] . Unlike other methods which take an instantaneous point of view [32] , this relatively new method does not explicitly identify impulsive forces. Instead, the method uses the integrals of the forces over each time step, which are finite even if there are impulsive forces.
In particular, the Stewart and Trinkle's method is formulated as a complementarity problem which is distinguished as follows: Given , find such that
Here, and are vectors of equal length , roughly described as relative accelerations and contact forces expressed in coordinate frames attached to the contact points (assumed isolated). This complimentarity constraint enforces the idea that a nonzero force can only exist if the contact is being maintained . And a contact force may not exist if the contact is breaking . Problems with solution existence of the individual complementarity problems have been at least partially solved by casting the dynamics problem in terms of impulse and meomentum variables rather than force and acceleration variables [29] . In fact, a linearized version of this complementarity problem (LCP), which is applied to our hybrid scheme, is proven to have solution(s) which are unique for most problems, although uniqueness is not guaranteed [56] .
[Anitescue et al. proved the existence of the solution(s) of this LCP formulation [40] .] This effectively has allowed the search for solutions to include impulsive forces (as finite impulses).
Our adaptive scheme for handling contact during simulation is represented in the state transition diagram shown in Fig. 6 . During simulation of rigid bodies, whenever a bouncing contact is detected, Mirtich's algorithm is applied, while Stewart's method is applied to cases of steady contact. A steady contact is detected when the bounces become so small that it is considered that the bouncing has ended. We use a tolerance to detect this during contact simulation. All these transitions in contact dynamics occur automatically during simulation by our adaptive scheme which keeps track of changes in the contact situation. In particular, the simulation for contact situations is driven by contacts. This means that a "Contact" class is instantiated at each time step in which a collision is detected and an explicit (via Mirtich's algorithm) or implicit (via Stewart's LCP algorithm) calculation of the impulse is performed using the kinematics and dynamic information available within it. This approach provides scalability when it is applied to the multiple contact case. The formulation for computing contact dynamics is correspondingly scaled in a natural manner in proportion to the complexity of the number of contacts. In this way, we are able to maintain real-time capability, while at the same time achieving physically correct motions.
The LCP formulations were solved using a numerical library developed based on Lemke's algorithm which is a pivoting method similar to the simplex method for linear programming. Specifically, we have used the mathematical library, Meschach [57] , which is written in C. We call Meschach's functions from I-GMS.
F. Interactive Simulation Through Haptic Interaction
In robotics, handling the interaction between the manipulator and the environment has been a fundamental capability for carrying out successful robot task. Thus, much work has been done toward developing efficient control strategy to deal with this issue. In particular, a few effective force control strategies are presented in [58] for a theoretical and experimental treatment of robot interaction control: stiffness and impedance control, motion control, and some advanced force and position control schemes.
In the context of robot interaction with the environment, the capability of editing the trajectory of a robot is a very powerful tool for environments which change dynamically. For example, obstacles in the environment can move, invalidating a preplanned trajectory. In this situation, replanning is very costly as is widely discussed in [59] . An efficient way of modifying the invalid portion of the planned trajectory would offer a potentially more efficient solution.
I-GMS supports interactive simulation via haptic interaction. Through real-time user interaction, we are able to modify an existing path or generate an arbitrary trajectory during simulation. Generating a trajectory can be a tedious offline job if the code must be modified every time we need a modified (or new) trajectory for a robot to follow. With interactive simulation, we can adjust or create trajectories during the simulation. In particular, the user interaction in I-GMS is focused on the online editing and creation of trajectories for articulated robots. (Refer to [8] .) 1) On-Line Trajectory Modification: The PHANToM haptic device [60] is used as a means for achieving interactive simulation in two modes in I-GMS: push and pull operations. A push operation occurs at the point of contact between the PHANToM and the virtual object, which triggers the contact force at the contact point and is incorporated as an external disturbance into the forward dynamics [see (1) in Section III-F2]. In this way, a new acceleration is computed whenever haptic interaction occurs. This new acceleration determines the new starting state of the system from which trajectory generation is resumed (or integration is performed using the new acceleration) and continued until the occurrence of the next haptic interaction event. The change in the trajectory after the haptic touch occurs in real time.
A pull operation occurs by attaching the PHANToM to the body and allowing the user to drag it around the workspace. For example, the PHANToM can be attached to the end-effector of an articulated structure in the workspace so that the joint motion can be followed dynamically as the user intends. Since we attach the PHANToM to the end-effector, the user is also able to feel the dragging force which corresponds to the dynamic motion of the robot. Since the operation occurs in the Cartesian space, this operation allows a more intuitive interaction for the user.
Note that a user usually performs haptic interaction in a sporadic manner. Hence computations of the new system state and the ensuing trajectory generation are repeated in an interleaved fashion during simulation. This situation is illustrated in Fig. 7 .
2) Dynamics for Haptic Interaction: Push operation: For the push operation, I-GMS considers the haptic interaction on a multirigid-body system as an external force applied to it by the user, acting at a contact point on the body surface. Thus, haptic touch on an articulate structure is regarded as an external contact force (by the haptic device) acting on it, which leads to a modification of the forward dynamic equation [derived from (1)]: (2) accounts for the joint torque vector corresponding to the contact force due to collision as follows: (3) This induces accelerations on the system in response to the haptic touch. The contact force at the contact point due to the haptic interaction is computed by a lumped spring model, where is the position gain, and is the penetration distance between the haptic device and the virtual object.
In our case, is determined by the distance between the the actual position of the haptic touch and the projection of the haptic position [we call the projected position of the haptic touch the surface contact point (SCP)].
Pull operation: For the pull operation, I-GMS uses an impedance controller approach introduced by [61] . The impedance controller calculates the force from the virtual spring, damper, and mass. This method is very similiar to the cartesian impedance approach used by [17] , except we used haptics as a means of interaction. In particular, the virtual force is computed by attaching a virtual spring and damper from the end-effector position to the PHANToM position , as in (3), which represents a special case of impedance control. (4) where and are 6-D vectors defining the actual and desired position/orientation of the end-effector in the cartesian space, and and are 6-D vectors representing the actual and desired velocities of the positions/orientations of the end-effector, respectively. Also, and are stiffness and damping matrices, respectively. These last two tunable parameters affect the sense of contact the operator feels through the haptic device. Then, the desired force is produced by applying torque at the joints, which are calculated using the Jacobian as in the following relation:
This in turn is fed into (1) to compute the corresponding joint motions for the articulated structure.
3) Integration of I-GMS With Phantom: Our prototype hardware system for performing haptic interaction consisted of a 3-dof PHANToM haptic device [60] , an SGI O2 graphics workstation (graphics display), and an SGI Octane (dynamic computation server). The PHANToM is a force-feedback device in which an operator generates position commands by moving a pencil-like interface.
Our PHANToM cannot exert moments since although the finger tip has 6 dof, it has only 3 dof for exerting forces. It has a finger controller with three active degrees of freedom (dof) and a 3 dof passive gimbal that permits users to feel the force that arises from point interactions with virtual objects. A multilateral connection exists between the PHANToM, the SGI O2 (the graphics display), and the SGI Octane (the computation server). The graphics keeps track of the position updates of the PHANToM finger tip. The PHANToM generates force-feedback using collision/penetration information between the finger tip and the body. The operator can use the PHANToM to touch a rigid object in the virtual scene.
Currently, we have integrated I-GMS's manipulator dynamics into our haptic-interaction applications which were developed using the C++ General Haptic Open Software Toolkit (GHOST SDK) [62] in such a way that both haptic and dynamic computations occur at the same servo cycle. This was necessary to reflect I-GMS's state change due to dynamic computation appropriately within the GHOST application. This integration is described in Fig. 8 .
Motion simulation of any articulated figure involves trajectory generation, computation of inverse dynamics, and computation of forward dynamics. Interactive simulation needs an additional step for performing haptic interaction whenever there is a contact (touch) by the user during the simulation. The overall computational cost for performing these steps increases in proportion to the dofs of the multirigid-body system. Thus, the dynamic simulation will be slower for complex models, causing some visual lag at each time step which in turn may result in nonreal-time simulation. It poses an even more serious problem when interactive simulation is performed during real-time simulation, since stable haptic interaction requires 1 kHz servo rate, which is very hard to attain for a high dof model. This situation is illustrated by the approximate computational costs for articulated structures of various dof as shown in Table IV. To achieve realistic feedback, all steps should be executed with 1-kHz frequency. However, in our applications, the servo rate was usually around 250 Hz for a 6-dof robot manipulator, which is four times slower than needed. Thus, to achieve realistic interaction, we use two techniques: one is the distribution of the computations over the network and the other is the use of an interpolation of the system's state between network relays. Having a sound interpolation scheme is very important for the distributed computation. This is because it is quite difficult to achieve a reasonable dynamic feedback upon touch if the delay is too large to be compensated for by just a simple interpolation.
4) Distributed Computation of Haptics:
For the distribution of computations, we have divided the two major tasks (haptics and dynamics) into separate processors using socket programming over the UDP/IP layer on the Ethernet. The UDP protocol is a connectionless client/server communication mechanism, which facilitates transmission of data somewhat faster than that of TCP, but this is at the cost of reliable transmission of data packets. However, for our own purposes, transmitting data at a faster servo rate is more crucial than the possible minimum loss of data to maintain realistic haptic interaction between the simulator and the user.
To ensure reliable haptic interaction through maintaining a high servo rate, we have used a simple interpolation scheme when implementing the above-mentioned distributed computation. If the remote server does not return the dynamics results after a certain preset time duration, the client (haptic computation) uses the results computed at a previous time cycle. To preset this time duration which in turn determines the servo rate, I-GMS uses an alarm clock available within the Unix system. This mechanism allows I-GMS to poll the socket on the client side at a specified time interval to check if renewed data have been received. If there are renewed data available, I-GMS uses it to update the system's state. Otherwise, it uses the interpolated data. The preset time interval is adjustable within I-GMS, and setting it to approximately 2 ms gives reasonable haptic interaction from our experimentation.
IV. SIMULATION EXAMPLE
We have demonstrated interactive simulations on a 6-dof robot manipulator through online editing of preplanned trajectories. We consider a simple scenario where a 6-dof robot manipulator (see Fig. 9 ) is supposed to follow a straight-line trajectory from its starting point until it reaches a wall. When there is no obstacle between the robot and the wall as in Fig. 9(a) , it is not very hard to plan the trajectory and have the robot to follow it. A straight-line trajectory is given in Fig. 10 . However, when an obstacle is introduced in the way of preplanned trajectory, as shown in Fig. 9(b) , it is hard to find a collision-free trajectory for the robot. The real problem is that this change in the environment could happen dynamically, thus requiring replanning every time there is a change.
A. Push for 6-Dof Robot Manipulator
An interactive way of modifying an existing trajectory is an efficient way of avoiding the costly preprocessing. In our scheme of modifying the trajectory, the user is supposed to use visual cues to edit the pre-planned trajectory using the haptic interaction push mode to avoid the collision. The resulting trajectory is a path modified by the change in dynamic motion of the manipulator via haptic touch. Here, we have tried to push the second link of the manipulator away from the obstacle, since it was touching the obstacle while nominally following the pre-planned (straight-line) trajectory. The initial steps in Fig. 11 (top) show the portion of the original pre-planned trajectory. This lasts until there is the first haptic touch by the user, which is indicated by the force calculation at step 11 in Fig. 11 (bottom) . Then modified trajectories resulting from real-time haptic interaction by the user are followed. The forces computed by haptic touches are also given in Fig. 11 (bottom) . Note that there is some instantaneous change of accelerations due to the user's haptic interaction. These changes in accelerations correspond to the starts of new states to be used for subsequent dynamic update (refer to Fig. 7) during the interleaved operations. In fact, the first such change ("pushing1") is for the robot to avoid the first collision with the obstacle, while the second ("pushing2") is to direct the robot toward the wall as the original intention of the trajectory does. Once haptic interaction occurs, the joint accelerations are maintained until subsequent user interaction, which is evident in the plot. The external forces acting at the contact points are computed by (2) at time steps 11 and 23 (the magnitude unit is newton-centimeters).
The simulation snapshots of the modified trajectory are given in Fig. 12 . This shows the 6-dof manipulator taking a detour around the obstacle rather than taking the original straight-line trajectory to avoid the obstacle. This example shows that just a few haptic pushes at appropriate points on the manipulator bodies could change the preplanned trajectory to avoid colliding with an obstacle. (In Fig. 12 , all the legend items data1, data2, …, correspond to joint1, joint2, …, respectively.)
B. Pull for 6-Dof Robot Manipulator
We also performed pull operations on a 6-dof robot manipulator. We used the same scenario as in the push mode example. This time, to avoid the collision, the user dragged the end-effector around the obstacle, which required some care to ensure that the second link was not placed in collision.
The plots in Fig. 13 show the same information as in the push mode example. In other words, the first pulling ("pulling1") is for the robot to avoid the first collision with the obstacle, while the second ("pulling2") is to direct the robot toward the wall as the original intention of the trajectory does. The actual difference here is that the force is computed by a virtual spring connecting the PHANToM and the robot's end effector, as opposed to the contact effect for the push mode.
Generally, we observed that it was easier for the user to use the pulling mode than the pushing mode to change trajectories. However, there are some tradeoffs in terms of advantages and disadvantages in using these two modes of operation for the trajectory modifications. We note that relatively greater forces are required for the dragging operation than the push operation and this is considered natural. This is because the articulated object's end-effector is supposed to follow the user's finger tip position (which is basically the position of haptic touch). On the other hand, it is relatively much harder for the user to guide the articulated bodies toward a target position, since the pushing operation is an indirect way of achieving the desired motion. Thus, it usually takes more sophisticated effort for the user to be able to manipulate the articulated bodies haptically, but the pushing operation requires less force to move the articulated bodies. 
V. CONCLUSION AND FUTURE WORK
We have proposed a generic framework for a generalized dynamic simulator I-GMS, and have provided a prototype implementation of it which supports haptic user interaction. This framework is general enough to accommodate new multirigid-body systems (mostly complex linkage structures) whenever they are needed. Simulation results of our prototype system showed some promise toward its claim of extensibility and interactivity.
In particular, we have developed a hybrid scheme to simulate contact with Coulomb friction of a system of rigid bodies. This scheme has the capability to adaptively change contact dynamics depending on two contact situations: "bouncing" and "steady." So far, no existing contact dynamic formulation handles all types of the contact situations well, since most instantaneous formulations (such as most LCPs) do not guarantee solution existence. This is an important step toward a more sophisticated dynamic simulator to deal with general situations of contacts.
The user-interaction capability of I-GMS allows the user to adjust the behaviors of articulated structures in real-time. This shows promise for user-interaction of fairly complex articulated structures as well, once performance issues can be resolved to ensure stable haptic interaction.
There are still some stability issues remaining to be solved. Especially, dynamic simulation with contact involves fine step size tuning during simulation which requires applying an adaptive step size for correct simulation without numerical failure. In a hybrid scheme like the one introduced here, using the correct step size for the integration is extremely important since it helps avoid some erratic system states which are unexpected when one type of contact dynamics is applied. The stability of the haptic interaction could be improved further by devising good interpolation schemes for enhancing the dynamic feedback upon haptic touch by the user in the case of highly articulated structures.
We would also like to work on incorporating haptic interaction for free bodies having a secondary contact with an environment. For example, we can consider a ball rolling and sliding on a flat surface. We regard the contact where the haptics occurs as the primary one and the one between the ball and the surface as secondary. Our goal is to implement correct haptic interaction even in the presence of secondary contact. This is a complicated problem that requires exact contact mechanics to predict physically correct contact modes at the secondary contact whose effect is in turn propagated to the primary contact for the appropriate haptic interaction. This exact haptic interaction will support more sophisticated user interaction in general simulation environments which include free bodies in contact as well as articulated structures.
