INTRODUCTION
Simulation is a valuable tool that is used to evaluate the behavior and performance of complex manufacturing systems over time. Using simulation, managers and engineers can analyze the expected performance of those systems and propose changes to improve their performance. This analysis can be done quickly and economically before potentially disruptive system modifications are implemented. Noting these benefits, the National Research Council has repeatedly identified simulation as a high priority research area [1, 2] .
Simulation is greatly underutilized in industry, particularly in the area concerned with the analysis of shop floor production systems. One of the principal reasons is the difficulty of identifying, accessing, and collating the relevant production-related data so that it can be used in the creation and execution of simulation applications. Frequently, the data is spread across several applications. Existing shop floor data standards, such as those from the Instrument Society of America [3] and Open Applications Group [4] , do not solve this integration problem [5] . A critical thing missing from these standards is the ability to capture the stochastic nature exhibited by many properties of common shop floor related manufacturing entities.
To combat data interoperability problems, the Core Manufacturing Simulation Data (CMSD) specification has been developed under the auspices of the Simulation Interoperability Standards Organization (SISO) [6] . The standard facilitates the integration of and data exchange between manufacturing applications of shop floor operations, with specific support for the needs of manufacturing simulation applications. It defines a neutral, high level, extensible framework for describing the important aspects of the manufacturing entities (equipment, materials, personnel, production processes, etc.) that are used in manufacturing operations. It specifically facilitates the integration of simulation applications by providing a means to define aspects of manufacturing entities that are governed by stochastic processes, in such a way that the information can be exchanged and shared.
The rest of this paper is organized as follows. In section 2, a discussion of the motivation for developing CMSD is presented. The conceptual model on which CMSD is based is presented in section 3. In section 4, an overview of the structure and contents of the information model defined by the CMSD specification is presented. Information about the use of the Unified Modeling Language (UML) and Extensible Markup Language (XML) in the creation of CMSD is also discussed. In Section 5, a discussion of a case study that used CMSD as the basis for integrating simulations with other manufacturing applications is presented. The paper concludes with section 6, where a summary of the information about CMSD in this paper is presented.
THE MOTIVATION FOR DEVELOPING CMSD
The CMSD specification defines an information model that provides neutral descriptions for the essential entities in the manufacturing domain and the relationships between those entities that are needed to create manufacturingoriented simulations. This model facilitates the exchange of information between manufacturing-oriented simulations and other applications in manufacturing domains. The CMSD effort is an attempt to
• foster the development and more widespread use of simulations in manufacturing operations • facilitate data exchange between simulation and other manufacturing software applications • enable and facilitate better testing and evaluation of manufacturing software • increase general manufacturing application interoperability
The key reason for undertaking this effort is simulation technology has continued to be underutilized in manufacturing, limiting opportunities to make productivity and competitiveness improvements. Recently the Gartner group [7] identified simulation as a key technology for businesses. A key driver for their suggestion is that simulation can be used to cost-effectively explore multiple "what-if"scenarios when making business decisions.
The initial work on CMSD grew out of a project whose intent was to assess the information storage, representation, and application integration needs of a small electronics manufacturer [8] . The goal was to 1) create neutral definitions of manufacturing entities that could be exchanged between their production applications, so that 2) their applications could be integrated with simulations of their shop floor. This would allow production to be analyzed and optimized based on real and up-to-date production data [9] .
THE CMSD CONCEPTUAL MODEL
The CMSD conceptual model lays out the key abstractions for the important entities and entity interrelationships for the domain of shop floor operations. This conceptual model defines the entities that represent the manufacturing concepts covered by CMSD, along with the key relationships between those entities. The intent of the model is to cover the concepts that are most closely related to matters of defining and managing shop floor operations. In this model, no information about the architecture of the software applications that are used to control and manage shop floor operations is represented. The focus is on representing the data entities, and the interrelationships between those data entities, that are stored/manipulated/exchanged by manufacturing shop floor applications.
The CMSD conceptual model is presented in the form of an entity relationship diagram [10] . Since this model is intended to represent high level concepts, only the entities and their direct interrelationships are represented. Figure  1 illustrates some of the major data entities of the conceptual information model and their relationship to each other. For relationships, direction indicators are provided to explicitly indicate each entity's role in the relationship. For example, the BillOfMaterrials data entity, located at the top left of the figure, is a reference to a bill of materials that defines the substructure of parts of a particular part type. Part or part type together is referred as the Part/PartType data entity in the figure.
THE CMSD INFORMATION MODEL
The CMSD conceptual model is critical for setting the universe of discourse for CMSD, but its definition is too high-level to facilitate unambiguous information definition and exchange. To meet this challenge the CMSD Information Model was defined [6] .
CMSD Information Model Development Process
Using the CMSD conceptual model as a starting point and keeping in mind the goals for CMSD, the CMSD Information model was developed. The approach taken was to refine and extend the manufacturing entities of the conceptual model with attribute information, in such a way that the refined entities could function as recognizable but neutral representations of their associated concepts. Also, the model was extended with additional entities that enabled aggregations of CMSD data to be constructed so that: (1) the uniqueness of entities in the aggregation can be unambiguously defined; (2) interrelationships between entities can be unambiguously defined, and; (3) suitable realizations for aggregations of CMSD data exist so that the aggregations may be stored and/or exchanged between software applications.
In addition to the information in the CMSD conceptual model, the content of the CMSD information model is based on
• reviews of published research about information representations to support manufacturing and shop floor operations • reviews of formal standards that cover some part of manufacturing operations • reviews of open specifications supported by consortia with broad membership in the manufacturing community • reviews of manufacturing entity representations in simulation software widely used in manufacturing • discussions with domain experts from different manufacturing arenas As a part of the development process, several drafts of the CMSD specification were produced. These drafts were used as the basis for several case studies that involved integrating simulation and manufacturing applications. These case studies were invaluable for assessing the feasibility of using CMSD for manufacturing application integration. In section 5 of this paper, a description of one of these case studies, where CMSD is used as a basis for data exchange with a simulation application, is presented.
The CMSD Multiple Modeling Language Approach
To better support the use of CMSD as an integrating mechanism for applications on different systems, the CMSD information model is being specified using different modeling languages.
The normative representation of the information model has been created using the Unified Modeling Language (UML) [11] , a widely-accepted standard of the Object Management Group (OMG). It is a graphically-oriented language that provides a rich set of modeling mechanisms that for CMSD allows intricate entity structures, relationships, and instance constraints to be defined. By using UML to define the CMSD information model, a visual representation has been created that provides the best opportunity for the largest audience to access and understand the model's content.
In addition to the CMSD UML model, a version of the CMSD information model is being created using the XML Schema definition (XSD) language [12] . XML [13] , a specification supported by the World Wide Web Consortium (W3C), is a format for structured documents, where the content of the document exists between named "tags" that describe the content. An XML schema defines a specific kind of document and specifies the allowable tags and the arrangement of allowable tags in that kind of document. The CMSD XML Schemas are a representation of the same model as the CMSD UML model. They facilitate the definition of XML instance documents containing information structured according to the CMSD information model and provide an easy to use mechanism for validating those documents.
CMSD UML Model Overview
The CMSD UML model is designed as a suite of interrelated collections of information modeled as UML classes contained within UML packages, presented visually as a series of UML class and package diagrams. The primary function of UML packages in the CMSD model is to partition and group, by major areas of manufacturing, the class definitions that realize related manufacturing concepts. When necessary to improve model clarity, some packages may be further partitioned into subpackages. The manufacturing concepts within each package are modeled as UML classes and the characteristics associated with each entity are modeled as UML class attributes. Attributes associated with a class may be defined directly in the class, or may be defined through an aggregation association with another class defined in the model. Within each package, a series of UML class diagrams is used to present details about the content of each class and its relationship to the other classes in the model.
A package diagram that shows the packages of the CMSD UML model is presented in Figure 2 . The CMSD package defines packages that contain definitions for all of the classes and relationships that make up the CMSD information model. Although it does not directly define any classes, several nested subpackages are defined within the scope of the CMSD package. It is within these nested packages that the classes and relationships that define CMSD information are directly defined. Each of the CMSD package's subpackages defines a focused, cohesive set of classes and relationships for a specific subset of CMSD information. The Resource class defines information about a piece of equipment or an employee, or a collection of pieces of equipment and/or employees, that are used in the manufacturing process. An important thing to notice about Resource is that it is a subclass of the UniqueEntity class. UniqueEntity indicates that particular entity is unique within a given CMSD document (the main unit of storage or exchange for CMSD information). Resource instances can be uniquely identified and differentiated from each other by the value of their Identifier attributes. Subclasses of UniqueEntity inherit a required Identifier attribute along with several optional attributes. Also, Resource has a required attribute named ResourceType that describes, in the general, the kind of manufacturing asset or assets the resource represents. This attribute indicates its associated resource belongs to one of twelve general categories for manufacturing resources. Examples of the categories are machine, station, employee, and fixture. Other information that can be defined for a resource includes the current operational state of the resource, the gross dimensions of the resource, the "class" to which a resource belongs, and information about the group members for resources that define a specific identifiable collection of other resources.
Attached to Resource is a UML Constraint definition. It indicates that only Resource instances whose ResourceType is "employee" are allowed to contain information about employee skills, and that Resource instances that have setup information (information about the current configuration of a piece of equipment) may not have a ResourceType of employee.
The ResourceClass class provides a means to create a classification scheme for resources based on descriptions of the characteristics that those resources possess. Like Resource, ResourceClass is a subclass of UniqueEntity, indicating that a ResourceClass instance can be uniquely identified and differentiated from other ResourceClass instances by the value of its inherited Identifier attribute. It also has a required ResourceType attribute and several optional attributes.
Figure 3 -The Resource and ResourceClass UML Diagram
The reason that both ResourceClass and Resource are needed in CMSD is that sometimes the manufacturing entity being defined is a description of a "kind" of resource (e.g., a variable speed milling machine model 123 from company XYZ) and sometimes the manufacturing entity being defined is a specific instance of a resource (e.g., the variable speed milling machine model 123 from company XYZ with serial number 11223 bought on 12/31/04).
Example Resource Information in XML
In Figure 4 , a fragment of an XML document is shown that contains resource data organized according to the CMSD specification. In general, the class name and attributes of the Resource class are represented as XML elements in the fragment. XML elements are present to hold information from the required Identifier and ResourceType attributes of the Resource class, as well as for the optional Size and Description attributes. In addition several Property XML elements are present. These elements reflect the fact that Resource class instances may have information for 0 to many Property attributes. Property attributes are an extension mechanism in CMSD that provides a way for many classes in CMSD to add information about their associated manufacturing entities for which attributes are not predefined.
The fragment shown is only intended to illustrate how resource data should look in a CMSD document instance.
Because of the amount of material involved, the complete format of a CMSD document and the XML Schema that would be used to validate the document are not presented here. To validate its ability to be used as the basis for integrating simulation applications with other manufacturing applications, CMSD has been used in several case studies. One such project was undertaken by Volvo Trucks, Chalmers University of Technology, and the National Institute of Standards and Technology (NIST) [14] . Figure 5 shows the engine line assembly process that includes two parallel lines and nine workstations for each line. The simulated operation of the production line in each simulation was to be based on cycle time and breakdown information derived from historical data stored in several databases. This requirement indicated that to study the line's operation during different time periods, some mechanism to integrate the simulations with the historical data would be necessary. Often, to meet such requirements two point-to-point integration efforts are necessary. By using CMSD, information from the different historical data sources could be collected and stored in a CMSD formatted XML file, and each simulation could then import the data. With this approach, the integrated system could be used to evaluate the production lines operation over many more time periods than would otherwise be possible. Also, evaluations of the performance of the two different simulation applications were ensured of being based on the simulations' execution using the same input data. A diagram of the integrated system is shown in Figure 6 . For a detailed description of the project see [15] . 
CONCLUSIONS
Currently, small machine shops do not typically use simulation technology. A key limiting factor in the use of simulation technology is access to the data that defines the important aspects of manufacturing operations. Much of the data exists in other manufacturing applications, but the data is often incomplete or inconsistent between different applications. This makes the process of identifying, defining, extracting, and exchanging the data needed for simulation applications to be costly and time consuming. In turn, data incompatibility issues make simulation creation, simulation reuse, and integration between simulation and other manufacturing applications too costly for many manufacturers to undertake. The CMSD specification helps to resolve some of the long-standing interoperability issues that make integrating simulation and other manufacturing applications difficult and expensive. Standards like CMSD help to reduce the systems integration costs incurred by manufacturers. This paper presents information about the CMSD specification, from its conceptual underpinnings, to the CMSD information 
