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Abstrakt
Cı´lem te´to pra´ce je implementace na´stroje pro analy´zu a jednoduchou transformaci XML
dokumentu˚ za u´cˇelem zrychlenı´ vyhleda´va´nı´ dat v teˇchto dokumentech. Na´stroj bude
umozˇnˇovat u´cˇinneˇ analyzovat vstupnı´ XML dokument a vy´sledky analy´zy zpracova´-
vat do databa´ze. Tyto statistiky budou pote´ v rozumne´ formeˇ prezentova´ny uzˇivateli,
ktery´ svy´m vy´beˇrem ovlivnı´ vy´slednou transformaci XML dokumentu. Transformace
XML dokumentu˚ bude pote´ porovna´va´na z hlediska efektivity a rychlosti. K porovna´nı´
poslouzˇı´ XML dokument vytvorˇeny´ XSLT transformacı´ pomocı´ XSLT procesoru Saxon.
Navı´c je v te´to pra´ci obsazˇeno i porovna´nı´ prˇi vyhleda´va´nı´ dat pomocı´ dotazu˚ nad teˇmito
transformovany´mi dokumenty. Vy´sledky teˇchto porovna´nı´ jsou za´rovenˇ soucˇa´stı´ te´to
pra´ce. Samotna´ textova´ cˇa´st te´to diplomove´ pra´ce je logicky cˇleneˇna na cˇa´st teoretickou,
implementacˇnı´ a testovacı´. Za´veˇr obsahuje shrnutı´ vsˇech nabyty´ch poznatku˚ a vy´sledku˚.
Klı´cˇova´ slova: Diplomova´ pra´ce, XMLdokument, transformace, analy´za, Saxon, XMark,
databa´ze
Abstract
The aim of this thesis is to implement tool for analysis and simple transformation of
XML documents leading to the faster searching of data in these documents. The tool will
provide effective analysis of the input XML document and results of this analysis will
be processed into the database. These statistics will be presented in a reasonable form to
user who will affect the final transformation of the XML document. Then, transformation
of XML documents will be compared according to efficiency and speed. As comparing
material will be used document created by XSLT transformation using Saxon processor.
Moreover, in this work is included a comparison in searching data in these documents
using data queries. The results of these comparisons are also included in this work. Text
part of this thesis is logically structured in theoretical part, implementation and testing.
The conclusion contains a summary of all the acquired knowledge and results.
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Seznam pouzˇity´ch zkratek a symbolu˚
API – Application Programming Interface
DOM – (Document Object Model
DTD – Document Type Definition
SAX – (Simple API for XML
W3C – World Wide Web Consortium
XPath – XML Path Language
XPointer – XML Pointer Language
XLink – XML Linking Language
XML – Extensible Markup Language
XSL – Extensible Stylesheet Language
XSLT – Extensible Stylesheet Language Transformations
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61 U´vod
Tato diplomova´ pra´ce se zaby´va´ problematikou transformace XML dokumentu˚ za u´cˇe-
lem zrychlenı´ a zefektivneˇnı´ vyhleda´va´nı´ dat v teˇchto dokumentech. Jednı´m z hlavnı´ch
proble´mu˚ prˇi pra´ci s rozsa´hly´mi XML dokumenty je relativneˇ zdlouhave´ vyhleda´va´nı´
dat prˇi uzˇitı´ dotazu˚ na konkre´tnı´ hodnoty. Jednou z mozˇnostı´ rˇesˇenı´ tohoto proble´mu
je vhodna´ optimalizace struktury XML dokumentu do podoby, ktera´ umozˇnı´ rychlejsˇı´ a
efektivneˇjsˇı´ vyhleda´va´nı´ nad teˇmito daty. Cı´lem te´to pra´ce je vytvorˇit na´stroj pro analy´zu
a jednoduchou transformaci teˇchto XML dokumentu˚. Na´stroj ma´ umozˇnit u´cˇinnou ana-
ly´zu vstupnı´ho XML dokumentu podle pozˇadovany´ch vlastnostı´ a vy´sledky te´to analy´zy
ulozˇit pro dalsˇı´ zpracova´nı´. Uzˇivatel pote´ bude moci na za´kladeˇ prˇedlozˇeny´ch statistik
ovlivnit vy´slednou transformaci XML dokumentu. Soucˇa´stı´ pra´ce je i testova´nı´ efektivity
transformace takto noveˇ vytvorˇeny´ch dokumentu˚ a porovna´va´nı´ vy´sledku s jiny´mi apli-
kacemi.
Pra´ce je logicky cˇleneˇna, na na u´vod je objasneˇna podstata XMLdokumentu˚ a principy
transformace teˇchto dokumentu˚ pomocı´ sˇablon. Na tuto cˇa´st navazuje kapitola popisujı´cı´
na´vrh aplikace pro transformaci a rozbor jejı´ funkcˇnosti. Da´le se pra´ce zaby´va´ jednotli-
vy´mi fa´zemi transformace dokumentu a jejich rˇesˇenı´mi ve vytvorˇene´m programu. Pote´
na´sleduje testovacı´ cˇa´st, kde jsou popsa´ny jednotlive´ testy a jejich vy´sledky, a pra´ce je
zakoncˇena za´veˇrecˇny´m shrnutı´m.
72 Technologie XML
2.1 U´vod do XML
ExtensibleMarkupLanguage (zkra´ceneˇ XML) je obecny´ znacˇkovacı´ jazykvyvinuty´ a stan-
dardizovany´ konsorciem W3C. Umozˇnˇuje snadne´ vytva´rˇenı´ konkre´tnı´ch znacˇkovacı´ch
jazyku˚ pro libovolne´ u´cˇely a ru˚zne´ typy zdrojovy´ch dat. Jazyk XML je urcˇen prˇedevsˇı´m
pro vy´meˇnu dat mezi aplikacemi a pro publikaci dokumentu˚. Jazyk XML pouze popisuje
strukturu z hlediska veˇcne´ho obsahu jednotlivy´ch cˇa´stı´, nezaby´va´ se uzˇ ale vzhledem
teˇchto dat. Zpracova´nı´ jazyka XML je v dnesˇnı´ dobeˇ pro jeho popularitu podporova´no
rˇadou na´stroju˚ a programovacı´ch jazyku˚.[1, 2]
XML nenı´ prvnı´m znacˇkovacı´m jazykem, ale byl vytvorˇen podle jizˇ drˇı´ve navrzˇeny´ch
znacˇkovacı´ch jazyku˚. Znacˇkovacı´ jazyk je jazyk, jehozˇ zdrojovy´ text obsahuje soucˇasneˇ
jak vlastnı´ text, tak instrukce pro jeho zpracova´nı´. Ty se u jazyka XML vyskytujı´ v podobeˇ
znacˇek (tagu˚). Typicky´m rysem znacˇkovacı´ch jazyku˚ jsou znaky se specia´lnı´m vy´zna-
mem. Tyto znaky slouzˇı´ k vymezenı´ rˇı´dicı´ch konstrukcı´ - prˇı´kazu˚ nebo znacˇek. V XML
majı´ specia´lnı´ vy´znam znaky „mensˇı´ nezˇ“ (<) a „veˇtsˇı´ nezˇ“ (>), ktere´ zahajujı´ a ukoncˇujı´
znacˇky. Obsah mezi teˇmito znacˇkami je cha´pa´n jako text pro zpracova´nı´.
Hlavnı´ vlastnosti XML forma´tu jsou:
• XML je de facto standardem pro vy´meˇnu informacı´
• ma´ mezina´rodnı´ podporu
• je mozˇna´ snadna´ konverze do jiny´ch forma´tu˚
• podporuje automatickou kontrolu struktury dokumentu
• vytva´rˇenı´ jednoduchy´ch anotacı´ textu
2.2 Syntaxe jazyka XML
2.2.1 Elementy
Za´kladnı´ jednotkou XML dokumentu je element. Kazˇdy´ XML dokument se skla´da´ z
teˇchto elementu˚, ktere´ jsou do sebe navza´jem vnorˇeny. Elementy se v textu ohranicˇujı´
pomocı´ tzv. tagu˚. Veˇtsˇina elementu˚ se skla´da´ ze dvou tagu˚: pocˇa´tecˇnı´ho a ukoncˇovacı´ho.
<kniha> Na´zev knihy. </kniha>
Uka´zka obsahuje jeden element kniha. Obsah tohoto elementu je vyznacˇen pomocı´
pocˇa´tecˇnı´ho tagu <kniha> a koncove´ho tagu </kniha>. Takto zapsany´ text je nejjed-
nodusˇsˇı´ zpu˚sob vytvorˇenı´ XML dokumentu. Na´zvy tagu˚ se zapisujı´ mezi znaky „<“ a
„>“. Ukoncˇovacı´ tag ma´ pro odlisˇenı´ od pocˇa´tecˇnı´ho prˇed svy´m na´zvem znak „/“.
8V kazˇde´m XML dokumentu platı´, zˇe pro vsˇechny pocˇa´tecˇnı´ tagy musı´ existovat od-
povı´dajı´cı´ ukoncˇovacı´ tag. Pocˇa´tecˇnı´ tag mu˚zˇe by´t zapsa´n jako element s pra´zdny´m
obsahem. Pro srozumitelnost uvedu dva prˇı´klady sˇpatne´ho za´pisu XML dokumentu. V
prvnı´m prˇı´padeˇ nebude existovat spra´vny´ ukoncˇovacı´ tag a ve druhe´m prˇı´padeˇ budou
tagy tzv. prˇekrˇı´zˇeny.
1. <kniha> <autor> </kniha>
2. <kniha> <autor> </kniha> </autor>
Specifikace XML definuje neˇkolik u´rovnı´ spra´vnosti XML dokumentu. Pokud doku-
ment splnˇuje za´kladnı´ syntakticka´ pravidla (naprˇ. pa´rove´ tagy - viz vy´sˇe), rˇı´ka´me, zˇe
dokument je spra´vneˇ strukturovany´ (angl. well-formed). Tı´mto oznacˇenı´m tedy pou-
kazujeme na dokument, ktery´ splnˇuje forma´lnı´ pozˇadavky popsane´ ve specifikaci XML.
Pokud navı´c dokument obsahujeDTD (viz kapitola 2.2.4) nebo je na neˇj odkaz v deklaraci
typu dokumentu, parser kontroluje, zda struktura dokumentu odpovı´da´ definovane´mu
DTD. Pokud ano, mu˚zˇeme dokument oznacˇit jako validnı´ (angl. valid). Pokud struk-
tura dokumentu neodpovı´da´ pravidlu˚m definovany´m v prˇı´slusˇne´m DTD, je dokument
oznacˇen jako nevalidnı´ (angl. non valid). Z vy´sˇe uvedene´ho tedy platı´, zˇe i nevalidnı´
dokument mu˚zˇe by´t spra´vneˇ strukturovany´. Za´rovenˇ take´ platı´, zˇe pokud je dokument
validnı´, je vzˇdy spra´vneˇ strukturovany´. Funkce parseru je blı´zˇe vysveˇtlena v kapitole 3.1.
2.2.2 Atributy
Elementy jsou za´kladnı´ jednotkou kazˇde´ho dokumentu. U kazˇde´ho pocˇa´tecˇnı´ho tagu
lze definovat navı´c atributy. Tyto atributy se obvykle pouzˇı´vajı´ k uprˇesneˇnı´ vy´znamu
elementu. V na´sledujı´cı´m prˇı´kladu prˇirˇadı´me knize atribut id s hodnotou 1.
<kniha id=”1”> Na´zev knihy. </kniha>
Atributu˚ mu˚zˇe by´t i vı´ce, pak je stacˇı´ oddeˇlit mezerou. Za´pis by vypadal asi takto:
<kniha id=”1” rok=”2009”> Na´zev knihy. </kniha>
2.2.3 Korˇenovy´ element
Jednı´m z pozˇadavku˚ na spra´vneˇ strukturovany´ dokument je, zˇe kazˇdy´ XML dokument
musı´ by´t cely´ obsazˇen v jednom korˇenove´m elementu. V na´sledujı´cı´m prˇı´kladu ma´me
XML soubor reprezentujı´cı´ strukturu knih v knihovneˇ.Model tohoto XMLdokumentu lze
videˇt na straneˇ 10 na obra´zku 1. Vlevo je zobrazen XML dokument, ktery´ nenı´ uzavrˇen v
korˇenove´m elementu a vpravo je zobrazen upraveny´, spra´vneˇ strukturovany´ dokument.
V tomto prˇı´padeˇ tedy stacˇı´ prˇidat korˇenovy´ element, ktery´ celou strukturu zapouzdrˇı´.
9<Beletrie> <Knihovna>
... <Beletrie>
<Kniha> ...
<Na´zev>...</Na´zev> <Kniha>
<Autor>...</Autor> <Na´zev>...</Na´zev>
<Rok>...</Rok> <Autor>...</Autor>
</Kniha> <Rok>...</Rok>
</Beletrie> </Kniha>
<Detektivky> </Beletrie>
... <Detektivky>
</Detektivky> ...
<Naucˇne´> </Detektivky>
... <Naucˇne´>
</Naucˇne´> ...
</Naucˇne´>
</Knihovna>
Vy´pis 1: U´prava ne spra´vneˇ strukturovane´ho dokumentu
2.2.4 DTD
Jenda z vy´hod ukla´da´nı´ dokumentu˚ ve forma´tu XML spocˇı´va´ vmozˇnosti zachytit pomocı´
elementu˚ strukturu dokumentu. Prˇi pra´ci s XML dokumenty pouzˇı´vaa´me parser. Parser
je program, ktery´ kontroluje, zdali je XML dokument spra´vneˇ strukturovany´. Funkce par-
seru a jeho implementace jsou blı´zˇe popsa´ny v kapitole 3.1.
DTD jsou pomeˇrneˇ starou a v mnoha ohledech nedostatecˇnou technologiı´ (nepodporujı´
jmenne´ prostory), ale i prˇesto se sta´le pouzˇı´vajı´ ve velike´ mı´rˇe. Tato obliba je da´na vy´bor-
nou podporou v ru˚zny´ch aplikacı´ch a parserech. V dnesˇnı´ dobeˇ existujı´ i dalsˇı´ a efektneˇjsˇı´
zpu˚soby popisu struktury jako naprˇı´klad XML sche´mata.
Pokud chceme vyuzˇı´t DTD, musı´me pouzˇite´ DTD uprˇesnit pomocı´ deklarace typu
dokumentu - DOCTYPE. Tato deklarace se umı´st’uje na zacˇa´tek dokumentu, hned za XML
deklaraci. Obvykle je DTD ulozˇeno v samostatne´m souboru, aby mohlo by´t opakovaneˇ
vyuzˇito vı´ce dokumenty. V tomto prˇı´padeˇ ma´ deklarace tvar:
<!DOCTYPE [korˇenovy´ element] SYSTEM ”[URL]” >
URL uda´va´ adresu nebo jme´no souboru, ve ktere´m je ulozˇeno DTD. Korˇenovy´
element je jme´no elementu, ve ktere´m bude obsazˇen cely´ dokument.
Na na´sledujı´cı´m prˇı´kladu lze videˇt jednoducha´ DTD deklarace pro XML dokument.
Strukturu XML dokumentu lze videˇt na obra´zku 1. Kazˇdy´ element je definova´n samo-
statneˇ, pokud obsahuje dalsˇı´ podelementy, jsou vypsa´ny v za´vorce, pokud obsahuje text
pro zpracova´nı´, je zde uvedeno „#PCDATA“.
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KNIHOVNA.DTD
−−−−−−−−−
<!ELEMENT Knihovna (Beletrie, Detektivky, Naucˇne´)>
<!ELEMENT Beletrie (Kniha)>
<!ELEMENT Detektivky (Kniha)>
<!ELEMENT Naucˇne´ (Kniha)>
<!ELEMENT Kniha (Na´zev, Autor, Rok)>
<!ELEMENT Na´zev (#PCDATA)>
<!ELEMENT Autor (#PCDATA)>
<!ELEMENT Rok (#PCDATA)>
Vy´pis 2: DTD deklarace pro XML dokument
2.2.5 Model XML dokumentu
Dokument lze modelovat jako strom, kde uzel odpovı´da´ elementu nebo atributu a hrana
propojuje dva uzly, pokud majı´ vztah rodicˇ - dı´teˇ. V te´to reprezentaci XML stromu
existuje pro kazˇdy´ uzel znacˇkovana´ cesta. Znacˇkovana´ cesta na´m v dokumentu uda´va´
cestu od korˇene k elementu. Jednotlive´ elementy jsou pak oddeˇleny znalem „/“. Naprˇı´-
klad pro autory knih v Beletrii na´m podle na´sledujı´cı´ho obra´zku vznikne znacˇkovana´
cesta: /Knihovna/Beletrie/Kniha/Autor. Na´sledujı´cı´ obra´zek slouzˇı´ take´ jako mo-
del XML dokumentu k prˇı´kladu˚m v prˇedchozı´ch kapitola´ch.
Obra´zek 1: Model XML dokumentu
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3 Na´stroje pro pra´ci s XML daty
3.1 Prˇı´stupy ke zpracova´nı´ XML dat
Prˇi zpracova´nı´ XML dokumentu a zı´ska´nı´ jeho obsahu mu˚zˇeme pouzˇı´t dva druhy par-
seru˚. Prvnı´ typ parseru jsou prˇı´mo spustitelne´ soubory, druhy´ typ jsou parsery v podobeˇ
knihoven, ktere´ mu˚zˇeme pouzˇı´t v programech. Vy´hoda druhe´ho rˇesˇenı´ prˇi programo-
va´nı´ je, zˇe nemusı´me kontrolovat syntaxi XML dokumentu. Tu automaticky zkontroluje
parser, navı´c mu˚zˇe oveˇrˇit i validitu proti dane´mu DTD nebo XML sche´matu. Vı´ce o DTD
se mu˚zˇete doveˇdeˇt v kapitole 2.2.4. Prˇi pouzˇitı´ pak aplikace nemusı´ obsahovat tolik ko´du
pro osˇetrˇenı´ chyb ve zpracova´vany´ch datech.
Dalsˇı´ vy´hodou parseru je, zˇe obsah dokumentu zprˇı´stupnı´ v programa´torsky „prˇı´jemne´
podobeˇ“. Pro pra´ci s XML dokumentem existujı´ standardizovana´ rozhranı´ tzv. API. V
dnesˇnı´ dobeˇ se pouzˇı´vajı´ dveˇ rozhranı´ pro prˇı´stup k XML datu˚m: DOM a SAX. Tato dveˇ
rozhranı´ se lisˇı´ prˇedevsˇı´m v prˇı´stupu ke zpracova´vane´mu XML dokumentu a pra´ci s jed-
notlivy´mi objekty. Tyto parsery existujı´ pro veˇtsˇinu beˇzˇneˇ pouzˇı´vany´ch programovacı´ch
jazyku˚ jako jsou Java, C++ apod.
SAX
Rozhranı´ SAX (Simple API for XML) je zalozˇeno na rˇı´zenı´ pomocı´ uda´lostı´. Pomocı´ roz-
hranı´ vytvorˇı´me vazbu mezi uda´lostmi generovany´ch parserem a programovy´m ko´dem.
V praxi to znamena´, zˇe si definujeme funkce volajı´cı´ se v okamzˇiku, kdy parser narazı´
na zacˇa´tek elementu, obsah elementu, konec elementu, komenta´rˇ apod. Nasˇı´ funkci jsou
pak parserem prˇeda´ny vsˇechny potrˇebne´ parametry jako naprˇ. na´zev elementu.
Vy´hoda uda´lostmi rˇı´zene´ho prˇı´stupu je v jeho rychlosti a male´ spotrˇebeˇ pameˇti. Jednot-
live´ uda´losti jsou vyvola´va´ny postupneˇ, jak je cˇten dokument. Naproti tomu rozhranı´
DOM vyzˇaduje nacˇtenı´ cele´ho dokumentu prˇedtı´m, nezˇ s nı´m zacˇne pracovat. Pokud
tedy nepotrˇebujeme funkcˇnost DOM prˇı´stupu, vyplatı´ se z hlediska rychlosti a pameˇti
pouzˇı´t SAX.
Rozhranı´ SAX dnes podporuje velke´ mnozˇstvı´ parseru˚, i kdyzˇ samotne´ rozhranı´ nenı´
definova´no pomocı´ zˇa´dne´ho standardu konsorcia W3C nebo jine´ standardizacˇnı´ orga-
nizace. Rozhranı´ vzniklo spolecˇny´m u´silı´m vy´voja´rˇu˚ skupiny xml-dev a prˇedstavuje de
facto standard.
Prˇi na´vrhu programu pro tuto diplomovou pra´ci jsem pouzˇil kvu˚li rychlosti cˇtenı´
vstupnı´hoXMLdokumentu a pra´ci s nacˇı´tany´mi daty pra´veˇ tutomozˇnost prˇı´stupukXML
datu˚m.Vprostrˇedı´ Java jsou tyto funkcedostupne´ prostrˇednictvı´mbalı´kuorg.xml.sax.
DOM
Rozhranı´ DOM (Document Object Model) je postaveno na u´plneˇ odlisˇne´m principu nezˇ
SAX.Dokument je zde reprezentova´n jako stromova´ hierarchicka´ struktura, kde kazˇde´mu
elementu odpovı´da´ jeden uzel stromu. Odpovı´dajı´cı´ uzly majı´ instrukce pro zpracova´nı´
12
apod. Tomuto zpu˚sobu reprezentace se rˇı´ka´ grove (Graph Representation Of property
ValuEs). Rozhranı´ DOM obsahuje funkce, ktere´ na´m umozˇnˇujı´ cely´ strom dokumentu
procha´zet, modifikovat jeho jednotlive´ uzly, mazat je a prˇida´vat. Na rozdı´l od SAXu ne-
musı´me dokument procha´zet od zacˇa´tku do konce, ale mu˚zˇeme se v neˇm pohybovat dle
potrˇeby. Z tohoto du˚vodu ma´ rozhranı´ DOM uplatneˇnı´ prˇedevsˇı´m v aplikacı´ch, ktere´
prova´deˇjı´ na´rocˇneˇjsˇı´ operace s dokumentem jako jsou naprˇı´klad editory, prohlı´zˇecˇe nebo
forma´tovacˇe. Uka´zku stromove´ struktury XML dokumentu lze videˇt na obra´zku 1 na
straneˇ 10.
Rozhranı´ DOM je standardem konsorcia W3C. Pu˚vodneˇ byl DOM vytvorˇen prˇe-
devsˇı´m proto, aby nove´ verze prohlı´zˇecˇu˚ podporujı´cı´ XML pouzˇı´valy stejny´ objektovy´
model pro prˇı´stup k dokumentu ze skriptovy´ch jazyku˚ jako je naprˇ. JavaScript. Bez tohoto
standardu by nebyla takova´ mozˇnost kompatibility internetovy´ch prohlı´zˇecˇu˚. Rozhranı´
DOM obsahuje naprˇı´klad Internet Explorer nebo Mozilla Firefox.
3.2 Dotazovacı´ jazyky
3.2.1 XPath
XPath je jednoduchy´ dotazovacı´ jazyk, pomocı´ ktere´ho lze adresovat cˇa´sti XML doku-
mentu. Pomocı´ tohoto jazyka mu˚zˇeme z XML dokumentu vybı´rat jednotlive´ elementy a
pracovat s jejich hodnotami nebo atributy.[6]
Za´kladnı´ konstrukcı´ jazyka XPath je cesta k XML uzlu. Cesta na´m v XML dokumentu
urcˇuje pozici konecˇne´ho uzlu, se ktery´m pak mu˚zˇeme da´le pracovat. Tato cesta se skla´da´
z jednoho nebo vı´ce kroku˚, prˇicˇemzˇ kazˇdy´ z teˇchto kroku˚ mu˚zˇe obsahovat prvky:
• identifika´tor osy XPath
• test uzlu
• podmı´nky
Povinna´ cˇa´st kazˇde´ho kroku je pouze test uzlu, ostatnı´ dva prvky jsou nepovinne´. Jednot-
live´ kroky XPath vy´razu se spojujı´ znaky „/“, vyhodnocujı´ se zleva doprava a na´sledujı´cı´
krok pracuje s mnozˇinou urcˇenou prˇedchozı´m krokem. Vy´sledkem tohoto dotazu mu˚zˇe
by´t libovolny´ typ uzlu, element, atribut nebo i textovy´ uzel.
Oddeˇlova´nı´ kroku˚
Symbol „/“ slouzˇı´ k oddeˇlova´nı´ kroku˚ v utva´rˇene´ cesteˇ. Pokud je tento znak na zacˇa´tku
cesty, tak tato cesta nenı´ vztazˇena k aktua´lnı´mu elementu, ale pocˇı´ta´ se od korˇene doku-
mentu.
Symbol „//“ slouzˇı´ k prˇekona´nı´ vı´ceu´rovnˇove´ struktury. Pokud jsou tato dveˇ lomı´tka
na zacˇa´tku cesty, berou se prˇi procha´zenı´ struktury dokumentu v potaz vsˇechny cesty
obsahujı´cı´ kroky uvedene´ za teˇmito dveˇma lomı´tky. Takto lze snadno vybrat libovolny´
element z ktere´hokoliv mı´sta v dokumentu, nemusı´me vypisovat celou cestu k elementu.
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Identifika´tory osy
Testu uzlu muzˇe prˇedcha´zet takzvany´ identifika´tor osy. Ten urcˇuje smeˇr procha´zenı´ XML
dokumentu, to znamena´ odkud seuzly kvyhodnocenı´ budouvybı´rat. Pokud identifika´tor
osy neuvedeme, pouzˇije se implicitnı´ osa „child::“.
Mozˇnosti identifika´toru jsou naprˇı´klad:
• child:: - vyhodnocujı´ se vsˇichni prˇı´mı´ potomci aktua´lnı´ho uzlu
• descendand:: - vyhodnocujı´ se vsˇichni potomci aktua´lnı´ho uzlu
• ancestor:: - vyhodnocujı´ se vsˇichni prˇedci aktua´lnı´ho uzlu
• following:: - vyhodnocujı´ se pouze na´sledujı´cı´ uzly
• preceding:: - vyhodnocuje se pouze prˇedchozı´ uzly
Prˇehlednou grafickou uka´zku identifika´toru˚ os mu˚zˇete najı´t na obra´zku 2.
Obra´zek 2: Uka´zka os XPath v XML dokumentu
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Testy uzlu
Test uzlu da´le vymezuje mnozˇinu uzlu, ktera´ byla urcˇena identifika´torem osy.
• Uzel urcˇeny´ na´zvem - vybere vsˇechny XML elementy s dany´m na´zvem. Zapı´sˇeme
jej jednoduchy´m za´pisem testovane´ho na´zvu elementu.
• Uzel urcˇeny´ typem - zohlednˇuje typ uzlu a vybı´ra´ pouze urcˇity´ typ. Zapisuje se
typemuzlu s pra´zdny´mi kulaty´mi za´vorkami.Mozˇnosti jsou:comment(),text(),
processing-instruction() a node().
Podmı´nky
Podmı´nky se zapisujı´ do hranaty´ch za´vorek. Tyto podmı´nky na´m zuzˇujı´ vy´sledky prˇed-
chozı´ho vyhodnocenı´. Pokud mı´sto podmı´nky napı´sˇeme pouze cˇı´slo, vybere podmı´nka
pouze uzel umı´steˇny´ na pozici s dany´m porˇadovy´m cˇı´slem.
identifika´tor :: uzel[podminka]
Dotazy na hodnotu
Podmı´nky se v XPath vy´razech pouzˇı´vajı´ naprˇı´klad v dotazech na hodnotu dane´ho uzlu.
Pomocı´ podmı´nky mu˚zˇeme omezit mnozˇinu uzlu˚, ktere´ budou odpovı´dat cı´love´mu
XPath dotazu. Podmı´nky mu˚zˇeme aplikovat na hodnotu elementu nebo hodnotu jeho
atributu˚. V te´to pra´ci budeme vyuzˇı´vat podmı´nek v XPath dotazech v testovacı´ cˇa´sti,
kde budeme meˇrˇit rychlost hleda´nı´ a pocˇet diskovy´ch prˇı´stupu˚ na pu˚vodnı´ch a trans-
formovany´ch XML souborech. Pomocı´ podmı´nek budeme specifikovat mnozˇiny uzlu˚ a
ovlivnˇovat tak slozˇitost hleda´nı´ v XML dokumentu.
Uka´zˇeme si jednoduchy´ prˇı´klad pouzˇitı´ podmı´nky na strukturˇe XML dokumentu na
obra´zku 1 (strana 10). Vprvnı´mprˇı´padeˇ budeme chtı´t vybrat vsˇechnyknihy zBeletrie, kde
bude autor „Karel Cˇapek“. Ve druhe´m prˇı´padeˇ si urcˇeme, zˇe element Autor ma´ atribut
id, ktere´ obsahuje cˇı´slo autora. Budeme take´ vybı´rat dı´la z Beletrie od Karla Cˇapka.
1. /Knihovna/Beletrie/Kniha[/Autor = ’Karel Cˇapek’]
2. /Knihovna/Beletrie/Kniha/Autor[@id = ’001’]
Vy´sˇe uvedene´ jsou za´klady jazyka XPath. Tento jazyk vsˇak obsahuje jesˇteˇ mnoho
opera´toru˚ a funkcı´, jejichzˇ popis je mimo rozsah te´to pra´ce.
3.2.2 XQuery
XML se nepouzˇı´va´ pouze pro prˇenos dat, ale i jako u´lozˇisˇteˇ strukturovany´ch dat. Tato
data je potrˇeba prohleda´vat, vybı´rat z nich dı´lcˇı´ u´daje, pocˇı´tat statistiky apod. Jazyk SQL
zde nelze pouzˇı´t, protozˇe datovy´ model XML dokumentu je strom a XPath je prˇı´lisˇ jedno-
duchy´ a mnoho veˇcı´ neumı´. Proto byla potrˇeba vytvorˇit novy´ jazyk, ktery´ by tyto funkce
doka´zal. Tı´mto jazykem se stal XQuery.
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Dotazovacı´ jazyk XQuery obsahuje prvky jazyka XPath (tedy XPath je jakousi podmnozˇi-
nou jazyka XQuery) a vycha´zı´ take´ ze za´kladu˚ jazyka SQL. Pro dotazovacı´ jazyk XQuery
jsou charakteristicke´ takzvane´ FLWOR vy´razy. Ty jsou inspirova´ny jazykem SQL a slouzˇı´
k zı´ska´va´nı´ informacı´ z dokumentu pomocı´ sady podmı´nek a omezenı´, kde pro tato ome-
zenı´ mohou by´t vybı´ra´ny pomocı´ jazyka XPath prˇı´slusˇne´ uzly cˇi struktury. Dalo by se
napsat, zˇe XQuery = XPath 2.0 + FLWOR vy´razy + vy´razy konstruujı´cı´ nove´ elementy +
uzˇivatelsky definovane´ funkce.
Struktura FLWOR vy´razu je na´sledujı´cı´:
• FOR - vy´beˇr posloupnosti uzlu˚ k dalsˇı´mu zpracova´nı´
• LET - prˇirˇazenı´ promeˇnny´ch pro kazˇdy´ prvek posloupnosti
• WHERE - filtrova´nı´ uzlu˚ v posloupnosti
• ORDER BY - serˇazenı´ vybrany´ch a odfiltrovany´ch uzlu˚
• RETURN - specifikace vy´stupu pro kazˇdy´ vybrany´ a odfiltrovany´ uzel
Vy´hodou XQuery je, zˇe lze vy´razy libovolneˇ kombinovat dohromady a vy´sledek
jednoho vy´razu mu˚zˇe slouzˇit jako parametr dalsˇı´ho vy´razu. Du˚lezˇity´m faktem je, zˇe
vy´sledkem XQuery dotazu je vzˇdy instance datove´ho modelu. XQuery take´ obsahuje
silnou typovou kontrolu, takzˇe je zajisˇteˇna veˇtsˇı´ bezpecˇnost.
3.3 Stylovy´ jazyk XSLT
3.3.1 Za´kladnı´ princip XSLT
Za´kladnı´ mysˇlenkou, na ktere´ stavı´ veˇtsˇina znacˇkovacı´ch jazyku˚ vcˇetneˇ XML, je oddeˇlenı´
obsahudokumentu od jehovzhledu. Znacˇkypouzˇite´ vXMLdokumentu oznacˇujı´ vy´znam
jeho jednotlivy´ch cˇa´stı´, samotny´ jazyk XML ovsˇem nedefinuje zpu˚sob, jak se konkre´tnı´
u´daje zobrazı´ nebo vytisknou. Mu˚zˇeme si proto zvla´sˇt’vytvorˇit definici vzhledu jednotli-
vy´ch elementu˚, ktere´ se rˇı´ka´ styl. S jeho pomocı´ je jizˇ zobrazenı´ dokumentu mozˇne´, stacˇı´
pouzˇı´t aplikaci, ktera´ umı´ cˇı´st XML dokumenty a rozumı´ pouzˇite´mu stylove´mu jazyku.
Kdyzˇ vznikal jazykXSL, umozˇnˇoval definovat vzhled jednotlivy´ch elementu – zpu˚sob
jejich zarovna´nı´, velikost a styl pı´sma, barvy atd. Kromeˇ toho jej sˇlo pouzˇı´t i k automatic-
ke´mu generova´nı´ obsahu, cˇı´slova´nı´ obra´zku, kapitol atd. Jazyk XSL tedy slouzˇı´ ke dveˇma
veˇcem – k transformaci XML dokumentu˚ a k definici vzhledu jejich forma´tova´nı´. Beˇhem
prˇı´prav standardu XSL z neˇj byla vyrˇazena cˇa´st slouzˇı´cı´ k transformaci dokumentu˚, pro
kterou se dnes pouzˇı´va´ na´zev XSLT. Pomocı´ XSLT lze vytva´rˇet styly definujı´cı´ jaky´m
zpu˚sobem se majı´ XML dokumenty prˇeva´deˇt do jiny´ch forma´tu˚ jako naprˇ. HTML, do
XML dokumentu s jinou strukturou nebo do obycˇejny´ch textovy´ch souboru˚. Druhe´ cˇa´sti
XSL, ktera´ slouzˇı´ k prˇesne´mu popisu vzhledu dokumentu, se rˇı´ka´ XSL FO (forma´tovacı´
objekty).[3, 4, 5]
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Obra´zek 3: Transformace dokumentu s pouzˇitı´m stylu
3.3.2 Sˇablony
Za´kladem kazˇde´ho stylu jsou sˇablony. Jejich za´kladnı´ tvar je:
<xsl:template match=”vzor”>
teˇlo sˇablony
</xsl:template>
Teˇlo sˇablony prˇesneˇ definuje, jak se cˇa´sti vyhovujı´cı´ vy´razu budou zpracova´vat. V teˇle
sˇablony mu˚zˇeme pouzˇı´vat dalsˇı´ konstrukce XSLT nebo prˇı´mo i elementy z vy´sledne´ho
dokumentu naprˇ. HTML tagy. XPath vy´raz pouzˇity´ v atributu match nemu˚zˇe by´t libo-
volny´ XPath vy´raz. Musı´ to by´t takovy´ vy´raz, ktery´ pouzˇı´va´ pouze osy pro prˇechod na
uzel potomka, atribut nebo znaky „//“.
Mezi dva nejpouzˇı´vaneˇjsˇı´ prˇı´kazy, ktere´ se pouzˇı´vajı´ uvnitrˇ sˇablony, patrˇı´ value-of
a apply-templates. V za´vislosti na pouzˇite´m XSLT procesoru mu˚zˇe vypadat zpraco-
va´nı´ sˇablon naprˇı´klad na´sledovneˇ: XSLT procesor na zacˇa´tku sve´ pra´ce nacˇte do pameˇti
vstupnı´ XML dokument a vytvorˇı´ si jeho stromovou reprezentaci. Tento strom je pak
postupneˇ procha´zen od korˇene v porˇadı´, v jake´m jsou elementy obsazˇeny v dokumentu.
V okamzˇiku, kdy je nalezena sˇablona odpovı´dajı´cı´ uzlu ve stromu, zacˇne se jejı´ obsah
zapisovat na vy´stup. Dalsˇı´ potomci uzlu, pro ktery´ byla vybra´na sˇablona, uzˇ nejsou da´l
automaticky zpracova´va´ni. Pokud je chceme zpracovat, musı´me uvnitrˇ sˇablony pouzˇı´t
instrukci <xsl:apply-templates>. Ta uda´va´, zˇe se ma´ dana´ veˇtev stromu zpracova´-
vat da´le a majı´ se pro jejı´ uzly hledat odpovı´dajı´cı´ sˇablony.
Pokud chceme v teˇle sˇablony pouzˇı´t jen textovy´ obsah dane´ho elementu a jeho pode-
lementu, ale nechceme aplikovat dalsˇı´ sˇablony, pouzˇı´va´ se instrukce <xsl:value-of
select=”vy´raz”>. Ta vybere pouze obsah textovy´ch uzlu˚, ktere´ jsou potomky ele-
mentu urcˇene´ho pomocı´ vy´razu. Pro vyvola´va´nı´ sˇablon je tedy du˚lezˇite´ porˇadı´ elementu
v dokumentu a nikoliv poradı´ sˇablon ve stylu.
Vy´beˇr uzlu˚
Pokud uvnitrˇ sˇablony pouzˇijeme <xsl:apply-templates/>, zacˇnou se hledat sˇablony
pro vsˇechny potomky aktua´lnı´ho uzlu. Pokud chceme, aby se hledaly sˇablony pro jinou
cˇa´st dokumentu, mu˚zˇeme ji urcˇit pouzˇitı´m atributu select. Uvedeme si jednoduchy´
okomentovany´ prˇı´klad stylu. Postupneˇ vybereme vsˇechny knihy v knihovneˇ a vypı´sˇeme
do tabulky jejich na´zev a rok vyda´nı´.
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1 <!−− urcˇenı´ pouzˇite´ho ko´dova´nı´ −−>
2 <?xml version=”1.0” encoding=”utf−8”?>
3
4 <!−− definice stylu −−>
5 <xsl:stylesheet xmlns:xsl=”http :// www.w3.org/1999/XSL/Transform” version=”1.0”>
6
7 <!−− definice vy´stupnı´ho forma´tu HTML −−>
8 <xsl:output method=”html” encoding=”utf−8”/>
9
10 <!−− sˇablona bude pouzˇita na cely´ dokument −−>
11 <xsl:template match=”/”>
12 <html>
13 <head>
14 <!−− vypı´sˇe na´zev knihovny (text v cesteˇ /knihovna/nazev)−−>
15 < title>Knihovna <xsl:value−of select=”knihova/nazev”/></title>
16 </head>
17 <body>
18 <h1>Knihovna <xsl:value−of select=”knihova/nazev”/></h1>
19
20 <table>
21 <!−− vybere sˇablonu ’kniha’ pro zpracova´nı´ informacı´ o knize −−>
22 <xsl:apply−templates select=”//kniha”/>
23 </table>
24 </body>
25 </html>
26 </xsl:template>
27
28 <!−− sˇablona kniha, obsahuje sˇablony ’nazev’ a ’rok’ −−>
29 <xsl:template match=”kniha”>
30 <tr>
31 <xsl:apply−templates select=”nazev|rok”/>
32 </tr>
33 </xsl:template>
34
35 <!−− sˇablona ’nazev’ −−>
36 <xsl:template match=”nazev”>
37 <td><xsl:apply−templates/></td>
38 </xsl:template>
39
40 <!−− sˇablona ’rok’ −−>
41 <xsl:template match=”rok”>
42 <td><xsl:apply−templates/></td>
43 </xsl:template>
44
45 </xsl:stylesheet>
Vy´pis 3: Prˇı´klad aplikace stylu
Rezˇimy zpracova´nı´ sˇablon
Pokud potrˇebujeme neˇktere´ uzly dokumentu zpracovat opakovaneˇ pokazˇde´ jiny´m zpu˚-
sobem, mu˚zˇeme u kazˇde´ sˇablony definovat rezˇim pomocı´ atributu mode. Naprˇı´klad
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mu˚zˇeme chtı´t vy´pis knih zforma´tovat tak, aby prvnı´ ve vy´pisu byla prˇehledna´ tabulka
s na´zvem knihy a rokem vyda´nı´ a pod nı´ pak vsˇak podrobnosti o knize. Veˇtsˇinu uzlu˚ v
dokumentu tak musı´me zpracovat dvakra´t, pokazˇde´ vsˇak jiny´m zpu˚sobem.
1 <?xml version=”1.0” encoding=”utf−8”?>
2 <xsl:stylesheet xmlns:xsl=”http :// www.w3.org/1999/XSL/Transform” version=”1.0”>
3 <xsl:output method=”html” encoding=”utf−8”/>
4
5 <!−− sˇablona bude pouzˇita na cely´ dokument −−>
6 <xsl:template match=”/”>
7 <html>
8 <head>
9 <!−− vypı´sˇe na´zev knihovny (text v cesteˇ /knihovna/nazev)−−>
10 < title>Knihovna <xsl:value−of select=”knihova/nazev”/></title>
11 </head>
12 <body>
13 <h1>Knihovna <xsl:value−of select=”knihova/nazev”/></h1>
14
15 <table>
16 <!−− vybere sˇablonu ’kniha’ pro zpracova´nı´ informacı´ o knize −−>
17 <xsl:apply−templates select=”//kniha”/>
18 </table>
19
20 <xsl:apply−templates select=”//kniha” mode=”detail” />
21 </body>
22 </html>
23 </xsl:template>
24
25 <!−− sˇablona kniha, na´zev a rok jsou shodne´ s prˇedchozı´ uka´zkou −−>
26
27 <!−− sˇablona kniha s rezˇimem ’detail’−−>
28 <xsl:template match=”kniha” mode=”detail”>
29 <tr>
30 <xsl:apply−templates mode=”detail”><HR/>
31 </tr>
32 </xsl:template>
33
34 <!−− sˇablona ’zanr’ −−>
35 <xsl:template match=”zanr” mode=”detail”>
36 <em><xsl:apply−templates/></em>
37 </xsl:template>
38
39 <!−− sˇablona ’cena’ −−>
40 <xsl:template match=”cena” mode=”detail”>
41 <em><xsl:apply−templates/></em>
42 </xsl:template>
43
44 </xsl:stylesheet>
Vy´pis 4: Rezˇimy zpracova´nı´ sˇablon
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Iterativnı´ zpracova´nı´
Uvnitrˇ libovolne´ sˇablony mu˚zˇeme pouzˇı´t instrukci <xsl:for-each>. Obsah elementu
<xsl:for-each> tvorˇı´ sˇablonu, ktera´ se zpracova´va´ pro kazˇdy´ uzel zpracova´vany´ v
tomto cyklu. Uzly ke zpracova´nı´ se vybı´rajı´ pomocı´ atributu select a vy´raz by meˇl
vybı´rat mnozˇinu uzlu˚. Vybrane´ uzly jsou zpracova´ny v porˇadı´, v jake´m se vyskytujı´ v
dokumentu. Toto porˇadı´ lze zmeˇnit pomocı´ instrukce pro serˇazova´nı´: <xsl:sort>. V
na´sledujı´cı´ uka´zce se vyberou vsˇechny na´zvy a roky vyda´nı´ a vypı´sˇou se do jednotlivy´ch
rˇa´dku˚ tabulky.
<xsl:for−each select=”//kniha”>
<tr>
<td><xsl:value−of select=”nazev”/></td>
<td><xsl:value−of select=”rok”/></td>
</tr>
</xsl:for−each>
Podmı´neˇne´ zpracova´nı´
Pomocı´ <xsl:if>mu˚zˇeme podmı´neˇneˇ vykonat cˇa´st XSLT ko´du. Podmı´nka se zada´va´ v
atributu test a musı´ to by´t XPath vy´raz, ktery´ vracı´ logickou hodnotu. Pokud je tento
vy´raz pravdivy´, podmı´neˇna´ cˇa´st se provede. Za´pis podmı´nky vypada´ asi takto:
<xsl: if test=”podmı´nka”>
prˇı´kazy
</xsl: if>
3.4 Procesor Saxon
Balı´cˇek SAXON je kolekce na´stroju˚ pro zpracova´va´nı´ XML dokumentu˚.[7, 8] Hlavnı´mi
komponentami tohoto balı´cˇku jsou:
• XSLT 2.0 procesor, ktery´ mu˚zˇe by´t pouzˇit z prˇı´kazove´ rˇa´dky nebo vola´n z aplikace
pomocı´ API
• XPath 2.0 procesor prˇı´stupny´ aplikacı´m prˇes API
• XQuery 1.0 procesor, ktery´mu˚zˇe by´t pouzˇit z prˇı´kazove´ rˇa´dky nebo vola´n z aplikace
pomocı´ API
• XML Schema 1.0 procesor, ktery´ umozˇnˇuje validovat spra´vnost sche´mat i validovat
dokumenty vu˚cˇi teˇmto sche´matu˚m
Saxon je distribuova´n ve trˇech verzı´ch balı´cˇku˚: Saxon-HE, Saxon-PE a Saxon-EE.
Kazˇdy´ z teˇchto balı´cˇku˚ je dostupny´ jak pro platformu Java, tak i pro .NET. Pouze Saxon-
HE je dostupny´ pod volneˇ sˇı´rˇitelnou licencı´ (open-source), ale obsahuje za´kladnı´ funkce
pro pra´ci s XSLT a XQuery, cozˇ na´m bude v tomto projektu stacˇit.
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Pro spusˇteˇnı´ Saxonu musı´me mı´t nainstalovanou Java Virtual machine (JVM), dopo-
rucˇuje se mı´t Java Development kit (JDK) distribuci. Aktua´lnı´ verze Saxonu 9.2 potrˇebuje
pro korektnı´ chod JDK 1.5 a noveˇjsˇı´.
21
4 Analy´za a na´vrh aplikace
4.1 Transformace dokumentu
Abychom spra´vneˇ pochopili podstatu te´to pra´ce, musı´me si nastı´nit podstatu rˇesˇene´ho
proble´mu. XMLdokument je navrzˇen pro uchova´va´nı´ velke´ho objemu dat textove´ho cha-
rakteru a s tı´mtona´vrhem je spojena i nutnost v takto vytvorˇeny´chdokumentech efektivneˇ
hledat. Proble´mem rozsa´hly´ch XML dokumentu˚ je relativneˇ zdlouhave´ vyhleda´va´nı´ prˇi
dotazech na konkre´tnı´ hodnoty uzlu˚ dokumentu. Ve velky´ch XML dokumentech by´va´
struktura slozˇita´ a uzlymohoumı´t rˇadu ru˚zny´ch vlastnostı´. Kdyzˇ pote´ v te´to slozˇite´ struk-
turˇe vyhleda´va´me uzly s urcˇity´mi vlastnostmi, je trˇeba testovat kazˇdy´ uzel a porovna´vat
jeho vlastnosti s vlastnostmi hledany´mi.
Jako jednı´m z rˇesˇenı´ tohoto proble´mu se jevı´ vhodna´ optimalizace struktury XML
dokumentu do podoby, ktera´ umozˇnı´ rychlejsˇı´ vyhleda´va´nı´ nad teˇmito daty. Jednou z
mozˇnostı´ je vkla´da´nı´ umeˇle vytvorˇeny´ch klı´cˇu˚ (elementu˚) do struktury XML dokumentu.
Tı´m se docı´lı´ lepsˇı´ho rozlozˇenı´ stromove´ struktury souboru a pro vyhleda´va´nı´ nad teˇmito
daty, na ktere´ je optimalizovany´ XML soubor transformova´n, se nemusı´ procha´zet cely´
dokument, ale jen jeho cˇa´st. Tı´mto lze docı´lit cˇasove´ u´spory prˇi procha´zenı´ dokumentem.
Pro pochopenı´ rˇesˇenı´ tohoto proble´mu si musı´me definovat pojmy, ktere´ si da´le ro-
zebereme. Pro transformaci dokumentu si musı´me zvolit dva typy znacˇkovany´ch cest.
Prvnı´m typem cesty bude transformacˇnı´ cesta. Transformacˇnı´ cesta na´m bude uda´vat po-
zici uzlu v dokumentu, podle jehozˇ vlastnosti, zadane´ hodnotovou cestou, bude tento uzel
i s potomky prˇesunut v ra´mci optimalizace struktury dokumentu. Uzlu definovane´ho
transformacˇnı´ cestou budeme rˇı´kat transformacˇnı´ uzel.
Hodnotova´ cesta na´m pote´ bude uda´vat uzel, podle jehozˇ obsahu se bude trans-
formacˇnı´ uzel prˇesouvat do noveˇ vznikajı´cı´ struktury. Uzlu definovane´ho hodnotovou
cestou budeme rˇı´kat hodnotovy´ uzel. Vzˇdy tedy musı´ platit, zˇe hodnotovy´ uzel je prˇı´my´m
potomkem transformacˇnı´ho uzlu.
Mysˇlenka tohoto rˇesˇenı´ je jednoducha´. Pro vsˇechny transformacˇnı´ uzly zjistı´me obsah
jejich hodnotovy´ch uzlu˚. Pote´ prˇi transformaci dokumentu na u´rovni transformacˇnı´ch
uzlu˚ vytvorˇı´me uzly nove´, jejichzˇ na´zev bude odpovı´dat unika´tnı´m hodnota´m zı´skany´ch
v prˇedchozı´m kroku. Podle hodnoty jednotlivy´ch hodnotovy´ch uzlu˚ prˇesuneme transfor-
macˇnı´ uzly a jejich potomky pod novy´ uzel, jehozˇ na´zev odpovı´da´ hodnoteˇ hodnotove´ho
uzlu. Tento postup opakujeme pro vsˇechny uzly lezˇı´cı´ na transformacˇnı´ cesteˇ.
Pote´ jizˇ pro hleda´nı´ uzlu s urcˇitou vlastnostı´ nemusı´me procha´zet cely´ dokument, ale
jen jeho cˇa´st. Tato metoda je tı´m u´cˇinneˇjsˇı´, cˇı´m vı´ce sousedu˚ majı´ dane´ transformacˇnı´ uzly
a cˇı´m me´neˇ ru˚zny´ch hodnot majı´ jejich hodnotove´ uzly. Take´ ma´ nezanedbatelny´ vliv,
jak hluboko ve strukturˇe dokumentu je transformacˇnı´ uzel umı´steˇn. Platı´, zˇe cˇı´m blı´zˇe
ke korˇeni dokumentu se transformacˇnı´ uzel nacha´zı´, tı´m me´neˇ struktury dokumentu
musı´me prohledat, abychom nasˇli dotazovany´ uzel.
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Prˇı´klad
Pro lepsˇı´ pochopenı´ si uvedeme na´sledujı´cı´ prˇı´klad transformace. Meˇjme strukturu XML
dokumentu uvedenou ve na´sledujı´cı´m vy´pisu. Vlevo je uvedena struktura XML prˇed
transformacı´ a vpravo po transformaci. Rozhodli jsme se, zˇe budeme chtı´t knihy v
knihovneˇ serˇadit podle jejich autora. Pozˇadovany´mi vstupy pro transformaci tedy bu-
dou:
• transformacˇnı´ cesta: /knihovna/kniha
• hodnotova´ cesta: /knihovna/kniha/autor
<knihovna> <knihovna>
<kniha> <Autor1>
<nazev>Kniha1</nazev> <kniha>
<autor>Autor1</autor> <nazev>Kniha1</nazev>
<rok>Rok1</rok> <autor>Autor1</autor>
</kniha> <rok>Rok1</rok>
<kniha> </kniha>
<nazev>Kniha2</nazev> <kniha>
<autor>Autor2</autor> <nazev>Kniha3</nazev>
<rok>Rok2</rok> <autor>Autor1</autor>
</kniha> <rok>Rok3</rok>
<kniha> </kniha>
<nazev>Kniha3</nazev> </Autor1>
<autor>Autor1</autor> <Autor2>
<rok>Rok3</rok> <kniha>
</kniha> <nazev>Kniha2</nazev>
</knihovna> <autor>Autor2</autor>
<rok>Rok2</rok>
</kniha>
</Autor2>
</knihovna>
Vy´pis 5: Prˇı´klad transformace
Z vy´pisu je zrˇejme´, zˇe elementy kniha se prˇesunuly pod noveˇ vytvorˇene´ elementy
Autor1 a Autor2 v za´vislosti na tom, jakou hodnotu naby´val jejich hodnotovy´ element.
Toto je za´kladnı´ princip na´mi pozˇadovane´ transformace. Prˇi hleda´nı´ knih od autora
„Autor1“ se pote´ nemusı´ prohleda´vat cely´ XML soubor, ale stacˇı´ prohledat jen knihy pod
elementem„Autor1“.V tomto jednoduche´mprˇı´kladu se rozdı´l v hleda´nı´ zda´ nepodstatny´,
ale v dokumentu smnoha tisı´ci elementy a slozˇitou strukturou je jizˇ prˇı´nos velmi vy´razny´.
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4.2 Proble´my transformace
Prˇi transformaci dokumentu docha´zı´ k neˇkolika proble´mu˚m, ktere´ z tohoto prˇı´stupu
vyply´vajı´. Je trˇeba tyto proble´my urcˇit a zamyslet se nad mozˇnostmi jejich rˇesˇenı´.
Vı´ce hodnotovy´ch cest
V XML dokumentu mu˚zˇe nastat situace, kdy k jedne´ transformacˇnı´ cesteˇ existuje vı´ce
cest hodnotovy´ch. Pokud tyto hodnotove´ cesty obsahujı´ stejne´ rˇeteˇzce, transformaci to
neovlivnı´. Pokud ale kazˇda´ z hodnotovy´ch cest obsahuje jiny´ rˇeteˇzec znaku˚, nasta´va´
proble´m, pod jaky´ element tento transformacˇnı´ uzel prˇesunout. Variant rˇesˇenı´ je neˇkolik:
1. vzı´t hodnotu na prvnı´ hodnotove´ cesteˇ
2. poskla´dat rˇeteˇzec z hodnot vı´ce hodnotovy´ch uzlu˚
Prˇi na´vrhu programu byla pouzˇita druha´ varianta, kdy je vy´sledny´ rˇeteˇzec poskla´da´n
z hodnot neˇkolika hodnotovy´ch uzlu˚. Prˇed samotny´m skla´da´nı´m vy´sledne´ho rˇeteˇzce jsou
hodnoty serˇazeny podle abecedy a teprve pak spojeny. Je tak zajisˇteˇna cˇa´stecˇna´ ochrana
proti vy´skytu hodnot na hodnotovy´ch uzlech v prˇeha´zene´m porˇadı´.
Chybeˇjı´cı´ hodnotova´ cesta
V XML dokumentu mu˚zˇe take´ nastat situace, kdy u jedne´ nebo vı´ce transformacˇnı´ch
cest neexistujı´ cesty hodnotove´. V tomto prˇı´padeˇ se transformacˇnı´ uzel neprˇesunuje pod
zˇa´dnou novou strukturu, ale ponecha´ se na sve´m pu˚vodnı´m umı´steˇnı´.
Neprˇı´pustne´ znaky
Nahodnotove´ cesteˇ semu˚zˇe vyskytovat i rˇeteˇzec slozˇeny´ z vı´ce slov. Tı´mto vznika´mezera
mezi slovy, ktera´ je jednı´m z neprˇı´pustny´ znaku˚ prˇi vytva´rˇenı´ na´zvu novy´ch elementu˚.
Programoveˇ toto rˇesˇenı´ nevadı´, ale dokument je pote´ ne spra´vneˇ strukturovany´. Mozˇnost,
jak tuto chybu napravit, je programove´ nahrazenı´ mezery mezi slovy jiny´m za´stupny´m
znakem. V programu je implementace nahrazenı´ mezery znakem „ “ (dolnı´ podtrzˇı´tko).
Pote´ je naprˇı´klad rˇeteˇzec „Karel Cˇapek“ upraven na rˇeteˇzec „Karel Cˇapek“.
4.3 Analy´za pozˇadavku˚
Cı´lem te´to implementace je vytvorˇit na´stroj pro transformaci XMLdokumentu˚ na za´kladeˇ
uzˇivatelem zvoleny´ch parametru˚. Pra´ce s programem by meˇla by´t rozdeˇlena do trˇı´ fa´zı´.
V prvnı´ fa´zi by meˇl vy´sledny´ program doka´zat analyzovat vstupnı´ XML dokument a
podle vstupnı´ch parametru˚ analyzovat jeho obsah. Vy´sledky te´to analy´zy by meˇly by´t
ulozˇeny v databa´zi pro dalsˇı´ zpracova´nı´. Vy´sledkem analy´zy bude zjisˇteˇnı´ struktury dat
v dokumentu. Tyto statistiky budou pote´ prezentova´ny uzˇivateli.
Ve druhe´ fa´zi budou uzˇivateli prezentova´ny statistiky zı´skane´ v prvnı´ fa´zi a uzˇivateli
bude umozˇneˇno prˇehlednou formou vybrat cesty pro transformaci XML dokumentu.
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Uzˇivatel bude mı´t mozˇnost analyticke´ho zjisˇteˇnı´, kolik novy´ch elementu˚ bude vytvorˇeno
a kolik stromovy´ch struktur pod teˇmito novy´mi uzly bude transformacı´ ovlivneˇno. Na
za´kladeˇ teˇchto statistik se bude moci rozhodnout, zdali je zvolena´ hodnotova´ cesta pro
transformaci vy´hodna´ cˇi nikoliv.
Ve trˇetı´ fa´zi bude na´sledneˇ provedena samotna´ transformace XML dokumentu podle
zvoleny´ch cest. Vstupnı´ XML dokument bude nacˇı´ta´n a pro zadane´ cestymodifikova´n do
vy´stupnı´ho XML dokumentu. Je trˇeba podotknout, zˇe nebude modifikovana´ cela´ struk-
tura XML dokumentu, ale pouze jeho cˇa´st, ktera´ bude odpovı´dat zvolene´ transformacˇnı´
cesteˇ. Cˇa´sti, ktere´ nebudou modifikova´ny, budou kopı´rova´ny ze vstupnı´ho dokumentu
do vy´stupnı´ho v nezmeˇneˇne´ podobeˇ.
4.4 Programova´ specifikace
Pro splneˇnı´ programove´ cˇa´sti te´to diplomove´ pra´ce jsem zvolil implementacˇnı´ prostrˇedı´
Eclipse [11], zalozˇene´ na platformeˇ Java [10] spolecˇnosti Sun Microsystems. V tomto ob-
jektoveˇ orientovane´m prostrˇedı´ jsem implementoval vsˇechny funkce programu vcˇetneˇ
graficke´ho uzˇivatelske´ho rozhranı´. Toto uzˇivatelske´ rozhranı´ bylo implementova´no po-
mocı´ Eclipse pluginu Jigloo.[12] Pro vygenerova´nı´ struktury trˇı´d konfiguracˇnı´ho nasta-
venı´ programu byl pouzˇit plugin JAXB. [13]
Pouzˇita´ verze platformy Java byla JDK 1.6.0 update 16 a verze vy´vojove´ho prostrˇedı´
Eclipse 3.5.1 . Jako rˇesˇenı´ databa´zove´ struktury byla zvolena aplikaceMySQL verze 5.1.
4.5 Struktura programu
Program se skla´da´ z jednotlivy´ch balı´ku˚, ktere´ jsou rozdeˇleny podle sve´ funkce. Jednotlive´
balı´ky obsahujı´ vlastnı´ trˇı´dy s logikou programu a jejich struktura je na´sledujı´cı´:
• actions - obsluha akcı´ uzˇivatelske´ho rozhranı´
• config - pra´ce s konfiguracˇnı´mi promeˇnny´mi
• main - obsahuje uzˇivatelsky´ interface
• object - trˇı´dy pomocny´ch objektu˚ pro pra´ci programu
• parsing - trˇı´dy pro pra´ci s XML dokumentem
• sql - trˇı´dy pro pra´ci s databa´zı´
• states - obsluha stavu˚ programu
Na na´sledujı´cı´ch trˇı´dnı´ch diagramech mu˚zˇete videˇt strukturu jednotlivy´ch cˇa´stı´ apli-
kace.
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Obra´zek 4: Trˇı´dnı´ diagram analy´zy dat
Obra´zek 5: Trˇı´dnı´ diagram transformace
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Obra´zek 6: Aktivitnı´ diagram transformace
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5 Analy´za vstupnı´ch dat
Analy´za zdrojove´ho XML dokumentu na´m slouzˇı´ k vytvorˇenı´ prˇedstavy o strukturˇe dat
v tomto dokumentu a jejich cˇetnosti. Na za´kladeˇ teˇchto statistik jsme pote´ schopni nabı´d-
nout nejvhodneˇjsˇı´ hodnotove´ cesty pro generova´nı´ umeˇly´ch klı´cˇu˚ a vylepsˇit tak pra´ci s
transformovany´m dokumentem podle nasˇich pozˇadavku˚. XML dokument je programem
procha´zen a kazˇdy´ element je prˇı´slusˇneˇ zpracova´n a zapsa´n do tabulky. Prˇi procha´zenı´
XML dokumentem si ke kazˇde´mu elementu na cesteˇ pamatujeme neˇkolik atributu˚, ktere´
na´m pote´ slouzˇı´ pro vybı´ra´nı´ nejvhodneˇjsˇı´ch rˇeteˇzcu˚. Tyto parametry jsou:
• cesta k jednotlivy´m za´znamu˚m ve tvaru /root/element1/element2 apod.
• pocˇet vy´skytu˚ stejny´ch cest k jednotlivy´m za´znamu˚m
• maxima´lnı´ pocˇet za´znamu˚ se stejnou hodnotou na stejne´ cesteˇ
• pru˚meˇrny´ pocˇet za´znamu˚ se stejnou hodnotou na stejne´ cesteˇ (kapitola 5.5)
• pocˇet za´znamu˚ na stejne´ cesteˇ s ru˚znou hodnotou
K jednotlivy´m za´znamu˚m je ukla´da´na do databa´ze i jejich hodnota. Z kapacitnı´ch
du˚vodu˚ mu˚zˇe by´t pocˇet zapamatovany´ch ru˚zny´ch hodnot u kazˇde´ z cest omezen para-
metrem v konfiguracˇnı´m souboru (viz uzˇivatelska´ prˇı´rucˇka).
Jako vy´sledek te´to analy´zy jsou uzˇivateli poskytnuta data s vybrany´mi za´znamy jako
nejvhodneˇjsˇı´mi kandida´ty na modifikaci vy´sledne´ho XML dokumentu. Uzˇivatel si pote´
sa´m rozhodne, ktera´ varianta mu vyhovuje nejvı´ce. Analy´za ma´ tedy pouze zprostrˇed-
kovat uzˇivateli obsah a strukturu cˇetnosti zdrojove´ho XML dokumentu do prˇı´veˇtive´ a
pochopitelne´ formy.
5.1 Nacˇtenı´ konfigurace programu
Prˇi startu analyticke´ cˇa´sti programu se nejprve nacˇte seznam hodnot z konfiguracˇnı´ho
XML souboru config.xml. Tyto hodnoty jsou pote´ zapsa´ny do prˇı´slusˇny´ch trˇı´d balı´ku
config. Z tohoto umı´steˇnı´ pote´ program nacˇı´ta´ na´zvy promeˇnny´ch a nastavenı´ konfigu-
race. Na´zvy promeˇnny´ch se shodujı´ s na´zvy v konfiguracˇnı´m XML souboru.
5.2 Tvorba databa´zovy´ch tabulek
Pro u´cˇely analy´zy je pro kazˇdou instanci programu vytvorˇena nova´ databa´ze a v nı´ dveˇ
tabulky. Trˇı´da Create v balı´ku sql obsahuje metody pro tvorbu databa´ze a tabulek.
V metodeˇ createDatabase() vytvorˇı´me nejprve samotnou databa´zi a pak metodami
createMainTable() a createTable() vytvorˇı´me samotne´ tabulky. Sche´ma na´vrhu˚
tabulek je uka´za´no v datove´m modelu nı´zˇe.[14]
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Linea´rnı´ za´pis:
main (id, name, count, max, avg, diff)
attributes (id, value)
Datovy´ slovnı´k:
polozˇka dat. typ de´lka prim. klı´cˇ NULL index vy´znam
id integer 20 Ano Ne Ne identifika´tor za´znamu
name varchar 255 Ne Ne Ano cesta v dokumentu
count integer 20 Ne Ne Ne pocˇet vy´skytu cesty
max integer 20 Ne Ne Ne maxima´lnı´ pocˇet sousedu˚
average integer 20 Ne Ne Ne pru˚meˇrny´ pocˇet sousedu˚
different integer 20 Ne Ne Ne pocˇet ru˚zny´ch hodnot
Tabulka 1: Datovy´ slovnı´k tabulky main
polozˇka dat. typ de´lka prim. klı´cˇ NULL index vy´znam
id integer 20 Ano Ne Ne identifika´tor za´znamu
value varchar 765 Ano Ne Ne hodnota za´znamu
Tabulka 2: Datovy´ slovnı´k tabulky attributes
Prvnı´ tabulka main obsahuje jednotlive´ cesty v XML dokumentu a jejich parametry.
Za zmı´nku stojı´ atribut different, ktery´ uchova´va´ informaci o tom, kolik existuje
ru˚zny´ch hodnot za´znamu na dane´ cesteˇ. Tato hodnota je klı´cˇovou prˇi volbeˇ hodnotove´
cesty prˇi transformaci XML dokumentu. Limitnı´ hodnota ru˚zny´ch za´znamu˚ na dane´
cesteˇ je konfigurovatelna´ a pokud je prˇekrocˇena, neukla´dajı´ se do databa´ze nove´ unika´tnı´
hodnoty (polozˇky atributu value). Limit tı´m pa´dem nastavuje hranici, do jake´ mı´ry na´s
zajı´ma´ cˇetnost ru˚zny´ch hodnot analyzovany´ch cest.
Druha´ tabulka attributes obsahuje ID za´znamu z prvnı´ tabulky a hodnotu za´-
znamu. Jako hodnoty za´znamu value jsou zapisova´ny pouze unika´tnı´ hodnoty. To zna-
mena´, zˇe pokud jizˇ cesta obsahuje porovna´vanou hodnotu, hodnota se jizˇ do te´to tabulky
nezapı´sˇe. Pokud cesta neobsahuje zˇa´dny´ za´znam, tak pro neˇ nebudou existovat ani za´-
znamy v tabulce atributu˚.
Pro u´speˇsˇne´ prova´deˇnı´ vesˇkery´ch operacı´ nad databa´zı´ je potrˇeba vytvorˇit propojenı´
programu˚ s databa´zı´. Toto je zajisˇteˇno instancı´ trˇı´dyConnect. Tato trˇı´da obsahujemetodu
getConnection() spolupracujı´cı´ s balı´kem mysql connector a vytvorˇı´ spojenı´ conn,
prˇes jehozˇ rozhranı´ mu˚zˇeme prova´deˇt prˇı´kazy v SQL forma´tu.
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5.3 Objekt za´znamu DbEntry
Jako vhodnou strukturu pro uchova´nı´ informacı´ o kazˇde´m elementu jsem si vytvorˇil
datovy´ objekt DbEntry, ktery´ obsahuje vsˇechny potrˇebne´ informace o dane´m elementu.
Vy´hodou tohoto rˇesˇenı´ je, zˇe ke vsˇem informacı´m lze prˇistupovat jednotneˇ pomocı´ uni-
fikovany´ch metod, stejny´ch pro kazˇdy´ element. Je zde tedy naplno vyuzˇit objektoveˇ
orientovany´ prˇı´stup k datu˚m. Toto rˇesˇenı´ ma´ sve´ nevy´hody v teoreticky veˇtsˇı´ na´rocˇnosti
na pameˇt’a bude prˇedmeˇtem testu˚, jak moc se tato na´rocˇnost projevı´ na beˇhu programu.
Jak jizˇ bylo zmı´neˇno, pro kazˇdy´ nacˇteny´ za´znam na cesteˇ v XML dokumentu je vytvorˇena
instance objektu DbEntry. To znamena´, zˇe pro kazˇdy´ nacˇteny´ element z XML dokumentu
je vytvorˇen za´znam DbEntry. Kazˇdy´ tento objekt obsahuje tyto vlastnosti:
• int id - identifikacˇnı´ cˇı´slo za´znamu v tabulce (prima´rnı´ klı´cˇ)
• String name - cesta v dokumentu
• int count - celkovy´ pocˇet vy´skytu dane´ cesty v dokumentu
• int max - maxima´lnı´ pocˇet sousedu˚ dane´ cesty
• double average - pru˚meˇrny´ pocˇet sousedu˚ dane´ cesty
• int childNum - pocˇet potomku˚ na dane´ cesteˇ
• String value - hodnota elementu na cesteˇ
• DbEntry parent - odkaz na rodicˇovsky´ element
• Arraylist<DbEntry> childs - pole se seznamem potomku˚
Obra´zek 7: Struktura objektu DbEntry
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5.4 Parsova´nı´
Parsova´nı´ XML dokumentu je obsazˇeno ve trˇı´deˇ ParseXml. Parsova´nı´ je implemento-
va´no za pomocı´ API SAX. Z tohoto API vyuzˇı´va´me trˇı´du DefaultHandler, ve ktere´
prˇepisujeme metody zpracova´vajı´cı´ uda´losti, konkre´tneˇ:
• startDocument()
• endDocument()
• startElement()
• endElement()
• characters()
Metody jsouprˇi procha´zenı´ XMLdokumentuvola´nyautomaticky.MetodastartDocument()
se provede prˇi nacˇtenı´ pocˇa´tecˇnı´ho tagu XML dokumentu, endDocument() prˇi nacˇtenı´
ukoncˇovacı´ho tagu XML dokumentu. Metoda startElement() se vola´ prˇi kazˇde´m na-
cˇtenı´ nove´ho elementu a endElement()prˇi opusˇteˇnı´ elementu.Metodacharacters()
obsahuje logiku nacˇı´ta´nı´ rˇeteˇzce znaku˚mezi pocˇa´tecˇnı´m a koncovy´m tagem elementu. Do
teˇchto metod si mu˚zˇe programa´tor vlozˇit svu˚j ko´d a bude mı´t jistotu, zˇe bude proveden
ve spra´vny´ cˇas.
Prˇi vytvorˇenı´ nove´ instance trˇı´dy Parse je vytvorˇena instance trˇı´dy XMLReader()
a je jı´ prˇeda´na instance trˇı´dy ParseXml jako handler pro zpracova´nı´ uda´lostı´. V analy-
ticke´ cˇa´sti se prˇi nacˇtenı´ pocˇa´tecˇnı´ho a ukoncˇovacı´ho tagu XML dokumentu vypı´sˇe pouze
ozna´menı´ uzˇivateli o zacˇa´tku cˇi konci analyticke´ cˇa´sti. Zˇa´dna´ dalsˇı´ funkcionalita se v
metoda´ch startDocument() a endDocument() nerˇesˇı´. Zajı´maveˇjsˇı´ metody jsou pro
nacˇı´ta´nı´ zacˇa´tku a konce elementu.
Prˇi inicializaci je vytvorˇenza´kladnı´ objektDbEntry (viz kapitola 5.3) s na´zvemiterator,
ktery´ slouzˇı´ jako ukazatel na aktua´lnı´ uzel na´mi vytva´rˇene´ stromove´ struktury. Prˇed na-
cˇtenı´m prvnı´ho elementu se takto sta´va´ korˇenovy´m uzlem. Tento korˇenovy´ uzel ma´ svu˚j
seznam potomku˚, kde se postupneˇ ukla´dajı´ nacˇı´tane´ elementy (take´ ve formeˇ objektu
DbEntry) z XML dokumentu.
startElement()
Prˇi nacˇtenı´ nove´ho elementu se zavola´ metoda addChild() ukazatele aktua´lnı´ho uzlu,
pro tento novy´ element vytvorˇı´ objekt DbEntry a prˇida´ se do seznamu potomku˚ childs
ukazatele aktua´lnı´ho uzlu. Na´sledneˇ se ukazatel prˇesune na pra´veˇ vytvorˇeny´ objekt.
endElement()
Kdyzˇ parser narazı´ na koncovy´ tag elementu, zavola´ metodu endElement(). Pro tento
element, ktery´ je nynı´ oznacˇen jako iterator, si vybereme seznam vsˇech jeho potomku˚
31
childsmetodou getChilds(). Pote´ procha´zı´me jednotlive´ potomky a u kazˇde´ho zjisˇ-
t’ujeme, zdali se na´zev potomka (jeho cesta v XMLdokumentu) jizˇ nevyskytuje v databa´zi.
Realizace probı´ha´ tak, zˇe v hlavnı´ tabulcemain hleda´memetodouentryMainSelect()
vsˇechny polozˇky se shodnou cestou jako ma´ aktua´lnı´ potomek. Podle vy´sledku hleda´nı´
mohou by´t realizova´ny na´sledujı´cı´ 2 mozˇnosti.
Pokud na´zev nebyl v tabulce nalezen, je instance DbEntry potomka prˇeda´na metodeˇ
createMainEntry(), ktera´ vytvorˇı´ novy´ za´znam podle obsahu potomka do hlavnı´
tabulky main. Kazˇde´mu nove´mu za´znamu je prˇirˇazeno unika´tnı´ id cˇı´slo, aby byla zaru-
cˇena jedinecˇnost za´znamu. Toto id cˇı´slo je prova´za´no s tabulkou atributu˚ attributes,
kde jsou ulozˇeny hodnoty za´znamu˚ ve tvaru (id, hodnota). Pokud se jedna´ o koncovy´
element tak nutne´ jesˇteˇ vytvorˇit za´znam v tabulce atributu˚, ktery´ vytvorˇı´me pomocı´ me-
tody createEntry().
Druha´ mozˇnost nasta´va´, pokud jizˇ byl za´znam v tabulce nalezen. Zjistı´me, zdali za´znam
ma´ sousedy se stejny´m na´zvem jako on. Pokud ano, musı´me prove´st prˇepocˇet pru˚meˇr-
ne´ho vy´skytu za´znamu (viz kapitola 5.5) a aktualizovat jej v hlavnı´ tabulce. Da´le pokud je
za´znam listem (koncovy´m elementem), musı´me prˇidat jeho hodnotu do tabulky atributu˚
k prˇı´slusˇne´ cesteˇ pokud jizˇ tento za´znam neexistuje. To udeˇla´me tak, zˇe si vyta´hneme
id cˇı´slo za´znamu z hlavnı´ tabulky a s tı´mto cˇı´slem jej ulozˇı´me do tabulky atributu˚ jako
dvojici (id, hodnota). Pocˇet za´znamu hodnot ke kazˇde´ z cest v dokumentu je omezen a
mu˚zˇeme jej nastavovat v konfiguracˇnı´m XML souboru pod polozˇkou different.
Nakonec posuneme ukazatel iterator na element o u´rovenˇ vy´sˇe. Tı´mto zajistı´me
zpracova´va´nı´ na´sledujı´cı´ho elementu.
characters()
Tatometoda zajisˇt’uje nacˇı´ta´nı´ obsahu nacha´zejı´cı´ho semezi pocˇa´tecˇnı´ a ukoncˇovacı´ znacˇ-
kou elementu. Je zde take´ implementova´na logika za´pisu do tabulky atributu˚ (viz kapitola
5.2) a mozˇnost omezenı´ de´lky rˇeteˇzce ukla´dane´ho do databa´ze.
5.5 Vy´pocˇet pru˚meˇrne´ho vy´skytu za´znamu
Dobry´m ukazatelem a na´mi uchova´vany´m atributem je i pru˚meˇrny´ pocˇet vy´skytu za´-
znamu˚ na dane´ cesteˇ. Zatı´mco maxima´lnı´ pocˇet za´znamu˚ a pocˇet ru˚zny´ch hodnot za´-
znamu lze zjistit jednoduchy´mdataba´zovy´mdotazem,pru˚meˇrny´ pocˇet vy´skytu˚ za´znamu˚
si musı´me pouze vypocˇı´tat. Na na´sledujı´cı´m obra´zku 8mu˚zˇete pro na´zornost videˇt uka´z-
kovou stromovou strukturu dokumentu a vy´pocˇet hodnoty.
Vy´pocˇet se provede v teˇchto krocı´ch:
1. spocˇı´ta´me celkovy´ pocˇet rodicˇu˚ jako: (pocˇet vy´skytu˚ / pru˚meˇrny´ pocˇet za´znamu˚)
2. prˇicˇteme aktua´lnı´ pocˇet sousedsky´ch uzlu˚ k pocˇtu˚m vy´skytu˚ za´znamu
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3. pokud je nynı´ aktua´lnı´ pocˇet sousedu˚ veˇtsˇı´ nezˇ maxima´lnı´ pocˇet sousedu˚, aktuali-
zujeme i maxima´lnı´ pocˇet za´znamu˚
4. vypocˇteme novy´ pru˚meˇrny´ pocˇet za´znamu˚ jako: (pru˚meˇr = pocˇet vy´skytu˚ / (pocˇet
rodicˇu˚ + 1)
Tı´mto vy´pocˇtem aktualizujeme prˇi kazˇde´m koncˇı´cı´m elementu za´znamy v tabulce.
Pro trˇetı´ element item v dokumentu bude tedy dany´ vy´pocˇet vypadat na´sledovneˇ:
1. pocˇet rodicˇu˚: 3 / 1.5 = 2
2. pocˇet vy´skytu˚ za´znamu: 3 + 3 = 6
3. aktualizujeme maxima´lnı´ pocˇet za´znamu˚ max = 3
4. pru˚meˇrny´ pocˇet za´znamu˚ nynı´ je: 6 / 3 = 2
Obra´zek 8: Model XML dokumentu pro vy´pocˇet pru˚meˇrne´ho vy´skytu za´znamu
5.6 Analy´za pameˇt’ove´ slozˇitosti
Prˇi parsova´nı´ XML dokumentu je vyuzˇı´va´n iterator obsahujı´cı´ stromovou strukturu
nacˇı´tane´ho souboru. Tato struktura je pomeˇrneˇ pameˇt’oveˇ na´rocˇna´, tudı´zˇ prˇi zpracova´va´nı´
uda´losti ukoncˇenı´ elementu docha´zı´ k vymaza´nı´ vsˇech potomku˚ v seznamu childs
zpracova´vane´ho elementu. Dı´ky tomuto rˇesˇenı´ se odstranı´ jizˇ nepotrˇebne´ informace a
uvolnı´ se tı´m mı´sto v pameˇti.
Nejhorsˇı´ mozˇny´ sce´na´rˇ pro navrzˇeny´ program je takovy´, kdyzˇ ma´ element velmi
mnoho prˇı´my´ch potomku˚, ktere´ musı´ program uchova´vat v pameˇti. Prˇi velmi vysoke´m
pocˇtu teˇchto prˇı´my´ch potomku˚ mu˚zˇe nastat situace, kdy dojde k velike´mu vytı´zˇenı´ pa-
meˇti, program jizˇ nema´ kde uchova´vat data a aplikace zhavaruje. Nasˇteˇstı´ v beˇzˇny´ch XML
dokumentech tento jev prakticky nenasta´va´, a proto je program po pameˇt’ove´ stra´nce do-
statecˇneˇ dimenzova´n i pro pra´ci s rozsa´hly´mi XML dokumenty.
Pameˇt’ovou slozˇitost programu lze zapsat jako: h ·m, kde h znacˇı´ maxima´lnı´ vy´sˇku
stromu dokumentu a m znacˇı´ maxima´lnı´ pocˇet sousedu˚. Tuto pameˇt’ovou slozˇitost lze
take´ prˇepsat jako O(h ·m).
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Obra´zek 9: Aktivitnı´ diagram procesu parsova´nı´ dokumentu
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6 Prezentace statistik uzˇivateli
Pote´, co probeˇhne analyticka´ cˇa´st programu, jsou uzˇivateli prˇedlozˇeny vy´sledky analy´zy.
Jsou mu nabı´dnuty nejvhodneˇjsˇı´ znacˇkovane´ cesty pro transformaci XML dokumentu.
Cesty jsou zobrazeny ve dvou krocı´ch. V prvnı´m kroku jsou zobrazeny transformacˇnı´
cesty a jsou serˇazeny podle pru˚meˇrne´ho pocˇtu sousedu˚ od nejveˇtsˇı´ho po nejmensˇı´. Ve
druhe´m kroku si uzˇivatel volı´ hodnotovou cestu v za´vislosti na zvolene´ transformacˇnı´
cesteˇ. Hodnotove´ cesty jsou zde serˇazeny podle pocˇtu ru˚zny´ch hodnot, ktery´ch naby´vajı´,
a to od nejmensˇı´ch po nejveˇtsˇı´. Tı´mto lze preferovat statisticky nejvhodneˇjsˇı´ transformacˇnı´
a hodnotove´ cesty pro transformaci.
Uzˇivatel si mu˚zˇe, ale take´ nemusı´, z takto doporucˇeny´ch cest vybrat. V prˇı´padeˇ, zˇe
pozˇaduje transformaci dokumentu podle jine´ cesty, je mu umozˇneˇno tuto cestu vlozˇit
a transformovat se bude podle nı´. Cesta musı´ by´t ovsˇem zapsa´na v souladu se syntaxı´
jazyka XPath pro za´pis cest v XML dokumentu (tj. ve tvaru /root/cesta1/cesta2
apod.).
Pote´, co uzˇivatel zvolı´ jednu z teˇchto mozˇnostı´, spustı´ se proces oveˇrˇova´nı´ u´cˇinnosti dane´
hodnotove´ cesty vu˚cˇi zdrojove´mu XML dokumentu - post analy´za. Pokud vy´sledek post
analy´zy uzˇivateli vyhovuje, dokument se transformuje podle zvolene´ hodnotove´ cesty,
program informuje uzˇivatele o u´speˇsˇne´ transformaci a vypı´sˇe statistiky cele´ho procesu.
6.1 Post analy´za
Post analy´za je proces, kdy testujeme uzˇivatelem zvolenou hodnotovou cestu na u´cˇin-
nost vy´sledne´ transformace dokumentu. Pokud bychom zvolili ne prˇı´lisˇ vhodnou cestu,
mohlo by se sta´t, zˇe vy´sledny´ XML dokument bude neprˇehledneˇjsˇı´ a vyva´zˇena´ struktura
pu˚vodnı´ho dokumentu bude narusˇena. Tı´m pa´dem obsah dokumentu bude hu˚rˇe struk-
turova´n a hleda´nı´ v takove´mto dokumentumu˚zˇe by´t na´rocˇneˇjsˇı´. Smyslem te´to pra´ce vsˇak
je transformovat zdrojovy´ XML dokument do zcela opacˇne´ podoby - le´pe strukturovane´
a vhodneˇjsˇı´ pro vyhleda´va´nı´. Proto je tato analy´za du˚lezˇity´m prvkem prˇi procesu trans-
formace XML dokumentu.
Rozhodnutı´ o vhodnosti te´to transformace za´visı´ na neˇkolika faktorech:
• pocˇet umeˇle (noveˇ) vytvorˇeny´ch elementu˚ v dokumentu
• pocˇet touto transformacı´ ovlivneˇny´ch struktur (potomku˚ noveˇ vytvorˇeny´ch ele-
mentu˚)
• pomeˇr mezi dveˇma prˇedcha´zejı´cı´mi hodnotami
Pokud je vypocˇteno, zˇe transformacı´ XML dokumentu podle zadane´ hodnotove´ cesty
nedostaneme vhodne´ usporˇa´da´nı´ dokumentu, uzˇivatel je o te´to skutecˇnosti informova´n a
je mu nabı´dnuto zvolenı´ jine´ cesty. Pokud uzˇivatel nebude chtı´t zmeˇnit cestu pro transfor-
maci a ponecha´ pu˚vodnı´, bude vy´sledny´ dokument transformova´n podle zadane´ cesty.
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7 Transformace dokumentu
Vy´stupem transformace XML dokumentu bude XML dokument upraveny´ podle uzˇi-
vatelem zadane´ hodnotove´ cesty dokumentu pro transformaci. V prezentacˇnı´ fa´zi (viz
kapitola 6) si uzˇivatel zvolı´ cestu v dokumentu, podle nizˇ se bude vstupnı´ dokument
transformovat. Transformovany´ dokument bude mı´t pote´ vhodneˇjsˇı´ strukturu pro vyhle-
da´va´nı´ podle pozˇadovany´ch parametru˚. U´cˇinnosti jednotlivy´ch transformacı´ budou pote´
porovna´va´ny se zdrojovy´m XML dokumentem.
Program bude procha´zet zdrojovy´ XML dokument a porovna´vat aktua´lnı´ umı´steˇnı´ v
tomto dokumentu s hodnotovou cestou vybranou uzˇivatelem. Dokud nebude nalezena
shoda cesty v dokumentu s vybranou cestou, program bude zapisovat data nacˇtena´ ze
zdrojove´ho dokumentu prˇı´mo do vy´stupnı´ho dokumentu. Azˇ bude nalezena shoda ak-
tua´lnı´ho umı´steˇnı´ v dokumentu a vybrane´ cesty, program analyzuje vsˇechny potomky
aktua´lnı´ho uzlu a podle obsahu teˇchto potomku˚ bude vhodneˇ upravovat strukturu cı´lo-
ve´ho XML dokumentu. Takto bude program procha´zet cely´ zdrojovy´ XML dokument.
7.1 Objekt za´znamu MainEntry
Jako v prˇı´padeˇ datove´ho objektu DbEntry (kapitola 5.3) jsem si vytvorˇil datovy´ objekt
pojmenovany´MainEntry, ktery´ obsahuje vsˇechny potrˇebne´ informace o dane´m elementu.
Vy´hodou tohoto rˇesˇenı´ je, zˇe ke vsˇem informacı´m lze prˇistupovat jednotneˇ pomocı´ uni-
fikovany´ch metod, stejny´ch pro kazˇdy´ element. Objekty MainEntry se pouzˇı´vajı´ prˇi
transformaci XML dokumentu pro uchova´va´nı´ elementu˚, jejich vlastnostı´ a vztahu˚. Po-
kud je nalezena shoda cesty v dokumentu s hledanou cestou, tak pro u´cˇel analy´zy obsahu
potomku˚ je pro kazˇdy´ nacˇteny´ element z XMLdokumentu vytvorˇen za´znamMainEntry.
Tento kazˇdy´ objekt obsahuje tyto vlastnosti:
• String uri - cesta v XML dokumentu
• String name - na´zev elementu
• String qname - na´zev elementu vcˇetneˇ uri
• Attributes atts - atributy elementu
• String fullNameValue - cesta k elementu
• MainEntry parent - prˇedek elementu
• Char ch[] - pole s hodnotou elementu
• int start - ukazatel na zacˇa´tek hodnoty elementu v poli ch[]
• int length - pocˇet znaku˚ v poli ch[]
• Arraylist<MainEntry> childs - pole se seznamem potomku˚
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Obra´zek 10: Struktura objektu MainEntry
7.2 Transformace
Transformace XML dokumentu je obsazˇena ve trˇı´deˇ CreateXml. Transformace je stejneˇ
jako parsova´nı´ implementova´na za pomocı´ API SAX. Z tohoto API vyuzˇı´va´me trˇı´du
DefaultHandler, ve ktere´ prˇepisujeme metody zpracova´vajı´cı´ uda´losti, konkre´tneˇ:
• startDocument()
• endDocument()
• startElement()
• endElement()
• characters()
Metody jsouprˇi procha´zenı´ XMLdokumentuvola´nyautomaticky.MetodastartDocument()
se provede prˇi nacˇtenı´ pocˇa´tecˇnı´ho tagu XML dokumentu, endDocument() prˇi na-
cˇtenı´ ukoncˇovacı´ho tagu XML dokumentu. Metoda startElement() se vola´ prˇi kazˇ-
de´m nacˇtenı´ nove´ho elementu a metoda endElement() prˇi opusˇteˇnı´ elementu. Metoda
characters() obsahuje logiku nacˇı´ta´nı´ rˇeteˇzce znaku˚ mezi pocˇa´tecˇnı´m a koncovy´m
tagem elementu. Do teˇchto peˇti metod si mu˚zˇe programa´tor vlozˇit svu˚j ko´d a bude mı´t
jistotu, zˇe bude proveden ve spra´vny´ cˇas.
Prˇi vytvorˇenı´ nove´ instance trˇı´dyCreateXml je vytvorˇena instance trˇı´dyXMLReader()
a je jı´ prˇeda´na instance trˇı´dy CreateXml jako handler pro zpracova´nı´ uda´lostı´. Take´ je vy-
tvorˇenFileOutputStream, pomocı´ ktere´ho budemezapisovat rˇeteˇzce znaku˚ na vy´stup.
Stejneˇ jako v analyticke´ cˇa´sti se i prˇi transformaci XML dokumentu prˇi nacˇtenı´ pocˇa´tecˇ-
nı´ho a ukoncˇovacı´ho tagu XML dokumentu vypı´sˇe pouze ozna´menı´ uzˇivateli o zacˇa´tku
cˇi konci transformace. Zˇa´dna´ dalsˇı´ funkcionalita se v metoda´ch startDocument() a
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endDocument() nerˇesˇı´.
Prˇi inicializaci je take´ vytvorˇen za´kladnı´ objekt MainEntry s na´zvem iterator, ktery´
slouzˇı´ jako ukazatel na aktua´lnı´ uzel na´mi vytva´rˇene´ stromove´ struktury. Prˇed nacˇtenı´m
prvnı´ho elementu se takto sta´va´ korˇenovy´m uzlem. Vytva´rˇı´ se je jesˇteˇ jeden pra´zdny´ ob-
jekt MainEntry s na´zvem tempEntry (viz strana 38), do ktere´ho se prˇi shodeˇ hledane´
cesty a aktua´lnı´ho umı´steˇnı´ v dokumentu ukla´dajı´ nacˇı´tane´ struktury elementu˚. Tento
objekt je pote´ modifikova´n z hlediska jeho struktury a zapisova´n na vy´stup podle obsahu
jeho potomku˚.
startElement()
Prˇi kazˇde´m nacˇtenı´ pocˇa´tecˇnı´ho tagu nove´ho elementu pomocı´ iteratoru prˇesuneme
ukazatel na aktua´lneˇ nacˇteny´ element. Pro tento element vytvorˇı´me take´ novy´ objekt
MainEntry. Pote´ pokazˇde´ testujeme, zdali jizˇ jsme narazili na hledany´ rˇeteˇzec a ukla´-
da´me tedy nacˇı´tane´ elementy do tempEntry, nebo jsme na neˇj jesˇteˇ nenarazili.
Pokud jsme na rˇeteˇzec jesˇteˇ nenarazili, mohou nastat 3 varianty:
1. aktua´lnı´ cesta v dokumentu neodpovı´da´ cesteˇ elementu pro modifikaci
2. aktua´lnı´ cesta v dokumentu odpovı´da´ cˇa´sti cesty elementu pro modifikaci
3. aktua´lnı´ cesta v dokumentu odpovı´da´ cesteˇ elementu pro modifikaci
V prvnı´ch dvou varianta´ch pokracˇujeme nacˇı´ta´nı´m dalsˇı´ho elementu ze zdrojove´ho
dokumentu. Prˇi trˇetı´ varianteˇ prˇeda´me aktua´lnı´ uzel jako potomka objektu tempEntry
a pokracˇujeme s nacˇı´ta´nı´m dalsˇı´ch elementu˚.
Pokud jsme jizˇ tedy v trˇetı´ varianteˇ na rˇeteˇzec narazili, tak prˇi nacˇtenı´ nove´ho ele-
mentu pouze prˇida´me aktua´lnı´ uzel pomocı´ metody addChild() do seznamu potomku˚
childs struktury tempEntry. Tı´mto zajistı´me nacˇtenı´ vsˇech elementu˚ na hledane´ trans-
formacˇnı´ cesteˇ pro pozdeˇjsˇı´ zpracova´nı´.
endElement()
Prˇi kazˇde´m nacˇtenı´ koncove´ znacˇky elementu testujeme, zdali jsme v u´seku dokumentu,
ktery´ se bude transformovat nebo ne. Pokud se aktua´lnı´ pozice elementu v dokumentu
neshoduje s porovna´vany´m rˇeteˇzcempro transformaci ani nenı´ potomkem tohoto rˇeteˇzce,
prˇeda´vajı´ se nacˇı´tane´ znaky prˇı´mo na vy´stupnı´ stream a zapisujı´ se do souboru.
Pokud se ovsˇem nacha´zı´me v u´seku dokumentu pro transformaci, je situace slozˇiteˇjsˇı´.
Musı´me zajistit, abychom nacˇetli koncovou znacˇku rˇeteˇzce, pro neˇzˇ transformaci prova´-
dı´me. Tı´m zajistı´me nacˇtenı´ cele´ho u´seku dokumentu pro zpracova´nı´. Dokud nacˇı´ta´me
koncove´ znacˇky jiny´ch elementu˚, prˇesunujeme ukazatel aktua´lnı´ pozice na jejich prˇedky.
Tı´mto se posunujeme v hierarchii nacˇteny´ch uzlu˚ smeˇremke korˇenove´muuzlu vytvorˇene´
struktury.
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Azˇ nacˇteme koncovou znacˇku rˇeteˇzce, budeme procha´zet seznam potomku˚ childs
tohoto nejvysˇsˇı´ho uzlu (tempEntry) a pro kazˇde´ho potomka zjistı´me hodnotu obsazˇe-
nou v umı´steˇnı´ odpovı´dajı´cı´ hledane´ hodnotove´ cesteˇ. Pokud potomek obsahuje vı´ce
umı´steˇnı´ odpovı´dajı´cı´ hledane´ cesteˇ (a tı´m pa´demmu˚zˇe, ale nemusı´ obsahovat i vı´ce ru˚z-
ny´ch hodnot), jsou tyto hodnoty abecedneˇ setrˇı´zeny a spojeny do jednoho rˇeteˇzce znaku˚
finalValue.
Pokud byla nalezena neˇjaka´ hodnota, tudı´zˇ rˇeteˇzec finalValue je nepra´zdny´, provede
se hleda´nı´ dane´ hodnoty v hashmapeˇ. Tato struktura slouzˇı´ k za´pisu a hleda´nı´ hodnot
podle dane´ho klı´cˇe. V nasˇem prˇı´padeˇ je klı´cˇ hodnota rˇeteˇzce finalValue a kazˇda´ po-
lozˇka hashmapy obsahuje ArrayList se seznamem objektu˚. Pokud v hashmapeˇ nebyla
k dane´mu klı´cˇi nalezena zˇa´dna´ polozˇka, je vytvorˇen novy´ ArrayList a do neˇj jsou
vlozˇeny vsˇichni potomci aktua´lnı´ho uzlu . Pote´ je list ulozˇen do hashmapy. Pokud ale
byla k dane´mu klı´cˇi nalezena v hashmapeˇ polozˇka, zapı´sˇou se potomci aktua´lnı´ho uzlu
do ArrayListu v dane´m umı´steˇnı´. Cely´ tento blok se opakuje pro vsˇechny potomky
nejvysˇsˇı´ho uzlu (tempEntry).
Pokud jizˇ byly prohleda´ny vsˇechny elementy na vy´skyty hodnot a hashmapa nenı´
pra´zdna´, pro kazˇdy´ klı´cˇ z hashmapy se nacˇte jeho ArrayList obsahujı´cı´ elementy da-
ne´ho klı´cˇe. Tyto elementy jsou pote´ tisknuty na vy´stup mezi umeˇle vytvorˇeny´ pocˇa´tecˇnı´
a koncovy´ element s na´zvem stejny´m, jako je klı´cˇ hashmapy. Tı´mto je zajisˇteˇno prˇeda´nı´
vsˇech elementu˚ na vy´stup do spra´vne´ struktury. Mu˚zˇe ale nastat situace, zˇe je hashmapa
pra´zdna´, to znamena´, zˇe na hledane´ hodnotove´ cesteˇ se nenacha´zı´ zˇa´dny´ element. V
tomto prˇı´padeˇ jsou vsˇichni potomci objektu tempEntry vytisˇteˇni na vy´stup beze zmeˇn.
7.3 Objekt tempEntry
tempEntry je objekt typu MainEntry (viz kapitola 7.1 ), do ktere´ho se prˇi shodeˇ hledane´
transformacˇnı´ cesty a aktua´lnı´ho umı´steˇnı´ v dokumentu ukla´dajı´ nacˇı´tane´ struktury ele-
mentu˚. V teˇchto struktura´ch pote´ hleda´me vyskytujı´cı´ se hodnoty elementu˚, se ktery´mi
pracujeme prˇi modifikaci struktury vy´sledne´ho dokumentu. V praxi to funguje tak, zˇe z
hledane´ cesty je vybra´n podrˇeteˇzec cesty koncˇı´cı´ rodicˇem hledane´ cesty.
Pokud tedy chceme serˇadit knihy v knihovneˇ podle roku vyda´nı´, hledanou hod-
notovou cestou bude naprˇı´klad sekvence /books/book/year. Pro tuto cestu urcˇı´me
transformacˇnı´ cestu jako /books/book. Prˇi procha´zenı´ dokumentu a nacˇtenı´ pocˇa´tecˇ-
nı´ho tagu tohoto uzlu /books/book se vytvorˇı´ instance tempEntry a aktua´lnı´ uzel
/books/book je prˇida´n jako potomek objektu tempEntry. Potomci tohoto uzlu jsou
nacˇı´ta´ni do seznamu potomku˚. Prˇi hleda´nı´ pozˇadovane´ hodnoty se pote´ tento seznam
potomku˚ procha´zı´ a zjisˇt’ujı´ se jejich hodnoty (viz kapitola 7.2 strana 37).
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Obra´zek 11: Aktivitnı´ diagram procesu transformace dokumentu
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8 Testova´nı´
V te´to testovacı´ cˇa´sti se sezna´mı´me s na´mi prova´deˇny´mi druhy testova´nı´ a jejich u´cˇely.
Na´mi vytvorˇeny´ program je implementova´n pro analy´zu a transformaci XML doku-
mentu. Prˇi teˇchto u´konech program zobrazuje i cˇasovou na´rocˇnost jednotlivy´ch fa´zı´ pro-
gramu.
V prvnı´ cˇa´sti testu˚ je tato cˇasova´ na´rocˇnost porovna´va´na s cˇasovou na´rocˇnostı´ XSLT
procesoru Saxon (viz kapitola 3.4). Tyto dva programy jsou schopny transformovat XML
dokument se stejny´m cı´lem. Lisˇı´ se ovsˇem zpu˚soby, ktery´mi teˇchto cı´lu˚ dosahujı´. Na´mi
vytvorˇeny´ program je specia´lneˇ navrzˇen pro tento typ transformace, Saxon je univer-
za´lnı´m XSLT procesorem a obsahuje mnoho vnitrˇnı´ch metod pro rozbor struktury XML
dokumentu. Budeme tedy sledovat cˇasovou a pameˇt’ovou na´rocˇnost obou programu˚ prˇi
transformacı´ch podle ru˚zny´ch hodnotovy´ch cest v dokumentu. Ze zı´skany´ch hodnot pote´
utvorˇı´me graficke´ zna´zorneˇnı´ pro porovna´nı´. Pro tento typ testu˚ je trˇeba utvorˇit prˇı´slusˇ-
nouXSLT sˇablonuproprocesor Saxon, tomutona´vrhu se budemeveˇnovat vdalsˇı´ kapitole.
V druhe´ cˇa´sti testu˚ budeme testovat u´cˇinnost transformacı´ pro pu˚vodnı´ a transfor-
movany´ XML dokument. Pouzˇijeme k tomuto testova´nı´ kolekci knihoven Xerces, ktere´
jsou urcˇeny pro parsova´nı´, validaci, serializaci a manipulaci s XML. Tyto knihovny im-
plementujı´ API pro parsova´nı´ XML dokumentu˚ pomocı´ DOM a SAX (viz kapitola 3.1). V
teˇchto testech se budeme zameˇrˇovat prˇedevsˇı´m na celkovy´ cˇas dotazu a pocˇet diskovy´ch
prˇı´stupu˚.
8.1 Tvorba XSLT sˇablony
Abychmohl porovna´vat rychlost a u´cˇinnost transformace pomocı´ procesoru Saxon,musel
jsemvytvorˇit XSLT sˇablonu, ktera´musı´ obsahovat stejnou funkcˇnost, jakouvykona´va´ pro-
gram v transformacˇnı´ cˇa´sti. Toho jsem docı´lil pomocı´ funkce <xsl:for-each-group>.
Tato funkce zajistı´ rozdeˇlenı´ podstruktury aktua´lnı´ho elementu podle hodnot jednoho
z podelementu˚. Naprˇı´klad meˇjme v XML souboru strukturu knihovy obsahujı´cı´ na´zvy
zˇa´nru˚ jako „Beletrie“, „Drama“ apod. a v kazˇde´m tomto zˇa´nru jsou elementy knih ob-
sahujı´cı´ jejı´ vlastnosti naprˇı´klad „Na´zev“, „Autor“, „Rok vyda´nı´ “. Pokud budeme chtı´t
roztrˇı´dit knihy v Beletrii podle autora, zapı´sˇeme cˇa´st XSLT sˇablony na´sledovneˇ:
1 <!−− Setrideni polozek podle hodnoty elementu −−>
2 <xsl:for−each−group select=”kniha” group−by=”autor”>
3 <!−− Pro kazdou skupinu hodnot elementu se vytvori umely element −−>
4 <xsl:element name=”{current−grouping−key()}”>
5 <!−− A struktury obsahujici prislusnou hodnotu elementu se kopiruji −−>
6 <xsl:for−each select=”current−group()”>
7 <xsl:copy−of select = ”. ” />
8 </xsl:for−each>
9 </xsl:element>
10 </xsl:for−each−group>
Vy´pis 6: Prˇı´klad pouzˇitı´ for-each-group
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Na´sledujı´cı´ vy´pis XSLT sˇablony je rozdeˇlen doneˇkolika cˇa´stı´. Na rˇa´dcı´ch 5-13 je apliko-
va´nı´ sˇablony na cely´ XMLdokument. Rˇa´dky 15-21 se zpracova´vajı´, pokud se nenacha´zı´me
v pozˇadovane´m elementu pro u´pravy (prˇevedeno do prˇedchozı´ho prˇı´kladu je pozˇado-
vany´ element Beletrie). Rˇa´dky 23-43 se prova´deˇjı´ prˇi transformaci XML dokumentu.
Jako transformacˇnı´ cesta je v tomto prˇı´padeˇ rˇeteˇzec /knihovna/Beletrie/kniha
a hodnotova´ cesta je rˇeteˇzec /knihovna/Beletrie/kniha/autor.
1 <xsl:stylesheet xmlns:xsl = ”http :// www.w3.org/1999/XSL/Transform” version = ”2.0”
2 xmlns:xs=”http :// www.w3.org/2001/XMLSchema”>
3 <xsl:output method = ”xml” indent = ”yes” />
4
5 <!−− Hlavni cast −−>
6 <xsl:template match = ”/” >
7
8 <!−− Aplikovani sablon na vstupni XML −−>
9 <xsl:copy >
10 <xsl:apply−templates />
11 </xsl:copy>
12
13 </xsl:template>
14
15 <!−− V pripade, ze se nejedna o transformacni cestu v dokumentu,
16 kopiruje se aktualni uzel bez uprav −−>
17 <xsl:template match = ”node()|@∗” >
18 <xsl:copy >
19 <xsl:apply−templates select = ”node()|@∗” />
20 </xsl:copy>
21 </xsl:template>
22
23 <!−− V pripade, ze se jedna o transformacni cestu v dokumentu,
24 upravime strukturu vypisu −−>
25 <xsl:template match = ”/knihova/Beletrie” >
26
27 <!−− Vytvoreni elementu −−>
28 <xsl:element name=”Beletrie”>
29
30 <!−− Setrideni polozek podle hodnoty elementu −−>
31 <xsl:for−each−group select=”kniha” group−by=”autor”>
32
33 <!−− Pro kazdou skupinu hodnot elementu se vytvori umely element −−>
34 <xsl:element name=”{current−grouping−key()}”>
35
36 <!−− A struktury obsahujici prislusnou hodnotu elementu se kopiruji −−>
37 <xsl:for−each select=”current−group()”>
38 <xsl:copy−of select = ”. ” />
39 </xsl:for−each>
40 </xsl:element>
41 </xsl:for−each−group>
42 </xsl:element>
43 </xsl:template>
44
45 </xsl:stylesheet>
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Vy´pis 7: XSLT sˇablona
8.2 Rychlost transformace
Pro testy transformace jsem pouzˇı´val program XMark [15] pro generova´nı´ XML doku-
mentu˚ ru˚zny´ch velikostı´. K testova´nı´ jsem pouzˇil generovane´ dokumenty o velikosti
10MB a 100MB. Statistiky jednotlivy´ch XML dokumentu lze videˇt v tabulce pod tı´mto
odstavcem. V testech transformace jsem u jednotlivy´ch transformacı´ podle ru˚zny´ch hod-
notovy´ch cest v dokumentu meˇrˇil cˇas transformace a pameˇt’ovou na´rocˇnost. Vy´sledny´
cˇas transformace je pru˚meˇrem trˇı´ meˇrˇenı´. Pameˇt’ova´ na´rocˇnost je hodnota sˇpicˇky vyuzˇitı´
pameˇti procesem - meˇrˇeno Task managerem v operacˇnı´m syste´mu Windows XP. Ze sta-
tisticky´ch du˚vodu˚ jsem si take´ poznamenal u´daje o dane´ cesteˇ.
Soubor Pocˇet elementu˚ Pocˇet cest Pru˚meˇrny´ pocˇet sousedu˚
10 MB 170 000 493 13,6
100 MB 1 780 000 513 121,4
Tabulka 3: Tabulka statistik XML dokumentu˚
Pro testova´nı´ na 10MB i 100MB XML souboru jsem zvolil hodnotove´ cesty uvedeny v
tabulce 4. Hodnotove´ cesty byly zvoleny s ohledemna celkovy´ dopad transformace, proto
jsou zde pro porovna´nı´ pouzˇity i hodnotove´ cesty ne prˇı´lisˇ vyhovujı´cı´ (cesty 1 a 5). Nej-
optima´lneˇjsˇı´ volbou jsou hodnotove´ cesty, jejichzˇ rodicˇ ma´ co nejvı´ce sousedu˚ a samotna´
hodnotova´ cesta ma´ co nejmensˇı´ pocˇet ru˚zny´ch hodnot. Tı´mto dosa´hneme co nejlepsˇı´ho
pomeˇru mezi pocˇtem noveˇ vytvorˇeny´ch elementu˚ a pocˇtem jejich podelementu˚.
V na´sledujı´cı´ch tabulka´ch 5 a 6 mu˚zˇeme videˇt prˇehled nameˇrˇeny´ch hodnot cˇasu a
vyuzˇite´ pameˇti pro transformaci 10MB a 100MB vstupnı´ch souboru˚. K teˇmto nameˇrˇeny´m
hodnota´m je pak na obra´zcı´ch 12 azˇ 15 toto porovna´nı´ zna´zorneˇno graficky. Grafy srov-
na´vajı´ zvla´sˇt’ cˇasovou a pameˇt’ovou statistiku pro kazˇdy´ ze zkoumany´ch souboru˚, jsou
tedy uvedeny celkem 4 grafy.
Na´zev Transformacˇnı´ cesta Hodnotova´ cesta
Cesta 1 /site/people/person/profile/ /site/people/person/profile/gender
Cesta 2 /site/regions/namerica/item/ /site/regions/namerica/item/payment
Cesta 3 /site/regions/namerica/item/ /site/regions/namerica/item/quantity
Cesta 4 /site/regions/europe/item/ /site/regions/europe/item/quantity
Cesta 5 /site/regions/europe/item/ /site/regions/europe/item/location
Tabulka 4: Tabulka transformacˇnı´ch a hodnotovy´ch cest
43
Cesta 1 Cesta 2 Cesta 3 Cesta 4 Cesta 5
Program
Cˇas analy´zy [min] 5.44
Pameˇt’. na´rocˇnost analy´zy [MB] 48528
Postanaly´za [s] 0.657 0.745 0.843 0.735 0.703
Transformace [s] 1.734 1.922 1.938 1.923 1.935
Pameˇt’[MB] 47048 65319 65548 65608 55512
Saxon
Transformace [s] 3.141 3.156 3.266 3.188 3.343
Pameˇt’[MB] 112464 111540 112372 112756 111996
Statistiky elementu˚
Vytvorˇeno 527 15 3 3 102
Ovlivneˇno 527 807 859 516 516
Pomeˇr 1 53.80 286.33 172 5.06
Rodicˇ sousedu˚ 1 859 859 516 516
Cesta sousedu˚ 1 1 1 1 1
Cesta ru˚zny´ch hodnot 2 11 3 3 50
Tabulka 5: Transformace na 10MB souboru
Cesta 1 Cesta 2 Cesta 3 Cesta 4 Cesta 5
Program
Cˇas analy´zy [min] 56.5
Pameˇt’. na´rocˇnost analy´zy [MB] 49285
Postanaly´za [s] 5.984 7.578 6.936 6.437 6.5
Transformace [s] 17.672 18.391 18.334 17.156 17.735
Pameˇt’[MB] 55520 188900 173996 129676 130984
Saxon
Transformace [s] 41 41 42 43 46
Pameˇt’[MB] 548336 544928 544500 544300 559464
Statistiky elementu˚
Vytvorˇeno 5500 15 5 4 231
Ovlivneˇno 5500 8118 8680 5208 5208
Pomeˇr 1 541.20 1736 1302 22.55
Rodicˇ sousedu˚ 1 8660 8680 5208 5208
Cesta sousedu˚ 1 1 1 1 1
Cesta ru˚zny´ch hodnot 2 11 5 4 50
Tabulka 6: Transformace na 100MB souboru
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Obra´zek 12: Cˇas trva´nı´ transformace pro 10MB soubor
Obra´zek 13: Cˇas trva´nı´ transformace pro 100MB soubor
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Obra´zek 14: Vyuzˇitı´ pameˇti prˇi transformaci 10MB souboru
Obra´zek 15: Vyuzˇitı´ pameˇti prˇi transformaci 100MB souboru
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8.3 U´cˇinnost transformace
Pro testova´nı´ u´cˇinnosti jednotlivy´ch transformacı´ jsem pouzˇı´val aplikaci TJDewey [16]
vyuzˇı´vajı´cı´ kolekci knihovenXerces. Program funguje na principu indexace XML souboru
kdy je pote´ mozˇno nad teˇmito indexy spousˇteˇt jednoduche´ XPath dotazy. Program na
za´kladeˇ teˇchto dotazu˚ zobrazuje statistiky hleda´nı´ dotazu nad indexovany´mi daty.
Pro testova´nı´ u´cˇinnosti transformace jsem pro kazˇdou testovanou hodnotovou cestu,
shodnou s cestou v testu transformace (kapitola 8.2), utva´rˇel 2 sadyXPath dotazu˚. Prˇehled
dotazu˚ lze najı´t v tabulce s vy´sledky. Prvnı´ dotaz jsem pokazˇde´ aplikoval na origina´lnı´
XML soubor a druhy´ (upraveny´ pro novou strukturu XML souboru) jsem aplikoval na
transformovany´ XML soubor pomocı´ mnou vytvorˇene´ aplikace. U vy´sledku˚ kazˇde´ho
dotazu jsem se zajı´mal o tyto statistiky:
• Query processing time - celkovy´ cˇas dotazu
• DAC sum - pocˇet diskovy´ch prˇı´stupu˚
• Matched solutions - pocˇet objektu˚ vra´ceny´ch dotazem pro kontrolu spra´vnosti do-
tazu
Jednotlive´ dotazy byly kladeny na odpovı´dajı´cı´ 10MB a 100MB XML soubory, ktere´
byly vy´stupy z prvnı´ cˇa´sti testu - testu rychlostı´ transformace. Cı´lem teˇchto testu˚ bylo
zjistit, jak mnoho se zlepsˇı´ vyhleda´va´nı´ dat na optimalizovane´m XML souboru. Prˇehled
jednotlivy´ch dotazu˚ lze videˇt v tabulce 7 a tabulce 8.
Vy´sledky teˇchtomeˇrˇenı´ jsou rozdeˇleny do dvou tabulek, jedna pro 10MBXML soubor
a druha´ pro 100MB XML soubor. Pro objektivnost hodnot cˇasu dotazu jsem dany´ dotaz
spousˇteˇl 6x, odstranil nejlepsˇı´ a nejhorsˇı´ cˇas a zbyle´ 4 cˇasy zpru˚meˇroval. Tento pru˚meˇr
jsem zapsal do tabulky. Hodnoty diskovy´ch prˇı´stupu˚ byly vzˇdy stejne´. Z tabulek jsou
pote´ utvorˇeny grafy, ve ktery´ch se porovna´va´ rychlost a pocˇet diskovy´ch prˇı´stupu˚, zvla´sˇt’
pro 10MB a 100MB soubor. V teˇchto grafech lze prˇehledneˇ videˇt, jak moc byla dana´
transformace u´cˇinna´.
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Na´zev XPath vy´raz
Dotaz 1 /site/people/person/profile[/gender=’male’]
Dotaz 2 /site/people/person/profile[/gender=’female’]
Dotaz 3 /site/people/person/profile[/gender=’male’ and /business=’Yes’]
Dotaz 4 /site/regions/namerica/item[/payment=’Cash’]
Dotaz 5 /site/regions/namerica/item[/payment=’Cash’ and /location=’United States’]
Dotaz 6 /site/regions/namerica/item[/quantity=’2’]
Dotaz 7 /site/regions/namerica/item[/quantity=’2’ and /location=’United States’]
Dotaz 8 /site/regions/europe/item[/quantity=’4’]
Dotaz 9 /site/regions/europe/item[/quantity=’4’ and /location=’Uganda’]
Dotaz 10 /site/regions/europe/item[/location=’Samoa’]
Dotaz 11 /site/regions/europe/item[/location=’Samoa’ and /payment=’Cash’]
Tabulka 7: Tabulka testovany´ch XPath dotazu˚ pro pu˚vodnı´ XML soubor
Dotaz XPath vy´raz
Dotaz 1 /site/people/person/male/profile[/gender]
Dotaz 2 /site/people/person/female/profile[/gender]
Dotaz 3 /site/people/person/male/profile[/gender and /business=’Yes’]
Dotaz 4 /site/regions/namerica/Cash/item[/payment]
Dotaz 5 /site/regions/namerica/Cash/item[/payment and /location=’United States’]
Dotaz 6 /site/regions/namerica/2/item[/quantity]
Dotaz 7 /site/regions/namerica/2/item[/quantity and /location=’United States’]
Dotaz 8 /site/regions/europe/4/item[/quantity]
Dotaz 9 /site/regions/europe/4/item[/quantity and /location=’Uganda’]
Dotaz 10 /site/regions/europe/Samoa/item[/location]
Dotaz 11 /site/regions/europe/Samoa/item[/location and /payment=’Cash’]
Tabulka 8: Tabulka testovany´ch XPath dotazu˚ pro transformovany´ XML soubor
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Dotaz
Celkovy´ cˇas dotazu [msec] Pocˇet diskovy´ch prˇı´stupu˚
Origina´lnı´ Transformovany´ Origina´lnı´ Transformovany´
Dotaz 1 31 31 8 8
Dotaz 2 31 15 8 8
Dotaz 3 47 31 28 12
Dotaz 4 31 15 12 4
Dotaz 5 47 31 24 8
Dotaz 6 31 15 16 4
Dotaz 7 31 15 24 4
Dotaz 8 31 31 12 4
Dotaz 9 47 15 16 4
Dotaz 10 47 15 8 4
Dotaz 11 63 15 20 4
Tabulka 9: Prˇı´stupove´ testy na 10MB souboru
Dotaz
Celkovy´ cˇas dotazu [msec] Pocˇet diskovy´ch prˇı´stupu˚
Origina´lnı´ Transformovany´ Origina´lnı´ Transformovany´
Dotaz 1 47 31 80 44
Dotaz 2 47 31 80 44
Dotaz 3 63 47 232 80
Dotaz 4 47 31 120 12
Dotaz 5 63 31 236 24
Dotaz 6 47 31 116 12
Dotaz 7 63 31 228 20
Dotaz 8 63 15 68 4
Dotaz 9 63 31 136 4
Dotaz 10 63 31 72 4
Dotaz 11 63 31 140 8
Tabulka 10: Prˇı´stupove´ testy na 100MB souboru
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Obra´zek 16: Pocˇet diskovy´ch prˇı´stupu˚ pro 10MB soubor
Obra´zek 17: Pocˇet diskovy´ch prˇı´stupu˚ pro 100MB soubor
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Obra´zek 18: Vy´sledne´ cˇasy dotazu˚ pro 10MB soubor
Obra´zek 19: Vy´sledne´ cˇasy dotazu˚ pro 100MB soubor
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9 Za´veˇr
V te´to diplomove´ pra´ci jsme se zaby´vali problematikou vyhleda´va´nı´ dat v XML sou-
borech. Za u´cˇelem optimalizace vyhleda´va´nı´ dat v teˇchto souborech jsme prozkoumali
mozˇnosti jejich vhodne´ho strukturova´nı´ a navrhli postup, jak tato data trˇı´dit. Pro zajisˇteˇnı´
te´to vhodne´ transformace dat jsme take´ navrhli a implementovali aplikaci, ktera´ jako
prvnı´ krok doka´zala analyzovat vstupnı´ soubor dat. Z takto zı´skany´ch statisticky´ch dat
jsme pote´ byli schopni rozhodnout o vhodnosti transformace dle urcˇity´ch hodnotovy´ch
cest v tomto XML dokumentu. Jako dalsˇı´ krok na´m pote´ program transformoval vstupnı´
dokument na vy´stupnı´, optimalizovany´, dokument.
Nasˇı´m cı´lem pote´ bylo oveˇrˇit, zdali byl vy´stupnı´ dokument spra´vneˇ transformova´n a jaka´
byla u´speˇsˇnost te´to transformace. Brali jsme take´ ohled na dobu trva´nı´ transformace a
vyuzˇitı´ syste´movy´ch prostrˇedku˚ prˇi transformaci. Spra´vnost transformace jsme oveˇrˇovali
hleda´nı´m dat v pu˚vodnı´m a transformovane´m souboru, kde pocˇet nalezeny´ch hodnot
musel by´t stejny´. Pro meˇrˇenı´ u´speˇsˇnosti transformace jsme vyuzˇili na´stroj, ktery´ na´m
analyzoval cˇas potrˇebny´ pro hleda´nı´ testovany´ch hodnotovy´ch cest a pocˇet diskovy´ch
prˇı´stupu˚, ktery´ byl ukazatelem optimalizace vhodne´ho strukturova´nı´ dat. Pro srovna´nı´
rychlosti transformace jsme pote´ pouzˇili na´stroj Saxon, ktery´ je uzpu˚soben k transfor-
macı´m XML dokumentu˚. Abychom mohli takto porovna´vat, vytvorˇili jsme pro tento
program sˇablonu se stejnou funkcı´ jako na´mi implementovany´ program.
Z uvedeny´ch meˇrˇenı´ jsme dosˇli k neˇkolika za´veˇru˚m. Transformace implementovany´m
programem trvala minima´lneˇ o trˇetinu kratsˇı´ cˇas, nezˇli programem Saxon. V extre´m-
nı´m prˇı´padeˇ na nejveˇtsˇı´m souboru transformace trvala pouze jednu trˇetinu cˇasu, kterou
potrˇeboval Saxon. Tento fakt byl da´n tı´m, zˇe na´mi implementovany´ program byl uzpu˚-
soben pouze pro tuto cˇinnost, kdezˇto Saxon je rˇesˇenı´ pro veˇtsˇı´ sadu u´loh a zpracova´va´
daleko vı´ce statistik. K tomuto faktu se take´ vztahovala jeho veˇtsˇı´ pameˇt’ova´ na´rocˇnost.
Zatı´mco na´sˇ program dosahoval na mensˇı´ch souborech pravidelneˇ asi dvou trˇetinove´ho
pameˇt’ove´ho vyuzˇitı´, na velky´ch souborech meˇl jen trˇetinovou azˇ desetinovou pameˇt’o-
vou na´rocˇnost vu˚cˇi Saxonu. Za pozornost take´ stojı´ fakt, zˇe zatı´mco pameˇt’ova´ na´rocˇnost
nasˇeho programu vy´razneˇji kolı´sala podle mnozˇstvı´ transformovany´ch dat, pameˇt’ova´
na´rocˇnost Saxonu byla pokazˇde´ skoro stejna´. Prˇi testova´nı´ rychlosti vyhleda´va´nı´ dat nad
pu˚vodnı´m a transformovany´m dokumentem bylo hleda´nı´ prakticky vzˇdy rychlejsˇı´ nad
transformovany´mi daty. U pa´r uka´zkoveˇ nevhodny´ch transformacı´ jsme docı´lili rychlosti
stejne´, jako nad pu˚vodnı´m souborem. U pocˇtu diskovy´ch prˇı´stupu˚ jsme opeˇt dosa´hli
lepsˇı´ch vy´sledku˚, nezˇli u pu˚vodnı´ho souboru. Cˇı´m veˇtsˇı´ byl soubor a vhodneˇjsˇı´ trans-
formovana´ struktura, tı´m mensˇı´ho pocˇtu jsme dosa´hli. V pru˚meˇru byl pocˇet prˇı´stupu˚
na mensˇı´ch souborech trˇetinovy´, na veˇtsˇı´ch uzˇ v neˇktery´ch prˇı´padech azˇ stokra´t mensˇı´.
Zjistili jsme tedy, zˇe vhodnou optimalizacı´ mensˇı´ch i veliky´ch XML dokumentu˚ lze neˇko-
likana´sobneˇ zkra´tit cˇas pro jejich prohleda´va´nı´.
Prˇı´nosem te´to pra´ce pro mne byla mozˇnost sezna´mit se se standardem XML a jeho pou-
zˇitı´m v dnesˇnı´ch technologiı´ch. Take´ jsem si rozsˇı´rˇil znalosti dotazovacı´ho jazyka XPath,
ale hlavneˇ jsem se obezna´mil s tvorbou a pouzˇitı´m XSLT sˇablon pro transformaci XML
dokumentu˚ s vyuzˇitı´m jednoho z XSLT procesoru˚ - Saxonu. Za´rovenˇ jsem se utvrdil v
prˇesveˇdcˇenı´, zˇe vhodnou optimalizacı´ lze dosa´hnout daleko lepsˇı´ch vy´sledku˚ v mnoha
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ohledech informacˇnı´ch technologiı´.
Dalsˇı´ zlepsˇenı´ programu bych videˇl v optimalizaci procesu analy´zy XML dokumentu,
konkre´tneˇ pra´ce s databa´zovou logikou, kde je znatelne´ zpomalenı´ aplikace kvu˚li cˇaste´
komunikaci s databa´zı´. Take´ bych videˇl potencia´l v optimalizaci algoritmu pro modi-
fikaci struktury dokumentu, kde by byla mozˇnost lepsˇı´ho forma´tova´nı´ optimalizovane´
struktury dokumentu.
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A Obsluha programu
A.1 Podmı´nky spusˇteˇnı´
Pro spusˇteˇnı´ aplikace musı´ by´t splneˇno neˇkolik podmı´nek:
1. funkcˇnı´ MySql databa´ze + nastavenı´ databa´ze v config.xml souboru
2. config.xml soubor semusı´ nacha´zet v korˇenove´ slozˇce projektu (na u´rovni slozˇky
src)
3. funkcˇnı´ instalace Javy 1.6
Aplikaci lze spustit neˇkolika zpu˚soby:
• spusˇteˇnı´ prˇipraveny´m .jar souborem
• spusˇteˇnı´ z IDE prostrˇedı´ (naprˇ. Eclipse)
Spusˇteˇnı´ prˇipraveny´m souborem
Program lze jednodusˇe spustit prˇipraveny´m .jar souborem. Na soubor stacˇı´ klinkout v
prostrˇedı´ Windows, program se automaticky spustı´ a uzˇivatel mu˚zˇe videˇt u´vodnı´ okno
(viz obra´zek 20).
Spusˇteˇnı´ z IDE prostrˇedı´
V IDE prostrˇedı´ (v nasˇem prˇı´padeˇ IDE Eclipse) si stacˇı´ oznacˇit trˇı´du Gui.java a zvolit
polozˇku „Run as Java application“. Pote´ by se meˇla aplikace spustit a meˇli by jste videˇt
za´kladnı´ okno aplikace jako na obra´zku 20.
55
Obra´zek 20: Rozlozˇenı´ ovla´dacı´ch prvku˚
Cˇı´slo prvku Vy´znam
1 cesta ke vstupnı´mu souboru
2 tlacˇı´tko volby vstupnı´ho souboru
3 cesta k vy´stupnı´mu souboru
4 tlacˇı´tko volby vy´stupnı´ho souboru
5 statistiky jednotlivy´ch fa´zı´ programu
6 spusˇteˇnı´ analy´zy vstupnı´ho souboru
7 spusˇteˇnı´ post analy´zy vstupnı´ho souboru
8 spusˇteˇnı´ transformace na vy´stupnı´ soubor
9 seznam cest v analyzovane´m souboru
10 listova´nı´ v seznamu cest
11 zobrazenı´ pozice v seznamu cest
12 prˇechod do a ze seznamu potomku˚ zvolene´ cesty
13 zvolena´ cesta, podle nı´zˇ se bude soubor transformovat
14 zobrazenı´ vy´sledku˚ post analy´zy
Tabulka 11: Vy´znam jednotlivy´ch prvku˚ programu
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A.2 Konfiguracˇnı´ soubor
Program pro svou funkci a spra´vne´ nastavenı´ pouzˇı´va´ konfiguracˇnı´ soubor config.xml
ulozˇeny´ v korˇenove´m adresa´rˇi programu. Tento soubor obsahuje nastavenı´ pro pra´ci s
databa´zı´ a XML soubory. Pro na´zornost uvedu prˇı´klad tohoto souboru:
<config>
<database>
<dbname>transformation</dbname> // na´zev databa´ze
<maintabname>main</maintabname> // na´zev hlavnı´ tabulky
<attstabname>atributes</attstabname> // na´zev tabulky s atributy
<dburl>localhost:3306/mysql</dburl> // cesta k databa´zi
<dbuser>root</dbuser> // prˇihlasˇovacı´ jme´no do databa´ze
<dbpassword>password</dbpassword> // heslo do databa´ze
</database>
<tabnames>
<id>id</id> // id za´znamu v tabulce
<name>name</name> // na´zev za´znamu
<count>count</count> // pocˇet vy´skytu za´znamu˚
<max>max</max> // maxima´lnı´ pocˇet vy´skytu za´znamu
<average>avg</average> // pru˚meˇrny´ pocˇet vy´skytu za´znamu
<different>diff</ different> // pocˇet za´znamu˚ s ru˚znou hodnotou
<value>value</value> // hodnota za´znamu
</tabnames>
<limits>
<diffvalues>50</diffvalues> // limit pocˇtu ru˚zny´ch hodnot za´znamu pro uchova´nı´
<valuelength>20</valuelength> // limit de´lky rˇeteˇzce hodnot za´znamu pro uchova´nı´
</ limits>
<files>
<source>books.xml</source> // zdrojovy´ XML soubor
<transformed>transformed.xml</transformed> // transformovany´ XML soubor
</ files>
</config>
A.3 Obsluha aplikace
Uzˇivatelske´ rozhranı´
Po spusˇteˇnı´ aplikace mu˚zˇeme videˇt okno aplikace jako na obra´zku 20. Na obra´zku je jed-
nodusˇe zna´zorneˇno rozlozˇenı´ ovla´dacı´ch prvku˚ aplikace. Pomocı´ pru˚vodce si popı´sˇeme,
jak lze jednodusˇe postupovat prˇi analy´ze a transformaci XML dokumentu. V na´sledujı´cı´
tabulce 11 je pote´ uveden vy´znam jednotlivy´ch prvku˚.
Analy´za
Pro analy´zu XMLdokumentumusı´me zvolit vstupnı´ XML soubor. Dokud soubor nebude
vybra´n pomocı´ tlacˇı´tka „Choose“ (tlacˇı´tko cˇ. 2), nezprˇı´stupnı´ semozˇnost analy´zy souboru
(tlacˇı´tko cˇ. 6). Azˇ tento dokument zvolı´me, mu˚zˇeme cestu k neˇmu videˇt na vy´pisu (prvek
cˇ.1). Vy´sledky analy´zy jsou pote´ zobrazeny formou seznamu (seznam pod cˇı´slem 9).
Prˇi spusˇteˇnı´ analy´zy je uzˇivatel dota´za´n, zdali chce vyuzˇı´vat jizˇ drˇı´ve vytvorˇenoudataba´zi
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(jejı´ jme´no se da´ zmeˇnit v config.xml souboru), nebo zdali chce prove´st analy´zu znovu.
Pokud zvolı´, zˇe chce vyuzˇı´vat jizˇ vytvorˇenou databa´zi, bude tato databa´ze nacˇtena a vy´-
sledky analy´zy budou ihned zobrazeny v seznamu (cˇı´slo 9) - analy´za se v tomto prˇı´padeˇ
nebude prova´deˇt. Pokud bude chtı´t uzˇivatel prove´st analy´zu znovu, smazˇou se tabulky
v databa´zi a dojde k nove´ analy´ze zdrojove´ho XML souboru. Nove´ vy´sledky budou pote´
zobrazeny v seznamu vy´sledku˚ (prvek cˇı´slo 9).
Seznam vy´sledku˚ se skla´da´ ze trˇı´ sloupcu˚. V prvnı´m sloupci je zobrazen pocˇet sou-
sedu˚ na dane´ cesteˇ, druhy´ sloupec zobrazuje pocˇet ru˚zny´ch hodnot, ktery´ch dana´ cesta
naby´va´ a nakonec ve trˇetı´m sloupci je vypsana´ cesta samotna´. V prvnı´m kroku, prˇi vy´-
pisu samotny´ch cest jsou vy´pisy transformacˇnı´ch cest serˇazeny podle hodnot v prvnı´m
sloupci a to od nejvysˇsˇı´ po nejnizˇsˇı´, prˇi listova´nı´ seznamem jejich hodnotovy´ch cest (viz
na´sledujı´cı´ odstavec) jsou pak cesty rˇazeny dle hodnot ve druhe´m sloupci a to od nejnizˇsˇı´
po nejvysˇsˇı´. Takto lze prˇehledneˇ zjistit, do jake´mı´ry je dana´ cesta vhodna´ pro transformaci.
V seznamu vy´sledku˚ lze pote´ listovat tlacˇı´tky „Previous“ a „Next“ (prvky cˇı´slo 10).
Napravo od teˇchto tlacˇı´tek mu˚zˇeme videˇt, kolik za´znamu˚ ma´ aktua´lnı´ vy´pis vy´sledku˚
a ve ktere´ cˇa´sti se pra´veˇ nacha´zı´me. Pokud chceme zobrazit hodnotove´ cesty na´lezˇı´cı´
aktua´lnı´ transformacˇnı´ cesteˇ, mu˚zˇeme tak udeˇlat pomocı´ tlacˇı´tka „Advanced“ a naopak
tlacˇı´tkem „Return“ se mu˚zˇeme vra´tit ze seznamu hodnotovy´ch cest zpeˇt do prˇedchozı´ho
vy´pisu transformacˇnı´ch cest. V poli 13 lze pote´ videˇt, kterou cestu ze seznamu pro trans-
formaci jsme zvolili. Mu˚zˇeme zde take´ zapsat cestu vlastnı´, anizˇ bychom pouzˇili seznam
s vy´sledky.
Post analy´za
Pokud jsme jizˇ vybrali cestu, podle nı´zˇ chceme dokument transformovat, mu˚zˇeme si
oveˇrˇit vhodnost vy´sledku post analy´zou. K tomuto u´cˇelu slouzˇı´ tlacˇı´tko „Start“ (cˇı´slo 7).
Po stisku tlacˇı´tka se provede vy´pocˇet, kolik novy´ch elementu˚ bude aplikacı´ vytvorˇeno a
kolik elementu˚ bude touto zmeˇnou ovlivneˇno. Zobrazı´ se zde take´ pomeˇr teˇchto hodnot,
ktery´ na´m uda´va´, jak hodneˇ bude transformace vhodna´. Vsˇechny tyto hodnoty lze najı´t
v oblasti cˇı´slo 14.
Transformace
Pro zobrazenı´ volby transformace dokumentu (tlacˇı´tko cˇı´slo 8) musı´ uzˇivatel zvolit vy´-
stupnı´ soubor (tlacˇı´tko cˇı´slo 4). Pote´ se prˇi stisku tlacˇı´tka „Start“ (cˇı´slo 8) provede trans-
formace vstupnı´ho dokumentu na vy´stupnı´ a to podle hodnotove´ cesty zapsane´ v poli
cˇı´slo 13.
