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Abstrakt
Pra´ce se zaby´va´ ru˚zny´mi typy hernı´ch enginu˚, se zameˇrˇenı´m na jejich grafickou cˇa´st. Da´le pak konkre´tneˇji
enginy pro hry typu RTS, problematiku generova´nı´ tere´nu, tvorbu entit umı´steˇny´ch v tomto tere´nu, inter-
akce mezi nimi, ale take´ vyuzˇitı´ mozˇnostı´ OpenGL pro tvorbu rea´lneˇ vypadajı´cı´ho prostrˇedı´. Vy´sledkem
implementace je vy´konny´ a stabilnı´ za´klad pro hernı´ engine, s mozˇnostı´ vygenerova´nı´ jedinecˇne´ho
prostrˇenı´ obsahujı´cı´ho pohyblive´ i nepohyblive´ entity.
Hernı´ engine, RTS, OpenGl, generova´nı´ tere´nu
Abstract
This thesis deals with different types of game engines, with a focus on the graphics subsystem. Further-
more, particularly engines for games such as RTS, problems generating terrain, creation entities located
in this field, the interaction between them, but also the possibility of using OpenGL for creating real-
looking environment. The result of the implementation is powerful and stable basis for the game engine,
with the possibility of generating a unique game enviroment comprising movable and unmovable entities.
Game engine, RTS, OpenGl, terrain generation
Seznam pouzˇity´ch zkratek
FPS - First Person Shooter
RTS - Real-Time Strategy
GLSL - OpenGL Shading Language
AI - Artificial intelligence
SDL - Simple DirectMedia Layer
VBO - Vertex Buffer Object
MVP - Model View Projection (matice)
GUI - Graphical User Interface
AABB - Axis-Aligned Bounding Box
OBB - Oriented Bounding Box
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1 U´vod
Vy´voj pocˇı´tacˇovy´ch her jde sta´le kuprˇedu stejneˇ, jako vy´voj technologiı´ pouzˇı´vany´ch v te´to oblasti.
Nezbytnou soucˇa´stı´ modernı´ pocˇı´tacˇove´ hry je vy´konny´ graficky´ engine, na tuto problematiku je prio-
ritneˇ zameˇrˇena tato pra´ce. Da´le se zaby´va´ architekturou hernı´ch enginu˚, metodami procedura´lnı´ tvorby
hernı´ho prostrˇedı´, ale take´ metodami jak urychlit vykreslova´nı´ sce´ny apod. Cı´lem te´to pra´ce je vy-
tvorˇit stabilnı´, vy´konny´ hernı´ engine s pouzˇitı´m modernı´ch technologiı´ a postupu˚. pro tvorbu graficke´ho
subsyste´mu je pouzˇito OpenGL, pro spra´vu uda´lostı´, multithreading a osˇetrˇenı´ uzˇivatelsky´ch vstupu˚
knihovny SDL.
Ve druhe´ kapitole najdeme definici pojmu hernı´ engine, jeho rozdeˇlenı´, ale take´ deˇlenı´ podle typu˚
video her. Sezna´menı´ se s hrami typu RTS. Jsou zde uvedeny informace o pouzˇite´m hardwaru a softwaru,
na ktere´m byla testova´na prˇilozˇena´ demo aplikace.
Trˇetı´ kapitola se zaby´va´ problematikou vykreslova´nı´ sce´ny. Tato kapitola je nejrozsa´hlejsˇı´. Najdeme
zde kra´tke´ sezna´menı´ s knihovnou OpenGL a da´le pak pouzˇitı´ nejnoveˇjsˇı´ch technologiı´ vykreslova´nı´.
Popis VBO, implementaci a take´ mozˇnost pouzˇitı´ indexova´nı´. Za´kladnı´ mozˇnosti shaderu˚ a jejich im-
plementace v tomto enginu, uka´zky zdrojovy´ch ko´du˚ vertex a fragment shaderu˚. Metody jak prˇiblı´zˇit
vzhled sce´ny realiteˇ, tedy postup vytva´rˇenı´ reflexe a stı´nu˚ v tomto enginu. Jako poslednı´ v te´to kapitole
je uveden pru˚beˇh tvorby cele´ sce´ny.
Cˇtvra´ kapitola je zameˇrˇena na architekturu hernı´ch enginu˚ a zvla´sˇteˇ pak na metody pouzˇite´ v tomto
projektu. Najdeme zde rozdeˇlenı´ hernı´ mapy na jednotlive´ cˇa´sti a detailnı´ popis jejich funkce. Zpu˚sob
prˇı´stupu k datu˚m je v te´to kapitole take´ popsa´n. Jako uka´zka je uvedena sekvence nacˇı´ta´nı´ shader pro-
gramu˚.
Pa´ta´ kapitola obsahuje postupy pro procedura´lnı´ generova´nı´ prostrˇedı´ pouzˇite´ho v tomto enginu.
Zameˇrˇena je zvla´sˇteˇ na generovanı´ tere´nu. Najdeme zde vysveˇtlenı´ funkce diamod-square algoritmu a
take´ mozˇnosti jeho kombinace s Vorone´ho diagramy pro dosazˇenı´ co mozˇna´ nejvı´ce rea´lne´ho vzhledu
tere´nu.
V sˇeste´ kapitole najdeme rˇesˇenı´ kolizı´ mezi entitami na mapeˇ. Definici pojmu bounding box, pohled
na jeho pouzˇitı´ v tomto enginu a take´ jeho rozdeˇlenı´ na vı´ce typu˚. Da´le zde nalezneme pouzˇite´ metody
pro detekci kolizı´ a jejich popis.
Sedma´ kapitola se zaby´va´ metodami jak zrychlit vykreslova´nı´ sce´ny. Obsahuje popis neˇkolika zpu˚-
sobu˚ jak odstranit zpracova´nı´ cˇa´stı´ tere´nu, ale i objektu˚, ktere´ nejsou prˇi urcˇite´m pohledu na sce´nu vidi-
telne´.
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2 Hernı´ engine a jeho subsyste´my
2.1 Hernı´ engine
Pod pojmem hernı´ engine (game engine) myslı´me syste´m pro realizaci video her. Jedna´ se o jake´si
ja´dro video her, ktere´ mu˚zˇeme rozdeˇlit na neˇkolik dalsˇı´ch cˇa´stı´ (subsyste´mu˚) rˇesˇı´cı´ch konkre´tnı´ oblasti
dane´ problematiky. Pojem ”game engine”vznikl v polovineˇ 90. let v souvislosti s hrami typu FPS (first-
person shooter) jako je naprˇ. popula´rnı´ Doom vyvinuty´ spolecˇnostı´ id Software, kde je jizˇ dobrˇe patrna´
hranice mezi komponentami ja´dra syste´mu a grafickou cˇa´stı´, hernı´m sveˇtem atd.
2.2 Deˇlenı´ na subsyste´my
Hernı´ engine mu˚zˇeme rozdeˇlit na tyto subsyste´my:
• Vykreslova´nı´ (rendering engine)




• AI (artificial intelligence)
• Sı´t’ova´ vrstva
Na´mi vyvinuty´ engine, se ktery´m se da´le sezna´mı´me v te´to pra´ci, zahrnuje spra´vu vykreslova´nı´,
detekci kolizı´, jednoduche´ animace, skriptova´nı´ a AI.
2.3 Deˇlenı´ podle typu her
Dnesˇnı´ video hry mu˚zˇeme mimo jine´ deˇlit podle jejich typu a to takto:
• First-Person Shooters (FPS)
• Bojove´ hry (Fighting Games)
• Za´vodnı´ hry (Racing Games)
• Real-Time Strategy (RTS)
• Massively Multiplayer Online Games (MMOG)
S tı´mto deˇlenı´m se lisˇı´ take´ pozˇadavky kladene´ na hernı´ engine. My se da´le budeme zaby´vat hrami
typu RTS a to zejme´na jejich grafickou cˇa´stı´.
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2.4 RTS
Za prvnı´ modernı´ RTS (Real-Time Strategy) video hru mu˚zˇeme povazˇovat Dune II vyvinutou v roce
1992 spolecˇnostı´ Westwood Studios, jejı´mizˇ na´sledovnı´ky jsou dnes velice popula´rnı´ hry Warcraft, Age
of Empires, Starcraft a dalsˇı´. Hry tohoto typu poskytujı´ hra´cˇi rozsa´hle´ hernı´ pole (mapu), kde si buduje
svou za´kladnu ze zdroju˚ nabyty´ch teˇzˇbou surovin. Cı´lem je vytvorˇit dostatek va´lecˇny´ch jednotek na
zı´ska´nı´ prˇevahy nad protihra´cˇem. Hernı´ sveˇt je typicky zobrazen v pohledu shora, kdy vidı´me velkou
plochu urcˇite´ hernı´ oblasti.
Starsˇı´ hry byly cˇasto zalozˇeny na organizaci jednotlivy´ch cˇa´stı´ hernı´ plochy do mrˇı´zˇky, cozˇ zjed-
nodusˇovalo a usnadnˇovalo renderovanı´. Pouzˇı´valy ortografickou projekci (konkre´tneˇji izometrickou pro-
jekci) cozˇ je metoda pro vizua´lnı´ reprezentaci 3D objektu˚ ve 2D, ve ktere´ u´hly mezi osami x, y a z jsou
stejne´ a to 120◦. Tato metoda zobrazenı´ je pouzˇita naprˇ. v klasicke´ hrˇe Age of Empires.
Modernı´ RTS hry cˇasto pouzˇı´vajı´ realistickou perspektivnı´ projekci skutecˇne´ho 3D sveˇta, ale sta´le
pouzˇı´vajı´ mrˇı´zˇku pro usnadneˇnı´ organizace objektu˚ (budov, jednotek apod.) na hernı´ plosˇe. Tı´mto prˇı´pa-
dem je i na´sˇ game engine.
2.5 Problematika rˇesˇena´ v te´to pra´ci
Hlavnı´m cı´lem je implementace graficke´ho subsyste´mu s pouzˇitı´m knihoven OpenGL s podporou
shaderu˚ a vertex buffer objectu˚ (konkre´tnı´ verze uvedeny da´le). Na´mi implementovany´ subsyste´m se
bude pokousˇet o vytvorˇenı´ co nejrea´lneˇjsˇı´ho hernı´ho prostrˇedı´, obsahujı´cı´ho generovany´ tere´n, vodnı´
hladinu, oblohu, ale take´ vegetaci a pohybujı´cı´ se objekty.
Zameˇrˇı´me se take´ na tvorbu realisticky´ch efektu˚ jako jsou vrzˇene´ stı´ny, odraz objektu˚ na vodnı´ hla-
dineˇ, deformace objektu˚ a ploch pod hladinou vody, vsˇe s pouzˇitı´m GLSL shaderu˚ a OpenGL.
Kazˇdy´ hernı´ graficky´ subsyste´m se pokousˇı´ o vykreslenı´ cˇasto komplikovane´ sce´ny v co nejkratsˇı´m
cˇase, aby nebyla narusˇena plynulost hry. Existuje cela´ rˇada metod jak zrychlit cely´ proces renderu sce´ny,
na neˇktere´ z nich se take´ zameˇrˇı´me. Vy´sledny´ engine by tedy meˇl by´t schopen vykreslovat pomeˇrneˇ
slozˇitou sce´nu v prˇijatelne´m cˇase a neprˇeteˇzˇovat grafickou kartu zbytecˇny´mi daty.
Velice du˚lezˇite´ je prˇi implementaci hernı´ho enginu dobrˇe navrhnout jeho strukturu, zejme´na u rozsa´-
hlejsˇı´ch projektu˚ (cozˇ vzhledem ke komplexnosti hernı´ho enginu mu˚zˇe by´t i tento projekt) je trˇeba myslet
doprˇedu a najı´t u´cˇinna´ a prˇehledna´ resˇenı´ dany´ch proble´mu˚. Sˇpatny´ na´vrh mu˚zˇe postupem cˇasu a ru˚stem
projektu zpu˚sobovat jeho nestabilitu, obtı´zˇne´ hleda´nı´ vznikly´ch chyb prˇı´padneˇ snı´zˇenı´ azˇ znemozˇneˇnı´
jeho rozsˇirˇova´nı´, bez toho anizˇ by musel by´t z velke´ cˇa´sti prˇepsa´n. I tato problematika bude da´le rˇesˇena.
U RTS her je kladen velky´ du˚raz na hernı´ logiku, cˇasto je hernı´ syste´m velice komplikovany´ naprˇ.
hry rˇady Settlers (vyvı´jene´ spolecˇnostı´ Blue Byte od roku 1993 dodnes) poskytujı´ komplexnı´ strukturu
zı´ska´va´nı´ a zpracova´nı´ zdroju˚, jednotky majı´ sve´ profese a jsou rˇı´zeny logikou enginu (nikoliv samotny´m
hra´cˇem jako tomu je u her rˇady Age of Empires). Nedı´lnou soucˇa´stı´ hernı´ logiky modernı´ch enginu˚ je i
mozˇnost skriptova´nı´, ktere´ je mimo jine´ dobrˇe pouzˇitelne´ pra´veˇ na logiku hry, AI jednotek apod.
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2.6 Hardware a software
Testova´no na:
• CPU Intel Core i5-2430M 2,40 GHz
• RAM 8 GB
• GPU AMD Radeon HD 6630M (pozˇadova´na podpora minima´lneˇ OpenGL 3.3)
Software a hlavnı´ pouzˇite´ knihovny:
• Windows 7 64 bit




Cely´ projekt byl vytva´rˇen v Eclipse 3.7.2 / Visual Studiu 2010 a kompilova´n pomocı´ kompila´toru
gcc / Visual C++. Dalsˇı´ pouzˇite´ knihovny: glew-1.9.0, glm-0.9.4.2, boost-1.53.0, lua a luabind. Demo
aplikace, prˇilozˇena´ na DVD k te´to pra´ci, je zkompilovana´ pomocı´ gcc a testova´na na Ubuntu 12.04 LTS
amd64.
2.7 Dalsˇı´ informace
Modely a textury pouzˇite´ v uka´zkove´ aplikaci jsou zdarma dostupne´ na thefree3dmodels.com,
byly na nich provedeny pouze drobne´ u´pravy v mapova´nı´ textur a jejich velikosti. Do budoucna vsˇak
nejsou vhodne´ pro dalsˇı´ pouzˇitı´ v tomto enginu. Jsou ucˇeny pro detailnı´ zobrazenı´ naprˇı´klad ve hra´ch
typu FPS a podobny´ch, cozˇ pro RTS nenı´ z hlediska mnozˇstvı´ viditelny´ch objektu˚ vhodne´.
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3 OpenGL
OpenGL (Open Graphics Library) je API (Application Programming Interface) pro tvorbu interak-
tivnı´ch 2D a 3D aplikacı´. Od pocˇa´tku vy´voje v roce 1992 se stalo velice popula´rnı´m a sˇiroce rozsˇı´rˇeny´m
na velke´m mnozˇstvı´ platforem. Poskytuje vysokou vizua´lnı´ kvalitu a za´rovenˇ velkou rychlost zobrazo-
vanı´ sce´ny. Spolecˇneˇ s knihovnami SDL (Simple DirectMedia Layer), ktere´ jsou mimo jine´ v tomto
projektu take´ pouzˇity, se sta´va´ velice silny´m na´strojem pro tvorbu 3D video her.
OpenGL 3.x
Nejveˇtsˇı´m rozdı´lem mezi sta´le pouzˇı´vany´m OpenGL 2.x (a starsˇı´mi) a OpenGL 3.x je absence fixnı´ pi-
peline. Neexistuje zde zˇa´dny´ vestaveˇny´ sveˇtelny´ model, jednoducha´ spra´va textur ani mozˇnost okamzˇite´ho
odesı´la´nı´ vertex dat. Proto probı´ha´ modernizace a prˇechod na noveˇjsˇı´ verze OpenGL pomalu, zvla´sˇteˇ u
komplikovany´ch aplikacı´ postaveny´ch na fixnı´ pipeline ([2]). Mnoho tutoria´lu˚ a knih popisuje pouzˇitı´
fixnı´ pipeline. Z pouzˇitı´ OpenGL 3.x take´ vyply´va´ nevy´hoda, zˇe pro vsˇe musı´ by´t napsa´ny prˇı´slusˇne´
shader programy (viz. kapitola 3.2).
3.1 Vertex Buffer Objekty (VBO)
Jedna´ se o mechanismus pro prˇesun geometrie a textur do graficke´ karty. Tato data nejsou vykres-
lena okamzˇiteˇ, ale azˇ prˇi vola´nı´ funkce glDraw. Jednı´m z proble´mu˚, prˇi vykreslova´nı´, je prˇesun dat do
graficke´ho akcelera´toru. Veˇtsˇinou je akcelera´tor prˇipojen k hostitelske´mu syste´mu pomocı´ vysokorych-
lostnı´ sbeˇrnice. Pokazˇde´ kdyzˇ chceme data vykreslit, musı´ nejprve by´t prˇesunuta z aplikacˇnı´ pameˇti a
zpracova´na pomocı´ pipeline (obr. 1). S pouzˇitı´m VBO je mozˇne´ data prˇed zpracova´nı´m prˇene´st blı´zˇe
k akcelera´toru, prˇı´mo do pameˇti graficke´ karty. Toto rˇesˇenı´ umozˇnˇuje vy´razne´ zrychlenı´ cele´ho vykres-
lovacı´ho procesu a umozˇnı´ tak plne´ vyuzˇitı´ prˇednostı´ dane´ graficke´ karty.
Implementace
VBO je trˇeba vytvorˇit pouze jednou prˇi inicializaci, da´le postacˇuje uchova´vat jeho cˇı´selny´ identifika´tor.
V tomoto enginu, kazˇdy´ objekt ve sce´neˇ ma´ svu˚j VBO. Tere´n je rozdeˇlen do neˇkolika VBO v na´vaznosti
na deˇlenı´ sce´ny (viz. kapitola 7.4). U entit je logika inicializace a pouzˇitı´ VBO naimplementova´na ve
trˇı´deˇ Model. Dı´ky strukturˇe poolu˚, zprostrˇedkova´vajı´cı´ prˇı´stup k datu˚m (viz. kapitola 4.6), je pro jeden
model vytvorˇen vzˇdy jeden VBO, ktery´ mu˚zˇe by´t na´sledneˇ pouzˇit prˇi vykreslova´nı´ vı´ce entit stejne´ho
typu.
Novy´ VBO je vytva´rˇen pomocı´ glGenBuffers po nacˇtenı´ geometrie modelu, glBindBuffer prˇipravı´
vytvorˇeny´ buffer k pouzˇitı´ a glBufferData nahraje prˇı´slusˇnou geometrii do VBO. Pro samotne´ vertexy,
norma´ly a UV koordina´ty, nacˇtene´ho modelu, jsou vytva´rˇeny oddeˇlene´ VBO. Tedy kazˇdy´ model ma´ 3
VBO. Pro vykreslenı´ objektu je ve trˇı´deˇ Model naimplementova´na funkce Draw. V te´to funkci je pro
kazˇdy´ ze trˇı´ VBO trˇeba nejprve pomocı´ funkce glEnableVertexAttribArray povolen prˇı´slusˇny´ layout pro
prˇeda´nı´ dat do shaderu˚ (viz. kapitola 3.4). Da´le je nabindova´n prˇı´slusˇny´ VBO pomocı´ glBindBuffer a
funkce glVertexAttribPointer nastavı´ forma´t v jake´m prˇeda´va´me data. Tento postup je trˇeba aplikovat pro
VBO vektoru˚, norma´l a UV koordina´tu˚. Pomocı´ funkce glDrawArrays je model vykreslen.
Indexova´nı´
Indexova´nı´ je jednou z metod jak zmensˇit mnozˇstvı´ zpracova´vany´ch dat. Ve 3D grafice skla´da´me
objekty z troju´helnı´kovy´ch sı´tı´, jeden troju´helnı´k tvorˇı´ vzˇdy 3 vertexy, ke ktere´m jsou prˇidruzˇena i dalsˇı´
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data, jako norma´ly a UV koordina´ty pro texturova´nı´. V drˇı´ve popsane´m postupu vykreslnı´ pomocı´ glDra-
wArrays a bez zarˇazenı´ indexova´nı´, vznika´ duplicita bodu˚, pro kazˇdy´ z troju´helnı´ku˚ jsou vytvorˇeny vzˇdy
3 nove´ body. Algoritmus pro indexova´nı´ procha´zı´ prˇed samotny´m nahra´nı´m dat do VBO vsˇechny ver-
texy a zkouma´ jejı´ch duplicity. Dva vartexy jsou totozˇne´ pokud: majı´ stejne´ sourˇadnice, stejne´ norma´ly
a stejne´ UV koordina´ty. Zvla´sˇteˇ u modelu˚ nacˇı´tany´ch z OBJ forma´tu, kdy spojujeme nacˇtene´ vertexy do
ploch, docha´zı´ k dupliciteˇ velice cˇasto.
Z hlediska implementace je v prˇı´padeˇ pouzˇitı´ indexova´nı´ nutne´ vytvorˇit novy´ VBO obsahujı´cı´ pole
indexu˚ (stejny´ postup jako u vytva´rˇenı´ jiny´ch VBO). Indexovanou geometrii je pak trˇeba vykreslovat
pomocı´ funkce glDrawElements. Indexova´nı´ je dalsˇı´ mozˇnostı´ jak urychlit vykreslova´nı´ cele´ sce´ny.
3.2 Shadery
Shader je ve sve´ podstateˇ program spousˇteˇny´ na GPU. Slouzˇı´ k vy´pocˇtu vykreslovane´ sce´ny prˇı´mo po-
mocı´ hardwaru graficke´ karty, pouzˇı´va´ tzv. programovatelnou pipeline. Umozˇnˇuje vytva´-rˇet ru˚zne´ druhy
graficky´ch efektu˚ (naprˇ.: vlnı´cı´ se vodnı´ hladina), ale take´ pocˇı´tat sveˇtla, stı´ny, vy´pocˇty teselace, prˇı´padneˇ
meˇnit geometrii objektu˚.
Ve spojenı´ s OpenGL pouzˇı´va´me GLSL (OpenGL Shading Language) se syntaxı´ vycha´zejı´cı´ z jazyka
C. Tento jazyk je pouzˇit pro tvorbu shader programu˚ obsluhujı´cı´ch jednotlive´ programovatelne´ proce-
sory obsazˇene´ v OpenGL, tedy: vertex, tessellation control, tessellation evaluation, geometry, fragment,
a compute processors (obr. 1). V te´to pra´ci je pouzˇit vertex procesor a fragment procesor s podporou
verzı´ OpenGL 3.3 a vysˇsˇı´ch.
Obra´zek 1: OpenGL Render Pipeline
3.3 Shader pool
K pra´ci se shadery je vytvorˇen v tomto projektu tzv. Shader Pool (viz. take´ kapitola 4.6). Jedna´ se
o trˇı´du obsahujı´cı´ metody pro spra´vu a hleda´nı´ shaderu˚ podle jejich ID nebo textove´ho na´zvu. Instance
te´to trˇı´dy je globa´lnı´ v namespace Shader, je tedy jednodusˇe dostupna´ kdekoliv v enginu a umozˇnˇuje
tak bez komplikacı´ spousˇteˇt nacˇtene´ shadery. Pro nacˇı´ta´nı´ je v te´to trˇı´deˇ naimplementova´na metoda
initShader(string jme´no vertex shaderu, string jme´no fragment shaderu, jme´no objektu pro ktery´ jsou
shadery urcˇeny), tato metoda je vola´na automaticky v prˇı´padeˇ, zˇe hleda´me program ktery´ nebyl drˇı´ve
v aplikaci nacˇten.
Zdrojovy´ ko´d kazˇde´ho shader programu je ulozˇen v tomto projektu v datech aplikace v adresa´rˇi
shaders/. Adresa´rˇova´ struktura odpovı´da´ objektu˚m ve sce´neˇ, pro ktere´ je shader urcˇen. Shader je prˇi
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startu aplikace pokazˇde´ zkompilova´n a nalinkova´n pro konkre´tnı´ pouzˇitou grafickou kartu, vy´sledkem je
spustitelny´ program ktery´ obsluhuje urcˇity´ procesor obsazˇeny´ v OpenGL.
Pro nacˇtenı´ a kompilaci mu˚zˇeme pouzˇı´t hned neˇkolik knihoven usnadnˇujı´cı´ch nejen samotne´ nacˇı´ta´nı´,
ale take´ spousˇteˇnı´, prˇeda´va´nı´ dat apod. Prˇi vy´voji jsme testovali Glew a GLee, tyto knihovny jsou si
velice podobne´, ale nasta´valy komplikace prˇi migraci projektu z Linuxu a kompila´toru gcc do Windows
s kompila´torem VC++. Knihovna GLee pracujı´cı´ s gcc bez proble´mu˚ byla ve VC++ nepouzˇitelna´.
3.4 Vertex shader
Program obsluhujı´cı´ vertex procesor se nazy´va´ vertex shader (v adresa´rˇi /shaders/*/*.vsh). Jde o jed-
notku zpracova´vajı´cı´ prˇı´chozı´ vertexy prˇı´padneˇ jaka´koliv prˇidruzˇena´ data, ktery´ prˇeda´me do shaderu jako
uniform. Tento shader cˇasto zpracova´va´ i koordina´ty textur, umozˇnˇuje take´ modifikovat pozice vertexu˚ a
deformovat tak zpracova´vany´ objekt.
Vertex shader pracuje v cˇase vzˇdy jen s jednı´m prˇı´chozı´m vertexem, tento fakt je du˚lezˇite´ si uveˇdomit
prˇi jeho na´vrhu, nenahradı´ tedy operace, prˇi ktery´ch je trˇeba zna´t v jednu chvı´li veˇtsˇı´ cˇa´st geometrie ob-
jektu.
Zdrojovy´ ko´d 1: Jednoduchy´ vertex shader
#version 420





gl_Position = MVP * v;
}
Nejprve uva´dı´me verzi shaderu (v tomto prˇı´padeˇ version 420, odvı´jı´ se od podporovane´ verze OpenGL).
Da´le jako layout datove´ho typu vec3 prˇeda´va´me do shaderu jednotlive´ vertexy, pomocı´ uniform datove´ho
typu mat4 prˇeda´me model-view projection matici (je vypocˇtena v enginu jako soucˇin model, view a pro-
jection matic). Abychom umı´stili konkre´tnı´ vertex na spra´vne´ mı´sto ve 3D prostoru musı´me jeho relativnı´
pozici vyna´sobit s MVP maticı´ (jelikozˇ MVP je maticı´ 4x4 a vstupnı´ vertex je vec3, tedy obsahuje pouze
trˇi hodnoty x,y a z, je trˇeba jej prˇed na´sobenı´m prˇetypovat na vec4). Nastavenı´m vestaveˇne´ promeˇnne´
gl Position prˇeda´me upraveny´ vertex da´le.
3.5 Fragment shader
Shader obsluhujı´cı´ fragment procesor se nazy´va´ fragment shader (v tomto projektu v adresa´rˇi /sha-
ders/*/*.fsh). Zpracova´va´ jednotlive´ fragmenty po rasterizaci, jeho vy´stupem je barva zpracovane´ho
fragmentu. Take´ mu˚zˇeme prˇeda´vat data pomocı´ uniform stejneˇ jako u vertex shaderu, nejcˇasteˇji to by´vajı´
textury, prˇı´padneˇ vlastnosti sveˇtla, shadow mapy apod. V tomto projektu je pomocı´ fragment shaderu
rˇesˇeno texturova´nı´ tere´nu, zpracova´nı´ sveˇtla, stı´nova´nı´, vrzˇene´ stı´ny, odrazy vodnı´ hladiny (reflexe), de-
formace geometrie pod vodnı´ hladinou (refrakce), ale i samotne´ vlneˇnı´ vodnı´ hladiny.
Fragment shader nemu˚zˇe meˇnit pozici fragmentu, ani nenı´ povoleno prˇistupovat k okolnı´m frag-
mentu˚m. Data zpracovana´ tı´mto shaderem jsou da´le pouzˇita k aktualizaci framebufferu, prˇı´padneˇ textury,
za´lezˇı´ jak byl shader spusˇteˇn a kam je v OpenGL smeˇrova´n jeho vy´stup (nemusı´me tedy kreslit pouze na
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obrazovku, ale je mozˇne´ vytva´rˇet za beˇhu programu pomocı´ shaderu naprˇ. nove´ textury a ty da´le pouzˇı´t).







Opeˇt, stejneˇ jako u vertex shaderu, je nutno udat verzi. Da´le definujeme vy´stupnı´ promeˇnnou out
datove´ho typu vec3 s na´zvem color. Ve funkci main nastavı´me vy´stupnı´ promeˇnnou konstantneˇ na (1,0,0)
(jednotlive´ barevne´ slozˇky RGB). Kazˇdy´ fragment vsupujı´cı´ do tohoto programu bude tedy jednodusˇe
nastaven na cˇervenou barvu.
3.6 Reflexe
Reflexe neboli zrcadlenı´ je nedı´lnou soucˇa´stı´ rea´lne´ho sveˇta. Existuje neˇkolik metod jak tento efekt
vytvorˇit pomocı´ OpenGL a shaderu˚. V tomto projektu je pouzˇita pro vykreslenı´ realisticke´ vodnı´ hladiny,
odra´zˇejı´cı´ plochu tere´nu, oblohu, ale take´ objekty na brˇehu.
Obra´zek 2: Uka´zka reflexe vodnı´ hladiny
Cı´lem je vytvorˇit texturu obsahujı´cı´ zrcadloveˇ otocˇeny´ obraz objektu˚, ktere´ se nacha´zı´ nad plochou
na kterou bude tato textura pouzˇita. Je tedy trˇeba rozdeˇlit vykreslovanı´ na dva pru˚chody, v prvnı´m vy-
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kreslı´me objekty, ktere´ se majı´ na plosˇe odra´zˇet, do textury. Ve druhe´m vykreslı´me tyto objekty na obra-
zovku a aplikujeme texturu vzniklou prˇi prvnı´m pru˚chodu.
Funkce pro kreslenı´ reflexe do textury jsou implementova´ny ve trˇı´deˇ effects/glReflectoin, jejı´ pouzˇitı´
je podobne´ jako naprˇ. glBegin a glEnd u OpenGL. Nejprve je trˇeba prove´st inicializaci prˇi ktere´ jako pa-
rametr prˇeda´va´me referenci na vodnı´ plochu. Da´le pak pomocı´ funkce glReflectionBegin() prˇesmeˇrujeme
vykreslova´nı´ sce´ny do textury (rozlisˇenı´ te´to textury je stejne´ jako rozlisˇenı´ pouzˇite´ pro zobrazenı´ sce´ny,
vycha´zı´ z nastavenı´ enginu v settings.xml). Logika te´to funkce zajistı´ s pouzˇitı´m glm::scale(ViewBuffer,
glm::vec3(1.0f,-1.0f,1.0f)) prˇenastavenı´ globa´lnı´ View matice tak aby vsˇechny na´sledneˇ kreslene´ objekty
byly zrcadloveˇ otocˇene´ podle vodnı´ hladiny.
Vsˇechny objekty vykreslene´ po vola´nı´ funkce glReflectionBegin() se tedy vykreslujı´ obra´cene´ a do
textury, nejsou tedy zatı´m na sce´neˇ viditelne´. Pro ukoncˇenı´ kreslenı´ do reflexnı´ textury (vsˇechny objekty,
ktere´ majı´ by´t v odrazu viditelne´ byly vykresleny) zavola´me funkci glReflectionEnd(), jejı´zˇ na´vratovou
hodnotou je pra´veˇ vytvorˇena´ reflexnı´ textura. Dı´ky te´to funkci dojde take´ k prˇenastavenı´ vykreslova´nı´
zpeˇt do framebufferu a navra´cenı´ globa´lnı´ View matice zpeˇt do stavu prˇed vola´nı´m glReflectionBegin().
Zdrojovy´ ko´d 3: Sekvence tvorby reflexe (prvnı´ pru˚chod)
//init reflection
reflection = new glReflection(water);
reflection->glReflectionBegin();
if (terVisible) Octree->drawVisible(depthTexture, SHADER_CLIP_UNDER, octreeBox);
if (skyVisible) sky->draw(); // draw sky
if (entVisible) entities->drawEntities(SHADER_REFLECTION);
refTexture = reflection->glReflectionEnd();
Nynı´ zby´va´ vytvorˇenou texturu (v tomto prˇı´padeˇ refTexture) prˇedat jako parametr funkci pro vy-
kreslenı´ vodnı´ plochy. Da´le take´ vykreslit objekty v bloku glReflectionBegin() azˇ glReflectionEnd() na
obrazovku.
Zdrojovy´ ko´d 4: Sekvence tvorby reflexe (druhy´ pru˚chod)
//init reflection
if (terVisible) Octree->drawVisible(depthTexture, SHADER_CLIP_UNDER, octreeBox);
if (entVisible) entities->drawEntities(SHADER_REFLECTION);
water->draw(refTexture, refractionTexture);
Tato metoda tvorby reflexe ve sce´neˇ je vhodna´ pra´veˇ pro vodnı´ hladinu a podobne´ velke´ plochy,
nehodı´ se pro trojrozmeˇrne´ objekty u ktery´ch vyzˇadujeme reflexivitu vsˇech ploch. V takovy´ch prˇı´padech
je vhodne´ pouzˇı´t naprˇ. cube mapu. Cely´ objekt zaobalı´me do krychle a pro kazˇdou steˇnu te´to krychle
vytvorˇı´me texturu obsahujı´cı´ cˇa´sti okolnı´ sce´ny, ktere´ se majı´ v dane´m smeˇru od plochy odra´zˇet. Tyto
textury pote´ namapujeme na pu˚vodnı´ geometrii objektu.
Je patrne´, zˇe s pouzˇitı´m reflexe zpomalı´me vykreslova´nı´ sce´ny, jelikozˇ vsˇe (v nejhorsˇı´m prˇı´padeˇ)
musı´me vykreslit dvakra´t. Dobre´ je tedy prˇi implementaci zva´zˇit, ktere´ cˇa´sti sce´ny budou v odrazu vodnı´
plochy viditelne´ a ktere´ ne. Pokud naprˇı´klad sledujeme sce´nu z u´hlu, ve ktere´m nenastane situace, kdy
by byl viditelny´ odraz deformacı´ tere´nu, je zbytecˇne´ jej vykreslovat do reflexnı´ textury. Stejneˇ tak je
nesmyslne´ tuto texturu vytva´rˇet v prˇı´padeˇ, zˇe nenı´ vodnı´ plocha ve sce´neˇ vu˚bec viditelna´.
Vhodne´ je umozˇnit uzˇivateli nastavit, zda se ma´ reflexe zobrazovat, prˇı´padneˇ mu umozˇnit nastavit
kvalitu jakou bude mı´t vznikly´ odraz (naprˇ. zmeˇnou rozlisˇenı´ textury apod.). U komplikovany´ch a de-
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tailnı´ch sce´n se uzˇivatelske´ nastavenı´ sta´va´ naprostou nutnostı´, zprˇı´stupnı´me tak pouzˇitı´ enginu i na me´neˇ
vy´konny´ch pocˇı´tacˇı´ch.
3.7 Stı´ny
Dalsˇı´m du˚lezˇity´m prvkem rea´lne´ho sveˇta jsou vrzˇene´ stı´ny, opeˇt existuje vı´ce metod jak stı´n vytvorˇit,
jednou z nich jsou tzv. shadow mapy (stı´nove´ mapy). Tato metoda je v projektu pouzˇita.
Obra´zek 3: Uka´zka vrzˇeny´ch stı´nu˚
Stı´nova´ mapa je textura obsahujı´cı´ pouze hloubkovou slozˇku (informace o vzda´lenosti objektu od
kamery), ktera´ se aktualizuje spolu se sce´nou. Pro jejı´ vytvorˇenı´ je opeˇt nezbytne´ rozdeˇlit vykreslova´nı´
na dva pru˚chody. V prvnı´m vytvorˇı´me stı´novou mapu, jednodusˇe vykreslenı´m sce´ny z pozice sveˇtelne´ho
zdroje a ve druhe´m ji aplikujeme na plochu kam ma´ stı´n dopadat, tedy zkouma´me kazˇdy´ fragment, zda
se nacha´zı´ ve stı´nu (je da´l v prostoru nezˇ fragment ulozˇeny´ ve stı´nove´ mapeˇ). Pokud zjistı´me, zˇe je ve
stı´nu, zmeˇnı´me jeho barvu (naprˇ. vyna´sobenı´m vsˇech barevny´ch slozˇek konstantou).
Metody obsluhujı´cı´ tvorbu stı´nu˚ jsou naimplementova´ny ve trˇı´deˇ effects/glShadow. Jejich pouzˇitı´ je
stejne´ jako v prˇı´padeˇ reflexe, po inicializaci je prˇed blokem, kde bude vytvorˇena stı´nova´ mapa vola´na
funkce glShadowBegin(). V te´to funkci je prˇesmeˇrova´no vykreslova´nı´ sce´ny do textury (jejı´ rozlisˇenı´ je
nastavitelne´, testova´no bylo 2048x2048), uchova´va´me pouze hloubku sce´ny, barevne´ komponenty jsou
v tomto prˇı´padeˇ nepouzˇite´ a je zbytecˇne´ je ukla´dat. Prˇi vykreslova´nı´ do stı´nove´ mapy je pouzˇita jina´
projekcˇnı´ matice nezˇ pro zobrazenou sce´nu, jejı´ nastavenı´ se lisˇı´ podle pouzˇite´ho sveˇtla. Pro vsˇesmeˇrovy´
bodovy´ zdroj sveˇtla (chova´ se jako Slunce, osveˇtluje rovnomeˇrneˇ celou plochu tere´nu) je pouzˇita orto-
graficka´ projekce, pro smeˇrovy´ zdroj sveˇtla se pouzˇı´va´ perspektivnı´ projekce. V tomto projektu je sveˇtlo
ozarˇujı´cı´ rovnomeˇrneˇ celou sce´nu, je tedy pouzˇita ortograficka´ projekce. Po nastavenı´ projekcˇnı´ matice
dojde ke zmeˇneˇ view matice tak aby bylo na sce´nu nahlı´zˇeno z pohledu sveˇtelne´ho zdroje.
Vsˇechny objekty vykreslene´ po vola´nı´ glShadowBegin() se prˇida´vajı´ do stı´nove´ mapy jako objekty
vrhajı´cı´ stı´n. Jelikozˇ na´s zajı´ma´ pouze hloubkova´ informace, je vhodne´ pouzˇı´t pro jejich vykreslenı´ jed-
noduche´ shadery, slouzˇı´cı´ pouze pro zobrazenı´ geometrie bez textur, materia´lu˚ apod. V opacˇne´m prˇı´padeˇ
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Obra´zek 4: Sche´maticke´ zna´zorneˇnı´ vytva´rˇenı´ stı´nove´ mapy
dojde ke zbytecˇne´mu zpomalova´nı´ cele´ho vykreslovacı´ho procesu. K ukoncˇenı´ bloku tvorby stı´nove´
mapy slouzˇı´ metoda glShadowEnd(), jejı´ na´vratovou hodnotou je stı´nova´ mapa. Dojde take´ k nastavenı´
pu˚vodnı´ projekcˇnı´ matice a view matice.
Zdrojovy´ ko´d 5: Sekvence tvorby stı´nu˚ (prvnı´ pru˚chod)
shadows->glShadowBegin();
if (terVisible) Octree->drawVisible(0, SHADER_SHADOW, octreeBox);
if (entVisible) entities->drawEntities(SHADER_SHADOW);
GLuint depthTexture = shadows->glShadowEnd();
Stı´nova´ mapa depthTexture v tomto prˇı´padeˇ obsahuje stı´ny vsˇech staticky´ch, viditelny´ch objektu˚ na
sce´neˇ (Octree-drawVisible) a pohyblivy´ch entit (entities-drawEntities). Na´sleduje sekvence, kdy prˇeda´me
depthTexture funkci pro vykreslenı´ plochy tere´nu.
Zdrojovy´ ko´d 6: Sekvence tvorby stı´nu˚ (druhy´ pru˚chod)
if (terVisible) Octree->drawVisible(depthTexture, SHADER_NORMAL, octreeBox);
Samotne´ zpracova´nı´ stı´nove´ mapy a zobrazenı´ stı´nu˚ obsluhuje shader program tere´nu. Poslednı´m
krokem je zjistit zda pra´veˇ zpracova´vany´ fragment plochy tere´nu je da´le v prostoru nezˇ fragment ulozˇeny´
ve stı´noveˇ mapeˇ, pokud ano, lezˇı´ ve stı´nu. Pro vy´pocˇet koordina´tu˚ stı´nove´ mapy je trˇeba prˇeve´st ve vertex
shaderu vstupnı´ vertexy do prostoru ve ktere´m byla vytvorˇena, tj. vyna´sobit model-view-projection maticı´
(da´le MVP), ktera´ byla pouzˇita prˇi vytva´rˇenı´ stı´nove´ mapy (da´le depthMVP). Nasta´va´ zde vsˇak proble´m,
zˇe pouhy´m vyna´sobenı´m vertexu˚ s depthMVP zı´ska´me homogennı´ koordina´ty (za´porne´ i kladne´), ale pro
mapova´nı´ textur jsou trˇeba koordina´ty od 0 po 1. Tento proble´m rˇesˇı´ vyna´sobenı´ depthMVP s Bias maticı´
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 (1)
depthBiasMV P = Bias · depthMV P (2)
Jelikozˇ matice depthBiasMVP musı´ by´t dostupna´ jak z vertex shaderu, tak z fragment shaderu, je jejı´
vy´pocˇet proveden na CPU a je prˇeda´na jako uniform do obou shader programu˚.
Vertex shader:
Zdrojovy´ ko´d 7: Pouzˇitı´ stı´nove´ mapy vertex shader
ShadowCoord = depthBiasMVP * vec4(vertexPosition_modelspace,1);
Kde ShadowCoord jsou koordina´ty stı´nove´ mapy a vertexPosition modelspace jsou pozice jednot-
livy´ch vertexu˚ zpracova´vane´ho objektu. Koordina´ty stı´nove´ mapy jsou da´le prˇeda´ny do fragment shaderu.
Fragment shader:
Zdrojovy´ ko´d 8: Pouzˇitı´ stı´nove´ mapy fragment shader
float visibility = 1.0;
if ( texture( shadowMap, ShadowCoord.xy ).z < ShadowCoord.z)
visibility = 0.5;
Kde visibility je hodnota kterou je na´sobena vy´stupnı´ barva fragmentu, shadowMap je stı´nova´ mapa
prˇeda´na jako uniform, texture( shadowMap, ShadowCoord.xy ).z je vzda´lenost mezi sveˇtlem a fragmen-
tem na dane´ pozici ve stı´nove´ mapeˇ, ShadowCoord.z je vzda´lenost mezi sveˇtlem a aktua´lnı´m fragmentem
tere´nu. Pokud je aktua´lnı´ fragment da´le nezˇ fragment ve stı´nove´ mapeˇ, tak se nacha´zı´ ve stı´nu a jeho barva
je zmeˇneˇna.
Podobneˇ jako je tomu u reflexe, je i u stı´nu˚ vhodne´ umozˇnit uzˇivateli nastavit jejich kvalitu a zda
se majı´ vu˚bec zobrazovat. Jelikozˇ je trˇeba rozdeˇlit vykreslova´nı´ na vı´ce pru˚chodu˚, ve ktery´ch je trˇeba
geometrii, u ktere´ vyzˇadujeme aby vrhala stı´n, vykreslit jednou prˇi tvorbeˇ stı´nove´ mapy a podruhe´ prˇi
jejı´m norma´lnı´m zobrazenı´, docha´zı´ k dalsˇı´mu zateˇzˇova´nı´ GPU a CPU.
Dalsˇı´ metody tvorby vrzˇeny´ch stı´nu˚:
Projection shadows: objekt vrhajı´cı´ stı´n promı´tneme z pohledu od sveˇtelne´ho zdroje na plochu kam
stı´n dopada´. Tato metoda je nevhodna´ v prˇı´padech, kdy chceme aby stı´n dopadal na komplikovaneˇjsˇı´
objekty nezˇ je pouze rovna´ plocha.
Shadow Volumes: prˇi pouzˇitı´ te´to metody vytva´rˇı´me v prostoru novy´ objekt shadow volume reprezen-
tujı´cı´ stı´n a zkouma´me zda nedocha´zı´ ke kolizi s jiny´m objektem. Pokud takova´ kolize nastane je cˇa´st
nebo i cely´ objekt ve stı´nu. Tento algoritmus mu˚zˇe by´t jednodusˇe rozsˇı´rˇen pro vı´ce sveˇtelny´ch zdroju˚ ve
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sce´neˇ, na druhou stranu nasta´va´ proble´m, pokud je objekt vrhajı´cı´ stı´n komplikovany´, mu˚zˇe by´t obtı´zˇne´
vytvorˇit korektnı´ shadow volume.
3.8 Vykreslova´nı´ sce´ny
Hlavnı´ funkce pro vykreslenı´ cele´ sce´ny je naimplementova´na ve trˇı´de Map, funkce drawAll. Vykres-
luje vsˇe na mapeˇ, vykreslenı´ GUI apod. je rˇesˇeno oddeˇleneˇ. Jak bylo popsa´no vy´sˇe, cela´ sce´na je slozˇena
z neˇkolika cˇa´stı´ a nevykresluje se pouze jednou, ale v za´vislosti na pouzˇity´ch efektech. Ve fina´lnı´m
uka´zkove´m demu vypada´ na´sledovneˇ:
• Tvorba stı´nu˚ - (viz. kapitola 3) zde je vytvorˇena stı´nova´ mapa, vykreslova´ny jsou pouze entity.
Zˇa´dne´ jine´ objekty v uka´zkove´m demu nevrhajı´ stı´n.
• Refrakce - do textury se vykresluje pouze tere´n a to jen jeho cˇa´st pod vodnı´ hladinou. Vznikla´
textura je pak aplikova´na na vodnı´ plochu, pomocı´ fragment shaderu je deformova´na v za´vislosti
na vlneˇnı´ vodnı´ hladiny.
• Reflexe - (viz. kapitola 2) vykreslena je obloha a entity. Jelikozˇ je reflexnı´ textura pouzˇita´ na
vodnı´ plochu, docha´zı´ take´ ke kontrole zda je voda aktua´lneˇ viditelna´, pokud ne, je cely´ tento blok
prˇeskocˇen.
• Tere´n a staticke´ entity - je vykreslova´na pouze cˇa´st tere´nu nad vodnı´ hladinou, od tohoto bloku se
vykresluje uzˇ pouze na obrazovku.
• Pohyblive´ entity - vykreslenı´ vsˇech pohyblivy´ch entit na mapeˇ.
• Ostatnı´ - vykreslenı´ kurzoru (pro oznacˇova´nı´ jednotek), prˇı´padneˇ vykreslenı´ bounding boxu˚ entity




Na´mi vyvı´jeny´ game engine je deˇleny´ do neˇkolika vrstev starajı´cı´ch se o konkre´tnı´ oblasti ve hrˇe,
tyto vrstvy mezi sebou komunikujı´, prˇeda´vajı´ si reference, data a tvorˇı´ tak jeden celek. Na toto deˇlenı´ se
mu˚zˇeme dı´vat z neˇkolika pohledu˚. V ra´mci urychlenı´ a neza´vislosti aktualizacı´ stavu jednotek a renderu
je engine rozdeˇleny´ do dvou vla´ken. Hlavnı´ vla´kno ze ktere´ho je aplikace spousˇteˇna obstara´va´ inicializaci
dat (nacˇı´ta´nı´ textur, modelu˚, kompilace shaderu˚, nastavenı´ mapy a jejı´ vygenerova´nı´ apod.) a vykres-
lova´nı´ sce´ny, druhe´ vla´kno spusˇteˇne´ po dokoncˇenı´ inicializace obstara´va´ spra´vu uda´lostı´ (uzˇivatelsky´ch i
programoveˇ vytvorˇeny´ch), aktualizaci stavu˚ jednotek (zmeˇna pozice prˇi pohybu, reakce na kolizi, hleda´nı´
cesty apod.).
Dale mu˚zˇeme deˇlit engine podle jednotlivy´ch datovy´ch struktur a objektu˚ starajı´cı´ch se o urcˇitou cˇa´st
vytvorˇene´ sce´ny. Jedna´ se o stromovou strukturu, kde korˇenem je trˇı´da Map (obr. 5).
Obra´zek 5: Slozˇenı´ mapy
Da´le se tedy zameˇrˇı´me na jednotlive´ cˇa´sti mapy.
4.2 Terrain
Trˇı´da reprezentujı´cı´ plochu tere´nu na mapeˇ, obsahujı´cı´ metody pro generova´nı´ deformacı´ pomocı´
diamod-square algoritmu (viz. kapitola 5), vykreslenı´ tohoto tere´nu, metody pro analy´zu vygenerovany´ch
deformacı´ apod. Tere´n je slozˇen z jednotlivy´ch vertexu˚ tvorˇı´cı´ch sı´t’, vzda´lenosti mezi vertexy urcˇuje
nastavitelna´ velikost kroku.
Pro dosazˇenı´ realisticke´ho vzhledu tere´nu, je pouzˇito multitexturova´nı´, rˇı´zene´ vy´sˇkovou hodnotou (y
sourˇadnicı´) dane´ho fragmentu. Mı´cha´nı´ textur je realizova´no pomocı´ fragment shaderu tere´nu, kde se
meˇnı´ pomeˇry viditelnosti mezi jednotlivy´mi vrstvami textur. Do shaderu jsou prˇeda´vy textury pro oblast
pod vodnı´ hladinou, prˇechod z vody na travnatou plochu, prˇechod z travnate´ plochy na ska´lu a ska´lu. Pro
odstraneˇnı´ dojmu opakujı´cı´ se textury (zejme´na na velky´ch plocha´h ve stejne´ vy´sˇce) je cely´ povrch mapy
pokryt cˇa´stecˇneˇ pru˚hlednou texturou obsahujı´cı´ deformace tere´nu apod.
Tato trˇı´da obsahuje take´ metody pro vytvorˇenı´ VBO objektu˚ a jejich nabindova´nı´ do GPU, mu˚zˇeme
zvolit urcˇitou cˇa´st tere´nu a vytvorˇit pro ni VBO (pouzˇito prˇi deˇlenı´ sce´ny viz. kapitola 7.4)
4.3 Sky
Trˇı´da reprezentujı´cı´ oblohu ve sce´neˇ. Jedna´ se o jednoduchou texturovanou plochu, ktera´ je vykres-
lova´na pouze prˇi tvorbeˇ reflexnı´ textury (viz. kapitola 3.6) pro vodu. Koordina´ty textury se v cˇase meˇnı´
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pro vytvorˇenı´ dynamicke´ oblohy.
4.4 Water
Trˇı´da reprezentujı´cı´ vodu. Probı´ha´ u nı´ podobne´ deˇlenı´ jako u tere´nu (viz. kapitola 5). Textura je
slozˇena´ z obrazu cˇa´sti tere´nu pod hladinou (probı´ha´ zde refrakce), odrazu objektu˚ nad hladinou (re-
flexe) a z norma´love´ textury vody. Efekt vlnı´cı´ se hladiny je realizova´n pomocı´ shaderu˚, prˇepocˇı´ta´va´nı´m
norma´love´ mapy. Voda je zaznamena´na jako nepru˚chozı´ oblast a zˇa´dne´ pohyblive´ jednotky prˇes ni ne-
mohou projı´t, ani v jejı´ oblasti by´t vytvorˇeny.
4.5 Objects
Tato trˇı´da reprezentuje vsˇechny objekty (entity) na mapeˇ. Kromeˇ metod pro vkla´danı´ novy´ch objektu˚
jsou zde pointery na tyto objekty take´ ulozˇeny.
Konkre´tnı´ jednotky se svy´mi konkre´tnı´mi vlastnostmi jsou vytvorˇeny pomocı´ deˇdicˇnosti z nadrˇa-
zeny´ch trˇı´d, kde je nejvy´sˇe trˇı´da entity obsahujı´cı´ metody spolecˇne´ pro vsˇechny objekty na mapeˇ, jako
je vykreslova´nı´, metoda control (volana´ pouze z vla´kna pro obsluhu uda´lostı´, obstara´vajı´cı´ update entit),
metody pro nastavenı´ modelu˚ entity apod. Z te´to hlavnı´ trˇı´dy deˇdı´ StaticEntity a DynamicEntity, cozˇ je
rozlisˇenı´ objektu˚ na mapeˇ na pohyblive´ a nepohyblive´. U pohyblivy´ch entit najdeme rozsˇı´rˇenı´ o metody
pro zada´nı´ pohybu z aktua´lnı´ pozice na pozici novou (s vyuzˇitı´m pathfinderu pro nalezenı´ cesty v tere´nu).
Strom deˇdicˇnosti da´le pokracˇuje a konkretizuje vlastnosti entit.
Nespornou vy´hodou takove´to struktury je zjednodusˇenı´ a sjednocenı´ prˇı´stupu k jednotlivy´m ob-
jektu˚m, mu˚zˇeme totizˇ zobecnit vsˇechny jednotky na mapeˇ jako datovy´ typ Entity a jednodusˇe volat
naprˇı´klad metody pro vykreslova´nı´ nebo jake´koliv spolecˇne´ metody. Pro identifikaci konkre´tnı´ho da-
tove´ho typu obsahuje kazˇdy´ objekt identifika´tor int type uda´vajı´cı´ o jaky´ konkre´tnı´ typ entity se jedna´,
ale take´ int parentType uda´vajı´cı´ rodicˇovskou trˇı´du vy´sˇe ve stromu. Pokud tedy zjistı´me o jaky´ typ se
jedna´, nenı´ uzˇ proble´m prˇistupovat k dane´mu objektu naprˇ. jako k budoveˇ, stromu nebo zveˇrˇi a pouzˇı´vat
jejich specificke´ metody.
Z hlediska implementace potrˇebujeme s postupem cˇasu spı´sˇe upravovat a rozsˇirˇovat strukturu o nove´
typy jednotek (naprˇ. drˇevorubec, lovec, stavitel, apod.), deˇdicˇnost na´m umozˇnı´ pouzˇı´vat jizˇ drˇı´ve na-
programovane´ metody a rozsˇı´rˇit o metody nove´ zameˇrˇene´ na urcˇitou problematiku. Nemusı´me tedy nic
kopı´rovat, ko´d se sta´va´ prˇehledneˇjsˇı´m a prˇı´padne´ chyby se le´pe hledajı´.
Nabı´zı´ se take´ mozˇnost konkre´tnı´ listove´ trˇı´dy implementovat, alesponˇ z cˇa´sti, pomocı´ skriptu˚, zı´ska´me
tak mozˇnost meˇnit vlastnosti jednotek anizˇ bychom museli prˇepisovat samotny´ engine a znovu kompilo-
vat.
Organizace objektu˚:
Jak bylo rˇecˇeno drˇı´ve, v te´to trˇı´deˇ jsou ulozˇeny i pointery na jednotlive´ objekty, a to v kontejneru
vector. Je tedy mozˇne´ prˇistupovat k jednotlivy´m objektu˚m nejen pomocı´ jejich adresy, ale take´ pomocı´
id ve vectoru. Tento kontejner je vhodny´ pro rychle´ procha´zenı´ velke´ho pocˇtu za´znamu˚ (s pouzˇitı´m id
prvku, ne pomocı´ itera´toru), ale take´ pro dynamicke´ prˇida´va´nı´ novy´ch prvku˚.
Proble´m vsˇak nasta´va´ v prˇı´padeˇ, zˇe je potrˇeba ulozˇeny´ objekt odstranit (jednotka byla znicˇena, vy-
maza´na apod.). Pokud se nacha´zı´ na konci vectoru je mozˇne´ ji jednodusˇe odstranit pomocı´ metody
pop back(), to ovsˇem nerˇesˇı´ situaci, kdy zanikne objekt ulozˇeny´ jinde nezˇ na konci. Jelikozˇ je trˇeba
zachovat vsˇechny ostatnı´ prvky na jejich pu˚vodnı´m id (z du˚vodu prˇı´stupu k jednotlivy´m objektu˚m), nenı´
mozˇne´ prˇemı´stit prvek, ktery´ chceme odstranit na konec fronty a pote´ jej smazat (dosˇlo by k prˇecˇı´slova´nı´
ostatnı´ch prvku˚ a tedy ke zmatku v ulozˇeny´ch datech). Maza´nı´ objektu˚ je tedy realizova´no s pomocı´
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dalsˇı´ho vectoru (freeID) obsahujı´cı´ho id objektu˚, ktere´ jsme odstranili. Entita, u ktere´ vyzˇadujeme sma-
za´nı´, se pouze prˇepne do stavu smazana´, cˇı´mzˇ zastavı´ funkci vykreslova´nı´ a funkci control, ale sta´le
existuje v pameˇti. Jejı´ id se prˇida´ do freeID vectoru. V prˇı´padeˇ, zˇe je potrˇeba prˇidat do sce´ny novy´ objekt,
dojde nejprve ke kontrole freeID, jestli obsahuje neˇjaky´ za´znam o volne´m mı´steˇ ve vectoru s objekty.
Pokud ano, je pouzˇito, v opacˇne´m prˇı´padeˇ je vector s objekty rozsˇı´rˇen o novy´ za´znam.
4.6 Prˇı´stup k datu˚m
Jednı´m z prvotnı´ch proble´mu˚, ktere´ bylo trˇeba prˇi implementaci vyrˇesˇit byl prˇı´stup k datu˚m. Jak efek-
tivneˇ nacˇı´tat data ze souboru˚ a v RAM pameˇti drzˇet jen ta jedinecˇna´ (naprˇ. neˇkolik entit co jsou pra´veˇ
na mapeˇ ma´ stejne´ modely, pouzˇı´va´ stejne´ shader programy a textury). Je tedy nesmyslne´ nacˇı´tat, prˇi
kazˇde´m vytvorˇenı´ nove´ho objektu, data znovu a zbytecˇneˇ tak zahlcovat RAM pameˇt’ a zpomalovat beˇh
enginu. U´cˇinny´m rˇesˇenı´m tohoto proble´mu je pouzˇitı´ tzv. poolu˚, drzˇı´cı´ch na´zev nacˇtene´ho souboru a
adresu nacˇteny´ch dat v pameˇti. Tato struktura je pouzˇita pro nacˇı´ta´nı´ textur, shaderu˚ a modelu˚.
Sekvence nacˇı´ta´nı´ shaderu˚: nejprve probeˇhne inicializace shader poolu (prˇi startu enginu), kde
mu˚zˇeme, ale nemusı´me nacˇı´st shader programy o ktery´ch jisteˇ vı´me zˇe budou da´le v programu pouzˇity
(pomocı´ metody loadDir mu˚zˇeme nacˇı´st vsˇechny shader programy v adresa´rˇi). Pokud se da´le dostaneme
k mı´stu, kde je trˇeba shader pouzˇı´t, mu˚zˇeme se pokusit zjistit jeho ID pomocı´ metody getProgramID,
jejı´m parametrem je na´zev shaderu ktery´ hleda´me. Vnitrˇnı´ logika shader poolu zjistı´ zda tento shader
program byl uzˇ nacˇten, pokud nebyl, nacˇte jej a vra´tı´ zpeˇt jeho ID. Jelikozˇ hleda´nı´ v poolu je cˇasoveˇ
na´rocˇne´ (docha´zı´ k cyklicke´ komparaci stringu˚ ulozˇeny´ch na´zvu˚ a hledane´ho na´zvu) je vhodne´ nacˇı´st
shader prˇi inicializaci (naprˇ. konkre´tnı´ entity) a drzˇet si jeho ID. Prˇi testova´nı´ prˇı´padu, kdy se pokazˇde´
hledal shader podle na´zvu bylo zpomalenı´ hlavnı´ho vla´kna neu´nosne´.
Nacˇı´ta´nı´ ostatnı´ch dat (textur, grafiky pro GUI a modelu˚) probı´ha´ stejneˇ, jednou z nevy´hod takove´ho
prˇı´stupu je rozlisˇova´nı´ dat pouze podle na´zvu souboru˚. Mu˚zˇe nastat situace, kdy nacˇı´ta´me jina´ data se
stejny´mi na´zvy, ale z jiny´ch adresa´rˇu˚ (naprˇ.: /textures/tex.png a /textures/another/tex.png). V takove´m
prˇı´padeˇ by dosˇlo k nacˇtenı´ pouze prvnı´ho souboru, druhy´ uzˇ by byl ignorova´n. Tomuto proble´mu se da´
prˇedejı´t naprˇı´klad ulozˇenı´m nejen na´zvu souboru, ale i cesty.
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5 Generova´nı´ prostrˇedı´
5.1 Vy´hody a nevy´hody
Z hlediska pouzˇitı´ v RTS strategii je generova´nı´ prostrˇedı´ zˇa´doucı´, cˇasto potrˇebujeme vytvorˇit zcela
na´hodne´ hernı´ prostrˇedı´ a vyhnout se tak stereotypu, ktery´ by mohl nastat po delsˇı´ dobeˇ hranı´. Nevy´hodou
takove´ho prostrˇedı´ je jeho obtı´zˇna´ kombinace s prˇı´padny´m prˇı´beˇhem, deˇjem konkre´tnı´ mise nebo cele´
kampaneˇ hry. V takove´m prˇı´padeˇ je vhodneˇjsˇı´ vytvorˇit pro engine editor mapy, kde prova´zˇeme vlastnosti
tere´nu s pozˇadavky hry a vytvorˇı´me tak komplexnı´ celek. Prˇı´padneˇ se nabı´zı´ mozˇnost tyto dveˇ metody
zkombinovat a umozˇnit uzˇivateli vy´beˇr, zda hra´t na´hodnou misi nebo konkre´tnı´ prˇipravenou kampanˇ
(prˇı´kladem mu˚zˇe by´t se´rie her Age Of Empires).
5.2 Definice
Organizace dat
Tere´n je reprezentova´n v ko´du dvourozmeˇrny´m polem float hodnot, kde prvnı´m indexem tohoto pole
je sourˇadnice x, druhy´m z sourˇadnice a ulozˇenou hodnotou na teˇchto sourˇadnicı´ch je y (vy´sˇkova´ hodnota
dane´ho bodu). Takto je vytvorˇena sı´t’ na´sledneˇ propojena´ do troju´helnı´kovy´ch ploch prˇi vykreslova´nı´.
Eroze
Efekt eroze je velice obtı´zˇne´ popsat matematicky, termı´n eroze zahrnuje velke´ mnozˇstvı´ mozˇny´ch de-
formacı´, na ru˚zny´ch typech tere´nu a za´visı´ take´ na klimatu ve ktere´m tyto deformace vznikajı´ [3]. Existuje
vsˇak neˇkolik mozˇnostı´ jak tyto eroze simulovat a alesponˇ cˇa´stecˇneˇ tak prˇiblı´zˇit vzhled vygenerovane´ plo-
chy realiteˇ. Jednou z metod jak vygenerovat za´kladnı´ deformaci plochy tere´nu je pouzˇitı´ Diamod-square
algoritmu, ktery´ je popsa´n v na´sledujı´cı´m textu. Na vzniklou plochu je mozˇne´ da´le aplikovat ru˚znorode´
eroznı´ algoritmy a pomocı´ synte´zy jejich vy´stupu˚ vytvorˇit realistickou sce´nu.
5.3 Diamod-square algoritmus
Diamod-square algoritmus neboli metoda posunu strˇednı´ho bodu je v tomto enginu pouzˇita pro vyge-
nerova´nı´ na´hodne´ plochy tere´nu. Pracuje rekurzivneˇ, jejı´m vstupem je dvourozmeˇrne´ pole bodu˚, vy´stu-
pem je toto pole se zmeˇneˇnou vy´sˇkovou hodnotou kazˇde´ho bodu. Jedna´ se o frakta´lovy´ algoritmus velice
se prˇiblizˇujı´cı´ svy´m vzhledem ru˚zˇove´mu sˇumu.
Popis funkce algoritmu
Jednotlive´ kroky jsou popsa´ny v na´vaznosti na obr. 6.
a) V tomto kroku jsou vybra´ny rohove´ body (da´le A, B, C, D) cele´ho tere´nu a jejich vy´sˇkove´ hodnoty
jsou nastaveny na´hodneˇ, v pozˇadovane´m rozsahu (da´le R).
b) Je urcˇen strˇednı´ bod E a jeho vy´sˇkova´ hodnota je nastavena podle vztahu (3).
E =









+ random(R), G =
(A+B)
2
+ random(R), ... (4)
d) Nynı´ je pu˚vodnı´ cˇtverec rozdeˇlen na cˇtyrˇi mensˇı´ a nacha´zı´ se v mı´steˇ, kde vznika´ drˇı´ve zmı´neˇna´
rekurze. Stejny´ postup je aplikova´n na nove´ mensˇı´ cˇtverce. U´rovenˇ zanorˇenı´ za´visı´ na pocˇtu bodu˚,
na ktere´ je plocha deˇlena. Rozsah R se s kazˇdy´m novy´m zanorˇenı´m snizˇuje. Rekurze je ukoncˇena
po nastavenı´ vsˇech bodu˚ vstupnı´ho pole.
Obra´zek 6: Jednotlive´ pru˚chody Diamod-square algoritmu (prˇevzato z [3])
5.4 Vorone´ho diagram
Tere´n vygenerovany´ pomocı´ diamond-square je z velke´ cˇa´sti homogennı´ a izotropnı´, tedy nema´ vlast-
nosti rea´lne´ho tere´nu. Postupem cˇasu zjistı´me, zˇe takto vygenerovane´ plochy jsou si navza´jem velice
podobne´. Jednou z metod jak se vyhnout tomuto stereotypu je aplikace vorone´ho diagramu˚, mimo jine´
pouzˇı´vany´ch take´ pro vytva´rˇenı´ procedura´lnı´ch textur a dalsˇı´ch efektu˚. Pro vytvorˇenı´ vy´sˇkove´ mapy po-
mocı´ teˇchto diagramu˚, jsou umı´steˇny na vstupnı´ plochu na´hodneˇ n referencˇnı´ body (obr. 7 naprˇ. body A,
B). Pote´ je urcˇen strˇed vznikle´ prˇı´mky AB bod X, ten urcˇı´ hranici bunˇky. Stejny´ postup je aplikova´n na
vsˇechny referencˇnı´ body a dojde tak k rozdeˇlenı´ cele´ plochy. Vy´sˇkove´ hodnoty samotny´ch bodu˚ tere´nu
jsou vypocˇı´ta´ny podle vztahu (5).




ci · di (5)
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Kde di je vzda´lenost mezi bodem tere´nu, u ktere´ho je zjisˇt’ova´na vy´sˇkova´ hodnota a referencˇnı´mi body,
cn je urcˇeny´ koeficient (ovlivnˇuje vlastnosti vygenerovane´ plochy) a h je vy´sˇka dane´ho bodu [3].
5.5 Kombinace obou algoritmu˚
Samotne´ vorone´ho diagramy nemohou by´t pouzˇity pro dosazˇenı´ realisticke´ho vzhledu plochy tere´nu.
Nejlepsˇı´ch vy´sledku˚ dosa´hneme kombinacı´ obou teˇchto algoritmu˚, takto vytvorˇı´me tzv. kombinovanou
vy´sˇkovou mapu tere´nu, prˇiblizˇujı´cı´ se svy´m vzhledem rea´lne´mu tere´nu. Nasky´ta´ se take´ mozˇnost vı´ce
ovlivnit vy´sledne´ vlastnosti a vzhled tere´nu, cˇı´mzˇ snı´zˇı´me pocit stereotypu hernı´ho prostrˇedı´. Dobry´m
prˇı´kladem pouzˇitı´ procedura´lnı´ho tere´nu je mimo jine´ hra Tribal Trouble, kde jsou vy´sˇe popsane´ metody
pouzˇity pro vytvorˇenı´ rozmanity´ch a velice realisticky´ch ostrovu˚.
5.6 Umı´steˇnı´ entit na mapeˇ
Pro procedura´lnı´ vytvorˇenı´ mapy nestacˇı´ pouze vygenerovat plochu tere´nu, je trˇeba na ni umı´stit take´
entity dotva´rˇejı´cı´ hernı´ prostrˇedı´. V tomto enginu je prˇi vola´nı´ funkce generateMap umı´steˇne´ ve trˇı´deˇ
Map, spusˇteˇno, po vygenerova´nı´ tere´nu, take´ na´hodne´ umist’ova´nı´ entit na mapeˇ. Takto je po cele´ hernı´
plosˇe rozmı´steˇna vegetace. Je nalezena na´hodna´, neobsazena´ pozice, nad vodnı´ hladinou, na kterou je
na´sledovneˇ umı´steˇna entita (naprˇ. zveˇrˇ, strom, kerˇ apod.). Umı´steˇny´ objekt je take´ na´hodneˇ zarotova´n a
jeho veˇk age (parametr entit) je take´ na´hodneˇ nastaven. Veˇk zvla´sˇteˇ u stromu˚ a kerˇu˚ urcˇuje jejich velikost,
s cˇasem se zveˇtsˇuje azˇ po dosazˇenı´ maxima´lnı´ hodnoty.
Takove´ rˇesˇenı´ nenı´ prˇı´lisˇ vhodne´ pokud chceme vytvorˇit skutecˇneˇ realisticke´ prostrˇedı´ (naprˇ. les).
Je pouzˇito pouze pro demonstraci v uka´zkove´ aplikaci, abychom nemuseli vkla´dat vsˇe rucˇneˇ. Nabı´zı´
se rˇesˇenı´, kdy naprˇ. po vytvorˇenı´ jednoho stromu umı´stı´me dalsˇı´ v jeho omezene´m okolı´. Pocˇet stromu˚
v oblasti i oblast samotna´ mohou by´t nastaveny na´hodneˇ, cˇı´mzˇ dojde k vzniku ru˚znorody´ch skupin entit.
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6 Kolize mezi entitami
I nejjednodusˇsˇı´ 2D hra potrˇebuje detekci kolizı´. Jedna´ se o jednu ze za´kladnı´ch interakcı´ mezi objekty
a proto se bez nı´ nelze obejı´t. Kolize je matematickou kalkulacı´ pru˚niku objektu˚ jako jsou body, prˇı´mky,
plochy nebo polygony at’ uzˇ v dvou nebo trojrozmeˇrne´m prostou. S detekcı´ kolizı´ souvisı´ take´ samotna´
logika hry, tedy jak dany´ objekt bude reagovat prˇi zjisˇteˇnı´ kolize s jiny´m, ale take´ s fyzikou teˇchto objektu˚.
6.1 Bounding box
Z hlediska na´rocˇnosti, nenı´ vhodne´ detekovat kolize hleda´nı´m pru˚niku cele´ geometrie objektu˚. Zvla´sˇteˇ
u her typu RTS nenı´ trˇeba prˇı´lisˇ prˇesna´ a detailnı´ detekce, navı´c vzhledem k cˇasto velke´mu pocˇtu objektu˚
by byl tento zpu˚sob prˇı´lisˇ cˇasoveˇ na´rocˇny´. Jednou z metod jak se vyhnout zkoumanı´ komplikovany´ch
objektu˚ je zaobalit celou jejich geometrii do tzv. bounding boxu˚. Tedy hleda´nı´m nejmensˇı´ho mozˇne´ho
kva´dru, ktery´ obsa´hne vsˇechny vertexy modelu. Bounding box mu˚zˇe by´t vytva´rˇen procedura´lneˇ za beˇhu
programu nebo je mozˇne´ jej nacˇı´st spolu s modelem. Kazˇda´ z teˇchto mozˇnostı´ ma´ sve´ vy´hody a nevy´hody,
ne vzˇdy totizˇ potrˇebujeme nale´zt box ktery´ by obsa´hl celou geometrii, mu˚zˇou nastat situace, kdy mu˚zˇeme
vyzˇadovat urcˇity´ offset apod. U prˇedefinovany´ch boxu˚ je tedy mozˇne´ vytvorˇit zcela neza´vislou koliznı´
oblast, takovou, jakou u dane´ho objektu pozˇadujeme. Na druhou stranu nasta´va´ proble´m naprˇ. prˇi zmeˇneˇ
velikosti modelu, kdy musı´me zmeˇnit rucˇneˇ i boundimg box.
V tomto enginu je pouzˇita druha´ metoda, tedy kazˇdy´ objekt ma´ svu˚j model a svu˚j bounding box,
urcˇujı´cı´ jeho koliznı´ oblast, prˇedem definovany´. Model i box jsou nacˇı´ta´ny najednou pomocı´ trˇı´dy mo-
delPool. Samotny´ box je objektem trˇı´dy Cube obsahujı´cı´ metody pro detekci kolizı´ (detekce kolize dvou
boxu˚, box-bod apod.).
Typy bounding boxu˚
• AABB (Axis-Aligned Bounding Box) box soubeˇzˇny´ s osami sourˇadnicove´ho syste´mu
• OBB (Oriented Bounding Box) box zarotovany´ vu˚cˇi osa´m
2D kolize ve 3D prostoru
Prˇi na´vrhu koliznı´ho syste´mu je dobre´ zhodnotit jake´ situace mohou vu˚bec nastat. U tohoto enginu
jsou vsˇechny objekty umı´steˇny na plosˇe tere´nu, tedy i jejich bounding boxy. Proto je mozˇne´ zjednodusˇit
detekci kolizı´ promı´tnutı´m cele´ mapy a objektu˚ na nı´ lezˇı´cı´ch do 2D prostoru. Tere´n je orientova´n svou
plochou na osy x a z, osa y urcˇuje vy´sˇku tere´nu v urcˇite´m bodeˇ. Prˇi hleda´nı´ kolizı´ tedy mu˚zˇeme kontro-
lovat pouze pru˚niky za´kladen bounding boxu˚ jednotlivy´ch objektu˚. Rozmeˇr y tedy mu˚zˇeme, prˇi detekci
kolizı´ mezi objekty, ignorovat. Takove´ zjednodusˇenı´ vsˇak nelze pouzˇı´t vzˇdy, naprˇı´klad prˇi hleda´nı´ objektu
na ktery´ bylo kliknuto mysˇı´ je nutne´ kontrolovat kolizi s cely´m boxem.
6.2 Detekce kolizı´
Kolize dvou AABB
Kolize dvou bounding boxu˚ soubeˇzˇny´ch s osami je naimplementova´na ve trˇı´deˇ Cube ve funkci cu-
beInCube, jako parametr prˇeda´va´me box u ktere´ho zkouma´me zda je v kolizi. Na´vratovou hodnotou je
datovy´ typ bool, a naby´va´ hodnoty true v prˇı´padeˇ zˇe docha´zı´ ke kolizi. Logika funkce porovna´va´ pru˚niky
obou boxu˚ ve vsˇech rozmeˇrech, pokud k zˇa´dne´mu nedojde, boxy nekolidujı´.
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Kolize dvou OBB
Detekce kolize dvou zarotovany´ch boxu˚ je mnohem komplikovaneˇjsˇı´. Nestacˇı´ pouze trivia´lnı´ kontrola
prˇesahu˚. Pokud se snazˇı´me nale´zt takovouto kolizi v rea´lne´m sveˇteˇ, musı´me nahle´dnout na oba objekty
z vı´ce stran, nekolidujı´ v prˇı´padeˇ, zˇe z jake´hokoliv pohledu mezi nimi vidı´me ”mezeru”. Stejny´ princip
je pouzˇit i v tomto prˇı´padeˇ.
Obra´zek 9: Detekce kolize dvou OBB
Jedna´ se o prˇı´pad pouzˇitı´ Veˇty o oddeˇlujı´cı´ch osa´ch ktera´ znı´ pro tento prˇı´pad na´sledovneˇ: Jestlizˇe
se dva OBB boxy nedoty´kajı´, pak existuje oddeˇlujı´cı´ osa L⃗ = V⃗ × W⃗ , kde V⃗ a W⃗ jsou ruzne´ vek-
tory vybrane´ z sˇesti za´kladnı´ch os dvou bounding-boxu˚. Tedy zkouma´me patna´ct oddeˇlujı´cı´ch os: trˇi
za´kladnı´ osy obou OBB a deveˇt os vznikly´ch vektorovy´m soucˇinem mezi za´kladnı´mi osami zkoumany´ch
OBB. Pokud je jedna z teˇchto os take´ oddeˇlujı´cı´ osou, kolize mezi objekty neexistuje. Pokud vyjdeme
z prˇedpokladu, zˇe v tomto enginu nenasta´va´ situace, kdy by objekt (i s bounding boxem) nelezˇel na
plosˇe tere´nu, je mozˇne´ zjednodusˇit detekci kolize na hleda´nı´ oddeˇlujı´cı´ osy dvou zarotovany´ch obde´lnı´ku˚
(pocˇı´tat pouze se za´kladnami OBB). Pocˇet kontrolovany´ch os se tedy omezı´ na dveˇ za´kladnı´ osy obou




Prˇi tvorbeˇ graficke´ho subsyste´mu se cˇasto setka´va´me s proble´mem jak vykreslit detailnı´ a realistickou
sce´nu v co nejkratsˇı´m cˇase, nezahlcovat grafickou kartu zbytecˇny´mi daty, ktera´ ve vy´sledku nejsou na
obrazovce v dany´ okamzˇik viditelna´. Zvla´sˇteˇ u her typu RTS nasta´vajı´ azˇ velice cˇasto situace, kdy ma´me
na hernı´ plosˇe stovky objektu˚ (cela´ meˇsta, velke´ skupiny pohybujı´cı´ch se jednotek, vegetaci, zveˇrˇ apod.)
kdybychom vykreslovali vsˇe, bez ohledu na jejich viditelnost, pravdeˇpodobneˇ by byl na´sˇ engine pomaly´
a nepouzˇitelny´.
Soubor metod na vyloucˇenı´ neviditelny´ch cˇa´stı´ sce´ny se nazy´va´ culling. Teˇchto metod existuje velke´
mnozˇstvı´ a neˇktere´ z nich budou posa´ny v na´sledujı´cı´m textu, zejme´na ty, ktere´ jsou vhodne´ pro hry typu
RTS.
7.2 Frustum culling
Frustum culling identifikuje objekty lezˇı´cı´ mimo oblast, kterou zobrauje kamera. Tato oblast je tvorˇena´
komoly´m jehlanem, opisujı´cı´m vlastnosti perspektivy pouzˇite´ v dane´ sce´neˇ. U kazˇde´ho objektu je tedy
zkouma´na, prˇi zmeˇneˇ jeho pozice, nebo prˇi pohybu kamery, kolize jeho bounding boxu a komole´ho
jehlanu viditelne´ oblasti. Pokud tato kolize nenı´ detekova´na, je objekt oznacˇen jako pra´veˇ neviditelny´ a
nenı´ vola´na funkce pro jeho vykreslenı´ [5]. Vyrˇazeny z vykreslovacı´ho procesu jsou tedy take´ objekty
lezˇı´cı´ prˇı´lisˇ blı´zko kamery a mimo dohled kamery.
Implementace
Tato metoda cullingu je v nasˇem enginu prˇı´mo pouzˇita pouze u pohybujı´cı´ch se objektu˚ (jako je
zveˇrˇ, jednotky apod.). Jejı´ logika je cˇa´stecˇneˇ obsazˇena ve staticke´ globa´lnı´ trˇı´deˇ World, kde je prˇi kazˇde´
zmeˇneˇ pozice kamery prˇepocˇı´ta´na viditelna´ oblast. Kazˇdy´ pohyblivy´ objekt pak prˇi aktualizaci sve´ po-
zice zjisˇt’uje, zda je sta´le viditelny´ (kontrolou kolize sve´ho bounding boxu a viditelne´ oblasti), podle
te´to informace je na´sledovneˇ nastavena bool promeˇnna´, urcˇujı´cı´ zda bude entita v na´sledujı´cı´m pru˚chodu
vykreslena.
7.3 Occlusion culling
Occlusion culling je dalsˇı´ metodou jak zamezit zbytecˇne´mu zpracova´va´nı´ neviditelny´ch objektu˚. Do-
cha´zı´ k vyloucˇenı´ objektu˚, v aktua´lnı´m pohledu, skryty´ch za jiny´mi objekty. Dojde, podobneˇ jako je
tomu u frustum cullingu, k vytvorˇenı´ komole´ho jehlanu (da´le occlusion frustum) kopı´rujı´cı´ho vlastnosti
aktua´lnı´ perspektivy a tzv. occluding objektu (viz. obr. 10). Occlusion frustum tedy zahrnuje cely´ prostor,
ktery´ nemu˚zˇe by´t prˇi dane´ pozici kamery a occluding objektu viditelny´. Vsˇechny objekty, ktere´ jsou cele´
v prostoru occlusion frustum jsou tedy neviditelne´ a mohou by´t vyrˇazeny z vykreslova´nı´ [5].
V za´vislosti na typu graficke´ho syste´mu a typu zobrazeny´ch objektu˚ mu˚zˇe frustum culling, occlusion
culling, prˇı´padneˇ kombinace obou znacˇneˇ eliminovat mnozˇstvı´ zpracovany´ch objektu˚. Ma´me tak mozˇnost
jak redukovat pocˇet zpracova´vany´ch vertexu˚, textur atd. a zrychlit tak cely´ beˇh syste´mu. S jejich pouzˇitı´m
mu˚zˇeme dosa´hnout rychle´ho zobrazova´nı´ komplikovaneˇjsˇı´ch sce´n. V nasˇem prˇı´padeˇ je pouzˇitı´ occlusion
cullingu nevhodne´, vzhledem ke staticke´mu pohledu (pod nemeˇnny´m u´hlem) na sce´nu nenasta´va´ situace,
kdy neˇktery´ objekt plneˇ prˇekry´va´ jiny´, prˇı´lisˇ cˇasto. Vyhleda´va´nı´ objektu˚, ktere´ by meˇly by´t odstraneˇny ze
zpracova´nı´ by zbytecˇneˇ zpomalovalo tento engine. Avsˇak nelze to tvrdit o vsˇech hra´ch typu RTS, pouzˇitı´
teˇchto algoritmu˚ je trˇeba zva´zˇit.
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Obra´zek 10: Occlusion culling (prˇevzato z [11])
7.4 Quadtree
Plocha tere´nu je, stejneˇ jako ostatnı´ geometrie, slozˇena z velke´ho mnozˇstvı´ vertexu˚. Je tedy nerea´lne´
zkoumat u kazˇde´ho zda je v danou chvı´li viditelny´. Podobneˇ jako tomu je u pohyblivy´ch objektu˚ (s pouzˇitı´m
bounding boxu˚) je trˇeba rozdeˇlit tere´n na oblasti zaobalene´ do boxu˚ a rˇesˇit viditelnost teˇchto boxu˚. K to-
muto deˇlenı´ je pouzˇit v tomto enginu quadtree. Jde o datovou stromovou strukturou, kde je kazˇdy´ uzel
rozdeˇlen vzˇdy na cˇtyrˇi dalsˇı´ (kromeˇ listovy´ch uzlu˚). Uzlem je mysˇlen cˇtverec (v nasˇem prˇı´padeˇ box)
obsahujı´cı´ urcˇitou cˇa´st sce´ny.
Samotne´ deˇlenı´ probı´ha´ rekurzivneˇ, nejprve je urcˇen korˇen stromu (obaluje celou geometrii tere´nu).
Da´le jsou vytvorˇeny cˇtyrˇi nove´ uzly obalujı´cı´ odpovı´dajı´cı´ cˇa´st geometrie nadrˇazene´ho uzlu (poprve´
korˇenovy´ uzel). Toto deˇlenı´ se opakuje pro kazˇdy´ noveˇ vznikly´ uzel, dokud nedosa´hne u´rovenˇ zanorˇenı´
sve´ maxima´lnı´ hodnoty (prˇedem urcˇena). Konecˇne´ listove´ uzly pak obsahujı´ samotna´ data (kazˇdy´ pro
svou oblast) tere´nu a obstara´vajı´ jejich vykreslova´nı´. Takove´to usporˇa´da´nı´, do stromove´ struktury, umozˇnˇuje
jednodusˇe a rychle vyrˇazovat neviditelne´ oblasti [5]. Pokud budeme stromem procha´zet od korˇene (obr.
11) a zkoumat zda box dane´ho uzlu koliduje s viditelnou oblastı´ (pomocı´ frustum cullingu, viz. kapitola
7.2), mu˚zˇeme vyloucˇit najednou neˇkolik boxu˚. Zjistı´me-li, zˇe je uzel neviditelny´, je automaticky nevidi-
telne´ i cele´ pokracˇujı´cı´ veˇtvenı´ z tohoto uzlu.
Obra´zek 11: Pru˚chod stromem
Implementace
V tomto enginu je quadtree naimplementova´n ve trˇı´deˇ Box. Vola´nı´m jejı´ho konstruktoru dojde k vy-
tvorˇenı´ korˇenove´ho uzlu a da´le take´ k nove´mu vola´nı´ konstruktoru˚ cˇtyrˇ dalsˇı´ch Boxu˚. Mezi parametry
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konstruktoru Boxu patrˇı´ mimo jine´ promeˇnna´ nesting urcˇujı´cı´ stupenˇ zanorˇenı´ uzlu. Ta je prˇi kazˇde´m
dalsˇı´m zanorˇenı´ zmensˇena o jedna, pokud dosa´hne nuly tak se jedna´ o listovy´ uzel. Bylo testova´no
neˇkolik nastavenı´ maxima´lnı´ho zanorˇenı´, nejoptima´lneˇjsˇı´ se jevı´ zanorˇenı´ 5. Veˇtsˇı´ uzˇ prˇı´lisˇ zateˇzˇovalo
cpu nadmeˇrny´m pocˇtem kontrol kolizı´ a zpomalovalo tak plynulost hry. Mensˇı´ zanorˇenı´ prˇi beˇzˇne´m zo-
omu postra´dalo smysl.
Obra´zek 12: Rozdeˇlenı´ mapy pomocı´ quadtree
Quadtree rˇesˇı´ take´ culling staticky´ch entit umı´steˇny´ch na mapu, pro pohyblive´ entity nenı´ pouzˇit,
muselo by docha´zet k periodicke´ detekci ve ktere´m boxu se entita pra´veˇ nacha´zı´ (je pohybliva´), cozˇ
z hlediska rychlosti nenı´ vhodny´m rˇesˇenı´m. Trˇı´da Box obsahuje metodu insertEntity, pomocı´ ktere´ mu˚zˇe
by´t do stromu vlozˇen novy´ objekt. Logika funkce procha´zı´ postupneˇ stromem a porovna´va´ boxy jednot-
livy´ch uzlu˚ s bounding boxem nove´ entity. Po nalezenı´ odpovı´dajı´cı´ho uzlu je do neˇj ulozˇen pointer na
vkla´danou entitu a take´ dojde k prˇı´padne´ zmeˇneˇ vy´sˇky boxu (je-li bounding box entity vysˇsˇı´ nezˇ box
uzlu).
Vykreslenı´ cele´ viditelne´ oblasti mapy je naimplementova´no ve funkci drawVisible. Jednodusˇe dojde
k pru˚chodu stromem a vola´nı´ draw funkcı´ vsˇech obsazˇeny´ch objektu˚.
Aktualizace viditelnosti
Aby nedocha´zelo ke zbytecˇne´mu periodicke´mu procha´zenı´ quadtree i v prˇı´padeˇ, zˇe nepohybujeme
kamerou, je v enginu navrzˇena prˇı´davna´ struktura ukla´dajı´cı´ poslednı´ viditelnou cˇa´st mapy. Namespace
Octree se samotnou trˇı´dou Box obsahuje take´ dynamicke´ pole visibleBoxes ukla´dajı´cı´ pointery na po-
slednı´ nalezene´ viditelne´ uzly. Flag actualVisible datove´ho typu bool urcˇuje, zda je sekvence ukazatelu˚
ve visibleBoxes aktua´lnı´ nebo ne. Pokud je tedy vola´na funkce drawVisible, je nejprve zkontrolova´no
actualVisible pokud je nastaveno na true nedocha´zı´ k pru˚chodu stromem, ale pouze k zavola´nı´ vsˇech
draw funkcı´ ulozˇeny´ch uzlu˚. V opacˇne´m prˇı´padeˇ jsou nalezeny a ulozˇeny nove´ viditelne´ uzly. Funkce




V te´to pra´ci bylo dosazˇeno vsˇech vytycˇeny´ch cı´lu˚ a na vzdory prvnı´m prˇedpokladu˚m se na´m podarˇilo
vytvorˇit fungujı´cı´ a hratelnou hru. Uka´zkove´ demo zahrnuje vı´ce oblastı´ nezˇ dokumentuje tato pra´ce.
Dalsˇı´m pozitivem je, zˇe vy´voj tohoto enginu bude pravdeˇpodobneˇ da´le pokracˇovat a dojde take´ k rozsˇı´rˇenı´
vy´vojove´ho ty´mu o dalsˇı´ programa´tory a grafiky. Poslednı´ verze prˇilozˇena´ k te´to pra´ci obsahuje:
• Graficky´ subsyste´m zalozˇeny´ na OpenGL a SDL
• Detekci kolizı´, zalozˇenou na pouzˇitı´ bounding boxu˚, ale vyuzˇı´vajı´cı´ take´ rozsˇı´rˇeny´ch mozˇ-nostı´
naimplementovane´ logiky pro hleda´nı´ cesty
• Spra´vu uda´lostı´
• Hernı´ logiku a AI, demo obsahuje neˇkolik budov, kazˇda´ ma´ sve´ zameˇrˇenı´ (naprˇ.: teˇzˇba drˇeva, vy´beˇr
danı´, stavba dalsˇı´ch budov apod.), ale take´ prˇı´slusˇne´ jednotky co tyto sluzˇby rea´lneˇ zajisˇt’ujı´.
• Generova´nı´ hernı´ho prostrˇedı´
• GUI postavene´ na stromove´ strukturˇe, podobny´ princip jak je pouzˇit naprˇı´klad v Qt
• Spra´vu nacˇı´ta´nı´: modelu˚, textur a shaderu˚
• Mozˇnost skriptova´nı´ pomocı´ LUA (zatı´m pouze GUI, do budoucna by meˇlo by´t rozsˇı´rˇeno na skrip-
tova´nı´ AI, tvorbu tzv. decision tree apod.)
Vy´sledny´ engine prˇidany´ k te´to pra´ci byl kompilova´n a testova´n na Windows, ale byla testova´na i jeho
prˇenositelnost na Linux (konkre´tneˇ Ubuntu 10.04), kde funguje bez viditelny´ch proble´mu˚. Mezi cı´le do
budoucna patrˇı´ mimo jine´ vytvorˇenı´ komplexnı´ho a stabilnı´ho open source enginu, ktery´ bude do jiste´
mı´ry univerza´lnı´ a jednodusˇe rozsˇirˇitelny´ hlavneˇ dı´ky skriptova´nı´. Velky´ du˚raz bude kladen take´ na jeho
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A Screenshot demo aplikace
Obra´zek 13: Meˇsto vytvorˇene´ pomocı´ nasˇeho enginu
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B Budovy ve hrˇe
Banka
● Budova vytvářející jednotky pro výběr daní




● Budova vytvářející jednotky pro lov zvěře




● Budova vytvářející jednotky pro kácení 
stromů




● Budova vytvářející jednotky pro stavbu 
jiných budov
● Detekuje stavby ve svém okolí a posíla k 
nim své jednotky
Obra´zek 14: Seznam a popis budov pouzˇity´ch v demo aplikaci
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C Trˇı´dnı´ diagram mapy
Obra´zek 15: Trˇı´dnı´ diagram vazeb mapy na ostatnı´ cˇa´sti enginu
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D Trˇı´dnı´ diagram entit
Obra´zek 16: Trˇı´dnı´ diagram entit v enginu
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E Na´vrh struktury enginu
Obra´zek 17: Na´vrh struktury vysledne´ho enginu s prˇida´nı´m editoru map a jednotek
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