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Producing a small deployment version of an application is a challenge
because static abstractions such as packages cannot anticipate the use of
their parts. As such, an application often occupies more memory than ac-
tually needed. To solve this problem we propose Tornado, a technique to
dynamically tailor applications to only embed code (classes and methods)
they use. Tornado uses a run-fail-grow approach to prepare an application
for deployment. It launches minimal version of an application and installs
a minimal set of statements that will start the user’s application. This ap-
plication is run and these statements are executed. When the application
fails because there are classes or methods missing, the necessary code is
installed. The application is executed until it reaches a stable point, allow-
ing possibly human interaction for applications with UIs. Thus, Tornado
creates minimal memory footprint versions of applications by tailoring the
whole application’s code, including run-time and third party libraries.
In this report, we present the results we obtained from using Tornado
to tailor two different applications. We succeeded to tailor a hello world
application to occupy 1% of its original size. We also experimented with
a Seaside web application tailoring in one case only the application’s and
framework’s code and the whole application’s code in the other case. In
this latter example, we reached memory savings of about 97%. In this re-
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1 Used Methodology
We tested our Tornado implementation by tailoring two different Pharo applications: a
hello world application and a simple but yet interactive web application based on the
Seaside framework [1]. Our methodology consisted in: setting up a seed for the ap-
plication, preparing the application entry points and executing the application. In the
case of the interactive web application, we interacted with it through a web browser.
Once we finished the process, we extracted the resulting application by making a snap-
shot of it in a Pharo image file. We tested the generated snapshots to verify they work
properly (under the assumption that only the previously used features of the application
should work).
Finally, to present our results we measured the size of the generated snapshots files
and compared them with the snapshots of the full applications under Pharo’s production
option1. The results prove the soundness of our solution.
2 Hello World Application
We used Tornado to tailor a hello world application writing 10 times the ‘hello world’
string to the standard output (stdout). In this case study we used an empty seed to grow
both base libraries and the application’s code. Figure 1 shows the installed entry point
to tailor this application. Table 1 shows our results for this case. We succeed to reduce
the application’s size to 1% of its original counterpart.
1 FileStream startUp: true.
2 1 to: 10 do: [ :i | FileStream stdout nextPutAll: ’hello’; crlf ].
Figure 1: Entry point of the Hello World application with an empty seed.
Size(KB) Ocuppied(%) Saved(%)
Reference 12872 100% 0%
Tailored 131 1% 99%
Table 1: Results of the tailored Hello World application.
3 Seaside Web Application
We also used Tornado to tailor a simple web application consisting in a webpage with a
counter containing two buttons. These two buttons perform requests to the web server
to increase and decrease the counter. The Seaside application framework was config-
ured with its default values, without making any customizations.
1Pharo allows to prepare a snapshot for production. This option cleans some caches and removes some
well known objects from the system, thus, freeing space.
3
In this case, we used two different seeds for tailoring: a seed containing all Pharo
base libraries and an empty seed. Appendix B presents the entry points for these both
seeds. The tailoring was done by starting the application and exercising it by generating
requests through a web browser, clicking on its decrease and increase buttons.
Size (KB)
Ref. Pharo Base Libraries (P) 12872
Ref. Seaside Framework (S) 4326
Ref. Counter Application (R) 52
Total Ref. Application (P+S+C) 17250
Size (KB) Ocuppied (%) Saved (%)
P’+S’+C’ / P+S+C 573 3% 97%
P”+S”+C” / P+S+C 13090 76% 24%
S”+C” / S+C 218 5% 95%
Table 2: Results of second case study. Results of tailoring a web application with two differ-
ent seeds. On the left, the total sizes of the original application deployment components (base
libraries, application framework and counter application). On the right, our results when ap-
plying after tailoring. The first two results rows are compared against the total of the reference
application. The third row presents the comparison without including base libraries, already
inside the seed.
Table 2 shows the results obtained when tailoring this application with each of these
two seeds. Figure 2 presents a tailoring map illustrating how Tornado selects the code
units from a reference application given a seeds. This figure also presents the notation
we use in Table 2: P is the Pharo base libraries, S is the Seaside Framework and C is
the Counter application code units present in the reference application. P’, S’ and C’
are their counterparts selected by Tornado when using an empty seed. P”, S” and C”
are their counterparts, as selected by Tornado when using a seed with all base libraries.
In the latter, we can note that P=P”.












Figure 2: Tailoring Map. Tailoring map describing the Seaside application generated with the
empty seed (left) and the full Pharo seed (right).
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A Appendix: Method List of a Nurtured Hello World
Application
List of methods extracted from the nurtured Hello World application. This list includes all meth-








































































































































































B Appendix: Entry Points to Tailor the Seaside Web
Application
Entry points as used to tailor the Seaside web application with a full Pharo seed and an empty
seed. The first one (Figure 3) only consists in starting the web server as the base libraries are
initialized and available in the seed. The latter one (Figure 4) includes the initialization of the
minimal runtime needed to do networking.
1 ZnZincServerAdaptor startOn: 8888.
Figure 3: Entry point of the Seaside application with a full Pharo seed.







8 Delay startUp: true.












21 UIManager basicDefault: DummyUIManager new.
22 ZnServer initialize.
23 WAServerManager initialize.
24 Smalltalk instVarNamed: ’session’ put: Smalltalk newSessionObject.
25 Smalltalk startupImage: true snapshotWorked: true.
26
27 "Finally we start the web server"
28 ZnZincServerAdaptor startOn: 8888.
Figure 4: Entry point of the Seaside application with an empty seed.
8
C Appendix: Method List of Seaside Counter Applica-
tion with Full Pharo Seed
List of methods extracted from the nurtured Web application when using a seed containing all
base libraries from Pharo. This list includes all methods installed from Seaside framework and
the counter application. The list of methods part of the base library are excluded as it is the same







































































































































































































































































































































































































































































































































































































D Appendix: Method List of Seaside Counter Applica-
tion with Empty Seed
List of methods extracted from the nurtured Web application when using an empty seed. This















































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































ZnRes urc MetaUtils class»parseQueryFrom:
33
ZnResourceMetaUtils class»queryKeyValueSafeSet
ZnResourceMetaUtils class»urlPathSafeSet
ZnResourceMetaUtils class»writeQueryFields:on:
ZnResourceMetaUtils class»writeQueryFields:withTextEncoding:on:
ZnResponse»setConnectionCloseFor:
ZnResponse»setKeepAliveFor:
ZnResponse»statusLine:
ZnResponse»statusLine
ZnResponse»useConnection:
ZnResponse»writeOn:
ZnSeasideServerAdaptorDelegate class»with:
ZnSeasideServerAdaptorDelegate»adaptor:
ZnSeasideServerAdaptorDelegate»adaptor
ZnSeasideServerAdaptorDelegate»handleRequest:
ZnServer class»defaultServerClass
ZnServer class»initialize
ZnServer class»managedServers
ZnServer class»on:
ZnServer class»shutDown:
ZnServer class»startUp:
ZnServer class»unregister:
ZnServer»authenticator
ZnServer»bindingAddress
ZnServer»delegate:
ZnServer»delegate
ZnServer»maximumEntitySize
ZnServer»optionAt:ifAbsent:
ZnServer»optionAt:ifAbsentPut:
ZnServer»optionAt:put:
ZnServer»port:
ZnServer»port
ZnServer»reader:
ZnServer»reader
ZnServer»stop
ZnServer»unregister
ZnServer»useGzipCompressionAndChunking
ZnSignalProgress class»enabled
ZnSingleThreadedServer class»default
ZnSingleThreadedServer class»on:Latin1
ZnSingleThreadedServer»acceptWaitTimeout
ZnSingleThreadedServer»augmentResponse:forRequest:
ZnSingleThreadedServer»authenticateAndDelegateRequest:
ZnSingleThreadedServer»authenticateRequest:do:
ZnSingleThreadedServer»closeDelegate
ZnSingleThreadedServer»handleRequest:
ZnSingleThreadedServer»handleRequestProtected:
ZnSingleThreadedServer»initializeServerSocket
ZnSingleThreadedServer»isRunning
ZnSingleThreadedServer»logRequest:response:started:
ZnSingleThreadedServer»logRequest:
ZnSingleThreadedServer»logResponse:
ZnSingleThreadedServer»log
ZnSingleThreadedServer»noteAcceptWaitTimedOut
ZnSingleThreadedServer»periodicTasks
ZnSingleThreadedServer»process
ZnSingleThreadedServer»readRequest:
ZnSingleThreadedServer»releaseServerSocket
ZnSingleThreadedServer»serverProcessName
ZnSingleThreadedServer»serverSocket
ZnSingleThreadedServer»socketStreamOn:
ZnSingleThreadedServer»start
ZnSingleThreadedServer»stop:
ZnSingleThreadedServer»withMaximumEntitySizeDo:
ZnSingleThreadedServer»writeResponse:on:
ZnStatusLine class»badRequest
ZnStatusLine class»code:
ZnStatusLine»code:
ZnStatusLine»code
ZnStatusLine»reason
ZnStatusLine»version:
ZnStatusLine»version
ZnStatusLine»writeOn:
ZnStringEntity class»designatedMimeType
ZnStringEntity class»text:
ZnStringEntity»computeContentLength
ZnStringEntity»contentLength
ZnStringEntity»encoder:
ZnStringEntity»encoder
ZnStringEntity»hasEncoder
ZnStringEntity»initializeEncoder
ZnStringEntity»string:
ZnStringEntity»string
ZnStringEntity»writeOn:
ZnUTF8Encoder class»handlesEncoding:
ZnUTF8Encoder class»newForEncoding:
ZnUTF8Encoder»decodeBytes:
ZnUTF8Encoder»encodedByteCountFor:
ZnUTF8Encoder»findFirstNonASCIIIn:startingAt:
ZnUTF8Encoder»next:putAll:startingAt:toStream:
ZnUTF8Encoder»next:putAllASCII:startingAt:toStream:
ZnUTF8Encoder»next:putAllByteString:startingAt:toStream:
ZnUTF8Encoder»nextFromStream:
ZnUTF8Encoder»nextPut:toStream:
ZnUnknownHttpMethod class»method:
ZnUnknownHttpMethod»method:
ZnUrl class»fromString:
ZnUrl class»schemesNotUsingPath
ZnUrl»addPathSegment:
ZnUrl»decodePercent:
ZnUrl»encodePath:on:
34
ZnUrl»enforceKnownScheme
ZnUrl»hasFragment
ZnUrl»hasHost
ZnUrl»hasPath
ZnUrl»hasPort
ZnUrl»hasQuery
ZnUrl»hasScheme
ZnUrl»hasUsername
ZnUrl»isSchemeUsingPath
ZnUrl»parseFrom:defaultScheme:
ZnUrl»parseFrom:
ZnUrl»parsePath:
ZnUrl»printAuthorityOn:
ZnUrl»printOn:
ZnUrl»printPathOn:
ZnUrl»printPathQueryFragmentOn:
ZnUrl»printQueryOn:
ZnUrl»query:
ZnUrl»query
ZnUrl»scheme
ZnUtils class»httpDate:
ZnUtils class»httpDate
ZnUtils class»nextPutAll:on:
ZnUtils class»signalProgress:total:
ZnUtils class»streamingBufferSize
ZnZincServerAdaptor»basicStart
ZnZincServerAdaptor»configureDelegate
ZnZincServerAdaptor»configureServerForBinaryReading
ZnZincServerAdaptor»defaultCodec
ZnZincServerAdaptor»defaultDelegate
ZnZincServerAdaptor»defaultZnServer
ZnZincServerAdaptor»isRunning
ZnZincServerAdaptor»isStopped
ZnZincServerAdaptor»requestAddressFor:
ZnZincServerAdaptor»requestBodyFor:
ZnZincServerAdaptor»requestCookiesFor:
ZnZincServerAdaptor»requestFieldsFor:
ZnZincServerAdaptor»requestHeadersFor:
ZnZincServerAdaptor»requestMethodFor:
ZnZincServerAdaptor»requestUrlFor:
ZnZincServerAdaptor»requestVersionFor:
ZnZincServerAdaptor»responseFrom:
ZnZincServerAdaptor»server
ZnZincServerAdaptor»shutDown
ZnZincServerAdaptor»startUp
35
