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Die Realisierung von Geschäftsprozessen erfolgt im Rahmen moderner Unterneh­
menssoftware in der Regel auf Basis serviceorientierter Architekturen. Hierzu 
müssen Anforderungen von den Fachbereichen aufgenommen, die einzelnen 
Services bereitgestellt und die Geschäftsprozesse durch Implementierung einer 
Prozesssteuerung und den dazugehörigen Frontends, d.h. den Benutzerschnitt­
stellen, systemtechnisch umgesetzt werden. Bei einer solchen umfassenden Rea ­
lisierung sind Teammitglieder in unterschiedlichen Bereichen und Ebenen mit 
speziellen Kenntnissen erforderlich, welche die jeweils erforderlichen Artefakte 
erstellen. Die Arbeit beschreibt einen neuen XML­Netz­basierten Ansatz zur Un­
terstützung einer kollaborativen Realisierung von SOA­basierter Unternehmens­
software. Dieser enthält eine integrierte formale Modellierung der verschiedenen 
Aspekte und ermöglicht durch die Orientierung an XML­Strukturen eine Transfor­
mation in verschiedene Zieltechnologien. In einem Informationsnetz zur Unter­
stützung von Kollaboration werden insbesondere die Abhängigkeiten zwischen 
den modellierten Aspekten und die für ein kollaboratives Bearbeiten der in einem 
SOA­Entwicklungsprojekt anfallenden Artefakte benötigten Informationen be­
rücksichtigt.
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1 Einleitung 
In diesem Kapitel wird zunächst eine Einführung in die bestehende Problemstellung bei der 
kollaborativen Realisierung von auf der Grundlage serviceorientierter Architekturen aufge-
bauter Unternehmenssoftware gegeben. Nach einer Erläuterung der Zielsetzung wird der Auf-
bau der Arbeit vorgestellt.  
1.1 Problemstellung 
Die Realisierung von Geschäftsprozessen durch webbasierte Anwendungssysteme erfolgt 
zunehmend auf Basis serviceorientierter Architekturen (SOA) [DGH05, DuP08, Erl07, 
Mel08]. Bei solchen Systemen wird Funktionalität standardisiert in Form von Services bereit-
gestellt, die dann durch weitere SOA-Standards für die Umsetzung von IT-basierten Ge-
schäftsprozessen genutzt werden. Im Rahmen der Realisierung dieser Systeme sind Teammit-
glieder mit unterschiedlichen Kenntnissen und Fähigkeiten beteiligt. Sie definieren und 
realisieren Komponenten auf den verschiedenen Ebenen dieser Architekturen mit den jeweils 
benötigten Werkzeugen. 
Viele Softwareanbieter oder Unternehmen, die sich für die Realisierung eines neuen Soft-
waresystems entschieden haben, setzen für die Realisierung ihrer Produkte bzw. Projekte 
weltweit verteilte Teams ein [AHK05, CaT05]. Die Gründe hierfür liegen zum einen in der 
Internationalisierung der Unternehmen und zum anderen in der Kostensenkung durch die 
Nutzung von Offshore- und Nearshore-Potenzialen [NBK08, Sur04]. Ermöglicht wird dies 
durch neue Arbeitsformen wie Telearbeit und Telekooperation, die sich durch die Verbreitung 
des Internets entwickelt haben. Diese erlauben geographisch und zeitlich flexible Organisati-
onsmodelle [BeC05]. Um den Wertschöpfungsprozess innerhalb solcher Konstellationen zu 
unterstützen, müssen Umgebungen geschaffen werden, die eine weltweite organisationsüber-
greifende Realisierung und Integration von Softwarekomponenten im Rahmen einer SOA 
unterstützen. 
Bei der Durchführung von IT-Projekten werden heute vielfach agile Methoden eingesetzt, 
welche das Maß an erforderlicher Zusammenarbeit weiter erhöhen [Bec11, Bee01, BlW08, 
Mar02]. Darüber hinaus ist bei diesen Vorgehensweisen eine zeitnahe Erstellung von Soft-
warekomponenten auf Basis von Anforderungen, z.B. über Softwaregeneratoren, erforderlich. 
Für die Realisierung großer und komplexer SOA-basierter Unternehmenssoftware in weltweit 
verteilten Projekten ist der Einsatz von Modellen unverzichtbar, da hier eine möglichst präzise 
Definition der Anforderungen gewährleistet sein muss. 
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Abbildung 1: Realisierung von Geschäftsprozessen auf Basis von Services 
Für die Realisierung von Unternehmenssoftware ist eine konzeptionelle Basis erforderlich, die 
eine gegenseitige Ausrichtung von IT-Systemen und Geschäftsprozessen ermöglicht [vgl. 
KaV11]. Abbildung 1 zeigt grob die verschiedenen Bereiche und Ebenen bei der Realisierung 
von Geschäftsprozessen im Rahmen einer serviceorientierten Umsetzung. Basis für die Im-
plementierung ist eine Definition der umzusetzenden Geschäftsprozesse [Jos08]. Diese wer-
den meist in Form von Geschäftsprozessmodellen und Geschäftsobjektmodellen definiert, die 
idealerweise miteinander verknüpft sind [Len03]. Sie beinhalten in der Regel neben einer 
Beschreibung der Abläufe und der verwendeten Geschäftsobjekte auch eine Beschreibung der 
bei den einzelnen Prozessschritten gewünschten Funktionalität. 
Die IT-technische Umsetzung, d.h. die Implementierung von Geschäftsprozessen, basiert bei 
einer SOA auf Services [DuP08, Erl07]. Die einzelnen Services müssen implementiert oder 
beim Einsatz von Standardsoftware entsprechend den Anforderungen konfiguriert werden. 
Die durch die Services verarbeiteten Daten werden in der darunterliegenden Datenbank-
schicht verwaltet [Erl07]. Diese sollte auf Basis der definierten Geschäftsobjekte realisiert 
werden. Die Umsetzung der eigentlichen Geschäftsprozesse erfolgt durch die Implementie-
rung der Prozesssteuerung, mit welcher der Ablauf einzelner Services in einem Geschäftspro-
zess geregelt wird. Darüber hinaus müssen die Frontends, d.h. die graphischen Benutzer-
schnittstellen, für die Geschäftsprozesse implementiert werden [Mel08]. Die Frontends 
müssen entsprechend dem jeweils verwendeten Endgerät aufgebaut und ggf. angepasst wer-
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den, d.h. die Darstellung einer Maske kann sich bspw. auf einem Desktop-Computer von der 
Darstellung auf einem mobilen Endgerät unterscheiden [Gal07]. 
Für diese unterschiedlichen Bereiche und Ebenen sind Teammitglieder mit speziellen Kennt-
nissen erforderlich, welche die jeweiligen Artefakte erstellen. Ein optimales Gesamtergebnis 
wird jedoch nur durch eine koordinierte und abgestimmte Zusammenarbeit aller beteiligten 
Personen erzielt. 
Auch im zeitlichen Verlauf eines Softwareprojekts ergeben sich unterschiedliche Anforderun-
gen hinsichtlich der Zusammenarbeit. Nachfolgend sind Anforderungen aufgeführt, die in den 
verschiedenen Phasen eines Softwareprojekts auftreten [vgl. Bal08]: 
 Bei der Analyse müssen die fachlichen Aspekte mit den technischen Möglichkeiten für 
eine Umsetzung abgeglichen werden, d.h. in dieser Phase ist eine ausgeprägte Kommuni-
kation zwischen den Teammitgliedern mit eher fachlichem Hintergrund und den eher 
technisch orientierten Systemarchitekten notwendig [vgl. KSS09]. 
 Beim Design, d.h. dem detaillierten Entwurf der Softwarelösung, müssen neben den 
Teammitgliedern aus dem Fachbereich auch die Budget-Verantwortlichen mit eingebun-
den werden, da die Entscheidungen, wie Umsetzungen erfolgen sollen, oft signifikante 
Auswirkungen auf die Kosten eines Projekts haben. Die Hauptaufgabe ist hier, Transpa-
renz über die Auswirkungen von Entscheidungen zu schaffen. 
 Im Rahmen der Entwicklung von Softwarekomponenten muss eine enge Zusammenarbeit 
und Kommunikation innerhalb des gesamten Teams stattfinden. Bei agilen Methoden 
reicht dies bis hin zum gemeinsamen Programmieren von einzelnen Funktionen. Der 
Know-how-Austausch unter den Entwicklern ist ebenso gefordert wie die Diskussion von 
Detailanforderungen zwischen technischen und fachlichen Teammitgliedern. 
 In der Testphase, bzw. im Rahmen des Betriebs von Softwaresystemen, müssen bei der 
Fehlerkorrektur häufig Teammitglieder mit speziellem Wissen hinzugezogen werden, um 
Probleme effizient lösen zu können. Hier sind Informationen über die durchgeführten Än-
derungen und die jeweils verantwortlichen Personen hilfreich. Dies betrifft nicht nur die 
Versionen von Softwarekomponenten, sondern auch andere Artefakte wie Modelle und 
Dokumentationen. 
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Bei der Realisierung von komplexen Anwendungssystemen gibt es spezielle Rahmenbedin-
gungen, die bei der Unterstützung der Zusammenarbeit in Projekten ebenfalls berücksichtigt 
werden müssen [CoC05]: 
 Es wird eine große Anzahl von einzelnen Komponenten erstellt, die in komplexen Ge-
samtsystemen zusammengefasst werden. 
 Die einzelnen Komponenten können häufig nicht getrennt voneinander betrieben bzw. 
getestet werden. 
 Der Nachweis von Vollständigkeit und Korrektheit eines Gesamtsystems ist sehr aufwen-
dig.  
 Die Kosten für das nachträgliche Korrigieren von bereits implementierten Funktionen sind 
unverhältnismäßig hoch. 
 Eine Komponente kann parallel von verschiedenen Teammitgliedern bearbeitet werden. 
Bei der global verteilten Durchführung von Softwareprojekten sind zusätzlich noch die fol-
genden Rahmenbedingungen zu beachten [KaS07, OUT11]: 
 Durch die weltweite Verteilung eines Projektteams entstehen zusätzlich sprachliche, kultu-
relle und zeitliche Barrieren. 
 Der Projektmanagement- und Kommunikationsaufwand ist durch die zeitlichen und geo-
graphischen Einschränkungen wesentlich höher als bei lokal durchgeführten Projekten. 
Um all diesen Anforderungen gerecht zu werden, ist ein System zur Unterstützung kollabora-
tiver Softwareentwicklung für SOA-basierte Unternehmenssoftware notwendig, das alle As-
pekte der in Abbildung 1 aufgeführten Bereiche und Ebenen berücksichtigt und diese darüber 
hinaus miteinander verknüpft. Als Basis für ein solches Framework wird ein formales Modell 
benötigt, das alle Aspekte der verschiedenen Schichten und deren Zusammenhänge exakt 
beschreibt. 
1.2 Zielsetzung 
Das Ziel dieser Arbeit besteht darin, einen Ansatz für eine effiziente und effektive Zusam-
menarbeit verschiedener Projektteammitglieder im Rahmen eines SOA-Projektes zu entwi-
ckeln. Dabei sollen vor allem die verschiedenen Rollen der Teammitglieder berücksichtigt 
werden, die sich in ihren Kompetenzen und ihrem Wissen oft stark unterscheiden. Hierzu ist 
ein formales Modell zu konzipieren, das die Kollaboration im Rahmen eines weltweiten Rea-
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lisierungsprozesses für SOA-basierte Unternehmenssoftware unterstützt. Darüber hinaus soll 
der Ansatz verwendet werden, um eine Generierung solcher Anwendungssysteme über ver-
schiedene Ebenen hinweg zu ermöglichen. 
Zunächst sollen die für die Realisierung der in Abbildung 1 dargestellten unterschiedlichen 
Bereiche und Ebenen einer SOA-basierten Unternehmenssoftware benötigten Konzepte und 
Technologien untersucht werden. Anschließend sollen existierende Ansätze für das Model 
Driven Engineering (MDE) [Sch06], d.h. die modellbasierte Realisierung von Anwendungs-
systemen, untersucht werden, insbesondere deren Eignung für SOA-basierte Unternehmens-
software. Bei diesen Ansätzen sollen neben den theoretischen Grundlagen zur Modellierung 
auch die technischen Möglichkeiten zur prototypischen Realisierung mit Hilfe von Software-
generatoren betrachtet werden. Hierbei soll die Unterstützung der verschiedenen Ebenen eines 
SOA-basierten Anwendungssystems analysiert und bewertet werden. Neben der Realisierung 
von Prozessen soll bei den bestehenden Ansätzen vor allem auch die Realisierung zugehöriger 
Frontends, d.h. der entsprechenden Benutzerschnittstellen, untersucht werden.  
Weiterhin muss die Verwendung des Begriffs der Kollaboration im Rahmen der Arbeit erläu-
tert werden. Es soll insbesondere die kollaborative Softwareentwicklung bei SOA-Projekten 
betrachtet werden. Hierzu sollen dann die grundlegenden Anforderungen ermittelt werden, die 
für ein Framework zur Unterstützung von kollaborativer Softwareentwicklung umgesetzt 
werden müssen. 
Das Hauptziel der Arbeit ist der Entwurf eines formalen Modells zur Beschreibung einer um-
zusetzenden SOA-basierten Unternehmenssoftware, das zur Unterstützung kollaborativer 
Arbeit bei deren Realisierung verwendet werden kann. Hierbei liegt der Schwerpunkt auf der 
Erstellung eines entsprechenden Modells, das Geschäftsprozesse inklusive der für eine IT-
technische Umsetzung benötigten Geschäftsprozesssteuerung, der benötigten Frontends und 
deren Frontend-Steuerung für eine nachfolgende Implementierung eines entsprechenden 
SOA-basierten Anwendungssystems berücksichtigt. Bei der Realisierung der Prozesssteue-
rung auf Basis von Webservices hat sich BPEL als Standard etabliert. Bei den Frontends gibt 
es derzeit noch keinen entsprechenden Standard. Es gibt zwar Standards für den Zugriff auf 
Webservices aus Softwarekomponenten heraus, jedoch ist die Realisierung der eigentlichen 
Frontends und der Ablaufsteuerung innerhalb der Frontends aktuell noch nicht im Rahmen der 
Serviceorientierung standardisiert. Die Datenbankschicht und die Services werden in dieser 
Arbeit als bereits existent vorausgesetzt. Services und Geschäftsobjektstrukturen müssen im 
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zu entwickelnden formalen Modell als Artefakte für die Verknüpfung mit anderen Artefakten 
verwendet werden können. Die Generierung bzw. Entwicklung von Services ist jedoch nicht 
Bestandteil dieser Arbeit. 
Geschäftsprozesse sollten bei einem durchgängigen Geschäftsprozessmanagement in Form 
von Geschäftsprozessmodellen definiert werden [ADO00]. Hier muss neben den Abläufen 
auch die Definition von Geschäftsobjekten und deren Strukturen möglich sein. Diese Ge-
schäftsobjektstrukturen werden für eine weitere Detaillierung von Anforderungen und der 
technischen Umsetzung benötigt, da sie als Basis für die Parametrisierung von Services oder 
den strukturellen Aufbau von Frontends genutzt werden können.  
Die für die IT-technische Steuerung relevanten Teile der modellierten Geschäftsprozesse sol-
len mit Softwaregeneratoren in eine SOA-basierte Geschäftsprozesssteuerung bspw. auf Basis 
von BPEL und dessen Erweiterungen transformiert werden können. Geschäftsprozessmodelle 
und deren Transformation in eine IT-technische Umsetzung des Geschäftsprozesses ermögli-
chen eine klare Trennung der Verantwortlichkeiten zwischen dem Modellierer des Geschäfts-
prozesses und dem Softwareentwickler der Geschäftsprozesssteuerung. Zur Abbildung der IT-
technisch relevanten Teile der Geschäftsprozesse, bei der eine Benutzerinteraktion erforder-
lich ist, muss eine Modellierung für entsprechende Frontends berücksichtigt werden. 
Bei der Modellierung von Frontends und deren Steuerung sollen die Abläufe in Frontends und 
die dafür benötigten Strukturen modelliert und ebenfalls durch den Einsatz von Softwaregene-
ratoren in ggf. unterschiedliche Frontend-Technologien transformiert werden können. Die 
Modellierung soll auch die unterschiedliche Darstellung in Abhängigkeit von verschiedenen 
Endgeräten berücksichtigen. Die Abläufe im Frontend ergeben sich aus der Interaktion des 
Benutzers mit der Anwendung [KaO06, KaO08]. Die fachlichen Anforderungen spielen bei 
der Definition dieser Abläufe innerhalb der Frontends einer Anwendung eine große Rolle. Bei 
der Frontend-Modellierung müssen sowohl dynamische als auch statische Aspekte berück-
sichtigt werden. Eine zentrale Aufgabe der Frontend-Modellierung ist die Aufteilung des 
Frontends in logische Bedienungseinheiten, die je nach Endgerät ggf. unterschiedlich gestaltet 
und angeordnet sein können. Bei webbasierten Anwendungen stellen die groben Bedienungs-
einheiten in der Regel Seiten dar. Diese können weiter in einzelne Bereiche aufgeteilt werden. 
Auf diesen Bedienungseinheiten müssen dann die einzelnen Bedienungselemente (Buttons, 
Links, Anzeigefelder, Eingabefelder etc.) platziert werden können. Zur Beschreibung der 
möglichen Interaktion zwischen Anwender und System ist neben der Definition der einzelnen 
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Bedienungselemente und Bedienungseinheiten vor allem auch die Festlegung der Navigation 
durch entsprechende Verbindungen der Bedienungseinheiten erforderlich. Für die Anbindung 
der Geschäftslogik muss eine Verknüpfung des Frontends mit entsprechenden Services defi-
nierbar sein. 
Die Modellierung soll soweit wie möglich unabhängig von den verwendeten Implementie-
rungstechnologien erfolgen. Darüber hinaus sollen die verschiedenen Aspekte des Modells 
einerseits getrennt voneinander definiert werden können, um eine verteilte Realisierung von 
komplexen Anwendungssystemen mit Teammitgliedern, die über unterschiedliche Fähigkeiten 
verfügen, ermöglichen zu können. Da die verschiedenen Aspekte im Rahmen einer Analyse 
jedoch auch gemeinsam untersucht werden müssen, ist andererseits auch zusätzlich eine inte-
grierte Betrachtungsmöglichkeit erforderlich. Die Elemente für die einzelnen Aspekte sollen 
möglichst einfach gehalten sein, so dass die Modellierung in kürzester Zeit von den zuständi-
gen Bearbeitern erlernbar ist. Jedoch sollte das Modell trotzdem so gestaltet sein, dass auch 
Frontends von komplexen Anwendungssystemen definiert und verwaltet werden können. 
Auf Basis der entworfenen Modelle soll eine prototypische Realisierung von entsprechenden 
Modellierungswerkzeugen und Softwaregeneratoren erfolgen. Mit den Modellen und Soft-
waregeneratoren soll es möglich sein, auf Services basierende Webanwendungen, zumindest 
teilweise, automatisiert zu erstellen. Dies soll eine effiziente Erstellung von Prototypen er-
möglichen. Darüber hinaus sollen die Modelle so strukturiert werden, dass eine zusätzliche 
Programmierung in separaten technischen und technologiespezifischen Bereichen durchge-
führt werden kann. Durch eine solche Trennung soll bei Änderungen erneut auf Basis der 
Modelle Programmcode generiert werden können, ohne den manuell programmierten Teil zu 
überschreiben. Dies stellt eine wesentliche Voraussetzung für den durchgängigen Einsatz der 
Modelle während des kompletten Projektverlaufs dar. 
Abschließend soll ein Gesamtmodell durch Zusammenfügen der einzelnen Modelle und wei-
terer Artefakte erstellt werden, das als Basis für den Aufbau eines Systems zur Unterstützung 
kollaborativer Softwareentwicklung für SOA-basierte Unternehmenssoftware genutzt werden 
kann. Weiterhin soll untersucht werden, welche Informationen aus diesem Gesamtmodell 
automatisiert ermittelt werden können, wie das Modell in der Praxis eingesetzt werden kann 
und welcher direkte Nutzen sich daraus ergibt. 
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1.3 Gliederung der Arbeit 
Die vorliegende Arbeit besteht aus insgesamt acht Kapiteln. Das nachfolgende zweite Kapitel 
beschreibt zunächst die benötigten Grundlagen für die Realisierung SOA-basierter Unterneh-
menssoftware. Im ersten Abschnitt wird die grundlegende Vorgehensweise beim modellba-
sierten Geschäftsprozessmanagement erläutert. Dies umfasst die Modellierung, die Implemen-
tierung und den Betrieb von Geschäftsprozessen [ADO00, All05, ENS07, Obe96, ObS96]. 
Anschließend werden die Basiskonzepte der Serviceorientierung beschrieben [DuP08, Erl07, 
Pap07]. Hier werden neben den Grundlagen des serviceorientierten Computing (SOC) und der 
serviceorientierten Architektur (SOA) der Aufbau komplexer Anwendungssysteme mit unter-
schiedlich granularen Services behandelt. Als konkrete Umsetzung der serviceorientierten 
Konzepte werden Webservices eingeführt [DuS05, Mel08]. Die Implementierung der Ge-
schäftsprozesssteuerung mit Webservices wird auf Basis von BPEL und dessen Erweiterungen 
erläutert [KKP08, OAS07]. Abschließend werden bei den Grundlagen und der motivierenden 
Einführung die verfügbaren Technologien zur Realisierung von Frontends für SOA-basierte 
Geschäftsprozesse vorgestellt [DLW03, KPR04]. 
In Kapitel 3 werden bestehende Methoden und Werkzeuge für eine modellbasierte Realisie-
rung von Geschäftsprozessen vorgestellt und verglichen. Zunächst werden verschiedene Me-
thoden und Sprachen zur Modellierung von Geschäftsprozessen beschrieben [Aal09, AHW03, 
BPM10, Len03, Obe96, Sch99, SKJ06, SVO11]. Für die in Geschäftsprozessen zu verarbei-
tenden Geschäftsobjekte werden ebenfalls verfügbare Methoden und Sprachen für eine ent-
sprechende Modellierung erläutert [BCN91, Dau03, Dau08, Len03, SWW11, W3C01]. Ein 
besonderes Augenmerk liegt auf der Modellierung von Abläufen in Frontends, da gerade diese 
in bestehenden SOA-basierten Ansätzen nicht ausreichend berücksichtigt werden [KBS04, 
Mel08]. Ein allgemeiner Ansatz zur modellbasierten Softwareentwicklung wird anhand der 
Model Driven Architecture (MDA) beschrieben [OMG11]. 
Das vierte Kapitel beschäftigt sich mit den Mechanismen der Kollaboration im Rahmen der 
Entwicklung von Anwendungssystemen auf Basis serviceorientierter Architekturen [Whi07]. 
Zu Beginn werden die Mechanismen für den computergestützten Austausch von Informatio-
nen beschrieben und es wird der Begriff der Kollaboration eingeführt [Gro01, Sto03]. Darauf 
aufbauend wird Kollaboration im Rahmen der Softwareentwicklung untersucht, indem die 
Anforderungen bei der sogenannten kollaborativen Softwareentwicklung aufgeführt und dis-
kutiert werden [CoC05]. Hierbei werden insbesondere die spezifischen Anforderungen bei der 
1.3 Gliederung der Arbeit 9 
  
Realisierung SOA-basierter Systeme und die speziellen Rahmenbedingungen bei verteilten 
Softwareprojekten berücksichtigt. 
Kapitel 5 beschreibt ein XML-Netz-basiertes formales Modell, das als Grundlage für die Rea-
lisierung einer Umgebung für kollaborative Softwareentwicklung genutzt werden kann. Als 
Basis des Modells werden zunächst die verwendeten Sprachen und Technologien erläutert. 
Darauf aufbauend wird die Modellierung von Geschäftsprozessen inklusive der Modellierung 
der zugehörigen Geschäftsobjektstrukturen mit XML-Netzen beschrieben. Neben einer hie-
rarchischen Struktur für die Modellierung von Business Services wird ein Ansatz für die De-
finition von Geschäftsobjektstrukturen und der Verwendung in den Geschäftsprozessmodellen 
vorgestellt. Die Modellierung der Geschäftsprozesssteuerung wird in einem eigenen Abschnitt 
behandelt, da sie eine Basis für die spätere Generierung und Implementierung von Software-
komponenten darstellt. Den Hauptteil des Kapitels bildet ein neuer, ebenfalls XML-Netz-
basierter, Ansatz für die Modellierung von Frontends. Dieser umfasst verschiedene Aspekte, 
die bei der Realisierung von Frontends für SOA-basierte Anwendungssysteme zu berücksich-
tigen sind. Das sind neben der eigentlichen Interaktion zwischen Mensch, Frontend und Ser-
vice die zu verarbeitenden Datenobjekte, der Servicezugriff, die Beschreibung des strukturel-
len Aufbaus und die Anordnung von Funktionalität auf Frontends verschiedener Endgeräte. 
Darüber hinaus werden Berechtigungen, Personalisierung und Layout in der Frontend-
Modellierung berücksichtigt. Generell wird im Modell bei technischen Aspekten eine Unter-
scheidung in technologieunabhängige und technologiespezifische Aspekte vorgenommen, um 
allgemeine Modellierungen durch technologiespezifische Modellierungen als Vorbereitung für 
eine Transformation in eine spezifische Technologie ergänzen zu können. Abschließend wird 
eine mögliche Vorgehensweise auf Basis des Modells beschrieben. 
In Kapitel 6 wird die Umsetzung von Generatoren auf Basis der entwickelten Modelle erläu-
tert, die als Prototypen im Rahmen dieser Arbeit implementiert wurden. Dies beinhaltet einer-
seits die Transformation der modellierten Geschäftsprozesssteuerung in BPEL. Andererseits 
werden auch die Möglichkeiten der Transformation von Frontend-Modellen in entsprechende 
Technologien erläutert. Beispielhaft wird diesbezüglich die Transformation in JavaServer 
Faces beschrieben. 
Die mögliche Nutzung des entwickelten Modells als Basis für eine kollaborative Software-
entwicklung wird in Kapitel 7 beschrieben. Hier wird zunächst der Aufbau eines Informati-
onsnetzes für eine kollaborative Softwareentwicklungsumgebung auf Basis der in Kapitel 5 
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beschriebenen Modelle vorgestellt. Im Anschluss wird eine mögliche Realisierung von Kolla-
borationsfunktionen auf Basis des Informationsnetzes erläutert. Im Speziellen werden dann 
die Zusammenhänge der Teilmodelle im Gesamtmodell und die sich daraus ergebenden Mög-
lichkeiten zur Kollaboration beschrieben.  
Eine Zusammenfassung und eine kritische Betrachtung der gewonnenen Ergebnisse schließen 
in Kapitel 8 die Arbeit ab. Darüber hinaus wird ein Ausblick auf weiterführende Forschungs-
fragen und Implementierungsarbeiten gegeben. 
 
  
  
2 Grundlagen 
Dieses Kapitel gibt eine Einführung in die benötigten Grundlagen für die Realisierung von 
Geschäftsprozessen auf Basis SOA-basierter Anwendungssysteme, die im weiteren Verlauf 
der Arbeit benötigt werden. Es werden die grundlegende Vorgehensweise beim modellbasier-
ten Geschäftsprozessmanagement erläutert, die Konzepte der Serviceorientierung eingeführt 
und Webservices als mögliche Implementierung einer serviceorientierten Architektur vorge-
stellt. Darauf aufbauend werden die speziellen Konzepte und Technologien für die Implemen-
tierung von Geschäftsprozessen auf Basis einer serviceorientierten Architektur beschrieben. 
Abschließend werden existierende Konzepte und Technologien für die Realisierung von 
Frontends eines zu implementierenden Geschäftsprozesses diskutiert. 
2.1 Modellbasiertes Geschäftsprozessmanagement 
Für den Erfolg eines Unternehmens ist heute nicht mehr die einmalige Optimierung von Ge-
schäftsprozessen entscheidend, sondern höchste Flexibilität bei der Anpassung von Ge-
schäftsprozessen an sich wandelnde Marktbedingungen. Unternehmen sind gezwungen, Stra-
tegien an die dynamischen Änderungen im Unternehmensumfeld anzupassen, um Markttrends 
vorweg zu nehmen, schnell auf sich ändernde Kundenbedürfnisse zu reagieren oder Produkt-
paletten schneller zu verändern [SES92]. Weitere Einflussfaktoren sind die Entwicklungen in 
der Informations- und Kommunikationstechnik, der Wertewandel in der Arbeitswelt und der 
Gesellschaft und Änderungen der gesetzlichen Rahmenbedingungen [PRW03]. Um eine ent-
sprechende Flexibilität der Geschäftsprozesse zu erreichen, ist ein Geschäftsprozessmanage-
ment notwendig, das die verschiedenen Einflussfaktoren und die sich ändernden Rahmenbe-
dingungen berücksichtigt. Um diese Komplexität im Rahmen des Geschäftsprozess-
managements beherrschbar zu machen, ist eine modellbasierte Vorgehensweise erforderlich 
[ADO00, AHW03]. Nachfolgend werden die grundlegenden Begriffe des modellbasierten 
Geschäftsprozessmanagements erläutert und für die Verwendung im weiteren Verlauf der Ar-
beit entsprechend definiert. 
2.1.1  Grundlagen des Geschäftsprozessmanagements 
Für den Begriff Geschäftsprozess gibt es in der Literatur verschiedene Definitionen. Bei-
spielsweise versteht [ScS06] unter einem Geschäftsprozess eine funktions- und organisations-
überschreitende Verknüpfung von wertschöpfenden Aktivitäten, die von Kunden erwartete 
Leistungen erzeugen und die aus der Geschäftsstrategie abgeleiteten Ziele umsetzen. [HaC93] 
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definiert einen Geschäftsprozess als eine „collection of activities that takes one or more kinds 
of input and creates an output that is of value for the customer”. Bei [Dav93] wird ein Ge-
schäftsprozess definiert als „a specific ordering of work activities across time and place, with 
a beginning, an end, and clearly identified inputs and outputs: a structure for action”. Im 
Rahmen dieser Arbeit wird für einen Geschäftsprozess die folgende Definition verwendet, die 
mit kleinen Änderungen aus [Obe96 S. 14f.] übernommen wurde: 
Definition 2.1: Geschäftsprozess  
Ein Geschäftsprozess ist eine Menge von manuellen, teilautomatisierten oder automati-
sierten Aktivitäten, die in einem Unternehmen nach bestimmten Geschäftsregeln zur Er-
reichung eines vorgegebenen Ziels ausgeführt werden. Aktivitäten werden durch soge-
nannte Ressourcen ausgeführt, die in personelle und nicht-personelle (maschinelle) 
Ressourcen unterschieden werden. Ressourcen erfüllen Aufgaben durch die Ausführung 
von ein oder mehrerer Aktivitäten. Ein kollaborativer Geschäftsprozess ist dadurch ge-
kennzeichnet, dass die Ausführung seiner Aktivitäten durch mindestens zwei Ressour-
cen erfolgt. Bei einem räumlich verteilten Geschäftsprozess findet die Ausführung nicht 
lokal, sondern an zwei geographisch unterschiedlichen Orten statt. Wenn mindestens 
zwei Unternehmen an der Ausführung eines Geschäftsprozesses beteiligt sind, wird dies 
als unternehmensübergreifender Geschäftsprozess bezeichnet. Die Begriffe Geschäfts-
vorgang, betrieblicher Ablauf, Business Process, Workflow oder Prozesskette werden als 
Synonyme für den Begriff Geschäftsprozess verwendet. 
In Geschäftsprozessen findet in der Regel eine Verarbeitung von Geschäftsobjekten statt. Bei-
spielsweise werden in einem Vertriebsprozess Angebote erstellt, genehmigt, angepasst und an 
Kunden versendet. Der Begriff des Geschäftsobjekts wird im Rahmen dieser Arbeit folgen-
dermaßen definiert. 
Definition 2.2: Geschäftsobjekt  
Geschäftsobjekte beschreiben die Objekte, die im Rahmen von Geschäftsprozessen 
verwendet werden können. Ihnen werden Attribute wie z.B. Kundenname oder Artikel-
nummer zugeordnet, welche unteilbare semantische Einheiten im Rahmen der Ge-
schäftsobjektdefinition darstellen. Ein Geschäftsobjekt wird durch die Zusammenset-
zung dieser semantischen Einheiten zu einer Geschäftsobjektstruktur beschrieben, die 
dann bspw. einen Kundenauftrag oder einen Artikel repräsentiert. 
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Abbildung 2 zeigt den Kontext eines Geschäftsprozesses mit den Einflussfaktoren für dessen 
Verarbeitung. Als "Startereignis" oder "Auslöser" eines Geschäftsprozesses gilt der Input. Der 
Input kann ein eingehendes Geschäftsobjekt oder ein auslösendes Ereignis sein. Er wird durch 
Aktivitäten ggf. in Zwischenergebnissen weiterverarbeitet und abschließend in einen Output 
transformiert, der das Endergebnis des Geschäftsprozesses darstellt. Die Ausführung des Ge-
schäftsprozesses erfolgt auf Basis von Geschäftsobjekten, die im Rahmen des Prozesses ver-
arbeitet werden. Die Steuerung der Verarbeitung erfolgt anhand vorgegebener Geschäftsre-
geln. Für die Verarbeitung wird auf Ressourcen zugegriffen, die ggf. in verschiedenen Rollen 
agieren können und die in der Regel bestimmten Organisationseinheiten eines Unternehmens 
zugeordnet sind. Bei einem unternehmensübergreifenden Geschäftsprozess sind die Organisa-
tionseinheiten in unterschiedlichen Unternehmen angesiedelt. Einen Geschäftsprozess stellt 
bspw. die Arbeitsvorbereitung dar, in der die Materialbereitstellung, die Maschineneinrichtung 
und ggf. die Einweisung des Maschinenpersonals für zu fertigende Kundenaufträge durchge-
führt werden. Auslöser für konkrete Prozessinstanzen sind bspw. Beauftragungen durch einen 
Kunden, die nach der Auftragserfassung durch die Vertriebsabteilung an die Arbeitsvorberei-
tung übergeben werden. Die erfassten Aufträge werden nach den Bearbeitungsschritten der 
Auftragsvorbereitung als vorbereitete Aufträge an die Fertigung übergeben. 
 
Abbildung 2: Kontext eines Geschäftsprozesses 
Im Rahmen der Verarbeitung eines Geschäftsprozesses werden auf Basis von Geschäftsregeln 
und unter Verwendung der zur Verfügung stehenden Ressourcen Geschäftsobjekte transfor-
miert, d.h. es werden die Eigenschaften (auch: Attribute) der Geschäftsobjekte geändert oder 
neue Geschäftsobjekte auf Basis vorhandener durch eine Aktivität erzeugt. Geschäftsobjekte 
können so im Rahmen eines Geschäftsprozesses mehrere Zustände durchlaufen. Beispielswei-
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se kann ein Angebot die Zustände erstellt, genehmigt und beauftragt aufweisen, die für das 
gleiche Geschäftsobjekt in verschiedenen Verarbeitungsschritten jeweils unterschiedliche 
Inhalte der Attribute annehmen.  
Der Zustand eines Geschäftsobjekts wird im Rahmen dieser Arbeit folgendermaßen definiert 
[vgl. Mev06 S. 13]: 
Definition 2.3: Geschäftsobjektzustand  
Ein Geschäftsobjektzustand resultiert aus der Nutzung eines Geschäftsobjekts als Input 
oder Output von Aktivitäten in einem Geschäftsprozess. Der Geschäftsobjektzustand 
wird als die Gesamtheit aller Eigenschaften eines Geschäftsobjekts zu einem bestimm-
ten Zeitpunkt definiert. Die Aktivitäten eines Geschäftsprozesses führen jeweils eine 
Transformation von Eigenschaften eines Geschäftsobjekts oder auch mehrerer Ge-
schäftsobjekte durch. Es wird zwischen Input-Geschäftsobjektzuständen, Output-
Geschäftsobjektzuständen und internen Geschäftsobjektzuständen eines Geschäftspro-
zesses unterschieden. Input-Geschäftsobjektzustände werden außerhalb des Geschäfts-
prozesses erzeugt und stellen die entsprechenden Eigenschaften der Geschäftsobjekte 
vor der Ausführung der ersten Aktivität eines Geschäftsprozesses dar. Output-
Geschäftsobjektzustände repräsentieren das Ergebnis eines Geschäftsprozesses, d.h. die 
entsprechenden Eigenschaften der Geschäftsobjekte nach der Ausführung der letzen Ak-
tivität eines Geschäftsprozesses. Dadurch können sie wiederum Input-
Geschäftsobjektzustände für andere Geschäftsprozesse darstellen. Interne Geschäftsob-
jektzustände werden durch Aktivitäten innerhalb eines Geschäftsprozesses erzeugt, ge-
ändert und gelesen. 
Im Gegensatz zum objektorientierten Ansatz [GHJ01] wird in dieser Arbeit ein prozessorien-
tierter Ansatz bei der Modellierung und Umsetzung verfolgt, d.h. nicht die Objekte besitzen 
Funktionen (Methoden), welche Änderungen an Eigenschaften der Objekte durchführen, son-
dern der Prozess mit den einzelnen Schritten und deren Funktionen ist für die sich ändernden 
Zustände eines Objekts verantwortlich. 
Auch der Begriff des Geschäftsprozessmanagements wird in der Literatur und in der betriebli-
chen Praxis nicht einheitlich verwendet und definiert. Unter Geschäftsprozessmanagement 
wird bei [ScS06 S. 4f.] „ein integriertes Konzept von Führung, Organisation und Controlling 
verstanden, das eine zielgerichtete Steuerung der Geschäftsprozesse ermöglicht. Es ist auf die 
Erfüllung der Bedürfnisse der Kunden und anderer Interessensgruppen (Mitarbeiter, Kapital-
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geber, Eigentümer, Lieferanten, Partner, Gesellschaft) ausgerichtet und trägt wesentlich dazu 
bei, die strategischen und operativen Ziele des Unternehmens zu erreichen. Zielsetzung des 
Geschäftsprozessmanagements ist es, die Effektivität und Effizienz des Unternehmens zu 
erhöhen und damit den Wert des Unternehmens zu steigern“.  
Mit Geschäftsprozessmanagement werden bei [Gie00] die folgenden Ziele verfolgt: 
 Verbesserte Ausrichtung auf die Kundenbedürfnisse 
 Erhöhung der Prozesstransparenz 
 Erhöhung des Prozessoutputs bei gleich bleibendem Prozessinput 
 Verbesserung der Prozesskoordination 
 Verbesserte Nutzung der Potenziale von Teamarbeit 
 Stärkere Nutzung der Potenziale von Mitarbeitern 
 Verbesserung der Produktqualität 
Die Hauptaufgabe eines kontinuierlichen Geschäftsprozessmanagements ist laut [NPW05] 
„neben der Begleitung der Prozessimplementierung die beständige, inkrementelle Verbesse-
rung der Ablauforganisation. Die Verbesserungsmaßnahmen müssen mit den vorgegebenen 
Unternehmenszielen konform gehen und erfolgen auf der Grundlage der vorhandenen Organi-
sation und unter Einbeziehung sämtlicher Prozessbeteiligter“.  
Eine Möglichkeit für ein kontinuierliches Geschäftsprozessmanagement im Unternehmen 
stellt die Orientierung an einem Geschäftsprozessmanagement-Kreislauf dar [All05 S. 89ff.]. 
Ein solcher Kreislauf besteht aus den folgenden vier Phasen [vgl. All05 S. 91]: 
 Strategische Geschäftsprozessplanung 
 Geschäftsprozessentwurf 
 Geschäftsprozessumsetzung 
 Geschäftsprozessbetrieb und -monitoring 
Abbildung 3 zeigt den Geschäftsprozessmanagement-Kreislauf und die Reihenfolge des Ab-
laufs der vier Phasen [All05 S. 91, ENS07]. Im strategischen Geschäftsprozessmanagement 
wird die strategische Positionierung des Unternehmens seitens der Führung festgelegt. In ei-
nem zweiten Schritt müssen die umzusetzenden oder zu ändernden Geschäftsprozesse entwor-
fen werden. Im Anschluss erfolgt die technische und organisatorische Umsetzung der Ge-
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schäftsprozesse bzw. der Änderungen. Die Implementierung der IT-technischen Artefakte ist 
ein wesentlicher Teil der Geschäftsprozessumsetzung. Nach Abschluss der Umsetzung werden 
die Geschäftsprozesse bzw. die Änderungen in Betrieb genommen, d.h. konkrete Prozessin-
stanzen werden ausgeführt und überwacht. Auch wenn Geschäftsprozesse erfolgreich einge-
führt und implementiert wurden, müssen diese ständig verbessert werden. Basis für eine wei-
tere Verbesserung der Geschäftsprozesse ist das Geschäftsprozessmonitoring bei dem 
Mechanismen zur Steuerung und Überwachung der Geschäftsprozesse eingeführt werden. 
Diese liefern Informationen für das strategische Geschäftsprozessmanagement, bspw. in Form 
von Kennzahlen, die dann wieder zukünftige Entscheidungen beeinflussen [Mev06]. 
 
Abbildung 3: Geschäftsprozessmanagement-Kreislauf [vgl. All05 S. 91] 
2.1.2 Strategische Geschäftsprozessplanung und -steuerung 
In Unternehmen werden Ziele, Strategien und Risiken oft bezüglich ihrer Fristigkeit klassifi-
ziert. Man unterscheidet zwischen Lang-, Mittel- und Kurzfristigkeit und nutzt die derart vor-
genommene Klassifikation für die Strukturierung der Vorgehensweise im Geschäftsprozess-
management. Die strategische Geschäftsprozessplanung und -steuerung umfasst die mittel- 
und langfristige Gestaltung des Unternehmens und dessen Beziehungen zur Umwelt [ENS07 
S. 16, Sch99]. „Innerhalb dieser Phase werden Entscheidungen getroffen, die die strategische 
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Ausrichtung des Unternehmens steuern“ [ENS07 S. 16]. Beispielsweise wird festgelegt, wel-
che Geschäftsprozesse selbst erbracht werden und welche zukünftig ausgelagert werden sol-
len [ENS07 S. 16]. Darüber hinaus wird über Änderungen am Aufbau des Unternehmens oder 
der Zusammenstellung des Produktportfolios entschieden. Da diese Entscheidungen sehr eng 
mit den Geschäftsprozessen im Unternehmen verknüpft sind [ENS07 S. 16], ist es die zentrale 
Aufgabe im Rahmen der strategischen Geschäftsprozessplanung und -steuerung „sicherzustel-
len, dass die Geschäftsprozesse die strategischen Ziele des Unternehmens unterstützen“ 
[All05 S. 91].  
Neben der Steuerung der strategischen Ausrichtung werden die Kernprozesse eines Unter-
nehmens identifiziert, strukturiert und klassifiziert [vgl. ENS07 S. 16]. Dies erfolgt meist 
durch die Erstellung oder Anpassung einer Prozesslandkarte oder einer Geschäftsprozessar-
chitektur [vgl. SVO11 S.42]. Bei einer Prozesslandkarte werden die Kernprozesse eines Un-
ternehmens zusammengestellt und entsprechend der groben Zusammenhänge miteinander 
verknüpft. Bei einer Geschäftsprozessarchitektur wird eine hierarchische Struktur für die Mo-
dellierung der Unternehmensprozesse festgelegt. Zusätzlich wird in der obersten Ebene dieser 
Prozesshierarchie bereits ein Modell erstellt, das die abstrakten und groben Prozesszusam-
menhänge des Unternehmens beschreibt [SVO11 S.42]. Eine weitere Aufgabe der strategi-
schen Geschäftsprozessplanung und -steuerung ist die Etablierung einer geschäftsprozessori-
entierten Denkweise auf allen Ebenen eines Unternehmens [All05 S. 91]. 
2.1.3 Geschäftsprozessentwurf 
Der Geschäftsprozessentwurf umfasst „die Identifikation, Dokumentation und Analyse der 
Geschäftsprozesse eines Unternehmens“ [ENS07 S. 16]. Darüber hinaus werden Verbesse-
rungsvorschläge für die Geschäftsprozesse entwickelt und mit den beteiligten Parteien des 
Unternehmens abgestimmt [ENS07 S. 16]. Für die Optimierung werden bei einer Analyse 
Methoden wie die Prozesskostenrechnung oder die Simulation erstellter Sollprozessalternati-
ven bzw. verschiedener Prozessszenarien eingesetzt. Die Beschreibung der Geschäftsprozesse 
sollte in einer solchen Form erfolgen, dass auf deren Basis eine Implementierung durchge-
führt werden kann. Für die Analyse und Dokumentation von Geschäftsprozessen werden in 
der Regel entsprechende Modellierungswerkzeuge eingesetzt. 
Bei der Modellierung von Geschäftsprozessen sollen reale Prozesse in Unternehmen in einer 
für den Anwender verständlichen, aber im Gegensatz zur natürlich sprachlichen Beschrei-
bung, unmissverständlichen Notation, abgebildet werden. Ziel der Modellierung ist die forma-
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le Darstellung der Prozesse und aller prozessrelevanten Objekte [Len03]. Formale Prozessbe-
schreibungen sollen die Basis für eine systematische Analyse, Simulation und Ausführung der 
Prozesse bereitstellen. 
Um Geschäftsprozesse umfassend zu beschreiben, müssen neben den Abläufen auch weitere 
Aspekte wie die zu verarbeitenden Geschäftsobjekte, die für die Abwicklung des Geschäfts-
prozesses benötigte Organisations- und Kommunikationsstruktur und die zur Überwachung 
der Geschäftsprozesse benötigten Kennzahlensysteme berücksichtigt werden. 
Aus diesem Grund sollten bei der Modellierung von Geschäftsprozessen zusätzlich zu Ab-
laufmodellen diese weiteren Aspekte folgendermaßen spezifiziert werden können:  
 Zu einem Geschäftsprozess sollten die verwendeten Geschäftsobjekte mit der jeweiligen 
Detailstruktur, d.h. deren Aufbau inklusive enthaltener Attribute angegeben werden kön-
nen. Für die Berücksichtigung unterschiedlicher Detaillierungsgrade beim Entwurf muss 
die Definition von Geschäftsobjekten auf verschiedenen Ebenen erfolgen können. Dies 
umfasst Typebene, Detailebene mit Attributen und Instanzebene. Bei den Verarbeitungs-
schritten eines Geschäftsprozessmodells müssen die einzelnen Zustände der Geschäftsob-
jekte berücksichtigt werden. 
 Die Verknüpfung von Geschäftsprozessen mit der Organisationsstruktur eines Unterneh-
mens erfolgt auf Basis der im Unternehmen ausgeübten und für den Geschäftsprozess re-
levanten Rollen. Diese sollten einzelnen Verarbeitungsschritten zugeordnet werden kön-
nen. 
 Auch die über die Ablaufbetrachtung von Geschäftsprozessen hinausgehende Kommuni-
kation zwischen den beteiligten Bereichen und Rollen sollte dokumentiert werden, da die-
se weiteres Potenzial für eine Verbesserung der Geschäftsprozesse darstellt. 
 Der Entwurf sollte bereits die Struktur und Funktion der zur Überwachung der Ge-
schäftsprozesse benötigten Kennzahlen umfassen [Mev06], da diese als Voraussetzung für 
eine stetige Verbesserung von Geschäftsprozessen notwendig sind und im Rahmen der 
Geschäftsprozessimplementierung ebenfalls realisiert werden müssen. 
Diese Aspekte beschreiben einen Geschäftsprozess aus verschiedenen Sichten, wobei diese 
jedoch logisch miteinander verknüpft sind. Beispielsweise sind Geschäftsobjekte, genauer 
Geschäftsobjektzustände, den entsprechenden Verarbeitungsschritten der Ablaufmodellierung 
zuzuordnen. Die Verknüpfung von Organisations-, Kommunikations- und Kennzahlenstruktu-
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ren mit der Ablaufmodellierung eines Geschäftsprozesses kann auf verschiedenen Ebenen 
erfolgen, d.h. auf Verarbeitungsschrittebene, auf Geschäftsprozessebene oder auch geschäfts-
prozessübergreifend. 
Im Rahmen des Geschäftsprozessentwurfs wird festgelegt, welche Verarbeitungsschritte sys-
temgestützt und welche manuell durchgeführt werden. In der Regel sind die Technologien für 
die Systemunterstützung im Rahmen des Entwurfs bereits bekannt, so dass Einschränkungen 
durch die verwendeten Technologien bei der Detaillierung der einzelnen Verarbeitungsschritte 
berücksichtigt werden können. Die systemtechnisch umzusetzenden Verarbeitungsschritte 
sollten im Entwurf bereits detailliert beschrieben sein, da Änderungen an realisierten Soft-
warekomponenten um ein Vielfaches aufwändiger sind, als eine Änderung bereits zum Ent-
wurfszeitpunkt. Die Detailbeschreibung erfolgt in Form einer Spezifikation und/oder einer 
prototypischen Realisierung der erforderlichen Funktionalität. Bei rein manuellen Verarbei-
tungsschritten ist eine eindeutige Beschreibung der Tätigkeit und eine klare Zuordnung der 
Verantwortlichkeiten für eine nachfolgende organisatorische Umsetzung eines Geschäftspro-
zesses notwendig. 
2.1.4 Geschäftsprozessumsetzung 
Im Rahmen der Geschäftsprozessumsetzung sind verschiedene organisatorische und techni-
sche Maßnahmen durchzuführen [ENS S. 17]. Eine der wichtigsten Maßnahmen ist das orga-
nisatorische Change Management, das die Vorbereitung und Durchsetzung von Veränderun-
gen beinhaltet. Eine wichtige Voraussetzung dafür ist die Motivation der beteiligten 
Mitarbeiter [All05 S. 92]. Die technischen Maßnahmen umfassen die Implementierung ver-
schiedener Systeme, Maschinen etc. in die bestehende Systemlandschaft und Infrastruktur 
sowie deren Anpassung an die Anforderungen aus dem Geschäftsprozessentwurf. 
Die Realisierung, Anpassung und Konfiguration von Softwarekomponenten stellt einen we-
sentlichen Teil der Geschäftsprozessumsetzung dar. Dieser Teil der Umsetzung erfolgt auf 
mehreren Ebenen. Die Basis wird durch Funktionen der Geschäftslogik bereitgestellt. Diese 
ermöglichen bspw. die Erzeugung einer Rechnung im System, d.h. die Erzeugung eines Da-
tenobjekts in dem zugrundeliegenden Datenbanksystem. Für die Implementierung der Ge-
schäftsprozesssteuerung, bei der die einzelnen Funktionen der Geschäftslogik in einer be-
stimmten Reihenfolge ausgeführt werden, stehen bereits viele Softwarekomponenten zur 
Verfügung. Diese reichen von klassischen proprietären Workflowkomponenten bis hin zu 
standardisierten serviceorientierten Prozesssteuerungskomponenten. Die zentrale Aufgabe 
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dieser Komponenten ist neben dem Aufruf der Basisfunktionen das Verteilen von Arbeitspa-
keten an die entsprechenden Benutzer entlang des in der Geschäftsprozesssteuerung definier-
ten Ablaufs des implementierten Geschäftsprozesses. Eine Voraussetzung für eine effiziente 
Implementierung der Geschäftsprozesssteuerung ist eine Beschreibung des Geschäftsprozes-
ses, die nahe an der IT-technischen Umsetzung liegt. Es ist ein Detaillierungsgrad notwendig, 
der es erlaubt, den Geschäftsprozess in eine technische Ausführungsanweisung für eine Pro-
zesssteuerungskomponente zu transformieren. Diese ist jedoch für den Fachbereich meist zu 
technisch. Eine Lösung bietet der Einsatz von verschiedenen Ebenen für die Modellierung 
von Geschäftsprozessen, bei der fachliche Aspekte auf den oberen Schichten schrittweise in 
die unteren technischen Schichten abgebildet werden [Obe96 S. 174]. Beim modellbasierten 
Geschäftsprozessmanagement erfolgt die IT-technische Implementierung mit Hilfe der Mo-
delle, die in den zuvor liegenden Phasen erstellt wurden. Ziel ist es, Modelle als Basis für 
Softwaregeneratoren zu nutzen, um entsprechende Softwarekomponenten zunächst initial zu 
generieren und in späteren Projektphasen weiterzuentwickeln. 
Neben der Geschäftsprozesssteuerung müssen jedoch auch die benötigten Funktionen in der 
Applikation, d.h. dem Frontend, in Form von Masken, Auswertungen etc. berücksichtigt wer-
den. Diese zur Abarbeitung eines Arbeitspaketes benötigten Funktionen des Frontends sind 
meist nicht Bestandteil der Geschäftsprozesssteuerung. Dies betrifft vor allem komplexe Ein-
gabemasken, wie bspw. eine graphische Benutzeroberfläche zur Erfassung von Daten für eine 
rollierende Fertigungsplanung. Soll die Benutzerschnittstelle der zu implementierenden Ge-
schäftsprozesse auf verschiedenen Endgeräten bereitgestellt werden, so muss dies bei der 
Implementierung ebenfalls zu berücksichtigt werden, d.h. die Benutzerinteraktion muss den 
Endgeräten entsprechend aufbereitet werden. 
Für eine komplette Umsetzung eines IT-gestützten Geschäftsprozesses müssen das Frontend 
mit den enthaltenen Funktionen und die Geschäftsprozesssteuerung technisch miteinander 
verbunden werden. Dies geschieht in der Regel dadurch, dass die Aufrufe von Funktionen, die 
sich aus der Interaktion des Benutzers mit dem Frontend ergeben, Auslöser bzw. weitere 
Steuerungsereignisse für eine darunter liegende Prozessinstanz darstellen. Dadurch wird die 
Benutzerschnittstelle mit der dahinter liegenden Realisierung der Geschäftslogik integriert. 
Auf Basis dieser Erkenntnisse kann die folgende Definition verschiedener Klassen der IT-
Unterstützung bei der Implementierung von Geschäftsprozessen vorgenommen werden. 
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Definition 2.4: IT-basierte Geschäftsprozesssteuerung, IT-basierte Benutzerschnittstelle 
und integrierter IT-basierter Geschäftsprozess 
Bei einer IT-basierten Geschäftsprozesssteuerung wird die Ausführung eines Geschäfts-
prozesses durch eine Softwarekomponente kontrolliert und gesteuert. Bei einer IT-
basierten Benutzerschnittstelle werden die für die Abarbeitung einzelner Prozessschritte 
benötigten Funktionen über eine Softwarekomponente bereitgestellt und für die Nut-
zung eine entsprechende Benutzerschnittstelle angeboten. Werden IT-basierte Ge-
schäftsprozesssteuerung und IT-basierte Benutzerschnittstellen für einen Geschäftspro-
zesses integriert implementiert, dann wird dies als integrierter IT-basierter 
Geschäftsprozess bezeichnet. 
Die Implementierung eines Geschäftsprozesses kann in einer der aufgeführten Varianten er-
folgen. Jedoch sind auch Mischformen möglich, da je nach strategischer Gewichtung Teile 
eines Geschäftsprozesses bzgl. der IT-Umsetzung ggf. stärker integriert und automatisiert sein 
müssen als andere. 
2.1.5 Geschäftsprozessbetrieb und -monitoring 
Nach der Inbetriebnahme der implementierten Geschäftsprozesse beginnen der Betrieb und 
das Monitoring der Geschäftsprozesse [vgl. ENS S. 17f.]. Die Ziele sind einerseits die Aus-
führung und Überwachung laufender IT-technisch implementierter Geschäftsprozessinstanzen 
mit den entsprechenden Ausführungs- und Überwachungskomponenten der verwendeten 
Software, um einen reibungslosen Betrieb sicherzustellen. Komponenten für die Geschäfts-
prozesssteuerung (Workflow Engines, BPEL Engines etc.) führen die Prozesse entsprechend 
der hinterlegten Regeln aus, d.h. auf Basis dieser Regeln werden Zustandsübergänge im Pro-
zess herbeigeführt und während der Ausführung überwacht. Die Aktionen einer solchen Pro-
zesssteuerungskomponente werden in der Regel in einem Repository aufgezeichnet und ste-
hen dadurch für das Monitoring und die Analyse des Betriebs jederzeit zur Verfügung.  
Andererseits hat das Geschäftsprozessmonitoring die zentrale Aufgabe, Aussagen darüber zu 
treffen, wie erfolgreich der umgesetzte Geschäftsprozess implementiert ist. Diesbezüglich 
muss festgestellt werden, ob die zu erfüllenden Verbesserungen eingetreten sind oder ob wei-
tere Verbesserungen durch zusätzliche Anpassungen erzielt werden können. Hierzu müssen 
Kennzahlen definiert, ermittelt, analysiert und den verantwortlichen Benutzern zur Verfügung 
gestellt werden. Dies erfolgt in der Regel durch das sogenannte Business Activity Monitoring 
(BAM). Im Rahmen der Analyse können historische Prozessdaten aus dem Repository ausge-
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wertet werden, um Informationen über die Auslastung, Liegezeiten, Belastungsspitzen usw. zu 
gewinnen. Kennzahlen können jedoch auf Basis aller zur Verfügung stehender Daten ermittelt 
werden, d.h. dass neben den Daten aus dem zuvor aufgeführten Repository der Geschäftspro-
zesssteuerung auch sämtliche Daten aus den im Geschäftsprozess verwendeten Anwendungs-
systemen für die Kennzahlenermittlung herangezogen werden können. Modernes kennzahlen-
basiertes Monitoring ermöglicht die Umsetzung von automatisierten Eingriffen in den Betrieb 
eines Geschäftsprozesses. [Mev06] beschreibt bspw. ein kennzahlenbasiertes Management 
von Geschäftsprozessen mit Petri-Netzen. Hier werden sogenannte Alert-, Repair- und Adapt-
Workflows beschrieben, die aktiv Ereignisse an Benutzer melden, automatisiert Prozesse zur 
Behandlung von aufgetretenen Problemen starten und entsprechende Korrekturen auf Basis 
von Kennzahlen durchführen können.  
Die Ergebnisse des Geschäftsprozessmonitorings sind Informationen über die Qualität, Ge-
schwindigkeit und Effizienz der durchgeführten Geschäftsprozesse [All05 S. 93]. Diese flie-
ßen wiederum in die Entscheidungen des strategischen Geschäftsprozessmanagements ein und 
führen so zu einer Kontrollmöglichkeit der implementierten Geschäftsprozesse, die dann ge-
gebenenfalls durch weitere Änderungen, Erweiterungen oder Neuimplementierungen an ge-
änderte Rahmenbedingungen angepasst werden können. 
2.2 Serviceorientierung 
In schnellwachsenden dynamischen Märkten benötigen Unternehmen eine adäquate IT-
Unterstützung. Dies erfordert die effiziente Integration heterogener Anwendungssysteme, die 
gegebenenfalls mit unterschiedlichen Technologien und teils auf verschiedenen Plattformen 
realisiert wurden [KaL08]. In der Informationstechnologie erfolgte die Entwicklung bisher in 
Form von immer komplexer und abstrakter werdenden Programmiersprachen und Netzwerk-
techniken [Mel08]. So wurden diesbezüglich ausgehend von der maschinennahen Assembler-
programmierung mit zunehmenden Anforderungen an den Umfang und die Komplexität von 
Softwaresystemen zunächst prozedurale Sprachen entwickelt. In einer weiteren Stufe wurden 
diese wiederum in vielen Bereichen durch objektorientierte Sprachen ersetzt. Mit Einführung 
der ersten Netzwerke wurden darüber hinaus zusätzlich Techniken für entfernte Funktionsauf-
rufe, wie bspw. der sogenannte Remote Procedure Call (RPC), realisiert. Beim Einsatz von 
entfernten Funktionsaufrufen ist zunehmend ein dynamisches Einbinden und Aufrufen von 
Funktionen gefordert. 
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2.2.1 Serviceorientiertes Computing (SOC) 
Ein Ansatz, der die zuvor genannten Anforderungen abdeckt, ist das sogenannte serviceorien-
tierte Computing (SOC). Serviceorientiertes Computing stellt eine Abstraktionsebene bereit, 
durch die alle verfügbaren Ressourcen mit ihren verwendbaren Funktionen dynamisch identi-
fiziert, zusammengestellt und genutzt werden können. Diese über die verfügbaren Ressourcen 
angebotenen Funktionen, die sogenannten Services, werden angelehnt an [DuP08] und 
[KaL08] folgendermaßen definiert: 
Definition 2.5: Service  
Ein Service stellt Funktionen bereit, die von der Beantwortung einfacher Anfragen bis 
hin zur Ausführung komplexer Geschäftsprozesse mit gegebenenfalls wechselseitiger 
Beteiligung verschiedener Rollen geht. Ein Service steht für den Betrieb im Netz zur 
Verfügung. Die Beschreibung eines Services wird durch die Schnittstellen bereitgestellt, 
welche die Funktionalität des Services unabhängig von der Plattform und der Program-
miersprache spezifiziert. 
Das serviceorientiertes Computing beschäftigt sich mit Konzepten und Technologien im Um-
feld von Services. Für das SOC-Paradigma müssen Lösungen bereitgestellt werden, welche 
die folgenden Eigenschaften sicherstellen [DuP08, Mel08]: 
 Technologie-Neutralität: Der Aufruf von Services muss durch standardisierte Technolo-
gien erfolgen, die auf möglichst vielen IT-Umgebungen verfügbar sind. 
 Lose Kopplung von Services: Services werden vom Client, d.h. einer Anwendung oder 
einem anderen Dienst, gegebenenfalls erst zur Ausführung gesucht und genutzt. Hierzu 
müssen weder vom aufrufenden Client, noch vom aufgerufenen Service Informationen 
über die jeweils internen Strukturen der korrespondierenden Instanz vorhanden sein. 
 Transparenz der Lokation: Services müssen ihre Definitionen und die Informationen über 
ihre Lokation in einem Repository speichern, so dass die Identifikation und der Aufruf 
von Services durch die Clients unabhängig von der Lokation der Services erfolgen kann.  
2.2.2 Serviceorientierte Architektur (SOA) 
Die serviceorientierte Architektur (SOA) ist die für ein serviceorientiertes Computing benötig-
te Systemarchitektur, die unter der Verwendung von Standards Funktionen für das Anbieten, 
Suchen und Nutzen von Diensten über ein Netzwerk bereitstellt [Mel08]. Ein auf Basis einer 
serviceorientierten Architektur realisierter Geschäftsprozess kann bei Änderungen des Ablaufs 
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flexibler angepasst werden, als ein Geschäftsprozess, der mit den Mechanismen einer klassi-
schen Enterprise Application Integration (EAI) implementiert wurde [CHK05]. Es existiert 
derzeit jedoch keine einheitliche Definition einer serviceorientierten Architektur. Häufig wird 
die Definition der OASIS aus dem Jahr 2006 verwendet, nach der eine serviceorientierte Ar-
chitektur ein Paradigma für die Strukturierung und Nutzung verteilter Funktionalität ist, die 
von unterschiedlichen Besitzern verantwortet wird [OSO06]. Im Rahmen dieser Arbeit wird 
die folgende Definition einer serviceorientierte Architektur genutzt, die mit kleinen Änderun-
gen aus [Mel08] übernommen wurde: 
Definition 2.6: Serviceorientierte Architektur (SOA)  
Unter einer serviceorientierten Architektur (SOA) versteht man eine Systemarchitektur, 
die verschiedene und eventuell inkompatible Methoden oder Applikationen als wieder-
verwendbare und offen zugreifbare Dienste repräsentiert und dadurch eine plattform- 
und sprachunabhängige Nutzung ermöglicht [Mel08 S. 13].  
Bei einer serviceorientierten Architektur werden generell drei Rollen unterschieden. Eine an 
einer SOA beteiligte Rolle ist hierbei entweder ein Serviceanbieter, ein Servicevermittler oder 
ein Servicenutzer. Die einzelnen Rollen können folgendermaßen beschrieben werden [DuP08, 
Mel08, OSO06]: 
 Serviceanbieter: Ein Serviceanbieter (Service Provider) stellt einen Service inklusive zu-
gehöriger Unterstützungsleistungen für eine mögliche Nutzung bereit und veröffentlicht 
eine entsprechende Beschreibung durch Registrierung in einem Verzeichnisdienst. 
 Servicevermittler: Ein Servicevermittler (Service Broker) stellt einen Verzeichnisdienst 
zur Verfügung, der durch eine geeignete Mechanismen den Kontakt zwischen Servicean-
bieter und Servicenutzer herstellt. 
 Servicenutzer: Ein Servicenutzer (Service Consumer) sucht über einen durch den Service-
vermittler bereitgestellten Verzeichnisdienst, um einen passenden Service zu finden und 
ihn entsprechend seines Bedarfs zu nutzen. 
Eine serviceorientierte Architektur ist nicht auf eine bestimmte Technologie zur Implementie-
rung festgelegt. Mögliche Implementierungstechnologien sind CORBA, Webservices oder 
andere Komponentenmodelle. Die wesentlichen Ziele die durch die Implementierung einer 
SOA erreicht werden sollen, sind laut [KoS05] die Bereitstellung einer losen Kopplung von 
Softwaresystemen, die Erreichung einer höheren Flexibilität bei den implementierten Ge-
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schäftsprozessen und eine verbesserte Wiederverwendung, sowohl von Softwarekomponenten 
als auch von Geschäftsprozessen. Um diese Ziele erreichen zu können, muss eine Anwen-
dungslandschaft, die aus mehreren vernetzten Anwendungssystemen aufgebaut ist, anhand 
einzelner voneinander unabhängiger Services strukturiert werden. Jeder dieser Services stellt 
für sich eine elementare und in sich abgeschlossene fachliche Funktion bereit. Diese Anforde-
rungen werden durch die folgenden Eigenschaften einer SOA sichergestellt [Mel08]: 
 Es muss eine maschinenlesbare Beschreibung der öffentlichen Schnittstelle eines Services 
für alle partizipierenden Softwarekomponenten vorliegen, d.h. die Beschreibung muss als 
Information mit elektronischen oder mechanischen Hilfsmitteln eingelesen werden kön-
nen. Der Aufruf eines Services erfolgt über einen standardisierten Mechanismus. Bei der 
Nutzung werden gegebenenfalls verschiedene Systeme plattformunabhängig miteinander 
verbunden und deren technischen Details verborgen. Auch die Lokation eines Services ist 
für den aufrufenden Servicenutzer nicht sichtbar. 
 Der Aufruf von Services sowie die Rückmeldung des Aufrufergebnisses erfolgt über einen 
Nachrichtenaustausch zwischen dem Servicenutzer und dem Serviceanbieter. Das Vokabu-
lar und die Struktur der Nachrichten sind durch ein erweiterbares Schema vorgegeben. Die 
Kommunikation findet über ein Protokoll statt, das beiden Seiten bekannt ist. 
 Der Servicenutzer adressiert bei seinem Aufruf nur eine anonyme Schnittstelle und nicht 
den Serviceanbieter, d.h. ein Service kann folglich jederzeit von einem anderen Service-
anbieter übernommen werden, ohne dass dies Auswirkungen auf die Servicenutzer hat.  
 Zum Auffinden von Services können Verzeichnisdienste zum Einsatz kommen. Ein Ser-
viceanbieter registriert seine Services im Verzeichnisdienst. Jeder Servicenutzer kann über 
den Verzeichnisdienst die ihm zur Verfügung gestellten Services erfragen. Das Ergebnis 
einer Suche nach einem Service ist die vollständige Schnittstellenbeschreibung, über die 
der Service aufgerufen werden kann. 
Abbildung 4 zeigt die beschriebenen Grundkonzepte einer serviceorientierten Architektur. Die 
Interaktion zwischen Serviceanbieter, Servicevermittler und Servicenutzer läuft nach folgen-
dem Schema ab [Mel08 S. 18f.]:  
1. Veröffentlichen: Das Veröffentlichen eines Services von einem Serviceanbieter erfolgt 
durch die Registrierung in einem Verzeichnisdienst. 
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2. Suchen: Über den Verzeichnisdienst des Servicevermittlers kann ein potenzieller Service-
nutzer nach Services suchen. 
3. Binden: Der Servicenutzer erhält vom Verzeichnisdienst eine Referenz, d.h. eine Adresse, 
unter der er auf den Service zugreifen kann. Der Serviceaufruf wird an diese Adresse ge-
bunden. 
4. Nutzen: Der Service wird aufgerufen und genutzt, indem Eingabeparameter an den Dienst 
übermittelt und Ausgabeparameter als Antwort an den Servicenutzer zurückgegeben wer-
den. 
 
Abbildung 4: Grundkonzepte einer serviceorientierten Architektur [vgl. Mel08 S. 14] 
2.2.3 Servicekomposition 
Ein Service kann mit anderen Services zu einem neuen komplexeren Service zusammenge-
fasst werden. Das Ergebnis wird als zusammengesetzter Service (Servicekomposition) be-
zeichnet. Eine Servicekomposition erfolgt durch Aggregation von elementaren, aber auch von 
bereits zusammengesetzten Services, d.h. es können beliebig komplexe hierarchische Ser-
vicekompositionen erstellt werden. Hierzu ist ein Kompositionsmodell erforderlich, das die 
folgenden Dimensionen umfasst [ACK04, DuP08, DuS05]:  
 Im Komponentenmodell (Component Model) wird über Annahmen und Abgrenzungen 
festgelegt, was eine Komponente, d.h. ein komponierbares Element im Rahmen des jewei-
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ligen Modells, darstellt. Eine Annahme kann bspw. sein, dass ein Nachrichtenaustausch 
nur über XML erfolgen darf. Die Definition von vielen Annahmen und Abgrenzungen 
führt zu einer Einschränkung der Heterogenität, ermöglicht jedoch eine einfachere Imple-
mentierung. Umgekehrt führt eine Minimierung von Annahmen und Abgrenzungen zu ei-
nem größeren Freiheitsgrad beim Entwurf von Komponenten, jedoch auch zu einer kom-
plexeren Implementierung. 
 Ein Orchestrierungsmodell (Orchestration Model) definiert die Abstraktionsebenen und 
die Sprachen mit denen Services zusammengesetzt und aufgerufen werden. Hierbei wer-
den die Mechanismen für die Definition der Ablaufreihenfolge und der Bedingungen bei 
den Serviceaufrufen festgelegt. Orchestrierungsmodelle sind bspw. UML Aktivitätsdia-
gramme, Petri-Netze oder π-Calculus [Mil93]. 
 Im Daten- und Datenzugriffsmodell (Data and Data Access Model) wird festgelegt, wie 
Daten spezifiziert werden und wie der Datenaustausch zwischen Komponenten erfolgt. Es 
sind prinzipiell zwei Arten für den Datenaustausch zwischen Serviceaufrufen möglich. 
Zum einen kann er über den sogenannten Blackboard-Ansatz oder alternativ über explizi-
ten Datenfluss erfolgen. Beim Blackboard-Ansatz werden Variablen verwendet, aus denen 
Daten für Serviceaufrufe gelesen und in die durch Serviceantworten erhaltenen Rückga-
bewerte geschrieben werden können. Beim expliziten Datenfluss hingegen erfolgt zusätz-
lich zum Kontrollfluss eine Beschreibung, welche Rückgabewerte in welchem nächsten 
Aufruf verwendet werden sollen. 
 Das Serviceauswahlmodell (Service Selection Model) definiert die Möglichkeiten zum 
Binden eines Services. Dies kann statisch oder dynamisch erfolgen. Bei der statischen 
Auswahl wird der Service beim Entwurf fest zugeordnet. Bei der dynamischen Auswahl 
erfolgt die Zuordnung erst zur Laufzeit. Gegebenenfalls kann auch die Auswahl der Ope-
ration dynamisch erfolgen. 
 Im Transaktionsmodell (Transaction Model) wird die Transaktionssemantik der Komposi-
tion definiert und deren Umsetzung beschrieben. Aufgrund langlaufender Transaktionen 
und der losen Kopplung von Services ist das klassische Zwei-Phasen-Locking ungeeignet. 
Hierzu müssen meist spezielle Kompensationsoperationen entweder für die Prozess-
Engine oder als Bestandteil des Services implementiert werden. 
 Das Ausnahmebehandlungsmodell (Exception Handling Model) definiert, wie auftretende 
Ausnahmesituationen während der Ausführung eines Services behandelt werden können, 
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ohne dass der komplette Service abgebrochen werden muss. Hierzu können einzelne ex-
plizite Ausnahmebehandlungen in den Ablauf integriert werden, das try-catch-throw-
Konzept [Ull09] angewendet werden oder regelbasierte Ansätze verwendet werden. 
Die aufgeführten Modelle stellen die grundlegenden Konzepte für die Komposition von Ser-
vices bereit. Weiterführende Konzepte beschäftigen sich mit dynamischen Aspekten und Qua-
litätsanforderungen bei der Servicekomposition [ITC10]. Nachfolgend werden unterschiedli-
che Arten von Services und deren Komposition in einem Gesamtmodell beschrieben.  
2.2.4 Business Services, IT Services und sonstige Services 
Services können entsprechend ihres Abstraktionsgrades, der verwendeten Ressourcen und der 
Einsatzmöglichkeiten in verschiedene Typen unterteilt werden [DGH05]. Abbildung 5 zeigt 
die Verzahnung zwischen den Geschäftsprozessen und den durch die IT oder anderen Res-
sourcen eines Unternehmens bereitgestellten Services [vgl. Kon08]. Geschäftsprozesse wer-
den in der dargestellten Modellhierarchie aus sogenannten Business Services zusammenge-
setzt. Ein Business Service beschreibt die fachliche Sicht auf einen im Rahmen der 
Geschäftstätigkeit zu erbringenden Dienst. Diese entstehen wiederum durch Komposition von 
IT Services oder sonstigen Services, die im Rahmen der Geschäftsprozessrealisierung zur 
Verfügung gestellt werden. Diese erweiterte Sichtweise des Begriffs Service, wie sie auch bei 
Everything as a Service (XaaS) [LKN09] benutzt wird, schließt auch Nicht-IT-Services wie 
manuelle Tätigkeiten oder sonstige Leistungserbringungen mit ein. 
 
Abbildung 5: Abbildung von Geschäftsprozessen auf Business Services und IT Services [vgl. Kon08] 
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Auf Basis des zuvor beschriebenen Modells wird ein Business Service im Rahmen dieser 
Arbeit folgendermaßen definiert: 
Definition 2.7: Business Service 
Ein Business Service ist eine abgeschlossene betriebswirtschaftliche Komponente in ei-
nem Unternehmen, die alle entsprechenden Prozesse, IT-Funktionen, manuelle Tätigkei-
ten und sonstigen Leistungserbringungen zur Erfüllung des entsprechenden betriebs-
wirtschaftlichen Dienstes beinhaltet. Ein Business Service hat einen klar definierten 
Input und Output an Geschäftsobjekten. Input und Output werden durch technologie-
neutrale Schnittstellen bereitgestellt. 
Ein Beispiel für einen Business Service ist ein Dienst, der das Angebotsmanagement eines 
Unternehmens abdeckt. Das heißt, der Business Service stellt nicht nur IT-Funktionen bereit, 
sondern er umfasst auch alle im Rahmen des Dienstes auszuführenden Prozesse und manuel-
len Tätigkeiten, wie bspw. das Telefonieren mit Interessenten, die für das Angebotsmanage-
ment benötigt werden. Business Services können als wiederverwendbare Komponenten für 
das Management von unternehmensweiten oder unternehmensübergreifenden Geschäftspro-
zessen genutzt werden. 
IT-Funktionalität stellt somit eine Komponente eines Business Services dar. Darauf aufbauend 
wird ein IT Service im Rahmen der Arbeit folgendermaßen definiert: 
Definition 2.8: IT Service 
Ein IT Service ist eine abgeschlossene Softwarekomponente, die in einem Unternehmen 
die entsprechenden IT-Funktionen zur Erfüllung spezifischer Anforderungen bereitstellt. 
Ein IT Service hat einen klar definierten Input und Output an Geschäftsobjekten. Input 
und Output werden durch standardisierte IT-basierte Schnittstellen wie bspw. Webser-
vices bereitgestellt. 
Ein Beispiel für einen IT Service wäre ein softwaretechnisch realisierter Dienst, der ein An-
gebot auf Basis der Parameter Kunde, gewünschte Produkte und Anzahl im Rahmen einer 
Angebotserstellung erzeugt und an den Kunden sendet. Dieses Beispiel repräsentiert einen IT 
Service der Geschäftslogik. Es gibt jedoch auch IT Services zur Implementierung der Fron-
tend-Logik. So stellen Masken zur Erfassung eines Angebots inklusive der enthaltenen Fron-
tend-Logik zur Steuerung der Abläufe in den Masken ebenfalls IT Services bereit. IT Services 
zur Implementierung der Frontend-Logik werden im weiteren Verlauf als Frontend Services 
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bezeichnet, während IT Services zur Implementierung der Geschäftslogik als Backend Ser-
vices bezeichnet werden. 
2.3 Webservices 
Eine serviceorientierte Architektur kann mit unterschiedlichen Techniken realisiert werden. 
Eine mögliche Realisierung kann auf Basis von Webservices erfolgen [HeH03, Mar04, 
Pap07]. Webservices haben sich derzeit diesbezüglich als Standard durchgesetzt [Mel08]. Die 
Gesellschaft für Informatik [GeI03] definiert Webservices als „selbstbeschreibende, gekapsel-
te Software-Komponenten, die eine Schnittstelle anbieten, über die ihre Funktionen entfernt 
aufgerufen, und die lose durch den Austausch von Nachrichten miteinander gekoppelt werden 
können. Zur Erreichung universeller Interoperabilität werden für die Kommunikation die her-
kömmlichen Kanäle des Internets verwendet. Web-Services basieren auf den drei Standards 
WSDL, SOAP und UDDI: Mit WSDL wird die Schnittstelle eines Web-Services spezifiziert, 
via SOAP werden Prozedurfernaufrufe übermittelt und mit UDDI, einem zentralen Verzeich-
nisdienst für angebotene Web Services, können andere Web-Services aufgefunden werden“. 
Webservices sind in [Moh02] definiert als „self-contained, self-describing, modular applica-
tions that can be published, located, and invoked across the web. Web services perform func-
tions, which can be anything from simple requests to complicated business processes. Once a 
web service is deployed, other applications (and other web services) can discover and invoke 
the deployed service. XML messaging is used to interact with a WS“. Im Rahmen dieser Ar-
beit wird die folgende Definition des World Wide Web Consortium (W3C) für einen Webser-
vice verwendet [W3C04a]: 
Definition 2.9: Webservice  
Ein Webservice ist eine Softwarekomponente, die eine Maschine-Maschine-Interaktion 
über ein Netzwerk ermöglicht. Die Schnittstelle eines Webservice wird in einem ma-
schinell-verarbeitbaren Format, genauer in WSDL, bereitgestellt und beschrieben. An-
dere Softwarekomponenten interagieren mit einem Webservice über die in seiner 
Schnittstellenbeschreibung vorgeschriebenen Art und Weise mit SOAP-Nachrichten, die 
mit HTTP auf Basis einer XML-Serialisierung in Verbindung mit weiteren Internetstan-
dards übertragen werden. 
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Bei Webservices werden die in Abschnitt 2.2 aufgeführten drei Rollen einer SOA und deren 
Funktionen auf Basis der jeweils aufgeführten folgenden Technologien bereitgestellt [Mar04, 
Mel08 S. 55ff.]: 
 Serviceanbieter: Der Serviceanbieter beschreibt einen zu veröffentlichenden Webservice. 
Die Beschreibung muss Angaben zur Funktionalität, zum Aufruf und zur Nutzung des 
Webservice umfassen. Für eine entsprechende Beschreibung von Webservices wird die 
XML-basierte Sprache WSDL (Web Services Description Language) genutzt. 
 Servicevermittler: Der Servicevermittler veröffentlicht die Beschreibung des Webservice 
in einem (zum Teil öffentlichen) Verzeichnisdienst. Als Verzeichnisdienst wird bei Web-
services UDDI (Universal Description, Discovery and Integration) eingesetzt. UDDI spe-
zifiziert eine standardisierte Verzeichnisstruktur für die Verwaltung von Webservice-
Metadaten. 
 Servicenutzer: Der Servicenutzer identifiziert einen geeigneten Webservice über UDDI. 
Die Verwendung der bereitgestellten Funktionalität erfolgt über den Aufruf und die Kom-
munikation mit dem Webservice. Hierbei wird bei Webservices das XML-basierte Nach-
richtenformat SOAP (ursprünglich für Simple Object Access Protocol) eingesetzt. SOAP 
beschreibt das Nachrichtenformat der Kommunikation und dessen Einbettung in ein 
Transportprotokoll. 
Nachfolgend werden die aufgeführten Webservice-Technologien zum Aufbau einer SOA im 
Detail beschrieben.  
2.3.1 WSDL 
Für die plattformunabhängige Beschreibung von Services wird bei Webservices die Web Ser-
vices Description Language (WSDL) verwendet. Für diesen Standard des W3C ist seit dem 
26. Juni 2007 die aktuelle Version WSDL 2.0 [W3C07a] verfügbar. WSDL ist eine XML-
basierte Sprache zur Beschreibung von Webservices und deren Schnittstellen [Mel08 S. 108]. 
Eine entsprechende WSDL-Beschreibung enthält strukturierte Informationen zu Funktionali-
tät, Aufruf und Benutzung eines Webservice. Die WSDL-Angaben können in einen abstrakten 
und einen konkreten technischer Teil aufgeteilt werden [Mel08 S. 108]. Zunächst werden die 
Schnittstellen, Operationen und zugehörigen Nachrichten abstrakt beschrieben [Mel08 S. 
113]. Darauf aufbauend wird ein Protokoll für den Nachrichtenaustausch und das Format für 
die Nachrichten definiert [Mel08 S. 113]. 
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Eine WSDL-Datei besteht aus den folgenden Bereichen [Mel08 S. 109]: 
 documentation  Enthält textuelle Beschreibungen zum Webservice. 
 types   Beschreibt die Datentypen, die der Webservice sendet und empfängt.  
 interface  Enthält eine Gruppe von Operationen, welche die abstrakte Funktiona-
lität eines Dienstes beschreiben. In der vorherigen Version von WSDL 
war die Bezeichnung noch portType. 
 binding  Legt ein konkretes Protokoll und das Nachrichtenformat für ein be-
stimmtes interface fest. 
 service   Beschreibt, wo sich der Webservice befindet. 
Jeder der aufgeführten Bereiche kann entweder dem abstrakten oder dem konkreten techni-
schen Teil zugeordnet werden [Mel08 S. 108f.]. Die Bereiche types und interfaces gehö-
ren zum abstrakten Teil von WSDL. Der konkrete technische Teil wird hingegen durch bin-
ding und service beschrieben. Die Strukturen, der im Rahmen des Webservice zu 
übertragenden Nachrichten, werden durch separat deklarierte Datentypdefinitionen festgelegt. 
Die Definition dieser Datentypen erfolgt im types-Bereich. Die grundlegende Funktionalität 
eines Webservice wird durch die Definition seiner Schnittstellen im interface-Bereich fest-
gelegt [Mel08 S. 110]. Jede Schnittstelle umfasst eine Menge von Operationen (operations). 
Darüber hinaus können im Rahmen der interfaces beliebig viele Fehlerkomponenten, soge-
nannte faults definiert werden, die dann innerhalb von Operationen einer Schnittstelle ge-
nutzt werden können [Mel08 S. 110]. Im binding-Bereich wird nun für die zuvor definierten 
Schnittstellen festgelegt, welches Protokoll für den Nachrichtenaustausch verwendet wird 
[Mel08 S. 113]. Je Operation können zusätzlich Detailinformationen zur Übertragung und 
Codierung hinterlegt werden. Die Definition, wo ein Webservice physikalisch erreicht werden 
kann, erfolgt im service-Bereich [Mel08 S. 113]. Für jedes interface eines Services kann 
eine Menge von Zugangspunkten, die sogenannten endpoints, definiert werden. Die nach-
folgend dargestellte WSDL-Datei definiert einen Webservice, der einen Kunden, ein Produkt 
und eine gewünschte Anzahl des Produkts als Parameter erhält und einen kalkulierten Ange-
botspreis zurückliefert. 
<?xml version="1.0" encoding="UTF-8"?> 
<description 
    targetNamespace="http://www.example.com/kalkuliere_preis.wsdl" 
    xmlns:tns="http://example.com/kalkuliere_preis.wsdl" 
    xmlns:soap="http://schemas.xmlsoap.org/wsdl/soap/" 
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    xmlns="http://schemas.xmlsoap.org/wsdl/"> 
  
  <documentation> 
    Dieses Dokument beschreibt den Webservice Kalkuliere_Preis, der  
    einen Preis auf Basis der Parameter Kunde, Produkt und gewünschter 
    Anzahl erzeugt. 
  </documentation> 
 
  <types> 
    <schema targetNamespace="http://www.example.com/kalkuliere_preis.xsd" 
     xmlns="http://www.w3.org/2000/10/XMLSchema"> 
       
      <element name="Preisanfrage" type="PreisanfragenTyp"/> 
 
      <complexType name="PreisanfragenTyp"> 
        <sequence> 
          <element name="Kundennummer" type="string"/> 
          <element name="Produkt" type="string"/> 
          <element name="Menge" type="integer"/> 
        </sequence> 
      </complexType> 
 
      <element name="KalkulierterPreis"> 
        <complexType> 
          <sequence> 
            <element name="Preisanfrage" type=" PreisanfragenTyp"/>             
            <element name="Preis" type="double"/> 
          </sequence> 
        </complexType> 
      </element> 
    </schema> 
  </types> 
         
  <interface name="KalkulierePreisInterface"> 
    <operation name="KalkulierePreis"> 
               pattern="http:/www.w3.org/2004/03/wsdl/in-out"> 
      <input messageLabel="In" element="tns:Preisanfrage"/> 
      <output messageLabel="In" element="tns:KalkulierterPreis"/> 
    </operation> 
  </interface> 
     
  <binding name="KalkulierePreisSoapBinding"  
           interface="tns:KalkulierePreisInterface" 
           type="http:/www.w3.org/2004/08/wsdl/soap12" 
           wsoap:protocol="http://www.w3.org/2003/05/soap/bindings/HTTP"/> 
    <operation ref="KalkulierePreis" 
      wsoap:mep="http://www.w3.org/2003/05/soap/mep/soap-response"/> 
  </binding> 
     
  <service name="KalkulierePreisService"> 
           interface="tns:KalkulierePreisInterface" 
    <endpoint name="KalkulierePreisEndpoint" 
              binding="tns:KalkulierePreisSoapBinding" 
              address=" http://www.example.com/2004/kalkuliere_preis" 
  </service> 
 
</description> 
Quelltext 1: Webservicedefinition mit WSDL 
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Im aufgeführten Beispiel wird zunächst ein URI (Uniform Resource Identifier) für den Ziel-
Namensraum für die WSDL-Datei festgelegt. Im documentation-Bereich wird der Webser-
vice textuell beschrieben. Anschließend werden im Bereich types die XML-Schema-Typen 
definiert. Dies geschieht durch Einbindung von XML-Schema-Definitionen. Im aufgeführten 
Beispiel wird ein komplexer Datentyp PreisanfragenTyp definiert. Dieser wird sowohl von 
Preisanfrage als auch von KalkulierterPreis verwendet. Die definierten Typen werden 
als Datenstruktur für die Input- bzw. die Output-Parameter der Operationen des Webservice 
verwendet, d.h. Preisanfrage wird als Input-Struktur und KalkulierterPreis als Output-
Struktur verwendet. 
Das interface des aufgeführten WSDL-Beispiels beinhaltet eine Operation, die gemäß dem 
in-out-pattern aufgebaut ist. Es wird eine operation mit dem Namen Kalkulierter-
Preis definiert, welcher die entsprechenden zuvor festgelegten Typen als Input- bzw. Output-
Parameter zugeordnet werden. 
Unter binding wird die Transportinformation für das zuvor definierte interface festgelegt. 
Für KalkulierePreis wird definiert, dass als Nachrichtenformat SOAP 1.2 zu benutzen ist 
und die Übertragung über das Transportprotokoll HTTP erfolgt. Durch wsoap:mep in opera-
tion wird das sogenannte SOAP Message Exchange Pattern (MEP) festgelegt. Im aufgeführ-
ten Beispiel wird das soap-response-pattern benutzt, das als Default-Wert Get als die zu 
nutzende HTTP-Methode festlegt. 
Im Bereich service wird zunächst ein interface zugeordnet, auf das sich die Definition 
eines endpoints bezieht. Beim endpoint wird das zuvor definierte binding angegeben und 
er wird mit der physikalischen Adresse verbunden, unter der er zukünftig zu erreichen ist.  
2.3.2 SOAP 
Als Kommunikationsprotokoll wird bei Webservices SOAP (ursprünglich Abkürzung für 
Simple Object Access Protocol, ist inzwischen jedoch Eigenname) verwendet, das ebenfalls 
ein Standard des W3C ist. Die aktuelle Version SOAP 1.2 ist seit dem 27. April 2007 verfüg-
bar [W3C07b]. Die SOAP-Spezifikation legt fest, wie eine Nachricht aufgebaut sein muss, 
um von Webservices empfangen oder gesendet werden zu können [Mel08 S. 75]. Sie stellt ein 
XML-basiertes, Plattform- und Programmiersprachen-unabhängiges Nachrichtenformat zur 
Kommunikation im Rahmen von Webservices zur Verfügung. Das Protokoll für den Transport 
der Nachrichten ist in SOAP nicht vorgeschrieben, d.h. dass das Transportprotokoll in Abhän-
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gigkeit der jeweiligen Anforderungen frei gewählt werden kann [Mel08 S. 69]. Beispielsweise 
kann HTTP benutzt werden, wenn ein Protokoll benötigt wird, das eine weite Verbreitung 
besitzt [Mel08 S. 92]. Ist hingegen ein hohes Maß an Sicherheit bei der Übertragung gefor-
dert, dann sollte eine nachrichtenorientierte Middleware gewählt werden. Weiterhin ist durch 
SOAP auch nicht festgelegt, ob der Nachrichtenaustausch synchron oder asynchron zu erfol-
gen hat, d.h. beide Wege sind mit SOAP möglich [Mel08 S. 94]. Eine SOAP-Nachricht be-
steht aus den drei Teilen Envelope, Header und Body.  
<env:Envelope  
 xmlns:env="http://www.w3.org/2003/05/soap-envelope"> 
  <env:Header> 
   : 
  <\env:Header> 
 
  <env:Body> 
   : 
  <\env:Body> 
</env:Envelope> 
Quelltext 2: Grundlegende Struktur einer SOAP-Nachricht [vgl. Mel08 S. 79] 
Der Envelope ist eine Art virtueller Umschlag, der die eigentliche Nachricht enthält [Mel08 
S. 79]. Er stellt das Wurzelelement des XML-Dokuments dar und gibt an, welche SOAP-
Version für die konkrete Nachricht verwendet wird. Darüber hinaus wird ein Namensraum 
definiert, der an den Präfix env gebunden ist. Das erste Kindelement des Envelope stellt der 
Header dar [Mel08 S. 80]. Dieser ist optional, darf maximal einmal in einem Envelope ent-
halten sein und kann für die Übertragung von Sicherheitsinformationen genutzt werden. Das 
zweite Kindelement des Envelope ist der Body [Mel08 S. 81]. Er enthält die zu übertragende 
Information, die als wohlgeformtes XML zur Verfügung gestellt werden muss [Mel08 S. 82]. 
2.3.3 UDDI 
Als Verzeichnisdienst im Rahmen von Webservices ist Universal Description, Discovery and 
Integration (UDDI) vorgesehen. Eine Alternative zu UDDI stellt inzwischen auch die soge-
nannte Web Service Inspection Language dar, die von Microsoft und IBM entwickelt wurde 
[Mel08 S. 4f.]. UDDI ist hingegen ein Standard der Organization for the Advancement of 
Structured Information Standards (OASIS) und steht seit dem 19. Oktober 2004 in der Version 
3.0.2 zur Verfügung [OAS04]. Durch UDDI wird die Bereitstellung von Verzeichnisdiensten 
für Webservices, in denen potenzielle Nutzer nach Webservices suchen und die Beschreibung 
der Schnittstelle in Form einer entsprechenden WSDL-Datei anfordern können [Mel08 S. 
137]. UDDI stellt wird hierzu eine standardisierte Verzeichnisstruktur zur Verfügung. Diese 
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Verzeichnisstruktur besteht prinzipiell aus den folgenden vier Teilen [Mel08 S. 138]: White 
Pages, Yellow Pages, Green Pages und Service Type Registration. Dies sind Tabellen, die bei 
UDDI als Entitäten bezeichnet werden und von der Nutzung mit der Funktionsweise von Te-
lefonbüchern vergleichbar sind [Mel08 S. 138]:  
 White Pages: In den White Pages können Unternehmen, die Webservices über UDDI be-
reitstellen, Informationen über das Unternehmen veröffentlichen. 
 Yellow Pages: In den Yellow Pages sind Webservices nach den Branchen (Geschäftsfel-
dern) der bereitstellenden Unternehmen aufgelistet. 
 Green Pages: In den Green Pages werden Details zu den einzelnen Webservices beschrie-
ben, um bei einer Recherche nach Detailfunktionen eines entsprechenden Services suchen 
zu können. 
 Service Type Registration: Die Green Pages sind für den menschlichen Benutzer konzi-
piert, um nach speziellen Webservices zu suchen. Eine maschinenlesbare Alternative wird 
durch die Service Type Registration bereitgestellt. 
Das Ziel von UDDI ist das Veröffentlichen und Auffinden von Webservices im Web [Mel08 S. 
137]. Hierzu sind jedoch einige rechtliche und wirtschaftliche Fragen zu klären, welche die 
Qualität, die Abrechnung und die Verantwortung im Rahmen der Bereitstellung und Nutzung 
eines Webservice betreffen [Mel08 S. 137f.]. Ein einfacheres Konzept zum Bereitstellen und 
Auffinden von Webservices bietet die Web Service Inspection Language, die im Gegensatz zu 
UDDI auf viele dezentralisierte Verzeichnisse setzt, in denen nur wenige Anbieter ihre Diens-
te veröffentlichen [Mel08 S. 134ff.]. 
2.3.4 Webservices-Architektur 
Mit den zuvor beschriebenen Techniken, die im Rahmen von Webservices zur Verfügung ste-
hen, kann nun eine serviceorientierte Architektur nach Definition 2.6 und Abbildung 4 aufge-
baut werden [Mel08 S. 53ff.]. Abbildung 6 zeigt einen solchen Aufbau zu einer sogenannten 
Webservices-Architektur. Um einen Webservice nutzen zu können, muss dieser zunächst in 
Form einer WSDL-Datei definiert und durch den Webserviceanbieter in einer UDDI Registry 
veröffentlicht werden [Mel08 S. 56f.]. Dort kann ein Webservicenutzer einen für sich geeigne-
ten Webservice suchen. Bei einer erfolgreichen Suche erhält der Webservicenutzer eine Refe-
renz auf die WSDL-Datei, die er dann durch einen entsprechenden Nachrichtenaustausch 
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anfordern kann [Mel08 S. 57]. Anschließend kann der Webservice auf Basis eines Datenaus-
tauschs mittels SOAP durch den Webservicenutzer verwendet werden. 
 
Abbildung 6: Webservices-Architektur [vgl. Pan05] 
2.4 Implementierung einer Geschäftsprozesssteuerung auf 
Basis einer SOA 
Für die Ausführung und Steuerung von Geschäftsprozessen auf Basis von IT Services müssen 
einzelne Services zu ausführbaren Geschäftsprozessen zusammengefügt werden [DuP08, 
KKP08]. Die in Abschnitt 2.2.3 aufgeführten Kompositionskonzepte stellen somit eine Basis 
für die Implementierung einer Geschäftsprozesssteuerung auf Basis einer SOA bereit. Das 
Ergebnis einer Komposition von Services wird wiederum selbst als Service bereitgestellt. 
Dies ermöglicht eine hierarchische Strukturierung von ausführbaren Prozessen. 
2.4.1 Orchestrierung und Choreographie 
Eine Komposition von Services im Rahmen der Implementierung der Steuerung von Ge-
schäftsprozessen kann prinzipiell in zwei sich unterscheidenden Formen erfolgen [DuP08, 
DKB08, Mel08]: 
 Orchestrierung: Durch eine Orchestrierung wird ein konkreter Ablauf von Services defi-
niert. Die Orchestrierung beschreibt den Ablauf, die verwendeten Services, deren Aufruf 
und das Zusammenwirken der Services. Die Ausführung des Ablaufs erfolgt durch eine 
kontrollierende Instanz. 
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 Choreographie: Eine Choreographie von Services definiert die Interaktionen zwischen 
einzelnen Services. Bei einer Choreographie wird keine zentrale kontrollierende Instanz 
benötigt. Im einfachsten Fall wird bei einer Choreographie nur der Ablauf des Nachrich-
tenaustauschs zwischen beteiligten Services beschrieben. Im Falle einer komplexen Cho-
reographie wird nicht nur der Ablauf des Nachrichtenaustausches zwischen teilnehmenden 
Services, sondern auch Abhängigkeitsregeln im Rahmen des Nachrichtenaustauschs defi-
niert. 
Eine konkrete technische Umsetzung für die Orchestrierung von Geschäftsprozessen auf Ba-
sis einer SOA liegt derzeit in Form der Web Services Business Process Execution Language 
(WS-BPEL) [OAS07] vor. Für WS-BPEL gibt es inzwischen zahlreiche Erweiterungen 
[KKP08], wie bspw. für die Einbeziehung von Personen durch die WS-BPEL Extension for 
People (BPEL4People) [Agr07a], für Subprozesse mit gekoppelten Lebenszyklen durch die 
BPEL Extension for Sub Processes (BPEL-SPE) [Klo05] oder für die Integration von Java 
durch BPEL for Java (BPELJ) [Blo04]. 
Für die Choreographie gibt es mehrere Ansätze und Sprachen. Dies sind zur Zeit BPMN, Let’s 
Dance, BPEL4Chor und WS-CDL [DKB08]. Da der Fokus dieser Arbeit auf konkreten aus-
führbaren Prozessen liegt, werden die Choreographie-Ansätze nicht weiter behandelt. 
2.4.2 BPEL 
Die Web Services Business Process Execution Language (WS-BPEL, kurz: BPEL) ist eine 
Sprache zur Komposition von Webservices. Die Version WS-BPEL 2.0 (kurz: BPEL 2.0) 
wurde am 11. April 2007 von der OASIS fertiggestellt [OAS07]. Im Vergleich zur Vorgänger-
version BPEL4WS 1.1 [IBM03], die von IBM, BEA Systems und Microsoft entwickelt wur-
de, ist auch der Name geändert worden. BPEL 2.0 ist nicht kompatibel zu BPEL4WS 1.1. Die 
zentralen Änderungen bzw. Erweiterungen von WS-BPEL 2.0 gegenüber BPEL4WS 1.1 sind 
in [Mel08, Ora06] aufgeführt. Nachfolgend werden die grundlegenden Konzepte und Mecha-
nismen von BPEL 2.0 beschrieben. 
BPEL ist eine XML-basierte Sprache zur Definition und Ausführung von Geschäftsprozessen 
in heterogenen Systemumgebungen [OAS07]. Sie ist aus den beiden Sprachen WSFL [Ley01] 
von IBM und XLANG [Mic01] von Microsoft entstanden [Mel08 S. 236]. BPEL ermöglicht 
sowohl die Modellierung der internen Struktur eines auf Webservices basierenden Prozesses 
als auch die Modellierung der Interaktion zwischen Partnern, die Dienste als Webservices 
anbieten [OAS07]. Der BPEL-Prozess an sich wird selbst als Webservice bereitgestellt und 
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kann somit wiederum in anderen BPEL-Prozessen genutzt und eingebunden werden [Mel08]. 
Im Rahmen der Komposition von Webservices werden bei BPEL sowohl Choreographie als 
auch Orchestrierung berücksichtigt [Mel08]. Die Choreographie von Geschäftsprozessen wird 
durch sogenannte abstrakte Prozesse und die Orchestrierung durch sogenannte ausführbare 
Prozesse abgebildet. Für einen BPEL-Prozess müssen zwei XML-Dateien erstellt werden. 
Dies ist einerseits die BPEL-Datei, die eine Beschreibung des eigentlichen Prozesses enthält. 
Andererseits wird eine WSDL-Datei benötigt, in der die Schnittstelle zum BPEL-Prozess als 
Webservice definiert ist. 
Es existieren inzwischen zahlreiche Werkzeuge, mit denen BPEL-Prozesse modelliert werden 
können. Beispiele hierzu sind ActiveVOS Designer, Oracle BPEL Process Manager und 
Petals Studio. Einige Modellierungswerkzeuge können durch entsprechende Plug-ins in Ent-
wicklungsumgebungen wie Eclipse oder Oracle JDeveloper eingebunden werden. Für die 
Ausführung von modellierten BPEL-Prozessen stehen beispielsweise Apache Orchestration 
Director Engine, Microsoft BizTalk Server und Oracle BPEL Process Manager zur Verfü-
gung. 
2.4.2.1 Grundlegende Struktur von BPEL 
Die grundlegende Struktur eines BPEL-Prozesses ist aus einem Wurzelelement process und 
weiteren Elementen aufgebaut. Das Wurzelelement enthält den Namen und weitere Attribute 
des BPEL-Prozesses. Die weiteren Elemente können in folgende funktionale Gruppen einge-
teilt werden [OAS07 S. 21ff.]: 
 Elemente für die Einbindung von externen Elementen aus anderen namespaces  
(extensions) 
 Elemente für die Festlegung von Abhängigkeiten zu anderen XML-Schema- oder WSDL-
Definitionen (import) 
 Elemente für die Schnittstellen nach außen (partnerLinks)  
 Elemente für Mechanismen zum Zuordnen von Antworten bei eingehenden Nachrichten 
(messageExchanges) 
 Elemente für die Definition und Nutzung von Variablen (variables) 
 Elemente für Mechanismen zur Prozessinstanzenzuordnung (correlationSets)  
 Elemente für Mechanismen zur Fehlerbehandlung (faultHandlers)  
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 Elemente Mechanismen zur Ereignisbehandlung (eventHandlers). 
Weiterhin besteht ein BPEL-Prozess aus mindestens einer Aktivität (activity). Die Aktivitä-
ten stellen die einzelnen Prozessschritte eines BPEL-Prozesses dar. In Quelltext 3 ist die 
grundlegende Struktur einer Prozessdefinition mit WS-BPEL 2.0 aufgeführt. 
<process name="processname"...> 
    <extensions>...</extensions> 
    <import.../>  
    <partnerLinks>...</partnerLinks> 
    <messageExchanges>...</messageExchanges> 
    <variables>...</variables> 
    <correlationSets>...</correlationSets> 
    <faultHandlers>...</faultHandlers> 
    <eventHandlers>...</eventHandlers> 
    <!--  mindestens eine Aktivität (activity)  --> 
</process> 
Quelltext 3: Prozessdefinition in BPEL [vgl. OAS07 S. 21ff.] 
Die einzelnen Elemente eines BPEL-Prozesses werden in den folgenden Abschnitten im De-
tail erläutert. 
2.4.2.2 Schnittstellen eines BPEL-Prozesses 
Mit partnerLinks kann eine Verbindung von einem BPEL-Prozess zu Webservices, die aus 
dem Prozess heraus aufgerufen werden können oder zu Webservices, die diesen BPEL-
Prozess aufrufen, realisiert werden [OAS07 S. 37f.]. Die entsprechende Funktionalität des 
jeweiligen Webservice, den die Partner anbieten, wird durch eine WSDL-Datei beschrieben. 
Durch den Webservice werden die von einem partnerLink genutzten messages, portTypes 
und partnerLinkTypes definiert. Bei einem partnerLink wird genau ein partnerLinkType 
zugeordnet. Die Rolle, unter welcher der BPEL-Prozess ausgeführt wird, wird als myRole und 
die Rolle des jeweiligen Partners als partnerRole bezeichnet. Jedoch werden in Abhängig-
keit der Richtung der Kommunikation nicht immer beide Rollen benötigt. Soll in einem 
BPEL-Prozess ein Webservice über einen partnerLink eines Partners aufgerufen werden, 
dann muss die partnerRole angegeben werden. Wenn der BPEL-Prozess hingegen von ei-
nem Partner aufgerufen wird und der BPEL-Prozess dadurch nur Nachrichten erhält, jedoch 
selbst keine Nachrichten sendet, muss die myRole angegeben werden. Wenn beide Fälle vor-
kommen, müssen auch beide Rollen verwendet werden. In Quelltext 4 ist die Syntax zur De-
finition eines partnerLinks beschrieben. 
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<partnerLinks> 
    <partnerLink name="NCName"  
                 partnerLinkType="QName" 
                 myRole="NCName"?  
                 partnerRole="NCName"? 
                 initializePartnerRole="yes|no"?> 
    </partnerLink> 
</partnerLinks> 
Quelltext 4: Definition von partnerLinks [OAS07 S. 37] 
In den partnerLinks werden sogenannte partnerLinkTypes genutzt. Ein partnerLinkTy-
pe beschreibt die Beziehung zwischen zwei Webservices. Hierzu werden Rollen definiert und 
zu jeder Rolle ein portType angegeben, den der Service bereitstellt, um Nachrichten in die-
sem Kontext auszutauschen. Erfolgt der Verbindungsaufbau zwischen den beteiligten Partnern 
nur von einer Seite, dann wird nur eine Rolle benötigt. Das Attribut initializePartnerRole 
gibt an, ob der Wert der partnerRole durch den BPEL-Prozessor initialisiert werden soll 
oder nicht. partnerLinkTypes können in einer WSDL-Datei mit der in Quelltext 5 darge-
stellten Syntax definiert werden. 
<partnerLinkType name="NCName"> 
    <role name="NCName"> 
        <plnk:portType name="QName"/> 
    </role> 
    <role name="NCName">? 
        <plnk:portType name="QName"/> 
    </role> 
</partnerLinkType> 
Quelltext 5: Definition von partnerLinkTypes [OAS07 S. 37] 
Abbildung 7 zeigt die Verbindungen eines BPEL-Prozesses über partnerLinks zu 
portTypes von zugeordneten Webservices. Der BPEL-Prozess enthält mehrere Aktivitäten 
(activity 1-3), welche die einzelnen Prozessschritte darstellen. Diesen sind partnerLinks 
zugeordnet, die wiederum einem partnerLinkType zugewiesen sind. Der partnerLinkType 
legt fest, welche Rollen es für die entsprechende Kommunikation mit dem Webservice gibt. 
Durch die partnerLinks und den darin zugeordneten Rollen wird für den BPEL-Prozess 
festgelegt, ob es nur eingehende, nur ausgehende oder sowohl eingehende als auch ausgehen-
de Nachrichten gibt. Je nach Fall sind dann ein oder zwei portTypes von Webservices mit der 
jeweiligen Übertragungsrichtung zugeordnet.  
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Abbildung 7: Einbindung von Webservices mit partnerLinks [vgl. OAS07 S. 16] 
2.4.2.3 Ablaufdefinition von Prozessen in BPEL 
Zur Definition des Ablaufs eines Prozesses stehen verschiedene Typen von Aktivitäten 
(activities) zur Verfügung [OAS07 S. 21ff.]. Aktivitäten gliedern sich prinzipiell in Basis-
aktivitäten (basic activities), die elementare Funktionen bereitstellen und strukturierte 
Aktivitäten (structured activities), welche rein für die Ablaufsteuerung des Prozesses 
zur Verfügung stehen. Darüber hinaus ist die Nutzung grundlegender Verwaltungsmechanis-
men von BPEL bei der Definition von Prozessen erforderlich. 
Die folgenden Basisaktivitäten werden durch BPEL zur Verfügung gestellt [OAS07 S. 84ff.]: 
 receive    Empfangen einer Nachricht 
 reply     Antworten auf ein receive  
 invoke     Asynchrones oder synchrones Aufrufen eines Webservice 
 assign     Zuweisen eines Wertes an eine Variable 
 throw     Erzeugen eines Fehlers aus dem Prozess heraus 
 wait     Warten einer bestimmten Zeitspanne oder auf einen  
       bestimmten Zeitpunkt 
 empty     Aktivität ohne verarbeitende Funktion 
 exit     Beenden eines Prozesses 
process
partnerLinkportType 1.1
partnerLink portType 2.1
portType 2.2
partnerLink portType 3.1
activity 1
activity 2
activity 3
1
2
3
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 rethrow    Erneutes Erzeugen eines Fehlers 
 extensionActivity  Hinzufügen neuer Aktivitätstypen 
Die folgenden strukturierten Aktivitäten können zur Definition der Ablaufsteuerung verwen-
det werden [OAS07 S. 98ff.]: 
 sequence    Sequentielle Abfolge von Aktivitäten 
 if     Bedingte Verzweigung 
 while     Schleife mit Durchlaufkriterium 
 repeatUntil   Schleife mit Abbruchkriterium 
 forEach    Führt den darin eingeschlossenen Bereich seriell oder 
       parallel einer vorgebbaren Anzahl entsprechend oft aus 
 pick     Auswählen eines Kontrollpfads in Abhängigkeit eines 
       Timeouts oder einer externen Nachricht 
 flow     Ausführen der enthaltenen Aktivitäten (parallel oder in 
       vorgegebener Reihenfolge) 
Darüber hinaus stehen folgende grundlegende Verwaltungsmechanismen bereit [OAS07 
S. 45ff. und S. 115ff.]: 
 scopes     Gemeinsam genutzter Kontext für Aktivitäten 
 variables    Definition von Variablen 
 correlationsSets  Verbindung von Nachrichten mit Prozessinstanzen 
 faultHandlers   Definition von Fehlerbehandlungen 
 compensationHandlers  Definition von Aktionen für das Rückgängigmachen von 
       Aktivitäten 
 eventHandlers   Definition von Reaktionen auf Ereignisse 
 terminationHandlers  Definition der Terminierungsbehandlung 
BPEL-Prozesse können in Abhängigkeit ihres Aufrufs synchron oder asynchron genutzt wer-
den. Bei einer synchronen Umsetzung muss die erste Aktivität im aufgerufenen BPEL-
Prozess ein receive und die letzte Aktivität ein reply darstellen. In diesem synchronen Fall 
wartet der aufrufende BPEL-Prozess solange, bis eine Antwort vom aufgerufenen BPEL-
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Prozess übermittelt wird. Im aufrufenden BPEL-Prozess wird hierzu eine invoke-Aktivität 
verwendet, mit der dieser den untergeordneten BPEL-Prozess synchron aufruft und dadurch 
auch die Antwort entgegennimmt. Bei einer asynchronen Umsetzung muss die erste Aktivität 
im aufgerufenen BPEL-Prozess analog zum synchronen Fall ebenfalls ein receive darstellen. 
Der aufgerufene BPEL-Prozess muss hierbei jedoch durch ein invoke abgeschlossen werden. 
Im asynchronen Fall wird vom aufrufenden BPEL-Prozess nicht auf eine Antwort des aufge-
rufenen BPEL-Prozesses gewartet, sondern die nächste Aktivität des BPEL-Prozesses ent-
sprechend des definierten Ablaufs ausgeführt. Im aufrufenden BPEL-Prozess wird der unter-
geordnete BPEL-Prozess durch ein invoke aufgerufen und dessen Antwort durch ein 
receive entgegengenommen. 
2.4.2.4 Basisaktivitäten 
Nachfolgend werden die Basisaktivitäten mit ihren jeweiligen Funktionen und der entspre-
chenden Syntax erläutert [OAS07 S. 84ff.]. 
standard-attributes und standard-elements:  
Jede Aktivität kann optional Standard-Attribute (standard-attributes) und Standard-
Elemente (standard-elements) besitzen. Die Standard-Attribute sind ein zu vergebender 
Name der Aktivität und ein Kennzeichen, ob ein auftretender Join-Fehler unterdrückt wird 
oder nicht. Ein Join-Fehler tritt auf, wenn die Auswertung des boolschen Ausdrucks der Join-
Bedingung einer Aktivität den Wert false als Ergebnis liefert. Join-Bedingungen können ver-
wendet werden, um konkurrierende Zugriffe über unterschiedliche Prozesspfade bei einer 
Aktivität aufzulösen. Quelltext 6 zeigt die Definition optionaler Standard-Attribute. 
name="NCName"? 
suppressJoinFailure="yes|no"? 
Quelltext 6: Definition von standard-attributes [OAS07 S. 30f.] 
Die Standard-Elemente werden verwendet, um eine Verknüpfung zwischen Aktivitäten über 
sogenannte Links zu ermöglichen. Hier können Links als Quelle und Ziel (source/target) 
bei einzelnen Aktivitäten angegeben werden. Quelltext 7 zeigt die Definition optionaler Stan-
dard-Elemente. Die Syntax und die Semantik von Links werden in Abschnitt 2.4.2.5 beschrie-
ben. 
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<targets>? 
   <joinCondition expressionLanguage="anyURI"?>? 
      bool-expr 
   </joinCondition> 
   <target linkName="NCName"/>+ 
</targets> 
<sources>? 
   <source linkName="NCName">+ 
      <transitionCondition expressionLanguage="anyURI"?>? 
         bool-expr 
      </transitionCondition> 
   </source> 
</sources> 
Quelltext 7: Definition von standard-elements [OAS07 S. 31] 
receive:  
Eine receive-Aktivität wartet auf das Eintreffen einer Nachricht. Die Prozessinstanz wird 
solange blockiert, bis eine entsprechende Nachricht über den angegebenen partnerLink von 
dem zugeordneten Webservice ankommt. Bei einer receive-Aktivität kann durch das Attribut 
createInstance festgelegt werden, ob beim Empfang einer Nachricht eine neue Instanz des 
BPEL-Prozesses gestartet werden soll. Die Definition einer receive-Aktivität erfolgt mit der 
in Quelltext 8 dargestellten Syntax.  
<receive partnerLink="NCName"  
         portType="QName"  
         operation="NCName" 
         variable="BPELVariableName"?  
         createInstance="yes|no"? 
         messageExchange="NCName"? 
         standard-attributes> 
   standard-elements 
   <correlations>? 
      <correlation set="NCName" initiate="yes|join|no"?/>+ 
   </correlations> 
   <fromParts>? 
      <fromPart part="NCName" toVariable="BPELVariableName"/>+ 
   </fromParts> 
</receive> 
Quelltext 8: Definition einer receive-Aktivität [OAS07 S. 89] 
reply:  
Mit einer reply-Aktivität lässt sich eine Antwort auf eine zuvor durch eine receive-Aktivität 
eingegangene Nachricht senden. Die Definition einer reply-Aktivität erfolgt mit der in Quell-
text 9 dargestellten Syntax. 
<reply partnerLink="NCName"  
       portType="QName"  
       operation="NCName" 
       variable="NCName"?  
       faultName="QName"? 
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       messageExchange="NCName"? 
       standard-attributes> 
   standard-elements 
   <correlations>? 
      <correlation set="NCName" initiate="yes|join|no"?/>+ 
   </correlations> 
   <toParts>? 
      <toPart part="NCName" fromVariable="BPELVariableName"/>+ 
   </toParts> 
</reply> 
Quelltext 9: Definition einer reply-Aktivität [OAS07 S. 92f.] 
invoke:  
Durch eine invoke-Aktivität wird eine Operation eines portType aufgerufen, die über einen 
partnerLink zur Verfügung gestellt wird. Der Aufruf einer invoke-Aktivität kann sowohl 
synchron als auch asynchron erfolgen. In beiden Fällen muss das Attribut inputVariable für 
die Definition von Aufrufparametern angegeben werden. Das Attribut ouputVariable wird 
nur im asynchronen Fall genutzt, um die Rückgabeparameter zu definieren. Die Definition 
einer invoke-Aktivität erfolgt mit der in Quelltext 10 dargestellten Syntax. 
<invoke partnerLink="NCName"  
        portType="QName"  
        operation="NCName" 
        inputVariable="BPELVariableName"?  
        outputVariable="BPELVariableName"? 
        standard-attributes> 
   standard-elements 
   <correlations>? 
      <correlation set="NCName" initiate="yes|join|no"? 
         pattern="request|response|request-response"?/>+ 
   </correlations> 
   <catch faultName="QName"? 
          faultVariable="BPELVariableName"? 
          faultMessageType="QName"? 
          faultElement="QName"?>* 
          activity 
   </catch> 
   <catchAll>? 
      activity 
   </catchAll> 
   <compensationHandler>? 
      activity 
   </compensationHandler> 
   <toParts>? 
      <toPart part="NCName" fromVariable="BPELVariableName"/>+ 
   </toParts> 
   <fromParts>? 
      <fromPart part="NCName" toVariable="BPELVariableName"/>+ 
   </fromParts> 
</invoke> 
Quelltext 10: Definition einer invoke-Aktivität [OAS07 S. 85] 
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assign:  
Mit einer assign-Aktivität kann eine Zuweisung von Werten zu Variablen durchgeführt wer-
den. Teile aus Nachrichten können hierzu mittels XPath [W3C99] ausgewählt werden. Die 
Definition einer assign-Aktivität erfolgt mit der in Quelltext 11 dargestellten Syntax. Die 
enthaltene copy-Anweisung definiert Quelle/Ziel-Paare für die Zuordnung von Werten, die 
durch entsprechende Ausdrücke bei from-spec und to-spec angegeben werden können.  
<assign validate="yes|no"? standard-attributes> 
   standard-elements 
   ( 
   <copy keepSrcElementName="yes|no"? ignoreMissingFromData="yes|no"?> 
      from-spec 
      to-spec 
   </copy> 
   | 
   <extensionAssignOperation> 
      assign-element-of-other-namespace 
   </extensionAssignOperation> 
   )+ 
</assign> 
Quelltext 11: Definition einer assign-Aktivität [OAS07 S. 59f.] 
Die from-spec-Klausel und die to-spec-Klausel können auf Basis der in Quelltext 12 und 
Quelltext 13 aufgeführten unterschiedlichen Formen definiert werden. 
<from variable="BPELVariableName" part="NCName"?> 
   <query queryLanguage="anyURI"?>? 
      queryContent 
   </query> 
</from> 
<from partnerLink="NCName" endpointReference="myRole|partnerRole"/> 
<from variable="BPELVariableName" property="QName"/> 
<from expressionLanguage="anyURI"?>expression</from> 
<from><literal>literal value</literal></from> 
<from/> 
Quelltext 12: Definition einer from-Klausel [OAS07 S. 60] 
<to variable="BPELVariableName" part="NCName"?> 
   <query queryLanguage="anyURI"?>? 
      queryContent 
   </query>> 
</to> 
<to partnerLink="NCName"/> 
<to variable="BPELVariableName" property="QName"/> 
<to expressionLanguage="anyURI"?>expression</to> 
<to/> 
Quelltext 13: Definition einer to-Klausel [OAS07 S. 60] 
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throw:  
Mit einer throw-Aktivität kann ein Fehler erzeugt und gegebenenfalls eine Fehlerbehandlung 
ausgelöst werden. Jede throw-Aktivität besitzt einen durch das Attribut faultName eindeutig 
festgelegten Fehlernamen und gegebenenfalls einen durch das optionale Attribut 
faultVariable definierten Fehlerwert. In Quelltext 14 ist die Syntax zur Definition einer 
throw-Aktivität aufgeführt. 
<throw faultName="QName"  
       faultVariable=" BPELVariableName"? 
       standard-attributes> 
       standard-elements     
</throw> 
Quelltext 14: Definition einer throw-Aktivität [OAS07 S. 94f.] 
wait: 
Durch eine wait-Aktivität wird der BPEL-Prozess an der entsprechenden Stelle für eine defi-
nierbare Zeitspanne oder bis zu einem definierbaren Zeitpunkt angehalten. Die Angabe einer 
entsprechenden Zeitspanne erfolgt im for-Element der wait-Aktivität. Alternativ erfolgt die 
Definition eines Zeitpunkts im until-Element. Quelltext 15 zeigt die Syntax zur Definition 
einer wait-Aktivität. 
<wait standard-attributes> 
      standard-elements 
      ( 
      <for expressionLanguage="anyURI"?>duration-expr</for> 
      | 
      <until expressionLanguage="anyURI"?>deadline-expr</until> 
      ) 
</wait> 
Quelltext 15: Definition einer wait-Aktivität [OAS07 S. 95] 
empty: 
Mit einer empty-Aktivität kann bei einem BPEL-Prozess eine Aktivität eingebunden werden, 
die keine verarbeitende Funktion besitzt. Diese wird häufig für eine übersichtlichere Darstel-
lung eines Ablaufs oder auch für die Synchronisation von konkurrierenden Aktivitäten einge-
setzt. Die Definition einer empty-Aktivität erfolgt mit der in Quelltext 16 dargestellten Syn-
tax. 
<empty standard-attributes> 
       standard-elements 
</empty> 
Quelltext 16: Definition einer empty-Aktivität [OAS07 S. 95] 
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exit:  
Eine exit-Aktivität beendet den BPEL-Prozess beim jeweils zugeordneten Element. Die Pro-
zesskontrolle wird an die übergeordnete Prozessinstanz übergeben, falls diese existiert. Wenn 
eine Prozessinstanz mit exit beendet wird, dann erfolgt dies ohne Terminierungs-, Fehler- 
und Kompensationsbehandlung. Die exit-Aktivität kann in allen Elementen durch die in 
Quelltext 17 dargestellte Syntax eingebunden werden.  
<exit standard-attributes> 
    standard-elements 
</exit 
Quelltext 17: Definition einer exit-Aktivität [OAS07 S. 96] 
rethrow:  
Durch eine rethrow-Aktivtität kann ein Fehler erneut erzeugt werden, um bspw. die Daten 
des Fehlers im Rahmen einer Fehlerbehandlung zu ermitteln. Ein rethrow kann nur in einem 
faultHandler benutzt werden. In Quelltext 18 ist die Syntax zur Definition einer rethrow-
Aktivität aufgeführt. 
<rethrow standard-attributes> 
    standard-elements     
</rethrow> 
Quelltext 18: Definition einer rethrow-Aktivität [OAS07 S. 97] 
extensionActivity:  
Durch extensionActivity-Elemente können zusätzliche, d.h. nicht in der Spezifikation von 
WS-BPEL 2.0 enthaltene Aktivtitätstypen eingebunden werden. Eine extensionActivity 
darf nur ein einzelnes Element mit einem vom WS-BPEL Namespace abweichenden Names-
pace enthalten. Das Element muss auch die Standard-Attribute und Standard-Elemente von 
BPEL zur Verfügung stellen. In Quelltext 19 ist die Syntax zur Definition einer 
extensionActivity aufgeführt. 
<extensionActivity> 
   <anyElementQName standard-attributes> 
   standard-elements 
</anyElementQName> 
</extensionActivity> 
Quelltext 19: Definition einer extensionActivity [OAS07 S. 96] 
2.4.2.5 Strukturierte Aktivitäten 
Nachfolgend werden die strukturierten Aktivitäten mit ihren jeweiligen Funktionen und der 
entsprechenden Syntax erläutert [OAS07 S. 98ff.]. 
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sequence: 
Mit einer sequence-Aktivität kann eine sequentielle Abfolge der in ihr enthaltenen Aktivitä-
ten in einem BPEL-Prozess definiert werden. Quelltext 20 beschreibt die entsprechende Syn-
tax zur Definition einer sequence-Aktivität. 
<sequence standard-attributes> 
    standard-elements 
    activity+ 
</sequence> 
Quelltext 20: Definition einer sequence-Aktivität [OAS07 S. 98] 
if: 
Durch eine if-Aktivität kann eine bedingte Verzweigung im BPEL-Prozess realisiert werden. 
Falls die Bedingung erfüllt ist, wird die bei Bedingung zugeordnete Aktivität ausgeführt. Ist 
die Bedingung hingegen nicht erfüllt, erfolgt eine Ausführung der unter else definierten Ak-
tivität. Die Syntax zur Definition einer if-Aktivität ist in Quelltext 21 dargestellt. 
<if standard-attributes> 
   standard-elements 
   <condition expressionLanguage="anyURI"?>bool-expr</condition> 
   activity 
   <elseif>* 
      <condition expressionLanguage="anyURI"?>bool-expr</condition> 
      activity 
   </elseif> 
   <else>? 
      activity 
</else> 
</if> 
Quelltext 21: Definition einer if-Aktivität [OAS07 S. 99] 
while: 
Mit einer while-Aktivität kann eine Wiederholung von Aktivitäten definiert werden. Diese 
wird solange durchgeführt, wie eine bestimmte Bedingung erfüllt ist. In Quelltext 22 ist die 
Syntax zur Definition einer while-Aktivität aufgeführt. 
<while standard-attributes> 
   standard-elements 
   <condition expressionLanguage="anyURI"?>bool-expr</condition> 
    activity 
</while> 
Quelltext 22: Definition einer while-Schleife [OAS07 S. 99f.] 
repeatUntil: 
Mit einer repeatUntil-Aktivität kann ebenfalls eine Wiederholung von Aktivitäten definiert 
werden. Diese wird im Gegensatz zur while-Aktivität dann jedoch solange durchgeführt, bis 
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eine bestimmte Bedingung erfüllt ist. Die entsprechende Syntax zur Definition einer 
repeatUntil-Aktivität ist in Quelltext 23 dargestellt. 
<repeatUntil standard-attributes> 
   standard-elements 
   <condition expressionLanguage="anyURI"?>bool-expr</condition> 
    activity 
</repeatUntil> 
Quelltext 23: Definition einer repeatUntil-Schleife [OAS07 S. 100] 
forEach: 
Eine forEach-Aktivität führt die enthaltenen durch scope geklammerten Aktivitäten N+1-
mal durch. N ergibt sich hierbei aus finalCounterValue - startCounterValue. Die 
Durchführung der enthaltenen scope-Aktivität kann parallel oder sequentiell erfolgen. Dies 
wird im Attribut parallel festgelegt. Durch die Definition einer completionCondition 
können forEach-Aktivitäten auch vorzeitig, d.h. bevor alle durch die CounterValues vorge-
gebenen Iterationen durchlaufen sind, beendet werden. Quelltext 24 beschreibt die entspre-
chende Syntax zur Definition einer forEach-Aktivität. 
<forEach counterName="BPELVariableName" parallel="yes|no"  
   standard-attributes> 
   standard-elements 
   <startCounterValue expressionLanguage="anyURI"?> 
      unsigned-integer-expression 
   </startCounterValue> 
   <finalCounterValue expressionLanguage="anyURI"?> 
      unsigned-integer-expression 
   </finalCounterValue> 
   <completionCondition>? 
      <branches expressionLanguage="anyURI"? 
         successfulBranchesOnly="yes|no"?>? 
         unsigned-integer-expression 
      </branches> 
   </completionCondition> 
<scope ...>...</scope> 
</forEach> 
Quelltext 24: Definition einer forEach-Schleife [OAS07 S. 112] 
pick: 
Mit einer pick-Aktivität wird eine Prozessinstanz angehalten und solange gewartet, bis genau 
ein Ereignis aus einer Menge an definierten Ereignissen eintritt. Ein entsprechendes Ereignis 
kann das Eintreffen einer passenden Nachricht oder das Überschreiten einer bestimmten Zeit-
spanne bzw. das Erreichen eines bestimmten Zeitpunkts sein. Tritt einer dieser Fälle ein, wird 
die entsprechend zugeordnete Aktivität ausgeführt.  
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<pick createInstance="yes|no"?  
      standard-attributes> 
   standard-elements 
   <onMessage partnerLink="NCName"  
              portType="QName" 
              operation="NCName"  
              variable=" BPELVariableName" 
              messageExchange="NCName"?>+ 
      <correlations>? 
         <correlation set="NCName" initiate="yes|join|no"?/>+ 
      </correlations> 
      <fromParts>? 
         <fromPart part="NCName" toVariable="BPELVariableName"/>+ 
      </fromParts> 
      activity 
    </onMessage> 
    <onAlarm>* 
       ( 
       <for expressionLanguage="anyURI"?>duration-expr</for> 
       | 
       <until expressionLanguage="anyURI"?>deadline-expr</until> 
       ) 
       activity 
    </onAlarm> 
</pick> 
Quelltext 25: Definition einer pick-Aktivität [OAS07 S. 101] 
Mögliche eintreffende Nachrichten können im onMessage-Element definiert werden. Zeit-
punkte oder Zeitspannen können im onAlarm-Element festgelegt werden. In Quelltext 25 ist 
die Syntax zur Definition einer pick-Aktivität aufgeführt. 
flow: 
Durch eine flow-Aktivität können einerseits die darin enthaltenen Aktivitäten parallel ausge-
führt werden. Andererseits können komplexe Abhängigkeiten bezogen auf die Ablaufreihen-
folge der enthaltenen Aktivitäten definiert werden. Die Abhängigkeiten zwischen den Aktivi-
täten können mit sogenannten Links (links) erzeugt werden, die im links-Element der 
flow-Aktivität angegeben werden. Die entsprechende Syntax zur Definition einer flow-
Aktivität ist in Quelltext 26 dargestellt. 
<flow standard-attributes> 
   standard-elements 
   <links>? 
      <link name="NCName">+ 
   </links> 
   activity+ 
</flow> 
Quelltext 26: Definition einer flow-Aktivität [OAS07 S. 102] 
Durch die sogenannte link semantics kann eine Definition von ablaufbezogenen Abhän-
gigkeiten für einen BPEL-Prozess erfolgen, wie sie aufgrund der blockartigen Struktur von 
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BPEL ansonsten nicht möglich wäre. Im Rahmen der link semantics werden Regeln defi-
niert, die das Verhalten des Prozessflusses in BPEL im Rahmen dieser Abhängigkeiten festle-
gen. Im Wesentlichen legen diese Regeln fest, dass alle über Links verbundenen Vorgängerak-
tivitäten einer Aktivität A abgeschlossen sein müssen und dann die joinCondition der 
Aktivität A ausgewertet wird. Liefert die Auswertung der joinCondition der Aktivität A den 
Wert True, dann wird die Aktivität ausgeführt. Die Vorgänger/Nachfolger-Beziehungen wer-
den durch die Zuordnung von Links zwischen Quell- und Ziel-Aktivitäten über die Standard-
Elemente source und target definiert. Hierbei wird bei einer Aktivität, die bezüglich eines 
Links eine Vorgänger-Aktivität darstellt, der entsprechende Link in das source-Element der 
Aktivität eingetragen. Bei einer Aktivität, die bezüglich eines Links eine Nachfolger-Aktivität 
darstellt, wird der entsprechende Link in das target-Element der Aktivität eingefügt. Die 
Angabe des Links erfolgt durch Zuordnung seines Namens im Attribut linkName bei den 
Standard-Elementen der Aktivitäten im jeweiligen Bereich (source/target). Über die 
joinCondition bei den Aktivitäten wird dies dann ausgewertet und entsprechend den Regeln 
der link semantics behandelt. 
2.4.2.6 Verwaltungsmechanismen 
Nachfolgend werden die Verwaltungsmechanismen, die im Rahmen der Definition eines 
BPEL-Prozesses zusätzlich genutzt werden sollten, mit ihrer jeweiligen Syntax erläutert 
[OAS07 S. 45ff. und S. 115ff.]. 
scopes:  
Der Kontext einer Aktivität wird durch einen sogenannten scope festgelegt, mit dem ein Gül-
tigkeitsbereich für bestimmte Mechanismen in BPEL definiert werden kann. Ein scope kann 
Variablen (variables), partnerLinks, Mechanismen zum Zuordnen von replys bei einge-
henden Nachrichten (messageExchanges), Mechanismen zur Prozessinstanzenzuordnung 
(correlationSets), Mechanismen zur Ereignis- und Fehlerbehandlung (eventHandlers und 
faultHandlers), Mechanismen für das Rückgängigmachen von Aktivitäten (compen-
sationHandler) und Mechanismen für die Terminierungsbehandlung (termination-
Handler) beinhalten. Alle scope-Elemente sind optional, besitzen jedoch teilweise fest zu-
geordnete Default-Werte. scopes können ineinander geschachtelt aufgebaut werden. Die 
Syntax für den Aufbau eines scope ist in Quelltext 27 dargestellt. 
<scope isolated="yes|no"? exitOnStandardFault="yes|no"?  
   standard-attributes > 
   standard-elements 
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   <variables>? 
   ... 
   </variables> 
   <partnerLinks>? 
   ... 
   </partnerLinks> 
   <messageExchanges>? 
   ... 
   </messageExchanges> 
   <correlationSets>? 
   ... 
   </correlationSets> 
   <eventHandlers>? 
   ... 
   </eventHandlers> 
   <faultHandlers>? 
   ... 
   </faultHandlers> 
   <compensationHandler>? 
   ... 
   </compensationHandler> 
   <terminationHandler>? 
   ... 
   </terminationHandler> 
   activity 
</scope> 
Quelltext 27: Definition eines scope [OAS07 S. 115f.] 
variables: 
In BPEL können variables verwendet werden, um Informationen über Zustände in einem 
Prozess zu speichern. Beispielsweise werden häufig Nachrichten von einem Partner zwi-
schengespeichert, um sie dann in einem weiteren Prozessschritt an einen weiteren Partner zu 
übertragen. Bei Variablen kann XPath verwendet werden, um Ausdrücke zu vereinfachen. 
Darüber hinaus ist die Definition von Variablen auf Basis von XSD complex types erlaubt. 
Die Deklaration von variables erfolgt mit der in Quelltext 28 dargestellten Syntax. 
<variables> 
   <variable name="BPELVariableName"  
      messageType="QName"? 
      type="QName"?  
      element="QName"?/>+ 
      from-spec? 
   </variable> 
</variables> 
Quelltext 28: Definition einer variable [OAS07 S. 45] 
correlationSets: 
Beim Aufruf eines BPEL-Prozesses wird eine entsprechende Prozessinstanz erzeugt. Bei der 
Abarbeitung einer solchen Prozessinstanz müssen Aufrufe von mehreren Webservices koordi-
niert werden. Diesbezüglich muss dafür gesorgt werden, dass bei der Kommunikation der 
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Webservices immer die jeweils richtige Prozessinstanz gewählt wird. Für eine explizite In-
stanzenidentifikation müssen Informationen vorhanden sein, um eine Korrelation zwischen 
BPEL-Prozess- und Webservice-Instanz zu gewährleisteten. Eine Verbindung kann über ein-
deutige Merkmale wie beispielsweise eine Auftragsnummer hergestellt werden. Diese speziell 
zur Identifikation von Abhängigkeiten zwischen Instanzen benötigten Informationen werden 
in sogenannten correlationSets festgelegt. Die entsprechende Syntax für die Definition 
von correlationSets ist in Quelltext 29 dargestellt. 
<correlationSets>? 
    <correlationSet name="NCName" properties="QName-list"/>+ 
</correlationSets> 
Quelltext 29: Definition eines correlationSet [OAS07 S. 75] 
faultHandlers: 
Für eine Fehlerbehandlung innerhalb eines BPEL-Prozesses erfolgt ein Wechsel zu einem 
entsprechenden scope. Die eigentliche Fehlerbehandlung wird durch sogenannte 
faultHandler entsprechend der in Quelltext 30 dargestellten Syntax definiert. 
<faultHandlers>? 
   <catch faultName="QName"? 
      faultVariable="BPELVariableName"? 
      ( faultMessageType="QName" | faultElement="QName" )?>* 
      activity 
   </catch> 
   <catchAll>? 
      activity 
   </catchAll> 
</faultHandlers> 
Quelltext 30: Definition eines faultHandler [OAS07 S. 128] 
Die einzelnen Fehler werden jeweils in einem eigenen catch-Element behandelt. Die Be-
handlung eines bestimmten Fehlers wird anhand des im Attribut faultName festgelegten Feh-
lernamen und der im Attribut faultVariable definierten Variable identifiziert. In Abhängig-
keit davon, ob die abzufangenden Daten im catch-Element eine WSDL Message oder ein 
XML Element darstellen, wird entweder das Attribut faultMessageType oder das Attribut 
faultElement genutzt. Im catch-Element wird jeweils die im Falle des Auftretens des ent-
sprechenden Fehlers auszuführende Aktivität angegeben. Wenn bei Fehlern keine separate 
Behandlung durch ein spezielles catch-Element erforderlich ist, kann auch eine allgemeine 
Fehlerbehandlung im catchAll-Element definiert werden. Für eine entsprechende Behand-
lung einzelner Fehler muss eine throw-Aktivität aus einem BPEL-Prozess heraus aufgerufen 
werden. Falls für einen auftretenden Fehler innerhalb eines scope keine Fehlerbehandlung 
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gefunden werden kann, wird im übergeordneten scope weitergesucht. Im Rahmen einer 
invoke-Aktivität können Fehler direkt identifiziert und behandelt werden. Hierzu sind inner-
halb der invoke-Aktivität catch- und catchAll-Elemente definierbar. 
compensationHandlers: 
Ein compensationHandler stellt einen Mechanismus zur Verfügung, mit dem bereits ausge-
führte Aktivitäten wieder rückgängig gemacht werden können. Die Definition eines 
compensationHandler kann im Rahmen eines scope erfolgen. Darüber hinaus kann ein 
compensationHandler jedoch auch direkt innerhalb einer invoke-Aktivität definiert werden. 
Die Syntax für die Definition eines compensationHandler ist in Quelltext 31 dargestellt. 
<compensationHandler>? 
    activity 
</compensationHandler> 
Quelltext 31: Definition eines compensationHandler [OAS07 S. 118] 
Die Nutzung erfolgt durch den Aufruf einer der beiden Aktivitäten compensate oder 
compensateScope. Mit compensateScope wird die für den angegebenen inneren scope defi-
nierte compensation gestartet. compensate startet die definierte compensation für alle inne-
ren scopes. Quelltext 32 zeigt die Syntax für die Definition der beiden compensate-
Aktivitäten. Beide Aktivitäten dürfen nur innerhalb von einem faultHandler, einem 
compensationHandler oder einem terminationHandler verwendet werden. Für die 
compensation müssen entsprechende Operationen entwickelt werden, die den aktuellen Zu-
stand des Prozesses berücksichtigen. 
<compensateScope scope="NCName"? standard-attributes> 
    standard-elements 
</compensateScope> 
 
<compensate scope="NCName"? standard-attributes> 
    standard-elements 
</compensate> 
Quelltext 32: Definition einer compensate-Aktivität [OAS07 S. 122f.] 
eventHandlers: 
Jeder scope kann eine Menge an eventHandlers besitzen. eventHandlers werden durch 
Auftreten von entsprechenden Ereignissen gestartet und können nebenläufig ausgeführt wer-
den. Es werden zwei unterschiedliche Typen von Ereignissen berücksichtigt. Einerseits kann 
hierbei ein Ereignis eine eingehende Nachricht einer Webservice-Operation darstellen. Ande-
rerseits kann ein Ereignis auch ein Alarm sein, der nach Ablauf einer vorgegebenen Zeit aus-
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gelöst wird. Ein eventHandler muss mindestens ein onEvent- oder ein onAlarm-Element 
enthalten. In einem eventHandler wird eine Aktivität durch den enthaltenen scope definiert, 
die ausgeführt wird, wenn bestimmte Nachrichten eintreffen oder Alarme ausgelöst werden. 
Für einen Alarm kann ein Zeitraum, ein Zeitpunkt oder ein Intervall für das Auslösen be-
stimmt werden. Dies wird durch die Elemente for, until und repeatEvery definiert, bei 
denen entweder mit for ein bestimmter Zeitraum, mit until ein bestimmter Zeitpunkt und 
mit repeatEvery ein Intervall angegeben werden kann. Ein onAlarm-Element muss mindes-
tens eines dieser drei Elemente beinhalten. Innerhalb eines onAlarm-Elements dürfen for und 
until nicht gleichzeitig verwendet werden. repeatEvery darf hingegen sowohl in Kombina-
tion mit for als auch in Kombination mit until verwendet werden. Die Syntax für die Defi-
nition eines eventHandler ist in Quelltext 33 dargestellt. 
<eventHandlers>? 
   <onEvent partnerLink="NCName" 
      portType="QName"? 
      operation="NCName" 
      ( messageType="QName" | element="QName" )? 
      variable="BPELVariableName"? 
      messageExchange="NCName"?>* 
      <correlations>? 
         <correlation set="NCName" initiate="yes|join|no"?/>+ 
      </correlations> 
      <fromParts>? 
         <fromPart part="NCName" toVariable="BPELVariableName"/>+ 
      </fromParts> 
      <scope ...>...</scope> 
   </onEvent> 
 
   <onAlarm>* 
      ( 
      <for expressionLanguage="anyURI"?>duration-expr</for> 
      | 
      <until expressionLanguage="anyURI"?>deadline-expr</until> 
      )? 
      <repeatEvery expressionLanguage="anyURI"?>? 
         duration-expr 
      </repeatEvery> 
      <scope ...>...</scope> 
   </onAlarm> 
</eventHandlers> 
Quelltext 33: Definition eines eventHandler [OAS07 S. 137] 
terminationHandlers: 
Ein terminationHandler wird aufgerufen, wenn die Aktivitäten eines scopes beendet sind. 
Beim Aufruf wird dann die im terminationHandler angegebene Aktivität ausgeführt. Die 
Definition erfolgt entsprechend der in Quelltext 34 dargestellten Syntax. 
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<terminationHandler> 
   activity 
</terminationHandler> 
Quelltext 34: Definition eines terminationHandler [OAS07 S. 136] 
2.4.2.7 Beispielprozess 
In Abbildung 8 ist ein Beispielprozess für einen mit BPEL implementierten Geschäftsprozess 
dargestellt. In dem dargestellten Beispiel wird ein automatisiert laufender Prozess für die Ver-
arbeitung eines eingehenden Kundenauftrags für ein Produkt beschrieben. 
 
Abbildung 8: BPEL-Beispielprozess für die Verarbeitung eingehender Kundenaufträge [vgl. PeL11] 
 
main
receiveInput
LagerSeq
assignLARInput
invokeLAR
ProduktionsSeq
assignPARInput
invokePAR
BestellSeq
assignBARInput
invokeBAR
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if
if else
resOK resNotOK
replyOutput
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Das Produkt setzt sich hierbei generell aus drei Komponenten zusammen, die in jeweils unter-
schiedlicher Weise für einen Kundenauftrag bereitgestellt werden müssen. Die erste Kompo-
nente wird generell auf Lager eingekauft, d.h. der entsprechende Artikel wird im Rahmen der 
Abwicklung eines Kundenauftrags bei positivem Bestand aus dem Lager entnommen. Die 
zweite Komponente des Produkts muss individuell entsprechend der vom Kunden gemachten 
Vorgaben intern gefertigt werden. Die dritte Komponente muss auftragsbezogen bei einem 
Lieferanten bestellt werden. 
In dem dargestellten BPEL-Prozess wird zunächst der eingehende Auftrag mit receiveOrder 
entgegengenommen. In einem flow werden anschließend die drei sequences: LagerSeq, 
ProduktionsSeq und BestellSeq parallel gestartet. Hierbei werden in LagerSeq die Verfüg-
barkeit des als erste Komponente benötigten Artikels geprüft, der dann ggf. bereits reserviert 
wird. In ProduktionsSeq werden die für die individuelle Fertigung der zweiten Komponente 
im eingegangenen Kundenauftrags enthaltenen Daten an das Fertigungssystem weitergege-
ben, um eine mögliche Realisierung in der vom Kunden vorgegebenen Zeit zu prüfen und ggf. 
zu bestätigen. In BestellSeq wird eine Bestellanfrage für die dritte Komponente an einen 
Lieferanten weitergegeben. Die Ausführungen in den sequences für die ersten beiden Kom-
ponenten erfolgen jeweils zunächst durch Zuweisung der entsprechenden Input-Daten durch 
ein assign für den jeweiligen Webservice und einem anschließenden synchronen Aufruf der 
Webservices durch ein invoke. Ein synchroner Aufruf mit einem invoke ist in diesen Fällen 
möglich, da die durch die im Unternehmen befindlichen und mit einer entsprechenden Ver-
fügbarkeit ausgestatteten Systeme Lagerhaltung und Fertigung kurzfristig eine Antwort lie-
fern können. Bei der BestellSeq erfolgt zunächst ebenfalls der Aufruf nach der Zuweisung 
der Input-Daten durch ein assign. Anschließend wird dann jedoch ein asynchroner Aufruf 
mit einem invoke durchgeführt. Durch den zugeordneten Webservice werden die Daten zu 
der benötigen Komponente als Bestellanfrage für den entsprechenden Artikel an den Lieferan-
ten übertragen. Diese Anfrage wird beim Lieferanten in einem separaten Prozess bearbeitet 
und das Ergebnis dann entweder als Zusage für die Lieferung der angefragten Komponente 
zum gewünschten Lieferzeitpunkt durch eine Reservierungsbestätigung oder als Ablehnung 
übertragen. Das übertragene Ergebnis wird dann von der receiveBAR-Aktivität entgegenge-
nommen. Nach Abschluss der drei sequences im flow werden die einzelnen Ergebnisse 
überprüft. Wenn die Rückmeldungen für alle drei Komponenten positiv ausfallen, d.h. eine 
Bestätigung für eine Reservierung im Lager für die erste Komponente, eine Fertigungszusage 
zum gewünschten Zeitpunkt für die zweite Komponente und eine Reservierungsbestätigung 
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vom Lieferanten für die dritte Komponente vorliegen, erfolgt eine Rückmeldung an den Kun-
den, dass sein Auftrag durchgeführt werden kann. Fällt eine Rückmeldung hingegen negativ 
aus, erhält der Kunde eine Absage. Die Ergebnisbearbeitung erfolgt in der für den jeweiligen 
Fall vorgesehenen sequence, in der die entsprechende Behandlung implementiert ist. Der 
Fall, dass ein Lieferant sich nicht in einer vorgegebenen Zeit zurückmeldet, könnte mit einem 
entsprechenden eventHandler durch die Definition eines Alarms und der dann durchzufüh-
renden Aktivität, behandelt werden. 
2.4.3 Erweiterungen von BPEL 
BPEL bietet einen Funktionsumfang für die Automatisierung von Geschäftsprozessen auf der 
Grundlage von Webservices. Anforderungen, die durch die von BPEL bereitgestellte Funktio-
nalität nicht abgedeckt werden, sind bspw. die Einbindung von menschlicher Interaktion, ein 
übergreifendes Handling von Prozesshierarchien und die Bereitstellung einer internen proze-
duralen oder objektorientierten Programmiersprache. Für diese Anforderungen sind jeweils 
Erweiterungen von BPEL erforderlich. Nachfolgend werden verfügbare Erweiterungen zu den 
genannten Anforderungen kurz vorgestellt [KKP08]. 
2.4.3.1 Erweiterung für menschliche Interaktion 
Durch BPEL werden keine standardisierten Methoden bereitgestellt, um Personen in BPEL-
gestützten Geschäftsprozessen einzubinden. Dies ist das Ziel der WS-BPEL Extension for 
People (kurz: BPEL4People) [Agr07a]. BPEL4People bietet Erweiterungen für WS-BPEL 
2.0, die ermöglichen, dass Personen und deren Aktionen in BPEL-gestützten Prozessen einge-
bunden werden können. Durch diese Erweiterungen können bestimmte Prozessschritte, wie 
beispielsweise die Freigabe durch eine verantwortliche Person, die Prüfung von Informatio-
nen nach dem Vier-Augen-Prinzip oder Eskalationsmechanismen, abgebildet werden. 
BPEL4People basiert auf Web Service Human Task (kurz: WS-HumanTask) [Agr07b]. WS-
HumanTask liefert eine abstrakte Beschreibung von menschlicher Interaktion in Form einer 
XML-Syntax, um Aufgaben (Tasks) und Benachrichtigungen (Notifications) beschreiben zu 
können. BPEL4People stellt hingegen eine konkrete Einbindung von menschlicher Interaktion 
in BPEL-Prozesse zur Verfügung. 
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Die Einbindung von Personen erfolgt in BPEL4People durch die folgenden vier Konzepte 
[Agr07a]: Generic Human Roles, People Links, People Resolution und People Activities. Die 
folgenden vier grundlegenden Rollen von Generic Human Roles werden unterschieden 
[Agr07a]: 
 Process Initiator: Der Process Initiator ist die Person, die eine Prozessinstanz erzeugt. 
 Process Stakeholder: Der Process Stakeholder ist einer Prozessinstanz zugeordnet, kann 
diese überwachen und ihren Fortschritt beeinflussen. 
 Owner (of a People Activitiy): Owner sind potenzielle Personen, die berechtigt sind, zu-
gewiesene Aktionen eines Prozesses durchzuführen. 
 Business Administrator: Ein Business Administrator hat die Berechtigung zur Verwaltung 
von Prozessen. Dies umfasst z.B. das Auflösen von Problemsituationen, die sich im Rah-
men der Ausführung von Instanzen der zugeordneten Prozesse ergeben haben. Ein Busi-
ness Administrator ist im Gegensatz zu einem Process Stakeholder für alle Instanzen eines 
Prozesses verantwortlich. Seine Aufgabe ist es, für einen funktionsfähigen Betrieb eines 
Prozesses, d.h. all seiner Prozessinstanzen, zu sorgen. Für den Ablauf und die Ergebnisse 
der einzelnen Prozessinstanzen sind die jeweiligen Process Stakeholder verantwortlich. 
Über People Links können Personen oder Gruppen von Personen auf Basis einer Abfrage 
ermittelt werden. Von BPEL4People ist hierzu keine bestimmte Abfragesprache vorgegeben. 
Es können Sprachen wie SQL, XQuery oder Java verwendet werden. Über eine People Reso-
lution werden die für eine bestimmte Generic Human Role verantwortlichen Personen zuge-
wiesen. Die Einbindung von Personen in einen konkreten BPEL-Prozess erfolgt mit einer 
sogenannten People Activity. Dies ist ein spezieller Aktivitätstyp, der mit BPEL4People als 
Erweiterung eingeführt wird. Eine People Activity kann Tasks und Notifications bereitstellen. 
2.4.3.2 Erweiterung für Prozesshierarchien 
Da ein BPEL-Prozess durch einen Webservice zur Verfügung gestellt wird, kann dieser in 
anderen BPEL-Prozessen eingebunden werden. Dies ermöglicht prinzipiell den hierarchischen 
Aufbau von BPEL-Prozessen, hat jedoch die Einschränkung, dass kein separates Definieren 
und Zusammenfügen von Prozessfragmenten zu komplexen Prozessen ohne die lose Kopp-
lung über Webservices möglich ist. Dadurch bedingt ist keine feste Kopplung zwischen einem 
Prozess und einem entsprechend untergeordneten Sub-Prozess möglich. Eine solche Funktio-
nalität wird durch die BPEL-Erweiterung BPEL-SPE (BPEL Extension for Sub-Processes) 
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[Klo05] zur Verfügung gestellt. Diese erweitert BPEL um einen weiteren Aktivitätstyp für den 
Aufruf von Sub-Prozessen, um die Möglichkeit Sub-Prozesse zu definieren und um ein Pro-
tokoll, mit dem der Life Cycle von gekoppelten Prozessen verwaltet werden kann. 
2.4.3.3 Erweiterung für eine Java-Integration 
Für die Einbindung von Funktionen in einen BPEL-Prozess sind Webservices vorgesehen. 
Einfache Berechnungen können auch mit XPath durchgeführt werden. Jedoch ist es oft wün-
schenswert, auch innerhalb von BPEL eine prozedurale Programmiersprache zu nutzen. 
BPELJ (BPEL for Java) erweitert BPEL bzgl. dieser Anforderung [Blo04], d.h. es erlaubt die 
Inline-Programmierung mit Java an definierten Erweiterungspunkten durch sogenannte 
Snippet Activities. Darüber hinaus können mit BPELJ auch Transaktionseigenschaften durch 
die Funktionen der dadurch eingebundenen JEE-Umgebung in BPEL realisiert werden. Da-
durch kann bspw. sichergestellt werden, dass Fragmente eines BPEL-Prozesses oder auch ein 
kompletter BPEL-Prozess als atomare Transaktion durchgeführt werden. 
2.5 Frontends für SOA-basierte Systeme 
Bei der bisherigen Entwicklung von Technologien für die Umsetzung SOA-basierter Systeme 
lag der Fokus auf der automatisierten Verarbeitung von Prozessen. Für die Einbindung von 
menschlicher Interaktion in Prozesse wird mit BPEL4People eine Erweiterung von BPEL zur 
Verfügung gestellt. Diese umfasst jedoch nicht die Realisierung von Anwendungsbausteinen 
mit entsprechenden Benutzerschnittstellen, die für die Durchführung eines Geschäftsprozesses 
notwendig sind. Neben der Information über eine zu realisierende Aufgabe benötigt ein Be-
nutzer auch Anwendungsbausteine, um die zugeordnete Aufgabe durchzuführen. Dies kann 
von einfachen Eingabemasken bis hin zu komplexen graphischen Modellierungs- oder Defini-
tionswerkzeugen, wie bspw. einer CAD-Anwendung, reichen. Diese Anwendungsbausteine 
müssen bei einem integrierten geschäftsprozessbasierten System dem Benutzer gemeinsam 
mit der Zuordnung der Aufgabe bereitgestellt werden. 
2.5.1 Frontends und SOA 
Benutzerschnittstellen, welche sowohl die Aufgabenzuordnung auf Basis der Prozesssteue-
rung als auch die Anwendungsbausteine zur Umsetzung einzelner Aufgaben eines Geschäfts-
prozesses berücksichtigen, werden nachfolgend als sogenannte Frontends von Geschäftspro-
zessen definiert.  
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Definition 2.10: Frontends von Geschäftsprozessen / Frontends einer SOA  
Ein Frontend ist eine Softwarekomponente, die eine Mensch-Maschine-Interaktion auf 
Basis eines Softwaresystems ermöglicht. Eine solche Komponente umfasst einerseits 
Funktionen zur Anzeige bzw. Bearbeitung prozessrelevanter Steuerungsinformation, 
wie Aufgaben und Benachrichtigungen. Darüber hinaus werden durch die Frontends 
auch die aufgabenspezifischen Anwendungsbausteine eines Softwaresystems bereitge-
stellt, die zur Durchführung der zugewiesenen Aufgaben erforderlich sind. Bei einem 
SOA-basierten System erfolgen die Umsetzung des Frontends und dessen Integration 
mit der Backend-Funktionalität des zugrundeliegenden Softwaresystems auf Basis von 
IT Services. Ein solches Frontend wird dann als Frontend einer SOA bezeichnet. 
Die Umsetzung der Frontend-Schicht kann sich in Abhängigkeit der jeweiligen Plattform 
unterscheiden. Eingabemasken für die Realisierung eines Geschäftsprozesses müssen auf 
einem mobilen Endgerät in einer anderen Form umgesetzt und dargestellt werden als auf ei-
nem Desktop-Computer über einen Web Browser. Die Frontend-Schicht ist unterteilt in eine 
Anzeige- und eine Steuerungsschicht. Die Frontend-Anzeigeschicht ist nur für die Darstellung 
von Inhalten zuständig. In der Frontend-Steuerungsschicht werden die Abläufe im Frontend 
gesteuert. Hierbei findet eine Steuerung der Komponenten der darüber liegenden Frontend-
Anzeigeschicht auf Basis menschlicher Interaktion oder systembedingter Ereignisse statt. 
Über die Frontend-Steuerungsschicht wird zusätzlich der Aufruf von Services der Geschäfts-
logik als Reaktion auf entsprechende Benutzereingaben geregelt. Darüber hinaus sorgt die 
Frontend-Steuerungsschicht auch für die Bereitstellung der Antwort eines aufgerufenen Ser-
vices mit Hilfe der Frontend-Anzeigeschicht. Eine weitere Aufgabe der Frontend-
Steuerungsschicht ist die Regelung der erlaubten Navigationsschritte zwischen den einzelnen 
Nutzungseinheiten eines Frontends. 
Die Frontends von Unternehmenssoftware werden zunehmend als Webanwendungen reali-
siert. Diese Entwicklung resultiert aus der steigenden Bedeutung des Internets bei der Nut-
zung solcher Anwendungssysteme und aus verwaltungstechnischen Gründen. So müssen bei-
spielsweise keine zusätzlichen Softwarekomponenten auf den Clients installiert und 
administriert werden. Dadurch wird ein hoher Grad an Plattformunabhängigkeit erreicht und 
es müssen beispielsweise Änderungen an der Logik nur an einer zentralen Stelle – dem Server 
– durchgeführt werden. Eine solche Art der Umsetzung hat einen positiven Einfluss auf die 
Wartungskosten [KPR04]. Im Rahmen dieser Entwicklung ist das Web Engineering als spezi-
elle Disziplin der Softwareentwicklung entstanden [DLW03]. Web Engineering wird von 
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[MeM06] als “the use of scientific, engineering and management principles and systematic 
approaches with the aim of successfully developing, deploying and maintaining high quality 
Web-based systems and applications” beschrieben. Web Engineering beschäftigt sich dem-
nach mit dem Anwenden wissenschaftlicher ingenieursmäßiger Methoden zur Realisierung 
und Wartung hochwertiger webbasierter Anwendungssysteme [MeM06]. 
Der Umfang und die Komplexität von webbasierten Anwendungssystemen nehmen derzeit 
permanent zu. Die Ursachen liegen einerseits in der wachsenden Zahl der für die Frontend-
Implementierung benötigten Werkzeuge und Technologien. Andererseits wird der umzuset-
zende Funktionsumfang immer größer. Inzwischen werden komplette Unternehmenssoftware-
lösungen auf Basis von Webtechnologien erstellt. Kurze Entwicklungszyklen und häufige 
Änderungen von fachlichen Anforderungen sind weitere Herausforderungen. Diesen Proble-
men wird zwar bereits durch Einsatz von Web Frameworks und speziellen Entwurfsmustern 
entgegengewirkt, jedoch reicht dies bei großen Projekten meist nicht aus, da hier viele Ent-
wickler an unterschiedlichen Teilen und auch Schichten innerhalb einer Webanwendung ar-
beiten. 
Für die Handhabung der zuvor aufgeführten Komplexität ist eine höhere Abstraktionsstufe auf 
Basis von Modellen erforderlich. Die Verwendung von Modellen ermöglicht hierbei die Ana-
lyse und Definition von internen und externen Zusammenhängen komplexer Webanwendun-
gen. Durch einen entsprechenden Aufbau in Form von zusammenhängenden Teilmodellen 
können fachliche und technische Aspekte einerseits getrennt von einzelnen Personen mit den 
jeweils entsprechenden Fähigkeiten und Verantwortlichkeiten bearbeitet werden. Andererseits 
wird jedoch auch die Zusammenarbeit unterstützt, da die Schnittstellen zwischen den Teilmo-
dellen eine integrierte Gesamtbetrachtung des modellierten Systems erlauben. Dies sorgt für 
Transparenz und verbessert die Anpassungsfähigkeit eines Unternehmens an den ständigen 
Technologiewandel, der bei Webtechnologien besonders stark aufritt. Ein weiterer Vorteil des 
Einsatzes von Modellen bei der Erstellung komplexer Webanwendungen ist das Ermöglichen 
einer ingenieursmäßigen Vorgehensweise, welche die Modellierungsschritte und deren Rei-
henfolge festlegt und darüber hinaus auch Generierungsschritte für die automatisierte Erstel-
lung von Softwarekomponenten auf Basis der erstellten Modelle vorsieht. 
2.5.2 Webanwendungen und Webservices 
Während Webservices Maschine-Maschine-Kommunikation ermöglichen, wird durch Web-
anwendungen Mensch-Maschine-Kommunikation zur Verfügung gestellt. Eine Verknüpfung 
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beider Kommunikationsarten erfolgt über die verschieden Schichten eines Systems, das auf 
Basis von Webservices und Webtechnologien aufgebaut ist. Alle für eine Webanwendung 
dauerhaft benötigten Daten werden persistent, meist in einer Datenbank, gehalten. In einer 
darüber liegenden Schicht werden Funktionen bereitgestellt, die den transparenten Zugriff auf 
die Persistenzschicht ermöglichen. Dies geschieht derzeit meist in Form eines sogenannten 
Enterprise Service Bus, der dafür sorgt, dass Daten aus verschiedenen persistenten Datenspei-
chern entsprechend hinterlegter Regeln konsolidiert, transformiert und transferiert werden. 
Ein Enterprise Service Bus sorgt bspw. dafür, dass wenn ein Kunde in einer CRM-Datenbank 
angelegt wird, dieser dann auch automatisch in der Datenbank des Kundenabrechnungssys-
tems angelegt wird. In der darüber liegenden Geschäftslogikschicht wird in aktuellen SOA-
basierten Anwendungssystemen über Webservices auf die persistenten Daten zugegriffen. 
Oberhalb der Geschäftslogikschicht befindet sich die Frontend-Schicht, die das Frontend, d.h. 
in diesem Fall eine Webanwendung als graphische Benutzerschnittstelle bereitstellt.  
2.5.3 Model View Controller 
Für die Realisierung von Frontends als graphische Benutzerschnittstellen hat sich das Kon-
zept des Model View Controllers (MVC) durchgesetzt. Das MVC-Architekturmuster wurde in 
den Jahren 1978/79 von Xerox für Smalltalk im Rahmen der GUI-Programmierung eingeführt 
[Cav03, CST05, Ree79]. Es kann verwendet werden, wenn für Anwendungen eine graphische 
Benutzerschnittstelle bei der Präsentation ihrer Daten realisiert werden muss. Das MVC-
Architekturmuster soll einen flexiblen Entwurf einer entsprechenden Software unterstützen, 
der auch spätere Änderungen oder Erweiterungen in einfacher Weise ermöglicht. Darüber 
hinaus soll damit die Wiederverwendbarkeit einzelner Softwarekomponenten bei der Realisie-
rung graphischer Benutzerschnittstellen unterstützt werden. Weiterhin hilft das Muster bei der 
Handhabung der Komplexität, die bei umfangreichen Benutzerschnittstellen entsteht, indem 
es eine feste Struktur vorgibt. 
Das MVC-Architekturmuster teilt ein Softwaresystem zur Realisierung einer graphischen 
Benutzerschnittstelle – wie in Abbildung 9 dargestellt – in die drei folgenden Komponenten 
[Cav03, CST05, Ree79]: 
 Das Model sorgt für die darstellungsunabhängige Bereitstellung von Daten. Informationen 
über die Darstellung oder über die Steuerung durch Änderungsmechanismen sind im Mo-
del nicht verfügbar. Diese Informationen sind jeweils nur der View und dem Controller 
bekannt. Bei Änderungen von Daten benachrichtigt das Model die View. 
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 Die View ist für die Präsentation, d.h. die Darstellung der Daten für den Benutzer zustän-
dig. Das Model hat zwar auf die Darstellung von Daten direkt keinen Einfluss, es löst je-
doch eine Aktualisierung der View bei Änderungen durch das Übermitteln einer entspre-
chenden Nachricht aus. 
 Der Controller verwaltet die Views und steuert bzw. überwacht den Ablauf von Benutzer-
eingaben. Hierzu werden durch den Controller die Benutzereingaben aus den Views ge-
prüft und gegebenenfalls daraus resultierende Datenänderungen an das Model weitergelei-
tet. Durch den Controller wird somit das Verhalten einer graphischen Benutzerschnittstelle 
definiert, d.h. der möglichen Abläufe im Frontend. 
 
Abbildung 9: Ablauf - Model View Controller [vgl. Ree79] 
Model-, View- und Controller-Instanzen stellen jeweils entsprechend konkrete Datenbelegun-
gen, Anzeigen und Ablaufsteuerungen im Rahmen des Betriebs einer MVC-basierten Anwen-
dung dar. Wird eine Anwendung auf Basis einer MVC-Realisierung ausgeführt, so muss für 
jede View-Instanz eine Controller-Instanz existieren. Mit einer Model-Instanz können beliebig 
viele solcher Paare verknüpft sein. Bei der Realisierung von Webanwendungen wird häufig 
eine leicht abgeänderte Variante des MVC-Musters eingesetzt, die als MVC Model 2 bezeich-
net wird [Cav03]. Der Controller wird hierbei um eine zentrale Funktion ergänzt, die Einga-
ben validiert und angezeigte Views identifizieren kann. MVC Model 2 wird in einigen Fra-
meworks zur Erstellung von Webanwendungen wie bspw. Jakarta Struts [Cav03] von Apache 
oder JavaServer Faces [GeH04] genutzt. 
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Bei mehrschichtigen Architekturen von komplexen Webanwendungen basierend auf einer 
SOA ist die Verwendung eines Model View Controllers ebenfalls naheliegend. Die Speiche-
rung und Bereitstellung von Daten auf Basis der Geschäftslogik erfolgt durch das Model. Der 
Controller übernimmt die Aufgaben der Frontend-Steuerungsschicht, d.h. die Steuerung der 
Abläufe im Frontend. Die View sorgt für die Darstellung in der Frontend-Anzeigeschicht.  
2.5.4 Technologien zur Realisierung 
Im Folgenden werden Technologien erläutert, die derzeit zur Realisierung von Frontends ver-
wendet werden. Beispielhaft werden JavaServer Faces beschrieben, da diese einen Frame-
work-Standard zur Entwicklung von Frontends für Webanwendungen bereitstellen, der von 
einer Vielzahl von Herstellern unterstützt wird. Da JavaServer Faces zu den Webtechnologien 
der Java Platform Enterprise Edition (Java EE) gehören, wird zunächst kurz der prinzipielle 
Aufbau von Java, der Umfang der verschiedenen Java-Editionen und die Entwicklung von 
Java erläutert. Anschließend werden die Konzepte der JavaServer Faces beschrieben und wei-
tere alternative Realisierungstechnologien für Frontends aufgeführt.  
2.5.4.1 Java 
Java ist eine Technologie, die Mitte der 90er Jahre von Sun Microsystems zur Realisierung 
plattformunabhängiger Programme entwickelt wurde [Ull09]. Die Java-Technologie umfasst 
einerseits die Programmiersprache Java und andererseits die Java-Laufzeitumgebung (Java 
Runtime Environment). Die Java-Laufzeitumgebung enthält die Java Virtual Machine (JVM), 
mit der die entwickelten Anwendungen ausgeführt werden können. Für die Java-Entwicklung 
wird das Java Development Kit (JDK) zur Verfügung gestellt, das einen Compiler, ein Doku-
mentationswerkzeug und weitere Hilfsprogramme zur Entwicklung enthält. Die Spezifikation 
der Java-Technologie und weiterer darauf aufbauender Technologien erfolgt im Rahmen des 
sogenannten Java Community Process, an dem unterschiedliche Unternehmen und Organisa-
tionen beteiligt sind. 
Bei der Java-Laufzeitumgebung werden je nach den verwendeten Endgeräten und der Kom-
plexität der umzusetzenden Anwendung verschiedene Editionen unterschieden. Mit der Java 
Platform, Standard Edition (Java SE) wird die grundlegende Entwicklung und Ausführung 
von Java-Programmen durch eine entsprechende Umgebung zur Verfügung gestellt. Die Java 
Platform, Micro Edition (Java ME) bietet eine spezielle Umgebung für mobile Endgeräte. 
Durch die Java Platform, Enterprise Edition (Java EE) wird die Java SE ergänzt, um eine 
Entwicklung von komplexen Unternehmensapplikationen zu ermöglichen. 
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Die Programmiersprache Java ist objektorientiert und der Compiler erzeugt Programmcode 
für eine sogenannte virtuelle Maschine. Durch dieses Konzept können Java-Programme unab-
hängig vom Betriebssystem realisiert werden. Entsprechende virtuelle Maschinen sind inzwi-
schen für viele Plattformen verfügbar. Virtuelle Maschinen enthalten häufig einen Just-In-
Time-Compiler, durch den deutliche Performance-Verbesserungen im Vergleich zum reinen 
Interpreter erzielt werden. Mit einem integrierten Garbage Collector werden bei Java nicht 
mehr referenzierte Objekte automatisch aus dem Speicher entfernt. Für einen kontrollierten 
Zugriff auf Objekte stehen in Java entsprechende Sicherheitskonzepte auf unterschiedlichen 
Ebenen zur Verfügung. 
2.5.4.2 JavaServer Faces 
Zur Unterstützung der Entwicklung von Frontends für Webanwendungen wurden in den letz-
ten Jahren zahlreiche Frameworks entwickelt. Mit JavaServer Faces (JSF) wird ein Ansatz 
bereitgestellt, der die Entwicklung von Benutzeroberflächen für Webanwendungen durch ein 
solches Framework standardisieren soll [GeH04, HaM06]. Die erste Spezifikation der 
JavaServer Faces in der Version 1.1 wurde am 27. Mai 2004 durch den Java Specification 
Request1 127 (JSR 127) zur Verfügung gestellt. Version 1.2 wurde am 11. Mai 2006 im Rah-
men des JSR 252 veröffentlicht. Seit Dezember 2009 ist die Version JSF 2.0 (JSR 314) ver-
fügbar. 
JavaServer Faces sind Bestandteil der Java Platform, Enterprise Edition und basieren auf den 
Technologien Java Servlets und JavaServer Pages (JSP). Mit JSF können Komponenten für 
webfähige Benutzerschnittstellen in Webseiten erstellt werden. Dies beinhaltet auch die Defi-
nition einer möglichen Navigation. Durch diese wiederverwendbaren Komponenten kann die 
Webentwicklung auf einem höheren Abstraktionsniveau erfolgen. Die Positionierung von 
JavaServer Faces für webbasierte Benutzeroberflächen ist vergleichbar mit der von Java 
Swing2 für traditionelle Oberflächen auf Java-Basis. Die grundlegende Architektur basiert bei 
JavaServer Faces auf dem MVC-Entwurfsmuster. JavaServer Faces sind HTTP-basiert, da die 
technische Implementierung durch Servlets erfolgt. Die JSF-Technologie ermöglicht das 
                                                 
1 Ein Java Specification Request (JSR) ist eine Anforderung einer neuen Java-Spezifikation oder einer wichtigen 
Änderung einer existierenden Java-Spezifikation im Rahmen des Java Community Process. 
2 Bei Swing handelt es sich um eine Programmierschnittstelle und Bibliothek zur Erstellung graphischer Benut-
zeroberflächen für Java SE. 
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Speichern der Status einzelner Komponenten der graphischen Benutzerschnittstelle auf Basis 
von Benutzeranfragen.  
Einige Grundkonzepte – wie etwa das Rendering oder das Event Handling – sind von Java 
Swing übernommen. Unter Rendering versteht man die Generierung von Mediendaten aus 
inhaltlichen Daten durch Anwendung geeigneter Verfahren. Als Rendering wird sowohl der 
Vorgang selbst als auch das Ergebnis des Vorgangs bezeichnet. Mit dem Event Handling von 
JavaServer Faces werden Benutzeraktivitäten durch das Auftreten von Ereignissen (Events) 
nach dem Prinzip des Separation of Concerns in der jeweils aktuellen Phase behandelt. Durch 
diesen Mechanismus soll die Umsetzung graphischer Benutzeroberflächen auf Basis von 
HTTP ermöglicht werden. Die Phasen des Event Handlings bilden den sogenannten Lebens-
zyklus eines Requests, d.h. einer Anfrage im Rahmen der JSF-Technologie. In jeder Phase 
sind Aufgaben vorgegeben, die für die betroffenen Komponenten durchzuführen sind. Der 
Lebenszyklus eines Requests in JavaServer Faces wird in Abbildung 10 durch einen entspre-
chenden Ablauf dargestellt. Nachfolgend werden die einzelnen im Request-Lebenszyklus der 
JSF-Technologie enthaltenen Phasen beschrieben [Ora11]: 
1. Für eine ankommende Anfrage (Request) wird in der ersten Phase Restore View der ge-
speicherte Komponentenbaum wieder hergestellt oder es wird ein neuer leerer Komponen-
tenbaum erzeugt, falls keiner existiert.  
2. In der Phase Apply Request Values füllt das JSF-Framework den Komponentenbaum mit 
den Werten aus den Requests. Dies sind beispielsweise HTML-Parameter, HTTP-Header 
oder Cookies. Als Reaktion auf Benutzeraktionen werden sogenannte Action Events er-
zeugt. Diese können von der Komponente ausgewertet werden, um die Geschäftslogik an-
zubinden. 
3. Die Validierung und Konvertierung der aus dem Request gelesenen Werte erfolgt in der 
Phase Process Validations. Validierungsfehler erzeugen Meldungen und markieren die 
Komponente als nicht gültig. Beim Auftreten eines Fehlers werden die nachfolgenden Pha-
sen übersprungen und die Ausgabe direkt an die Phase Render Response weitergeleitet. 
4. In der Phase Update Model Values werden die Eingabewerte in das angebundene Modell 
der Komponente übertragen, d.h. es werden beispielsweise entsprechende Setter-Methoden 
einer Objektinstanz aufgerufen. 
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5. Methoden der Geschäftslogik, die mit den Action Events verknüpft sind, werden in der 
Phase Invoke Application aufgerufen. Der Methodenaufruf ist in der Regel mit Hilfe eines 
sogenannten Method Bindings innerhalb der jeweiligen Komponente genauer spezifiziert.  
6. In der letzten Phase Render Response wird der Komponentenbaum der nächsten View ge-
speichert. Es wird ein sogenannter Outcome zurückgeliefert. Ein Outcome repräsentiert ei-
nen symbolischen Wert, der auf der Basis von Navigationsregeln die nächste zu erstellende 
View definiert. Wenn die Phase Invoke Application übersprungen wurde, beispielsweise 
aufgrund eines Validierungsfehlers, wird die View angezeigt, die den Request generiert hat. 
 
Abbildung 10: Lebenszyklus bei JavaServer Faces [vgl. Ora11] 
Im Laufe der Abarbeitung der einzelnen Phasen können Situationen auftreten, bei denen Ver-
zweigungen aus dem Lebenszyklus ohne das Rendering erfolgen müssen. Darüber hinaus 
können jedoch auch Ereignisse eintreten, bei denen direkt die Phase Render Response gestar-
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tet werden muss, um eine entsprechende Meldung anzuzeigen. Dies ist bspw. beim Auftreten 
eines Fehlers im Rahmen der Validierung und Konvertierung von Eingabewerten der Fall. 
Das Rendering bei JavaServer Faces stellt verschiedene Arten für die Übersetzung der Seiten 
einer Anwendung für die Präsentation zur Verfügung. Beispielsweise können dadurch dyna-
mische HTML-Seiten für eine Browser-basierte Anwendung erzeugt werden, wie dies bei der 
Bereitstellung als Webanwendung notwendig ist. Mit einem speziellen Renderer kann diesel-
be Anwendung auch als Swing-Anwendung bereitgestellt werden. Das Verhalten von Kompo-
nenten kann hierbei getrennt von deren Präsentation festgelegt werden. Die JSF-Technologie 
ermöglicht die Speicherung benutzerspezifischer Zustände einer Anwendung. Diese spezifi-
schen Daten werden in sogenannten Sessions hinterlegt, die im Rahmen des Ablaufs der An-
wendung zur Steuerung ausgelesen werden.  
Die Komponenten von JavaServer Faces werden in einer hierarchischen Struktur verwaltet. 
Durch diese Struktur werden die Wiederverwendung einzelner Elemente und der Entwurf von 
komplexen graphischen Benutzerschnittstellen unterstützt. Ein weiteres zentrales Konzept von 
JavaServer Faces stellen sogenannte Konverter (Converters) und Validatoren (Validators) für 
die Verarbeitung von Benutzereingaben dar. Mit Konvertern einerseits können getätigte Be-
nutzereingaben in eine entsprechende Form zur weiteren Verarbeitung durch Funktionen im 
Hintergrund transformiert werden. Andererseits können Konverter auch die von darunterlie-
genden Funktionen bereitgestellten Daten für die Präsentation auf der Anwendungsoberfläche 
aufbereiten. Mit Validatoren können Benutzereingaben bzgl. ihrer formalen und semantischen 
Korrektheit geprüft werden, um gegebenenfalls entsprechende Fehlermeldungen zu erzeugen. 
Bei der Realisierung des View-Teils durch JavaServer Faces erfolgt der Aufbau von Seiten 
aus einzelnen Komponenten, die durch die Verwendung spezieller XML Tags auf JavaServer 
Pages platziert werden. Die XML Tags werden in sogenannten Tag Libraries definiert und 
zusammengefasst. Dieses Verfahren sorgt für eine Reduzierung des Java Codes bei den 
JavaServer Pages und wurde bereits beim Vorgänger-Framework Jakarta Struts verwendet. 
Darüber hinaus ermöglicht dieses Verfahren eine klare Trennung der Bereiche, die einerseits 
von einem Webdesigner und andererseits von einem Entwickler bearbeitet werden müssen. 
Ein zentraler Vorteil von Tag Libraries ist die dadurch gegebene Unterstützung der Wieder-
verwendung realisierter Komponenten. Die Funktionalität im Hintergrund einer Webanwen-
dung wird bei JavaServer Faces durch sogenannte Managed Beans realisiert. Managed Beans 
sind Java-Klassen, durch die einerseits die in JavaServer Faces verwendeten Datenelemente in 
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gekapselter Form bereitgestellt werden. Andererseits stellen sie Methoden zur Verfügung, die 
bei entsprechenden Benutzeraktionen aufgerufen und ausgeführt werden können. Neben den 
Managed Beans stellt die XML-Konfigurationsdatei facesConfig.xml den Controller der Web-
anwendung dar, der in der Regel durch Entwickler umgesetzt wird. In dieser zentralen Steue-
rungsdatei wird die mögliche Navigation im Rahmen der Webanwendung durch sogenannte 
Navigation Rules festgelegt. Zusätzlich definierte Events können durch sogenannte Phase 
Listener behandelt werden. Technologien für die Umsetzung des Models sind bei JavaServer 
Faces nicht vorgegeben. Für die Realisierung einer persistenten Verwaltung der im Rahmen 
einer Anwendung zu verarbeitenden Daten wird in der Regel ein Persistenz-Framework ge-
nutzt. Beispiele für solche Frameworks sind Hibernate, Enterprise Java Beans, iBATIS und 
Java Persistence API. 
Die JSF-Technologie bietet die Möglichkeit, eine Anwendung mehrsprachig zu realisieren. 
Hierbei werden in Abhängigkeit der Sprache sogenannte Ressourcendateien (Resource 
Bundles) mit entsprechenden Schlüssel/Wert-Paaren verwaltet. Eine mehrsprachige Weban-
wendung kann dann umgesetzt werden, indem in Abhängigkeit der jeweils in der Anwendung 
ausgewählten Sprache, die entsprechenden Werte ermittelt und angezeigt werden. 
2.5.4.3 Weitere Technologien für Frontends 
Im Folgenden werden alternative Realisierungsmöglichkeiten für Frontends aufgeführt. Diese 
sind unterteilt in Technologien für die Erstellung von Thin Client Applications, Rich Internet 
Applications und Rich Client Applications. 
Thin Client Applications und Rich Internet Applications 
Webbasierte Frontends können alternativ zu JavaServer Faces auch auf Basis des Microsofts 
.NET-Frameworks realisiert werden. Mit ASP.NET MVC (Active Server Pages .NET Model 
View Controller) wird .NET-Entwicklern der Einsatz der MVC-Architektur und des MVC-
Entwurfsmusters ermöglicht [ASP11]. Bei ASP.NET MVC werden das Model durch eine 
Datenbank und XML-Code, die View durch User-Interface-Elemente und der Controller 
durch die Steuerungslogik der View abgebildet. 
Eine weitere Alternative für die Realisierung webbasierter Frontends ist die Erstellung von 
sogenannten Rich Internet Applications (RIA), wie es beispielweise durch Adobe Flex ermög-
licht [Ado11]. Adobe Flex ist ein Framework zur Entwicklung entsprechender Applikationen. 
Der Begriff Rich Internet Application beschreibt einen Ansatz für den Aufbau einer Anwen-
dung, die Internet-Techniken nutzt und darüber hinaus eine intuitive Benutzeroberfläche be-
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reitstellt. Eine Rich Internet Application zeichnet sich hierbei durch folgende Eigenschaften 
aus [Ado11]: 
 Der Zugriff auf die Anwendung erfolgt über Internet-Techniken. 
 Die Anwendung an sich muss nicht installiert werden. Gegebenenfalls ist jedoch die In-
stallation von Plug-ins erforderlich. 
 Eine entsprechende Anwendung unterstützt die Interaktion mit dem Benutzer.  
Adobe Flex unterstützt ebenfalls die MVC-Architektur und das MVC-Entwurfsmuster. Über 
einen Front Controller erfolgt, ähnlich wie beim Request-Lebenszyklus bei JavaServer Faces, 
eine Steuerung von Aktionen auf Basis von Events in der Benutzeroberfläche. 
Rich Client Applications 
Bei einer Rich Client Application (RCA) wird auf dem Client eine graphische Benutzerober-
fläche zur Verfügung gestellt und im Gegensatz zu einer Thin Client Application kann hier 
auch eine Verarbeitung der Daten auf dem Client erfolgen. Beispielsweise stellt Eclipse Mög-
lichkeiten zur Verfügung, um Rich Client Application zu realisieren. 
Eclipse ist derzeit als integrierte Entwicklungsumgebung für Java weit verbreitet. Zunehmend 
gewinnt jedoch auch die Entwicklung von Rich Client Applications auf Basis der Eclipse Rich 
Client Platform (RCP) an Bedeutung [ClR06, Ecl11]. Eclipse wurde ursprünglich von IBM 
als Nachfolger von IBM Visual Age for Java 4.0 entwickelt. Die Freigabe des Quellcodes von 
Eclipse erfolgte am 7. November 2001. Für die Weiterentwicklung von Eclipse ist ein von 
IBM geführte Eclipse-Konsortium verantwortlich.  
Eclipse ermöglicht als erweiterbare IDE (Integrated Development Environment) die Entwick-
lung von spezifischen Erweiterungen. Eine zentrale Eigenschaft von Eclipse ist die Verwen-
dung von sogenannten Plug-ins im Rahmen der Umgebung. Für die Entwicklung solcher 
Plug-ins steht die Plug-in Development Environment (PDE) zur Verfügung. Die Basis für die 
Realisierung einer Erweiterung stellen sogenannte Extension Points dar, die jeweils eine Er-
weiterungsmöglichkeit eines Plug-ins vorgeben. Plug-ins können über Extension Points mit 
anderen Plug-ins verbunden werden. Zunächst müssen Plug-ins und Extension Points in der 
Konfigurationsdatei plugin.xml definiert werden. Im nächsten Schritt werden die für die Er-
weiterung benötigten Klassen erstellt. Für die Realisierung von Erweiterungen müssen vorde-
finierte Interfaces oder Klassen erweitert werden, die bei den entsprechenden Extension 
Points beschrieben werden. 
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Generell werden eine MVC-Architektur und das MVC-Entwurfsmuster für Rich Client Appli-
cations in Eclipse mit dem JFace Toolkit [WaH04] realisiert. Das JFace Toolkit stellt Klassen 
zur Entwicklung von graphischen Benutzerschnittstellen zur Verfügung. Es erweitert das so-
genannte Standard Widget Toolkit3 (SWT) [SWT11] um das MVC-Konzept. Im Detail bein-
haltet das JFace Toolkit Klassen zum Befüllen, Sortieren, Filtern und Ändern von sogenann-
ten Widgets. Ein Widget ist eine kleine Softwarekomponente, die in eine graphische 
Benutzerschnittstelle integriert ist und zusammengestellte Informationen anzeigt, die durch 
den Benutzer auch geändert werden können. Die zentrale Eigenschaft eines Widgets ist die 
Bereitstellung eines eindeutigen Interaktionspunktes für die Manipulation von vorgegebenen 
Daten. Widgets sind somit elementare Bausteine mit denen ein Frontend einer Anwendung 
aufgebaut werden kann, um Daten und Interaktionsmöglichkeiten bereitzustellen. Mit dem 
JFace Toolkit kann das Verhalten von Interaktionselementen in einer graphischen Benutzer-
oberfläche, beispielsweise von Menüpunkten oder von Schaltflächen festgelegt werden. Da-
rüber hinaus kann die mögliche Interaktion von Benutzern im Rahmen der Rich Client Appli-
cation definiert werden.  
Eine Möglichkeit zur Realisierung von graphischen Editoren im Rahmen der Eclipse-
Umgebung stellt die Erweiterung des Graphical Editing Frameworks (GEF) dar [Maj04]. Das 
Framework basiert auf dem Plug-in Draw2D, welches als View-Komponente eine umfassende 
Unterstützung für die Darstellung von Diagrammen bietet. Hierbei können Figuren definiert 
oder bestehende verwendet werden. Über sogenannte Layout Manager kann die Anordnung 
der Figuren definiert werden. Für die Darstellung von Verbindungen, die Ermittlung von We-
gen über die Verbindungen und die Definition von Ansatzpunkten für Verbindungen bei den 
Figuren können spezielle Klassen von Draw2D genutzt werden. Während Draw2D nur das 
Anzeigen von Diagrammen ermöglicht, kann mit GEF auch das Editieren realisiert werden. 
GEF verwendet – wie auch die anderen bisher vorgestellten Alternativen zur Realisierung von 
Frontends – ebenfalls das MVC-Entwurfsmuster. Das Model enthält die im Diagramm darzu-
stellenden Daten. Die Realisierung erfolgt meist über hierarchisch verbundene Java-Objekte. 
Die View wird durch die Draw2D-Mechanismen bereitgestellt. Jedes anzuzeigende Model-
Objekt ist mit einem entsprechenden View-Objekt verknüpft, das für seine Visualisierung 
                                                 
3 Das Standard Widget Toolkit (SWT) ist eine Bibliothek für die Erstellung graphischer Oberflächen mit Java. 
SWT wurde für die Entwicklungsumgebung Eclipse entwickelt und nutzt im Gegensatz zu Swing die nativen 
graphischen Elemente des Betriebssystems. 
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verantwortlich ist. Der Controller wird durch Funktionen des GEF zur Verfügung gestellt. Er 
steuert den gesamten Editier-Prozess von Diagrammen und stellt somit das Bindeglied zwi-
schen Model- und View-Objekten dar. Für jedes anzuzeigende Model-Objekt gibt es ein Con-
troller-Objekt, das ein entsprechendes View-Objekt erzeugt. 
  
  
  
3 Methoden und Werkzeuge für eine modellbasierte 
Realisierung von Geschäftsprozessen 
Zur modellbasierten Realisierung von Geschäftsprozessen gibt es zahlreiche Methoden und 
Werkzeuge für unterschiedliche Ebenen einer IT-Architektur. Modellierungssprachen für Ge-
schäftsprozesse bilden hierzu die Basis. Jedoch müssen im Rahmen der Realisierung von Ge-
schäftsprozessen auch die Datenstrukturen berücksichtigt werden. Wie in den Abschnitten 
2.1.4 und 2.5 erläutert, müssen bei der Implementierung integrierter IT-basierter Ge-
schäftsprozesse auch die Frontends berücksichtigt werden. Nachfolgend werden Ansätze zur 
Modellierung von Geschäftsprozessen, Geschäftsobjekten und Abläufen in Frontends be-
schrieben. Abschließend werden Ansätze der Model Driven Architecture erläutert. 
3.1 Modellierung von Geschäftsprozessen 
Zur Modellierung von Geschäftsprozessen existieren viele verschiedene Modellierungsme-
thoden. Beispiele hierfür sind Datenflussdiagramme, Ereignisgesteuerte Prozessketten (EPKs) 
[Sch99, SKJ06], Business Process Model and Notation (BPMN) [BPM10], verschiedene Dia-
grammtypen der Unified Modelling Language (UML) [RJB04] oder Petri-Netz-basierte Spra-
chen [ElN93, ReR98]. In Anbetracht dieser Vielzahl vorhandener Modellierungssprachen und 
Werkzeuge kann im Rahmen dieser Arbeit nicht auf alle vorhandenen eingegangen werden.  
Die Geschäftsprozessmodellierung mit Petri-Netzen wird nachfolgendend detailliert beschrie-
ben, da durch Petri-Netze eine formale, graphische Modellierungssprache bereitgestellt wird, 
mit der Systeme modelliert, analysiert, simuliert und transformiert werden können. Besondere 
Merkmale von Petri-Netzen sind ihre präzise graphische Darstellung und die einfache Verhal-
tensbeschreibung. Die Eigenschaft der formalen Beschreibungsmöglichkeit von Abläufen 
ermöglicht gegenüber anderen Beschreibungsverfahren eine exakte Transformation in andere 
Modelle und auch in konkrete technische Umsetzungen. In der vorliegenden Arbeit wird ins-
besondere der Ansatz der Modellierung auf Basis von XML-Netzen, einer Variante von Petri-
Netzen, beschrieben. Diese stellen gerade in der XML-basierten SOA-Welt einen vielverspre-
chenden Ansatz für die Modellierung und die anschließende technische Umsetzung auf Basis 
von Transformationen dar. Neben den Petri-Netz-basierten Ansätzen werden abschließend 
noch einige Alternativen kurz vorgestellt.  
 
78 3 Methoden und Werkzeuge für eine modellbasierte Realisierung von Geschäftsprozessen 
 
3.1.1 Petri-Netze 
Die Modellierung von Geschäftsprozessen mit Petri-Netzen geht zurück auf Carl Adam Petri, 
der 1962 in seiner Dissertation durch verschiedene Vorschläge und Anregungen die erforderli-
chen Grundlagen geschaffen hat [Pet62]. Seitdem sind verschiedene Arten von Petri-Netzen 
und weitere auf Petri-Netzen basierende Modellierungssprachen entwickelt worden. Petri-
Netze werden in den Gebieten Datenbanken und Informationssysteme, Software Engineering, 
Telekommunikationstechnik und Automatisierungstechnik angewandt [DeO96]. Aus diesen 
Anwendungsgebieten heraus sind einige Methoden und Werkzeuge zur Modellierung, Analy-
se, Ausführung und Simulation von Abläufen entstanden. 
Bei Petri-Netzen werden lokale Zustände und Zustandsänderungen betrachtet, die eine Model-
lierung voneinander abhängiger, nebenläufiger und alternativer Prozessschritte ermöglichen. 
Petri-Netze ermöglichen eine eindeutige graphische Darstellung und eine exakte Beschrei-
bung von dynamischen Sachverhalten. Die Berücksichtigung dieser dynamischen Sachverhal-
te bei der Modellierung mit Petri-Netzen erfolgt durch die sogenannte Schaltregel, die im 
Folgenden noch genau beschrieben wird. 
Ein Petri-Netz ist ein gerichteter bipartiter Graph [Bau96 S. 50ff.], d.h. seine Knoten lassen 
sich in zwei disjunkte Teilmengen aufteilen, so dass zwischen den Knoten innerhalb beider 
Teilmengen keine Kanten verlaufen. Die Kanten führen von einem Ausgangsknoten zu einem 
Zielknoten. Bei den Knotentypen werden Stellen und Transitionen unterschieden. Stellen 
werden als Kreise, Transitionen als Rechtecke und Kanten als Pfeile dargestellt. Auf eine Stel-
le darf gemäß den zuvor genannten Eigenschaften nur eine Transition und auf eine Transition 
nur eine Stelle folgen. Die Stellen eines Petri-Netzes repräsentieren passive Komponenten wie 
Zustände, Daten, Dokumente etc. und die Transitionen wiederum aktive Komponenten wie 
Ereignisse, Aktivitäten oder lokale Zustandsübergänge [DeO96]. Die Menge aller Ausgangs-
knoten eines Zielknotens x nennt man auch den Vorbereich von x. Hingegen nennt man die 
Menge aller Zielknoten eines Ausgangsknotens x den Nachbereich von x. Bei Transitionen 
gibt es einen Vor- und Nachbereich aus Stellen und bei Stellen einen Vor- und Nachbereich 
aus Transitionen. Eine weitere zentrale Eigenschaft von Petri-Netzen ist die mögliche Abbil-
dung von Dynamik in Abläufen durch sogenannte Marken [Bau96 S. 77ff.]. Marken werden 
als ausgefüllte Kreise in den Stellen dargestellt. Es können bei den Stellen entsprechende Ka-
pazitätsangaben für die Marken angegeben werden [Bau96 S. 78]. Die Kapazitätsangaben 
legen die maximale Anzahl der Marken fest, welche die jeweilige Stelle aufnehmen kann. 
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Einzelnen Kanten kann ein Kantengewicht zugeordnet werden, das vorgibt, wie viele Marken 
beim Schalten einer Transition aus einer über die Kante zugeordneten Stelle des Vorbereichs 
entnommen bzw. bei einer über die Kante zugeordneten Stelle des Nachbereichs erzeugt wer-
den. Als Standard ist das Kantengewicht 1 vorgegeben. Der Zustand eines Petri-Netzes wird 
durch die Menge aller Marken zu einem bestimmten Zeitpunkt repräsentiert. Die Belegung 
mit Marken wird als Markierung bezeichnet. 
Die Ausführung von Transitionen in einem Petri-Netz erfolgt nach der sogenannten Schaltre-
gel. Eine Transition kann nur ausgeführt werden (schalten), wenn alle Stellen im Vorbereich 
mit der erforderlichen Anzahl an Marken belegt sind und in allen Stellen des Nachbereichs die 
Anzahl an Marken entsprechend dem Kantengewicht der jeweiligen Ausgangskante hinzuge-
fügt werden kann [Bau96 S. 80ff.]. Beim Ausführen einer Transition werden in allen Stellen 
des Vorbereichs die dem Kantengewicht der jeweiligen Eingangskante entsprechende Anzahl 
an Marken entnommen und in allen Stellen des Nachbereichs die dem Kantengewicht der 
jeweiligen Ausgangskante entsprechende Anzahl an Marken hinzugefügt. Stellen im Vorbe-
reich einer Transition repräsentieren Vorbedingungen bzw. Voraussetzungen für die Ausfüh-
rung. Stellen im Nachbereich stellen Ergebnisse bzw. Nachbedingungen dar. Das Erzeugen 
eines schaltbereiten Zustands einer Transition wird als Aktivieren bezeichnet. 
Es wird zwischen einfachen und höheren Petri-Netzen unterschieden. In einfachen Petri-
Netzen repräsentieren die Marken anonyme Prozessobjekte [vgl. Bau96 S. 77]. Zur Modellie-
rung von Geschäftsprozessen, bei der die Verarbeitung von unterscheidbaren Geschäftsobjek-
ten berücksichtigt werden soll, werden höhere Petri-Netze benötigt [Bau96 S. 193ff.]. Alle 
Petri-Netz-Varianten haben jedoch die Gemeinsamkeit, dass sie aus einer Menge von Transi-
tionen (Rechtecke), einer Menge von Stellen (Kreise) sowie einer Menge von gerichteten 
Kanten (Pfeile), der sogenannten Flussrelation zwischen den Knoten bestehen.  
Petri-Netze sind Netze oder Netzgraphen, denen die folgende Definition zugrundeliegt 
[Bau96, Rei90]: 
Definition 3.1: Netz 
Ein Netz ist ein Tripel  FTSN ,,  für das gilt: 
(i)  FS , 
(ii)  FS  und 
(iii)  STTSF  () . 
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Die Elemente von S heißen Stellen, die Elemente von T bezeichnen die Transitionen. 
Stellen und Transitionen sind die Knoten eines Netzes. Die Elemente der Flussrelation F 
eines Netzes werden als Kanten bezeichnet.  
In Abbildung 11 ist ein Beispiel für ein Netz N = (S, T, F) dargestellt, das aus der Menge von 
Stellen S = {s1, s2, s3, s4, s5}, der Menge von Transitionen T = {t1, t2, t3} und der Flussrela-
tion F = {(s1,t1), (t1,s2), (t1,s3), (s2,t3), (s3,t2), (t2,s4), (s4,t3), (t3,s5)} besteht [vgl. Mev06 
S. 86]. 
 
Abbildung 11: Beispiel für ein Petri-Netz [vgl. Mev06 S. 86] 
3.1.1.1 Ablaufmuster 
Auf Basis der Schaltregel können sich in einem Petri-Netz verschiedene Ablaufmuster erge-
ben. Diese werden anhand der aufgeführten Beispielnetze in Abbildung 12 und Abbildung 13 
nachfolgend im Einzelnen erläutert [vgl. Bau96 S. 92ff.]: 
 
Abbildung 12: Beispiel für verschiedene Ablaufmuster 
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 Kausalität: Kausalität beschreibt eine Ausführungsabhängigkeit von Aktivitäten, d.h. dass 
bestimmte Transitionen ausgeführt sein müssen, bevor andere Transitionen ausgeführt 
werden können [Bau96 S. 92]. In dem in Abbildung 12 dargestellten Beispielnetz müssen 
t1 und t2 ausgeführt worden sein, bevor t3 ausgeführt werden kann. 
 Sequenz: Bei einer Sequenz werden die beteiligten Transitionen in einer vorgegebenen 
Reihenfolge nacheinander ausgeführt. Sie repräsentiert einen Spezialfall der Kausalität 
[Bau96 S. 92f]. Eine Sequenz ist in dem in Abbildung 12 dargestellten Beispielnetz im 
Ablauf zwischen s2 und s4 dargestellt. 
 Nebenläufigkeit: Bei einer Nebenläufigkeit findet eine parallele Ausführung von Aktivitä-
ten statt. Ein Prozess wird in parallele Teilprozesse aufgespalten, wenn eine Transition 
mehr als eine Stelle im Nachbereich besitzt, an denen jeweils Teilprozesse mit mindestens 
einer Transition hängen. Dies geschieht im Beispielnetz in Abbildung 12 bei Transition t1, 
welche die zwei Stellen s2 und s5 als Zielstellen besitzt. In diesem Fall werden der Teil-
prozess zwischen s2 zu s4 und der Teilprozess zwischen s5 und s6 parallel, d.h. nebenläu-
fig zueinander, modelliert. 
 Konflikt/Alternative: Ein Konflikt tritt auf, wenn nach einer markentragenden Stelle min-
destens zwei Transitionen folgen [Bau96 S. 98f.]. Wenn sich in Stelle s5 in Abbildung 12 
eine Marke befindet, liegt ein Konflikt zwischen den Transitionen t4 und t5 vor, da die 
Marke nur von einer Transition verbraucht werden kann. Konflikte dienen zur Modellie-
rung von Entscheidungen und werden auch als Alternative bezeichnet [Bau96 S. 99]. 
 Kontakt: Bei einem Kontakt sind mehrere Transitionen mit derselben Stelle im Nachbe-
reich verknüpft [Bau96 S. 101f.]. Dies ist beim Beispielnetz in Abbildung 12 bei der Stelle 
s6 der Fall. Sie hat die Transitionen t4 und t5 im Vorbereich. Bei einem Kontakt ist zu be-
achten, dass die Transitionen im Vorbereich der Stelle des Kontakts nicht schalten können, 
wenn die Kapazität der Stelle ausgeschöpft ist. 
 Synchronisation: Bei der oben beschriebenen Nebenläufigkeit wird ein Prozess in paralle-
le Teilprozesse aufgespalten. Nebenläufige Teilprozesse können im Rahmen eines Prozes-
ses auch wieder synchronisiert werden [Bau96 S. 102]. Dies geschieht, wenn die abschlie-
ßenden Stellen der zu synchronisierenden Teilprozesse genau eine gemeinsame Transition 
im Nachbereich besitzen, wie dies beim Beispielnetz in Abbildung 12 bei der Transition t6 
mit den Stellen im Vorbereich s4 und s6 der Fall ist. Die Transition t6 muss warten, bis die 
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beiden parallelen Prozesse abgeschlossen sind, so dass in beiden Stellen des Vorbereichs 
die entsprechende Anzahl von Marken liegen. Erst wenn dies der Fall ist, kann t6 schalten. 
 Iteration: Eine Iteration ist eine Schleife, d.h. ein Teil eines Netzes der Form ({s}, {t}, 
{(s,t), (t,s)}) [vgl. Bau96 S. 53]. In Abbildung 12 bilden die Stelle s7 und die Transition t7 
eine Iteration. 
 Konfusion: Eine Konfusion liegt dann vor, wenn ein Konflikt von dritter Seite herbeige-
führt oder aufgelöst werden kann, d.h. je nachdem wie Stellen im Vorbereich markiert 
werden, kann für nachfolgende Transitionen ein Konflikt entstehen oder ein Schalten er-
möglicht werden [Bau96 S. 103]. Das Beispielnetz in Abbildung 13 zeigt eine Konfusion. 
Je nach Markierung der beiden Stellen s1 und s2 entstehen unterschiedliche Konfliktsitua-
tionen. Wenn nur Stelle s1 markiert ist, kann lediglich Transition t1 schalten. Analog dazu 
kann nur Transition t3 schalten, falls ausschließlich Stelle s2 markiert ist. Wenn hingegen 
gleichzeitig sowohl s1 als auch s2 markiert sind, liegt ein Konflikt vor, bei dem entweder 
t1 und t2 oder t2 und t3 schalten können. 
 
Abbildung 13: Beispiel für eine Konfusion 
3.1.1.2 Eigenschaften 
Für den Einsatz von Petri-Netzen in der Modellierung, Ausführung und Simulation von Ab-
läufen ist die Prüfung bestimmter Eigenschaften erforderlich. Hierzu sind die nachfolgend 
aufgeführten Eigenschaften bedeutend [vgl. Bau96 S. 130ff.]:  
 Erreichbarkeit: Erreichbarkeit bedeutet, dass ein bestimmter Systemzustand, d.h. eine 
bestimmte Markierung, von einem gegebenen Zustand aus erreichbar ist. Die Erreichbar-
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keitsmenge beinhaltet alle möglichen Markierungen, die ausgehend von einer Startmarkie-
rung durch Anwenden der Schaltregel erreicht werden können [Bau96 S. 85 u. S. 158f.]. 
 Beschränktheit: Ein Petri-Netz ist genau dann beschränkt, wenn seine Erreichbarkeits-
menge endlich ist [Bau96 S. 132]. 
 Sicherheit: Sicherheit kann durch die Einhaltung von Sicherheitsgrenzen bei der Anzahl 
von Marken in Stellen gewährleistet werden. Eine Sicherheitsgrenze unterscheidet sich 
von Kapazitätsgrenzen. Durch Kapazitätsgrenzen werden bei der Modellierung solche 
Transitionsschaltvorgänge ausgeschlossen, die zu einer Überschreitung der Kapazität füh-
ren würden. Eine Sicherheitsgrenze ist hingegen erst das abschließende Ergebnis einer 
Analyse des Verhaltens eines Netzes [Bau96 S. 131]. Kapazität ist die Begrenzung a priori 
als Vorschrift, Sicherheit hingegen die Begrenzung a posteriori als Beobachtung [Bau96 
S. 131]. 
 Lebendigkeit: Lebendigkeit kann im Rahmen von Petri-Netzen folgendermaßen beschrie-
ben werden [vgl. Bau96 S. 137ff.]: 
Eine Transition heißt 
 tot, falls keine Markierung ihres Vorbereichs erreichbar ist, bei der sie schalten kann. 
 aktivierbar, falls mindestens eine Markierung ihres Vorbereichs erreichbar ist, bei 
der sie schalten kann. 
 aktiviert, falls durch die Markierung ihres Vorbereichs ein Schalten der Transition 
möglich ist. 
 lebendig, falls sie in jeder erreichbaren Markierung ihres Vorbereichs aktivierbar ist.  
Ein Petri-Netz heißt 
 tot, falls alle Transitionen des Petri-Netzes tot sind. 
 deadlockfrei oder schwach lebendig, falls unter jeder erreichbaren Markierung min-
destens eine Transition des Petri-Netzes aktiviert ist. 
 (stark) lebendig, falls alle Transitionen des Petri-Netzes lebendig sind. 
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3.1.1.3 Transformationen 
Nachfolgend werden mögliche Transformationen beim Einsatz von Petri-Netzen beschrieben, 
die den Detaillierungsgrad eines Netzes verändern [vgl. Bau96 S. 58ff., Obe96 S. 285ff.]: 
 Vergröberung / Verfeinerung: Bei einer Vergröberung wird entweder ein 
transitionsberandetes Teilnetz eines Petri-Netzes, d.h. ein Teilnetz, das durch Transitionen 
begrenzt ist, durch genau eine Transition ersetzt oder ein stellenberandetes Teilnetz, d.h. 
ein Teilnetz, das durch Stellen begrenzt ist, durch genau eine Stelle ersetzt [Bau96 S. 59]. 
Bei einer Verfeinerung wird eine Stelle oder eine Transition durch ein stellenberandetes 
bzw. ein transitionsberandetes Teilnetz ersetzt [Bau96 S. 62]. Eine Verfeinerung stellt eine 
Konkretisierung, d.h. eine Detaillierung der Modellierung einer Stelle oder einer Transiti-
on, dar [Bau96 S. 62]. Abbildung 14 zeigt die Durchführung einer Vergröberung, bei der 
das Teilnetz bestehend aus den Transitionen t1, t2, t3, t4 und der Stelle s2 durch die Trans-
ition t5 vergröbert wird. 
 
Abbildung 14: Beispiel für eine Vergröberung 
 Einbettung / Restriktion: Bei einer Einbettung wird ein vorhandenes Netz durch Stellen 
und Transitionen in der Form ergänzt, dass das neu entstandene Netz das ursprüngliche 
Netz als Teilnetz enthält [Bau96 S. 63ff.]. Eine Restriktion ist die Umkehrung der Einbet-
tung und stellt somit eine Beschneidung eines Netzes zu einem Teilnetz dar [Bau96 S. 66]. 
Abbildung 15 zeigt die Einbettung des Netzes mit den Stellen s1 und s2 und der Transition 
t1 als Teilnetz. 
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Abbildung 15: Beispiel für eine Einbettung 
 
Abbildung 16: Beispiel für eine Faltung 
 Faltung / Entfaltung: Bei einer Faltung werden gleichartige Teilnetze in der Form aufei-
nandergelegt, dass Knoten nur auf Knoten desselben Typs gelegt werden und die Flussre-
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lation gewahrt bleibt [Bau96 S. 66]. Eine Entfaltung stellt die Umkehrung einer Faltung 
dar [Bau96 S. 66]. Abbildung 16 zeigt eine Faltung bei der die Transitionen t11, t12 auf t1, 
die Transitionen t21, t22 auf t2, die Transitionen t31, t32, t33, t34 auf t3, die Stellen s11, 
s12 auf s1, die Stellen s21, s22 auf s2 und die Stellen s31, s32 auf s3 gefaltet werden. 
3.1.1.4 Einfache und höhere Petri-Netze 
Auf Basis ihrer grundlegenden Modellierungskonzepte gibt es inzwischen viele verschiedene 
Varianten von Petri-Netzen [DeO96]. Petri-Netze werden hierbei in einfache und höhere Pet-
ri-Netze unterschieden. Bei einfachen Petri-Netzen sind die Marken nicht unterscheidbar. Dies 
ist bspw. bei Stellen/Transitions-Netzen (S/T-Netzen) der Fall. Die ununterscheidbaren Marken 
werden bei Stellen/Transitions-Netzen durch schwarze ausgefüllte Kreise dargestellt. Die 
Schaltregel für S/T-Netze aktiviert eine Transition, wenn jede Stelle im Vorbereich der Transi-
tion wenigstens die Anzahl der Marken entsprechend des jeweiligen Kantengewichts enthält. 
Beim Schalten einer aktivierten Transition wird die Markenzahl in jeder Stelle im Vorbereich 
um die Anzahl des jeweiligen Kantengewichts reduziert und in jeder Stelle im Nachbereich 
um die Anzahl des jeweiligen Kantengewichts erhöht. Diese Petri-Netz-Art erlaubt sowohl 
Stellen mit begrenzter als auch unbegrenzter Kapazität an Marken. 
Abbildung 17 zeigt ein S/T-Netz mit einer Startmarkierung M und einer Folgemarkierung 
nach dem Schalten M´. Die Stellen s1, s2 und s4 sind jeweils mit einer Kapazität versehen. 
Bei der Stelle s3 ist hingegen keine Kapazität angegeben. In diesem Fall wird bei S/T-Netzen 
defaultmäßig eine unendliche Kapazität der Stelle angenommen. Bei den Kanten (s1,t1), 
(t1,s3) und (t1,s4) sind jeweils Kantengewichte angegeben. Bei unbeschrifteten Kanten, wie 
dies im dargestellten Beispiel bei Kante (s2,t1) der Fall ist, wird ein Kantengewicht von eins 
unterstellt. 
 
Abbildung 17: Beispiel für ein S/T-Netz mit einer Start- und Folgemarkierung 
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Unter die höheren Petri-Netze fallen die Petri-Netz-Arten, bei denen sich die Marken unter-
scheiden lassen, d.h. die Nutzung individueller Marken als zusätzliches Ausdrucksmittel ge-
geben ist [vgl. Bau96 S. 193]. Diese sind aufgrund der Möglichkeit der Einbeziehung struktu-
rierter Geschäftsobjekte für die Modellierung von Geschäftsprozessen besonders geeignet 
[Obe96 S. 98ff.]. Verglichen mit einfachen Stellen/Transitions-Netzen ermöglichen sie eine 
kompaktere Darstellung von Sachverhalten [Bau96 S. 193]. Darüber hinaus ist die Modellie-
rung mancher Algorithmen erst durch die Verwendung von höheren Petri-Netzen möglich, 
bspw. wenn eine Identifizierung einzelner zu verarbeitender Objekte erforderlich ist [Bau96 
S. 193]. Zu ihnen gehören unter anderem Prädikat/Transitions-Netze (Pr/T-Netze) und XML-
Netze.  
Mit Prädikat/Transitions-Netzen (Pr/T-Netzen) [GeL81, Gen86, Sta90] können objektbezoge-
ne Aspekte bei der Modellierung und der Analyse von Modellen berücksichtigt werden 
[Obe96 S. 103f.]. Die Kreise werden bei Pr/T-Netzen als Prädikate und die Rechtecke als 
Transitionen bezeichnet [Obe96 S. 102]. Prädikate repräsentieren Relationsschemata und 
können mit einer bestimmten Anzahl an Relationen des entsprechenden Typs belegt sein 
[Obe96 S. 102]. Eine dem zugeordneten Relationsschema entsprechende Belegung eines Prä-
dikats wird als Markierung bezeichnet. Die Marken in Pr/T-Netzen können sich sowohl in 
ihrer Struktur als auch in ihren Attributwerten unterscheiden und stellen Wertetupel einer (fla-
chen) Relation dar [Len03 S. 14]. Eine Kantenbeschriftung ordnet den Kanten Mengen von 
Variablentupeln zu, deren Stelligkeit dem Relationsschema des adjazenten Prädikats entspre-
chen [Obe96 S. 293]. Den Transitionen kann jeweils ein prädikatenlogischer Ausdruck in 
Form einer Transitionsinschrift zugeordnet sein, der aus Operationen und Prädikaten gebildet 
wird [Obe96 S. 293]. Die Aktivierung einer Transition in einem Pr/T-Netz hängt davon ab, 
welche Werte die Variablen der Kantenbeschriftung aller adjazenten Kanten annehmen und 
welchen Wahrheitswert diese Variablenbelegung für die Transitionsinschrift induziert [Len03 
S. 16]. Die Prüfung, ob eine Transition aktiviert ist, d.h. ob sie schalten kann, kann immer nur 
lokal durchgeführt werden. Die Aktivierung hängt nur von Marken in Prädikaten im Vor- und 
Nachbereich der Transition ab. Dieser Sachverhalt wird als Lokalitätsprinzip bezeichnet 
[DeO96]. Beim Schalten einer Transition in einem Pr/T-Netz werden einerseits bei allen Prä-
dikaten im Vorbereich die durch die jeweilige Kantenbeschriftung identifizierten Wertetupel 
gelöscht und andererseits bei allen Prädikaten im Nachbereich der Transition Wertetupel ent-
sprechend der Kantenbeschriftungen hinzugefügt [Obe96 S. 295]. 
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Eine weitere Variante höherer Petri-Netze sind die sogenannten XML-Netze [Len03, CLO09]. 
Bei XML-Netzen werden die unterscheidbaren Marken durch XML-Dokumente repräsentiert. 
XML-Netze werden ausführlich in Abschnitt 3.1.2 beschrieben, da sie eine zentrale Rolle für 
den in dieser Arbeit vorgestellten Ansatz spielen. 
3.1.1.5 Spezielle Petri-Netz-Varianten 
Als spezielle Petri-Netz-Varianten werden in diesem Abschnitt noch Zeitnetze [vgl. Bau96 S. 
256ff.] beschrieben, da die Berücksichtigung zeitlicher Aspekte bei einer softwaretechnischen 
Generierung und Ausführung von Abläufen eine zentrale Rolle spielt. Zeitnetze sind eine Er-
weiterung der Petri-Netze und basieren auf einfachen Stellen/Transitions-Netzen. Die spezifi-
schen Erweiterungen für Zeitnetze können jedoch auch allen anderen Arten von Petri-Netzen 
hinzugefügt werden. Bei Zeitnetzen werden Petri-Netze so erweitert, dass Zeit auch quantita-
tiv modelliert werden kann. Dies geschieht durch die Zuordnung von zusätzlichen Zeitattribu-
ten, um Zeitangaben hinterlegen zu können, und der Berücksichtigung dieser Attribute in ei-
ner entsprechenden Schaltregel. Für die Zuordnung von Zeitattributen gibt es verschiedene 
Ansätze [Bau96 S. 256]: Sie können beispielsweise an Stellen, Transitionen oder Kanten an-
geordnet werden.  
Nachfolgend wird das mögliche Verhalten bei der Zuordnung von Zeitangaben einerseits bei 
Stellen und andererseits bei Transitionen beschrieben [vgl. Bau96 S. 257]: 
Ist einer Stelle eine Zeitangabe zugeordnet, dann bestimmt diese Angabe die Mindestverweil-
dauer einer Marke in dieser Stelle. Für die Weiterverarbeitung gibt es prinzipiell die folgenden 
beiden Möglichkeiten [Bau96 S. 257]:  
1. Eine Transition kann diese Marke schon vorab reservieren.  
2. Die Marke bleibt bis zum Ende der Verweildauer für alle Transitionen verfügbar.  
Ist den Transitionen eine Zeitangabe zugeordnet, gibt diese Angabe die Wartezeit zwischen 
Aktivierung und Schaltung an. Auch hier gibt es zwei Möglichkeiten [Bau96 S. 257]:  
1. Die Marke wird gleich zum Start der Ausführung der Transition verbraucht.  
2. Die Marke wird erst nach Ablauf der Wartezeit, d.h. zum Zeitpunkt des Schaltens ver-
braucht. In diesem Fall kann die Marke noch von anderen Transitionen vorher verbraucht 
werden. 
Es können verschiedene Arten von Zeitbedingungen hinterlegt werden. Dies sind bspw. der 
früheste Zeitpunkt, der späteste Zeitpunkt, die Mindestdauer, die Höchstdauer, der exakte 
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Zeitpunkt oder die exakte Dauer [Bau96 S. 257]. Zeitnetze, bei denen die Zeitangaben den 
Transitionen zugewiesen werden, können in die folgenden Klassen eingeteilt werden [Mar89]: 
Stochastische Petri-Netze, Generalisierte Stochastische Petri-Netze und Deterministische und 
Stochastische Petri-Netze. Bei den Stochastischen Petri-Netzen (SPN) wird jeder Transition 
eine stochastische Verteilung für ein zufallsgesteuertes Schalten zugewiesen. Dadurch variiert 
die Zeit zwischen Aktivieren und Schalten entsprechend der zugeordneten Wahrscheinlich-
keitsverteilung. Für den eigentlichen Schaltvorgang wird keine Dauer berücksichtigt. Diese 
spezielle Variante einer Transition wird nachfolgend als stochastische Transition bezeichnet. 
Die Generalisierten Stochastische Petri-Netze (GSPN) stellen eine Erweiterung der Stochasti-
schen Petri-Netze dar, die zeitlose und stochastische Transitionen besitzen. Bei zeitlosen 
Transitionen werden keine Zeitbedingungen angegeben, d.h. ihre Ausführung erfolgt direkt 
und ohne eine Wartezeit. Darüber hinaus sind in GSPN sogenannte Inhibitor-Kanten erlaubt, 
bei denen im Gegensatz zu gewöhnlichen Kanten eines Petri-Netzes auf das Nichtvorhanden-
sein von Marken für die Aktivierung einer verbundenen Transition geprüft wird. Deterministi-
sche und Stochastische Petri-Netze (DSPN) beinhalten zeitlose, stochastische und determinis-
tische Transitionen. Bei deterministischen Transitionen wird jeweils eine konstante Wartezeit 
vorgegeben. 
3.1.2 XML-Netze 
Als eine Variante höherer Petri-Netze werden hier sogenannte XML-Netze beschrieben. 
XML-Netze sind eine graphische, Petri-Netz-basierte Sprache zur Modellierung von Ge-
schäftsprozessen, die auf dem Austausch von XML-Dokumenten oder durch diese repräsen-
tierten Geschäftsobjektzustände basieren [Len03, LeO03, Mev06, CLO09]. XML-Netze eig-
nen sich insbesondere für die Modellierung von Geschäftsprozessen im Bereich E-Business 
[Len03, Mev06], da viele Standards in diesem Umfeld (Webservices, WS-BPEL, ebXML 
etc.) XML-basiert sind und dadurch bereits bei der Modellierung eine enge Verzahnung mit 
der technologischen Basis ermöglicht wird.  
XML-Netze zeichnen sich neben der Verwendung von XML-Dokumenten als Marken durch 
sogenannte Filterschemata aus [Len03, LeO03, Mev06, CLO09]. Diese können den Kanten 
als Kantenbeschriftung zur Selektion einer Teilmenge der sich in den Stellen befindenden 
XML-Dokumente zugewiesen werden. Filterschemata sind im Gegensatz zu XML Schema 
nicht nur strukturbeschreibend, sondern sie unterstützen zusätzliche Funktionen wie bei-
spielsweise die Zuweisung von Variablen oder Konstanten zu Elementtypen oder Attributen 
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[Len03 S. 134]. Dies ermöglicht die Selektion bestimmter XML-Dokumente aus einer Menge 
von XML-Dokumenten, die demselben XML Schema genügen [Len03 S. 134]. Darüber hin-
aus können mit Filterschemata Elemente ausgezeichnet werden, die gelöscht, geändert oder 
eingefügt werden sollen. Diese Auszeichnung wird an alle Elemente des selektierten XML-
Dokuments vererbt [Len03 S. 134]. Dadurch ermöglichen Filterschemata eine Manipulation 
der XML-Dokumente auf unterschiedlichen Hierarchieebenen [Len03 S. 134]. In einem Fil-
terschema können Elementplatzhalter verwendet werden, falls der jeweilige Inhalt bei einem 
entsprechend markierten Element für die Abfrage nicht relevant ist [Len03 S. 134]. Filter-
schemata stellen dadurch Schablonen für die Verarbeitung von XML-Dokumenten und deren 
Elemente bereit [Len03 S. 134]. 
Für die Darstellung und die Umsetzung der Grundkonzepte von Filterschemata existieren 
verschiedene Ansätze. Bei der Definition von XML-Netzen in [Len03] werden XML-Schema-
Diagramme für die Stellentypisierung und die Sprache XManiLa für die Abfrage und Manipu-
lation von XML-Dokumenten verwendet. Die Sprache wird dort zur graphischen Darstellung 
der Abfragen und Manipulationen von XML-Dokumenten bei XML-Netzen eingesetzt. 
XManiLa stellt eine Erweiterung des XML-Schema-Modells dar [Len03 S. 133], d.h. die Fil-
terschemata in XManila orientieren sich an der Notation von XML Schema. Graphische und 
semantische Erweiterungen stellen die zuvor aufgeführten Eigenschaften eines Filterschemas 
bereit, die über die reine Strukturbeschreibung hinausgeht, die durch XML Schema ermög-
licht wird. Jedes Filterschema besitzt hierzu ein zugehöriges Filterdiagramm, das als Kanten-
beschriftung in XML-Netzen genutzt wird [Len03 S. 134ff.]. Für Elementtypen eines XML 
Schemas können entsprechende Elementfilter gesetzt werden, die wiederum Attributfilter 
enthalten können [Len03 S. 134]. Elementfilter und Attributfilter können mit Variablen oder 
konstanten Werten belegt werden [Len03 S. 135]. Die Elementfilter werden graphisch durch 
Rechtecke dargestellt, in denen ggf. Attributfilter im entsprechenden Rechteck unter dem 
Elementfilter aufgelistet sind [Len03 S. 135]. Elementfilter können nicht nur verwendet wer-
den, um Elemente eines Typs auszulesen, sondern auch um Elemente zu löschen oder sie zu 
erzeugen [Len03 S. 136]. 
Ein weiterer Ansatz für die Umsetzung der Filterschemata ist die Verwendung des W3C-
Standards XML Query (XQuery) [W3C07c]. Im Rahmen der Arbeit von [Mev06] wird eine an 
XML Schema orientierte, vereinfachte Beschreibungssprache zur Darstellung des W3C-
Standards XML Schema für die Stellentypisierung sowie die standardisierte Anfragesprache 
XQuery für die Dokumentenmanipulation verwendet [Mev06 S. 97]. Die Filterschemata wer-
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den hierbei mit der funktionalen Sprache XQuery beschrieben, die eine Verarbeitung von 
XML-Daten durch Abfrage-, Manipulations- und Verwaltungsfunktionen ermöglicht [Mev06 
S. 97]. Bei XQuery werden keine Anweisungen, sondern ausschließlich Ausdrücke verwen-
det. Mit XQuery wird neben einer XML-basierten Syntax auch eine nicht-XML-basierte Syn-
tax, d.h. eine für den Menschen besser nutzbare Form, bereitgestellt [W3C07c]. Die bei 
XQuery verwendeten Datentypen basieren auf XPath und XML Schema. XQuery wurde, ähn-
lich wie SQL, auf der Grundlage einer Algebra aufgebaut. Komplexe XQuery-Ausdrücke 
können mit Hilfe dieser zugrundeliegenden Algebra in einfachere äquivalente Ausdrücke 
transformiert werden. Viele Datenbanksysteme, wie bspw. Oracle, Microsoft SQL Server und 
IBM DB/2 unterstützen inzwischen eine Anbindung von XQuery [Mev06].  
Die im Rahmen dieser Arbeit verwendete nachfolgende Definition von XML-Netzen wurde 
mit kleinen Änderungen aus [Len03 S. 173f., Mev06 S. 98f.] übernommen: 
Definition 3.2: XML-Netz 
Ein XML-Netz ist ein Tupel  0,,,,,,, MIKIFTSXN TS  für das gilt: 
(i)  FTS ,,  ist ein Petri-Netz. 
(ii)  PRFTD ,,  ist eine Struktur, die aus einer Individuenmenge D, einer 
darauf definierten Menge von Funktionen FT und einer Menge von defi-
nierten Prädikaten PR mit unveränderlichen Ausprägungen besteht. 
(iii) Durch die Funktion XSSI S :  wird jeder Stelle Ss  ein XML Schema 
als Stellentypisierung zugewiesen, mit der die Struktur zulässiger Marken 
definiert wird. 
(iv) Die Kantenbeschriftung K weist jeder Kante aus F ein valides Filterschema 
zu, das bezüglich des adjazenten XML Schemas zulässig ist. 
(v) Durch die Funktion TI  wird jeder Transition Tt   eine Transitionsin-
schrift in Form eines über Ψ und der Menge der an allen adjazenten Kanten 
vorkommenden Variablen gebildeten prädikatenlogischen Ausdrucks zu-
gewiesen. 
(vi) Die Markierung M ordnet jeder Stelle Ss  eine Menge von XML-
Dokumenten zu, die bezüglich des XML Schemas gültig sind, wobei 0M  
die Startmarkierung ist. 
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Die Struktur   induziert für jeden prädikatenlogischen Ausdruck und jede Variablenbelegung 
ߚ der Filterschemata an den Kantenbeschriftungen einen Wert aus der Menge {0,1} zur Be-
wertung der Wahrheit des Ausdrucks in der jeweiligen Konstellation [Len03, Mev06]. Die 
Aktiviertheit einer Transition ist davon abhängig, welche Werte die Variablen der Kantenbe-
schriftung aller adjazenten Kanten annehmen und welchen Wahrheitswert diese Variablenbe-
legung für den prädikatenlogischen Ausdruck der Transition induziert [Len03]. 
Die Definition von XML-Netzen erfolgt in dieser Arbeit in allgemeiner Form, d.h. unabhän-
gig von der Wahl der Umsetzung der Filterschemata mit XManila, XQuery oder anderen Me-
chanismen zur Selektion und Verarbeitung von XML-Dokumenten. Die folgenden Kriterien 
für Filterschemata müssen jedoch erfüllt sein: 
 In einem Filterschema müssen die zu verarbeitenden XML-Strukturen als Schablone be-
schrieben werden können. 
 Eine eindeutige Formulierbarkeit von Selektionen von XML-Dokumenten aus einer Men-
ge von XML-Dokumenten muss durch ein Filterschema gegeben sein. 
 Einzelne Elemente müssen in der Struktur für eine Verarbeitung auszeichenbar sein. 
 In einem Filterschema müssen Zuweisungen und weitere Verarbeitungsfunktionen für 
Elemente und Attribute beschrieben werden können. 
 In einem Filterschema muss erkennbar sein, welche grundlegende Operation (Lesen, Lö-
schen, Erzeugen, Ändern) auf der jeweiligen Menge von XML-Dokumenten ausgeführt 
werden soll. 
Abbildung 18 zeigt ein Beispiel für ein XML-Netz. Im dargestellten Beispiel werden die Fil-
terschemata mit Pseudocode beschrieben [SVO11 S. 59f.]. Filterschema FS1 liest die Angebo-
te aus, die sich im Status „Beauftragt“ befinden [SVO11 S. 59]. Durch die Transition Auftrag 
anlegen wird für jedes selektierte Angebot ein Auftrag angelegt [SVO11 S. 60]. Bei der Anla-
ge der Aufträge werden über das Filterschema FS2 neue Aufträge erzeugt, bei denen die Auf-
tragsnummer generiert, die Artikel und der Kunde aus dem Angebot übernommen und der 
Status eines neu angelegten Auftrags initial auf „Offen“ gesetzt wird [SVO11 S. 60]. Das 
Filterschema FS3 dient dem Auslesen der Artikel aus den Aufträgen [SVO11 S. 60]. Über die 
zweite eingehende Kante aus der Stelle Lagerbestand werden über Filterschema FS4 die La-
gerbestände zu den Artikeln aus dem Auftrag ausgelesen. Bevor ein Artikelversand über die 
Transition Artikel versenden durchgeführt werden kann, wird über die Transitionsinschrift TI 
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von Artikel versenden geprüft, ob ein ausreichender Bestand an Artikeln im Lager vorhanden 
ist, so dass eine Auslieferung der vom Kunden bestellten Anzahl an Artikeln erfolgen kann 
[SVO11 S. 60]. Nach dem Ausführen, d.h. dem Schalten, der Transition Artikel versenden 
werden Updates auf den Bestand über das Filterschema FS5 und das Einfügen von Ausliefe-
rungen bei den Bewegungsdaten des Kunden über das Filterschema FS6 vorgenommen 
[SVO11 S. 60].  
XML-Netze bilden die Basis für die Modellierung und Umsetzung von Geschäftsprozessen 
dieser Arbeit. Durch die formale Definition von XML-Netzen und den enthaltenen XML 
Schemata, Filterschemata und Dokumentenoperationen sind XML-Netze neben der konzep-
tuellen Modellierung auch insbesondere für die Ausführung der damit beschriebenen Prozesse 
einsetzbar. Weitere Vorteile sind die Berücksichtigung der Geschäftsobjektstrukturen und 
deren Details durch die verwendeten XML-Strukturen. Die Nutzung von XML-Strukturen in 
den Prozessmodellen oder graphischen Notationen, die in XML-Strukturen umgesetzt werden 
können, ist darüber hinaus auch eine Voraussetzung für die Einbindung von Services in Pro-
zessmodelle, da diese wie im Falle von Webservices ebenfalls XML-basiert bereitgestellt 
werden. Weiterhin bieten XML-Netze alle Möglichkeiten von Petri-Netzen wie bspw. die 
automatisierte Analyse, die Simulation oder die Transformation von Netzen. Ein weiterer Vor-
teil von XML-Netzen ist der vielseitige Einsatz durch die allgemeine Anwendbarkeit.  
 
Abbildung 18: Beispiel für ein XML-Netz [vgl. SVO11] 
Auftrag
Auftrag  
anlegen
Artikel  
versenden
Auslieferung
FS3:
- Lese Auftrag.Position mit 
Auftrag.Status = „Offen“
FS2:
- Erzeuge für jedes beauftragte  
Angebot einen Auftrag durch
Auftrag.Nummer := Neue Nummer ,
Auftrag.Position := Angebot.Position,
Auftrag.Status := „Offen“,
Auftrag.Kunde := Angebot.Kunde
Angebot
Angebot
PositionNummer Status
FS6:
- Erzeuge für jeden Auftrag.Position eine
Kunde.Lieferung durch
Kunde.Lieferung.Datum := Heute + 2 Werktage,
Kunde.Lieferung.Artikel := Lager.Artikel ,
Kunde.Lieferung.Anzahl := Auftrag.Position.Anzahl
FS1:
- Lese Angebot mit 
Angebot.Status = „Beauftragt“
Lager
Artikel
Bestand
Nummer
TI:
(Auftrag.Position.Anzahl ≤
Lager.Artikel.Bestand)  
(Auftrag.Position.Artikel = 
Lager.Artikel)
*
Nummer
FS5:
- Ändere jeden Lager.Artikel mit
Lager.Artikel = 
Auftrag.Position.Artikel
durch
Lager.Artikel.Bestand := 
Lager.Artikel.Bestand -
Auftrag.Position.Anzahl
*
Kunde
Auftrag
PositionNummer Status
*
Kunde
Kunde
Nummer Lieferung
Lagerbestand
ArtikelDatum
FS4:
- Lese Lager.Artikel mit
Lager.Artikel = 
Auftrag.Position.Artikel
AnzahlArtikel AnzahlArtikel
*
Anzahl
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Durch XML-Netze können auch Abläufe in den Frontends beschrieben werden, da derzeit 
nahezu alle Frontend-Technologien mit XML-basierten Strukturen arbeiten. Auf Basis Fron-
tend-beschreibender XML-Strukturen können die Abläufe bei Frontends durch die Änderun-
gen der Zustände durch Varianten von XML-Netzen beschrieben werden. Die entsprechenden 
Netzvarianten werden in Abschnitt 5.5 detailliert beschrieben. 
3.1.3 Weitere Prozessmodellierungsmethoden 
Neben den Petri-Netz-basierten Modellierungsmethoden existieren noch zahlreiche weitere. 
Nachfolgend werden zwei alternative Methoden zur Modellierung von Geschäftsprozessen 
beschrieben. Dies sind zum einen die sogenannten Ereignisgesteuerte Prozessketten (EPKs) 
und zum anderen Business Process Model and Notation (BPMN). EPKs wurden aufgrund 
ihrer weiten Verbreitung in der betrieblichen Praxis und BPMN aufgrund der Standardisierung 
betrachtet und bezüglich der Verwendung in dieser Arbeit untersucht und bewertet. 
3.1.3.1 Ereignisgesteuerte Prozessketten 
Ereignisgesteuerten Prozessketten (EPK) sind eine semiformale graphische Modellierungs-
sprache zur Beschreibung der Geschäftsprozesse von Unternehmen und sonstigen Organisati-
onen [KNS92]. Die Sprache entstand im Rahmen der Entwicklung der Architektur integrierter 
Informationssysteme (ARIS), die eine Methode zur Modellierung von Informationssystemen 
darstellt und hierbei eine sichtenorientierte Definition von Geschäftsprozessen ermöglicht 
[Sch97, Sch99, SKJ06]. Diese wird durch das ARIS-Toolset zur Verfügung gestellt, das die 
graphische Beschreibung von Geschäftsprozessen aus unterschiedlichen Perspektiven unter-
stützt. Geschäftsprozesse werden durch unterschiedliche Modelle dargestellt und in spezifi-
schen Sichten zur Reduzierung der Komplexität präsentiert. Die Ereignisgesteuerte Prozess-
kette (EPK) wurde zur Modellierung von Geschäftsprozessen und auch als allgemeine 
Prozessmodellierungssprache entwickelt. Sie veranschaulicht den Ablauf von Prozessen und 
wird aus den folgenden drei Grundelementen zusammengesetzt [KNS92]:  
 Ereignis: Ein Ereignis kann einen Auslöser für eine nachfolgende Funktion oder einen 
Zustand vor oder nach einer Funktion darstellen. Ereignisse werden in Form von Sechs-
ecken dargestellt. 
 Funktion: Eine Funktion stellt eine Aktion oder eine Aufgabe dar, die auf Ereignisse folgt 
oder weitere Ereignisse bewirkt. Funktionen werden durch Rechtecke mit abgerundeten 
Ecken symbolisiert. 
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 Konnektor: Konnektoren verbinden Funktionen und Ereignisse. Mit ihnen können exklu-
sive, optionale und parallele Pfade im Prozessfluss beschrieben werden. Es stehen drei 
verschiedene Konnektoren zur Verfügung, die den logischen Operatoren ٿ (Und), ڀ 
(Oder) und XOR (Exklusives Oder) entsprechen. Konnektoren werden durch Kreise dar-
gestellt, die den jeweiligen Operator als Symbol enthalten. 
Der Prozessfluss wird durch gerichtete Kanten zwischen Ereignissen, Konnektoren und Funk-
tionen abgebildet. Bei der Modellierung der Abläufe sind jedoch nicht alle Kombinationen 
zwischen diesen drei Grundelementen erlaubt [Sch99]. Zur besseren Strukturierung von EPKs 
können in Geschäftsprozessmodelle Subprozesse eingebunden werden. Für die Modellierung 
von Subprozessen werden bei EPKs sogenannte Prozesswegweiser verwendet. Diese können 
anstatt einer Funktion verwendet werden. Mit einem Prozesswegweiser können komplexe 
Aktivitäten in Teilschritte zerlegt werden, die dann in einer separaten EPK auf einer darunter-
liegenden Ebene beschrieben werden. Prozesswegweiser werden durch ein Rechteck, hinter 
denen ein Sechseck liegt, dargestellt. 
Bei einer sogenannten erweiterten EPK (eEPK) können zusätzlich noch Organisationseinhei-
ten und Informationsobjekte mit einzelnen Funktionen verknüpft werden [Sch97]. Informati-
onsobjekte stellen Dokumente oder Datenspeicher dar. Sie werden als Rechtecke dargestellt. 
Organisationseinheiten symbolisieren Rollen oder Personen, die für eine Funktion bzw. einen 
Prozessschritt verantwortlich sind. Sie werden als Ellipse, die vor dem linken Rand eine senk-
rechte Linie enthält, dargestellt. 
Abbildung 19 zeigt ein Beispiel für eine EPK mit den drei Grundelementen. Der Prozess wird 
über das Ereignis eines eingehenden Auftrags gestartet. Zunächst wird der Auftrag im Rah-
men einer entsprechenden Funktion geprüft. Über ein exklusives Oder wird der Prozessfluss 
aufgeteilt, abhängig davon, ob es sich um einen Artikel handelt, der im Lager geführt wird, 
oder ob es sich um eine kundenspezifische Anfertigung handelt. Unabhängig davon, ob es 
sich um einen Auftrag bzgl. eines Lagerartikels oder bzgl. einer kundenspezifischen Fertigung 
handelt, werden anschließend parallel der Versand und die Rechnungsstellung durchgeführt. 
Nach Fertigstellung beider Aktivitäten gilt der Auftrag als abgeschlossen. 
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Abbildung 19: Beispiel für eine Ereignisgesteuerte Prozesskette (EPK) 
Ereignisgesteuerte Prozessketten haben aufgrund der Anschaulichkeit in der Praxis eine weite 
Verbreitung gefunden. Sie ermöglichen jedoch im Vergleich zu Petri-Netz-basierten Ansätzen 
nur eine statische Sicht auf Prozessstrukturen [KNS92]. Ein weiterer Schwachpunkt von 
EPKs stellt die beschränkte Ausdrucksmächtigkeit aufgrund der unzureichenden formalen 
Basis dar [Aal99]. Als semiformale Modellierungssprache erlauben EPKs dadurch kein auto-
matisiertes Überprüfen der semantischen Korrektheit von entwickelten Geschäftsprozessmo-
dellen [EKO96]. Dies ist jedoch eine wesentliche Voraussetzung für die Transformation in 
eine softwaretechnische Umsetzung oder eine direkte Ausführung von Prozessmodellen. Da-
rüber hinaus erschwert die Aufteilung in Funktions- und Datensicht bei der Anwendung des 
ARIS-Konzepts eine integrierte Modellierung von Geschäftsprozessen und Geschäftsobjekten 
[Mev06]. 
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3.1.3.2 Business Process Model and Notation 
Business Process Model and Notation (BPMN) [BPM10] ist ebenfalls eine graphische Model-
lierungssprache für Geschäftsprozesse. BPMN wurde 2002 von IBM entwickelt und durch die 
Business Process Management Initiative (BPMI) veröffentlicht. Sie wurde 2005 durch die 
Object Management Group (OMG) für den weiteren Ausbau übernommen. Seit 2006 ist 
BPMN offiziell ein Standard der OMG. BPMN liegt seit 2010 in der derzeit aktuellsten Versi-
on 2.0 vor. BPMN verfolgt primär das Ziel eine Notation bereitzustellen, die gleichsam für 
die Systemanalysten, die die groben Prozesse entwerfen, die Entwickler, die die Prozesse 
implementieren und den Fachbereich, der Prozesse durchführt und überwacht, verständlich 
ist. Ein weiteres Ziel von BPMN ist es, die modellierten Geschäftsprozesse in ausführbare 
BPEL-Prozesse abzubilden [Whi05, Whi08]. Die Spezifikationen enthalten diesbezüglich 
entsprechende Mappings.  
Die graphischen Elemente bei BPMN (Version 2.0) werden grundsätzlich in die folgenden 
vier Kategorien eingeteilt [BPM10]: 
 Flow Objects: Flow Objects sind die Knoten in einem Process, d.h. einem BPMN-
Geschäftsprozessdiagramm. Es gibt die drei verschiedenen Typen Activity, Gateway und 
Event. Eine Activity stellt einen Arbeitsschritt in einem Prozess dar. Sie wird als Rechteck 
mit abgerundeten Ecken dargestellt. Activities werden in Tasks und Sub-Processes unter-
schieden, die jeweils wieder in verschiedene Typen unterteilt sind. Ein Gateway steuert 
Verzweigungen, parallele Ausführungen und Zusammenführungen für den abzubildenden 
Prozessfluss. Gateways werden als Rhomben dargestellt, die je nach Typ ein zusätzliches 
Symbol beinhalten. Die Typen für Gateways sind: datenbasiertes XOR, ereignisbasiertes 
XOR, OR, AND und COMPLEX (Kombination von Bedingungen). Ein Event stellt ein 
Ereignis dar, das einen Prozess starten, verzögern, unterbrechen oder beenden kann. 
Events werden als Kreise dargestellt, die je nach ihrer Position im Geschäftsprozess (Start, 
End, Intermediate) unterschiedlich dargestellt werden. Darüber hinaus können durch 
Symbole in den Kreisen verschiedene Arten von Events (Timer, Message, Exception etc.) 
gekennzeichnet werden. Darüber hinaus wird bei Events noch nach ihrer Wirkung auf den 
Geschäftsprozess in Catching und Throwing unterschieden, je nachdem ob auf das Ereig-
nis gewartet wird oder ob es auslösend ist. Die Symbole werden bei Catching-Events weiß 
und bei Throwing-Events schwarz dargestellt. 
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 Data Objects: Daten werden durch die vier Elemente Data Objects, Data Inputs, Data 
Outputs und Data Stores repräsentiert. Ein Data Object steht für Daten, die für die Aus-
führung einer Aktivity innerhalb eines Prozesses benötigt werden oder als Ergebnis aus 
einer Activity hervorgehen. Sie können einzelne Objekte oder eine Menge von Objekten 
darstellen. Data Inputs und Data Outputs stellen entsprechend die Eingangsdaten und 
Ausgangsdaten für einen Prozess dar. Data Objects, Data Inputs und Data Outputs werden 
als Dokumentsymbol dargestellt. Die unterschiedlichen Typen sind entsprechend markiert. 
Ein Data Store repräsentiert einen Platz, an dem Daten gespeichert und wieder gelesen 
werden können, wie bspw. eine Datenbank. Data Stores werden als Tonne dargestellt. 
 Connecting Objects: Connecting Objects sind die verbindenden Kanten in den BPMN- 
Geschäftsprozessdiagrammen. Bei den Kanten wird in sogenannte Sequence Flows, Mes-
sage Flows, Associations und Data Associations unterschieden. Sequence Flows stellen 
den Prozessfluss dar, indem sie Flow Objects miteinander zu einem Prozess verbinden. 
Sie werden als durchgezogene Pfeile dargestellt. Message Flows stellen hingegen einen 
Nachrichtenaustausch zwischen zwei Elementen dar. Sie werden als gestrichelte Pfeile mit 
einem kleinen Kreis auf der Seite der Quelle dargestellt. Associations werden genutzt, um 
zusätzliche Informationen mit dem Prozessfluss zu verknüpfen. Über sie können Elemente 
wie Annotations mit den Elementen verbunden werden, die den Prozessfluss abbilden. Mit 
Data Associations können Data Objects als Input oder Output mit Activities verbunden 
werden. Associations können, müssen jedoch nicht, gerichtet sein. Sie werden als gepunk-
tete Linien oder Pfeile dargestellt. Data Associations entsprechen von der Darstellung her 
gerichteten Associations. Für Sequence Flows und Message Flows sind entsprechende 
Regeln für die erlaubten Zuordnungsmöglichkeiten definiert. Hierzu sind die erlaubten 
Kombinationen für den jeweiligen Kantentyp in einer Matrix angegeben [BPM10 S. 
42ff.]. 
 Swimlanes (Pools und Lanes): Es gibt zwei Arten von Swimlanes in BPMN. Ein Pool 
repräsentiert eine an einem Prozess beteiligte Organisationseinheit oder Rolle. Ein Pool 
wird graphisch als Container (Rechteck mit Namen auf der linken Seite) dargestellt, der 
den Teilprozess enthält, welcher der beteiligten Organisationseinheit bzw. Rolle entspre-
chend zugeordnet wird. Mit Lanes können Pools in verschiedene Unterbereiche struktu-
riert werden. Sie dienen dazu, Activities innerhalb eines Pools weiter zu ordnen bzw. zu 
kategorisieren. Lanes werden ebenfalls als Container dargestellt und können sowohl hori-
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zontal als auch vertikal angeordnet werden. Darüber hinaus können bei Lanes Hierarchien 
abgebildet werden, d.h. Lanes können wiederum Lanes enthalten. 
 Artifacts: Artifacts sind Elemente, mit denen zusätzliche Informationen, die nicht direkt 
zum Prozessfluss und Nachrichtenfluss gehören, abgebildet werden können [BPM10]. 
Standardmäßig sind dies sogenannte Groups (Gruppierungen von Elementen) und Text 
Annotations (Anmerkungen). Die graphische Darstellung ist je nach Typ unterschiedlich. 
Darüber hinaus können auch neue Artifact-Typen mit BPMN definiert werden. 
 
Abbildung 20: Beispiel für ein BPMN-Geschäftsprozessdiagramm 
In Abbildung 20 ist ein Beispiel für ein BPMN-Geschäftsprozessdiagramm dargestellt. Der 
Prozess wird durch das Start Event Angebotsanfrage ausgelöst. Im ersten Arbeitsschritt, der 
Activity Angebot erstellen, wird ein Angebot von einem Vertriebsmitarbeiter erstellt. Nach der 
Erstellung wird das Angebot von der Vertriebsleitung korrigiert und genehmigt. Die unter-
schiedlichen Rollen Vertriebsleitung und Vertriebsmitarbeiter sind jeweils durch die Lanes 
Leitung bzw. Mitarbeiter im Pool Vertrieb gekennzeichnet. Nach dem Versenden des Ange-
bots durch den Vertriebsmitarbeiter wird ein Intermediate Event Angebot ist verschickt er-
zeugt. Dies stellt bspw. das Versenden einer E-Mail mit dem Angebot an den Kunden dar. Der 
beim Kunden laufende Teilprozess ist in einem separaten Pool dargestellt. Zunächst überprüft 
der Kunde das ihm übermittelte Angebot. Er wurde bereits im Rahmen der Erstellung des 
Angebots über die groben Inhalte und den zeitlichen Ablauf vom entsprechenden Vertriebs-
mitarbeiter informiert. Dies wird durch den Message Flow Kunde über Angebotserstellung 
informieren zwischen der Activity Angebot erstellen und dem Pool Kunde beschrieben. Über 
das ereignisbasierte exklusive Gateway wird nach der Angebotsprüfung entweder der Prozess 
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durch das End Event Angebot ist abgelehnt abgeschlossen oder aus dem Angebot nach dem 
empfangenden Event Angebot ist angenommen vom Vertriebsmitarbeiter ein Auftrag erstellt. 
Das Ereignis Angebot ist beauftragt schließt dann den Prozess ebenfalls als End Event ab. 
Mit BPMN werden zwei Ziele verfolgt [BPM10, Whi05, Whi08]: Zum einen soll BPMN ein 
Kommunikationsmittel zwischen Fachbereich und der IT bereitstellen und zum anderen wird 
eine Ausführbarkeit der mit ihr erstellten Prozesse angestrebt. Aufgrund dieser Anforderungen 
enthält BPMN zwangsläufig auch Elemente, die für die technische Umsetzung vorgesehen 
sind, wie bspw. Compensation-, Exception-, und Transaction-Mechanismen. Diese sind für 
einen Mitarbeiter aus dem Fachbereich jedoch oft nicht verständlich. Ein weiteres Problem 
bei der Modellierung mit BPMN ist die große Anzahl verschiedener Typen von Elementen, 
die einen relativ hohen Ausbildungsaufwand bei den Modellierern und den Nutzern der Mo-
delle nach sich zieht. Die Umsetzung der zweiten Anforderung erfolgt bei BPMN entweder 
durch die Ausführungssemantik von BPMN oder durch das Mapping auf BPEL [BPM10]. Bei 
einem solchen Mapping auf BPEL stellt sich das Problem, dass die Ausdrucksmächtigkeit von 
BPMN und BPEL nicht deckungsgleich ist. Es können bei BPMN-Modellen nicht alle zur 
Ausführung benötigten technischen Informationen hinterlegt werden. Darüber hinaus können 
bei der Übersetzung des Prozessablaufs von einem BPMN-Modell in ein BPEL-Schema Kon-
flikte bei der Semantik auftreten, die sich durch den flussorientierten Aufbau auf BPMN-Seite 
und dem blockweisen Aufbau auf der BPEL-Seite ergeben. Dies führt bei unstrukturierten 
Schleifen oder Sprüngen im Prozessfluss, die beide in BPMN möglich sind, zu einem Kon-
flikt bei der Transformation.  
3.2 Modellierung von Geschäftsobjekten 
Bei einem umfassenden Geschäftsprozessmanagement spielt neben der Modellierung der Ab-
läufe vor allem auch die Definition der zu verarbeitenden Geschäftsobjekte eine zentrale Rol-
le [SVO11]. Nachfolgend werden verschiedene existierende Ansätze für die Modellierung von 
Geschäftsobjekten beschrieben und für den Einsatz im Rahmen des modellbasierten Ge-
schäftsprozessmanagements bewertet [vgl. Web09]. 
3.2.1 Entity-Relationship- und Enhanced-Entity-Relationship-Modell 
Das Entity-Relationship-Modell, kurz: ER-Modell oder auch ERM, dient zur Beschreibung 
von Informationen und der dazu benötigten Datenstrukturen [Che76]. Die Beschreibung er-
folgt auf Basis einer Menge von Elementen mit einer jeweils entsprechenden graphischen 
Repräsentation. Das ER-Modell wurde mit dem Ziel entwickelt, eine modellbasierte Erstel-
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lung von Softwaresystemen zu unterstützen. Es ist in besonderem Maße für die Modellierung 
von Geschäftsobjekten im Rahmen der Realisierung betriebswirtschaftlicher Anwendungssys-
teme geeignet [LoD04]. Das ER-Modell besitzt die folgenden Grundelemente [Che76]: 
 Entitätstyp: Ein Entitätstyp ist eine Klassifizierung gleichartiger Entitäten (z.B. Kunde, 
Rechnung, Artikel etc.). Eine Entität ist ein individuell identifizierbares Objekt der 
Realwelt (z.B. Kunde „Müller“ mit der Kundennummer „3416“). Der Entitätstyp wird 
graphisch meist als Rechteck dargestellt. 
 Beziehungstyp: Ein Beziehungstyp ist eine Klassifizierung gleichartiger Beziehungen 
(z.B. Rechnung für Kunde). Eine Beziehung ist eine Verknüpfung verschiedener Entitäten. 
Für die graphische Umsetzung von Beziehungstypen sind verschiedene Darstellungsfor-
men in Gebrauch. Meist wird der Beziehungstyp durch eine Verbindungslinie, die auch ei-
ne Raute in der Mitte enthalten kann, dargestellt. 
 Kardinalität: Die Kardinalität eines Beziehungstyps legt fest, an wie vielen Beziehungen 
eine Entität eines mit dem Beziehungstyp verbundenen Entitätstyps teilnehmen kann. 
Kardinalitäten können auf unterschiedliche Weise angegeben werden. Die Kardinalitäten 
werden prinzipiell zur jeweiligen Verbindung von Entitätstyp und Beziehungstyp angege-
ben. Weit verbreitet ist die Chen-Notation: 1:1, 1:n, n:m und die Min-Max-Notation: (Min, 
Max) mit Min, Max א {0,1,n}. Eine weitere Alternative ist der Einsatz der Krähenfuß-
Notation (Crow’s Foot Notation), bei der die Kardinalitäten in graphischer Form darge-
stellt werden. Bei dieser Notation werden 1:n- und n:m-Beziehungen in Form von Krähen-
füßen ( ) auf der einen bzw. auf beiden Seiten dargestellt. Darüber hinaus werden über 
eine graphische Entsprechung zwischen den Minimalkardinalitäten 0 und 1 unterschieden, 
bspw. über eine gestrichelte bzw. eine durchgezogene Linie. 
 Attribut: Attribute sind Eigenschaften eines Entitätstyps oder eines Beziehungstyps (z.B. 
die Kundennummer oder das Datum einer Rechnung). 
Abbildung 21 zeigt ein Beispiel eines ER-Modells, bei dem die Entitäten Rechnung, Kunde 
und Artikel mit ihren Attributen dargestellt sind und über Beziehungen mit entsprechend zu-
geordneten Kardinalitäten miteinander verknüpft sind. Für einen Kunden kann es mehrere 
Rechnungen geben. Es kann jedoch auch Kunden geben, die noch keine Rechnung erhalten 
haben. Eine Rechnung ist genau einem Kunden zugeordnet. In einer Rechnung können meh-
rere Artikel enthalten sein. Eine Rechnung muss immer mindestens einen Artikel enthalten. 
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Abbildung 21: Beispiel für ein ER-Modell mit (min,max)-Kardinalitäten 
Das Enhanced-Entity-Relationship-Modell, kurz: EER-Modell oder auch EERM, stellt eine 
konzeptionelle Erweiterung des ER-Modells dar [SSH10]. Diese wurde aufgrund der Anfor-
derungen bei der Datenmodellierung zum Entwurf komplexer Anwendungssysteme entwi-
ckelt, um deren Datenstrukturen exakter beschreiben zu können [RaS07, SSH10]. Das EER-
Modell umfasst im Wesentlichen die Konzepte und Modellierungselemente des ER-Modells 
und stellt unter anderem zusätzlich die Vererbungskonzepte Spezialisierung, Partitionierung 
und Generalisierung zur Verfügung. Diese drei weiteren Konzepte werden graphisch durch 
gerichtete Kanten, den sogenannten Typkonstruktoren, umgesetzt. Diese enthalten ein Dreieck 
mit einem Mengenoperator. Die verbundenen Entitätstypen können entsprechend ihrer Positi-
on als Intyp oder Outtyp klassifiziert werden. 
 
Abbildung 22: Typkonstruktor und zusätzliche Konzepte im EER-Modell [vgl. SSH10 S. 254 ff.] 
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Die drei Typkonstruktoren sind in Abbildung 22 dargestellt und haben jeweils die folgende 
Semantik [vgl. SSH10 S. 254 ff.]: 
 Spezialisierung: Bei einer Spezialisierung gehört jede Entität in jedem Fall zum Intyp. 
Entitäten einer Spezialisierung können, müssen aber nicht, zu einem Outtyp gehören. 
Mehrfache Spezialisierungen sind erlaubt, d.h. dass Entitäten dem Intyp und mehreren 
Outtypen angehören können. Eine Spezialisierung entspricht einer Ist-ein(e)-Beziehung. 
Beispielsweise sind Vertriebsberater und Sekretärin als Outtypen Spezialisierungen des 
Intyps Mitarbeiter. 
 Partitionierung: Dies ist ein Spezialfall der mehrfachen Spezialisierung, d.h. einer Spezia-
lisierung mit mehr als einem Outtyp, bei der die Entitätsmengen aller Outtypen paarweise 
disjunkt sind. Eine Partitionierung kann vollständig oder unvollständig sein. Bei einer 
vollständigen Partitionierung gehört jede Entität eines Intyps auch genau zu einem Outtyp. 
Ein Beispiel für eine (unvollständige) Partitionierung ist der Intyp Printmedium, der in die 
Outtypen Buch, Zeitschrift und Zeitung eingeteilt wird. Da es noch weitere Printmedien 
geben kann, die weder Buch, Zeitschrift oder Zeitung sind, gilt diese Partition als unvoll-
ständig. 
 Generalisierung: Bei einer Generalsierung gehört jede Entität zu mindestens einem Intyp. 
Eine Entität kann zum Outtyp gehören, muss jedoch nicht. Deshalb ist eine Generalisie-
rung nicht automatisch die Umkehrung einer Spezialisierung. Beispielsweise können die 
Intypen Person und Firma zu einem Outtyp Kunde generalisiert werden. 
 
Abbildung 23: Beispiel für ein EER-Modell mit Partitionierung 
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Abbildung 23 zeigt das zuvor bei der Partitionierung beschriebene Beispiel. Weitere Konzep-
te, die mit der EER-Modellierung eingeführt werden, sind die Aggregation durch sogenannte 
Ist-Teil-von-Beziehungen und die Kategorisierung von Entitätstypen durch sogenannte Uni-
onstypen. 
Die Vorteile des ER-Modells und des EER-Modells sind, dass mit wenigen Elementen (Enti-
täten und Beziehungen) und Detailinformationen (Attribute und Kardinalitäten) die wesentli-
chen Strukturen von Geschäftsobjekten in einfacher Weise modelliert werden können. Das 
EER-Modell bietet als Erweiterung mit den Konzepten Spezialisierung, Partitionierung, Ge-
neralisierung, Aggregation und Kategorisierung Konzepte, welche die Modellierung komple-
xer Strukturen ermöglichen. Jedoch sind sowohl das ER-Modell als auch das EER-Modell 
grundsätzlich nicht für eine geschäftsprozessorientierte Modellierung ausgelegt, da ein Me-
chanismus für die Abbildung und Bereitstellung von einfachen und komplexen Geschäftsob-
jekten zur Verarbeitung in Prozessmodellen fehlt. Dies kann jedoch erreicht werden, indem 
auf Basis des EER-Modells Aggregationen als komplexe Geschäftsobjekte interpretiert wer-
den und innerhalb einer Aggregation der Aufbau einer Baumstruktur inklusive der Auszeich-
nung einer Wurzelentität ermöglicht wird. Dies wird benötigt, um komplexe Geschäftsobjekte 
für die Zuordnung bei einem Geschäftsprozessmodell identifizieren zu können, die Zugehö-
rigkeit der enthaltenen einfachen Geschäftsobjekte festlegen zu können und einen eindeutigen 
Einstiegspunkt für den Zugriff auf die Informationen eines komplexen Geschäftsobjekts be-
reitstellen zu können. 
3.2.2 Unified Modeling Language 
Die Unified Modeling Language (UML) ist eine von der Object Management Group (OMG) 
entwickelte und standardisierte Sprache zur Spezifikation, Visualisierung, Konstruktion und 
Dokumentation von Software [BRJ99, UML09]. Die Diagramme von UML werden in Struk-
turdiagramme und Verhaltensdiagramme gegliedert. Für die Modellierung von Geschäftsob-
jekten und deren Zusammenhänge eigenen sich die Strukturdiagramme Klassendiagramm, 
Objektdiagramm und Paketdiagramm.  
Mit einem Klassendiagramm können Klassen und deren Beziehungen graphisch dargestellt 
gestellt werden. Eine Klasse stellt hierbei einen abstrakten Oberbegriff für Objekte dar, die 
eine gemeinsame Struktur und ein gemeinsames Verhaltens besitzen [BRJ99]. Klassen setzen 
sich aus Attributen (Variablen) und Methoden (Operationen) zusammen. Das Klassendia-
gramm lehnt sich bei der Datenstrukturbeschreibung stark an das ER-Modell und das EER-
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Modell an. Es gibt verschiedene Arten von Beziehungen zwischen Klassen. Dies sind Asso-
ziation, Generalisierung, Aggregation und Komposition [UML09]. Eine Assoziation be-
schreibt eine Beziehung zwischen zwei oder mehreren Klassen. Sie werden als Verbindungs-
linien zwischen den Klassen dargestellt. Assoziationen können ungerichtet, gerichtet oder 
bidirektional gerichtet sein. Eine mehrgliedrige Assoziation mit mehr als zwei beteiligten 
Klassen wird in der Regel durch eine separate Assoziationsklasse dargestellt. Bei Assoziatio-
nen können zu den jeweiligen angebundenen Klassen sogenannte Multiplizitäten hinterlegt 
werden. Diese geben wie die Kardinalitäten im ER-Modell an, wie viele Objekte der jeweili-
gen Klasse in Beziehung zu anderen Objekten verbundener Klassen dieser Assoziation stehen 
können. Die Notation der Multiplizitäten erfolgt in ähnlicher Form wie die Min-Max-Notation 
im ER-Modell. Die Tupel von Minimal- und Maximalwerten werden bei den Multiplizitäten 
durch zwei Punkte getrennt. Darüber hinaus ist * die Kennzeichnung für eine beliebige Men-
ge möglicher Ausprägungen. Die Angaben der Multiplizitäten beim Klassendiagramm erfol-
gen im Gegensatz zur Min-Max-Notation des ER-Modells jedoch am jeweiligen Ende der 
Assoziation bei der entsprechenden Klasse. Dies bedeutet, dass die Min-Max-Notation des 
ER-Modells die jeweils mögliche Anzahl der Ausprägungen einer Beziehung angibt, während 
die Multiplizitäts-Notation von UML-Klassendiagrammen die jeweils mögliche Anzahl der 
Ausprägungen einer Klasse, d.h. der Objekte, angibt. Eine Generalisierung ist bei Klassendi-
agrammen eine gerichtete Kante von einer spezielleren (Unterklasse) zu einer generelleren 
Klasse (Oberklasse). Objekte einer Unterklasse sind damit auch automatisch Objekte der 
Oberklasse, d.h. dass eine Unterklasse alle Eigenschaften (Struktur- und Verhalten) einer zu-
geordneten Oberklasse erbt. Ein weiterer Beziehungstyp zwischen Klassen ist die Aggregati-
on. Mit einer Aggregation können Ist-Teil-von-Beziehungen abgebildet werden. Die Komposi-
tion ist ein Spezialfall der Aggregation, der ausdrückt, dass die untergeordneten Teile ohne die 
übergeordnete Komposition nicht existieren können. Aggregationen und Kompositionen wer-
den als spezielle Assoziationen zu den enthaltenen Teilen mit einer Raute auf der Seite der 
Aggregation bzw. der Komposition dargestellt. 
Abbildung 24 zeigt ein Klassendiagramm, das den jeweiligen Aufbau der Klassen Kunde, 
Privatkunde, Geschäftskunde, Angebot, Angebotsposition und Artikel mit den zwischen den 
Klassen definierten Beziehungen darstellt. Bei den Klassen Angebot und Kunde ist auch das 
Verhalten in Form der jeweiligen Methoden angegeben. Von den Unterklassen Privatkunde 
und Geschäftskunde führt jeweils eine Generalisierungskante zur Oberklasse Kunde. 
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 Abbildung 24: Beispiel für ein UML-Klassendiagramm 
Weitere Integritätsbedingungen können mit der Object Constraint Language (OCL) definiert 
werden [UML09]. OCL ist Bestandteil von UML und kann unter anderem bei Klassendia-
grammen für die textuelle Spezifikation von Einschränkungen genutzt werden. Die Syntax 
von OCL ist an die Programmiersprache Smalltalk angelehnt. Mit OCL können neben einfa-
chen Einschränkungen von Attributen, wie z.B. dass eine Lagermenge immer ൒ 0 sein muss, 
auch komplexe Integritätsbedingungen, die auch Einschränkungen für andere Elemente wie 
bspw. Beziehungen enthalten, definiert werden. Dadurch können bei Beziehungen zwischen 
Klassen unter anderem auch die folgenden Teilnahmeeinschränkungen definiert werden [vgl. 
UML09]: 
 Oder: Ein Objekt einer Klasse hat mindestens eine der in der Einschränkung aufgeführten 
Beziehungen zu Objekten der jeweils zugeordneten Klassen.  
 Exklusives Oder: Ein Objekt einer Klasse hat genau eine der in der Einschränkung aufge-
führten Beziehungen zu Objekten der zugeordneten Klasse. 
 Simultanität: Wenn ein Objekt einer Klasse eine der in der Einschränkung aufgeführten 
Beziehungen zu Objekten einer zugeordneten Klasse hat, dann hat es auch alle anderen in 
der Einschränkung aufgeführten Beziehungen zu den Objekten der entsprechend zugeord-
neten Klassen.  
Das Objektdiagramm dient der Darstellung von Ausprägungen von Klassen und Beziehungen 
zu einem bestimmten Zeitpunkt [UML09]. Es zeigt den aktuellen Zustand eines konkreten 
Objekts einer Klasse, d.h. die entsprechende Belegung der Attribute und die zugehörigen 
Ausprägungen der beteiligten Objektbeziehungen. Der Aufbau des Objektdiagramms ist an 
+Kunde anlegen ()
+Kunde deaktivieren ()
-Kunden-Nr.
Kunde
-Name
Geschäftskunde
-Vorname
-Nachname
Privatkunde
+Angebot anlegen()
+Rabatt berechnen ()
-Angebots-Nr.
-Datum
Angebot
-Pos.
-Anzahl
Angebotsposition
0..* 1..1
1..1
1..*
+Artikel anlegen ()
+Artikel deaktivieren ()
-Artikel-Nr.
-Bezeichnung
-Artikelgruppe
Artikel
1..1 0..*
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dem des Klassendiagramms angelehnt. Anstatt allgemeiner Bezeichnungen und Attribute 
werden konkrete Namen der Ausprägungen und Werte der Attribute angezeigt. 
Das Paketdiagramm dient zur Gruppierung von Klassen oder anderen UML-Elementen 
[UML09]. Paketdiagramme eignen sich dazu, komplexe Klassendiagramme mit einer großen 
Anzahl von Klassen in übersichtlichere Bereiche zu zerlegen. In einem Paket werden in der 
Regel mehrere Klassen zusammengefasst, die eine starke Bindung untereinander aufweisen. 
Paketdiagramme ermöglichen die Definition von Beziehungen zwischen Paketen mit unter-
schiedlichen Beziehungstypen. Als Beziehungstypen können hierbei Abhängigkeit, Import 
oder Verschmelzung unterschieden werden. 
Ein grundlegendes Konzept für eine projekt-, unternehmens- oder methodenspezifische Er-
weiterung von UML sind die sogenannten Stereotype [UML09]. Mit ihnen können vorhande-
ne Modellelemente von UML beispielsweise um zusätzliche Eigenschaften erweitert werden. 
Dies erfolgt durch eine Erweiterung von Metaklassen aus dem UML-Metamodell. Um eine 
Beziehung zwischen einer Metaklasse und einem Stereotyp zu modellieren, stellt UML das 
Modellelement Erweiterung (extension) zur Verfügung, eine spezielle Form einer Assoziation 
zwischen einer Metaklasse und einem Stereotyp. 
Die aufgeführten Strukturdiagramme von UML sind prinzipiell für eine Modellierung von 
Geschäftsobjekten geeignet. Durch Klassendiagramme können die Anforderungen an die Mo-
dellierung von einfachen Geschäftsobjekten und deren Zusammenhänge generell abdeckt 
werden. Darüber hinaus können über spezielle Beziehungstypen Vererbung, Aggregation und 
Komposition dargestellt und entsprechend unterschieden werden. Mit OCL können auch 
komplexe Integritätsbedingungen definiert werden. Ein Nachteil für die Nutzung von Klas-
sendiagrammen für die Zuordnung von Geschäftsobjekten bei Geschäftsprozessmodellen ist 
jedoch, dass in einem Klassendiagramm wie bei den ER- und EER-Modellen keine Definition 
und Identifikation von komplexen Geschäftsobjekten standardmäßig möglich ist. Hier fehlen 
ebenfalls Mechanismen, um den Umfang, d.h. die Zugehörigkeit der enthaltenen einfachen 
Geschäftsobjekte und um einen eindeutigen Einstiegspunkt für den Zugriff auf die Informati-
onen eines komplexen Geschäftsobjekts festlegen zu können. Klassendiagramme haben sich 
als Standard bei einer objektorientierten Vorgehensweise etabliert und stellen eine Vielzahl 
von Konzepten für die Modellierung von Geschäftsobjekten zur Verfügung. Allerdings führen 
diese verschiedenen Möglichkeiten, Datenstrukturen zu modellieren, zu einer hohen Komple-
xität in der Handhabung. Objektdiagramme sind für die Beschreibung der Strukturen von 
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Geschäftsobjekten nicht geeignet, da sie konkrete Instanzen von Objekten modellieren. Pa-
ketdiagramme ermöglichen es, die Modellierungsaspekte für Geschäftsobjekte von Klassendi-
agrammen zu erweitern, indem Klassen in Paketen für die Abbildung komplexer Geschäftsob-
jekte zusammengefasst werden können. 
3.2.3 XML Schema 
Eine weitere Möglichkeit, Strukturen von Geschäftsobjekten zu definieren, ist der Einsatz von 
XML. Hierzu ist XML Schema eine Empfehlung des W3C zur Definition von Strukturen für 
XML-Dokumente [W3C01, SWW11]. Durch XML Schema wird ein semistrukturiertes Da-
tenmodell zur Verfügung gestellt, das die Definition des strukturellen Aufbaus für Klassen 
von XML-Dokumenten ermöglicht. Wenn ein XML-Dokument einem bestimmten XML 
Schema entspricht wird dies auch häufig als Instanzdokument oder kurz als Instanz bezeich-
net. Mit XML Schema können Datentypen, Instanzen und Gruppen dieser Instanzen beschrie-
ben werden. XML Schema ist inzwischen eine der vollständigsten, jedoch auch komplexesten 
Sprachen zur Beschreibung von Strukturen für XML-Dokumente. 
Die prinzipielle Eigenschaft von XML und dadurch auch von XML Schema ist die Baum-
struktur, d.h. der hierarchische Aufbau von XML-Dokumenten [Vli02]. Dadurch besitzt jedes 
XML-Dokument ein Wurzelelement. Bei XML Schema werden zwei grundlegende Arten von 
Datentypen unterschieden [W3C01]: Dies sind einerseits einfache Datentypen wie bspw. 
string oder integer und andererseits komplexe Datentypen, die einen Container für Ele-
mente und Attribute darstellen. Einfache Datentypen haben keinen Einfluss auf die Beziehun-
gen von Elementen untereinander. Die Definition der Struktur einer Klasse von XML-
Dokumenten anhand gegebenenfalls geschachtelter Elemente und einer entsprechenden Rei-
henfolge erfolgt durch die Verwendung komplexer Datentypen. Für komplexe Datentypen 
stellt XML Schema darüber hinaus die Kardinalitäten minOccurs und maxOccurs zur Verfü-
gung [Vli02].  
Bei der Strukturbeschreibung von komplexen Datentypen gibt es drei verschiedene Möglich-
keiten [SWW11, Vli02, W3C01]: 
 all: Bei all wird für die aufgeführten Elemente keine feste Reihenfolge vorgegeben, d.h. 
die Elemente können bei Instanzen in einer beliebigen Reihenfolge vorkommen. Elemente 
können als obligatorisch oder als optional auftretend definiert werden. Die Definition des 
mehrfachen Auftretens eines Elements ist bei der Verwendung von all nicht möglich. 
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 sequence: Bei einer sequence kann die Reihenfolge der enthaltenen Elemente vorgege-
ben und jeweils eine erlaubte Häufigkeit des Auftretens bei Instanzen festgelegt werden. 
Die einzelnen Elemente können dabei als optional, genau einmal oder entsprechend einem 
beliebig großen Wert (bis zu unendlich) vorkommend definiert werden. Der Standardwert 
für das Auftreten eines Elements ist 1. Mit dem sequence können auch ineinander ge-
schachtelte Strukturen aufgebaut werden. 
 choice: Durch die Verwendung von choice wird definiert, dass bei entsprechenden In-
stanzen nur jeweils mur eines der enthaltenen Elemente vorkommen darf. Auch mit dem 
choice-Element können ineinander geschachtelte Strukturen aufgebaut werden. Bei der 
Verwendung von choice ist auch die Definition des mehrfachen Auftretens eines Ele-
ments möglich. 
XML Schema bietet mit dem Erweiterungsmechanismus xsd:extension auch ein Konzept 
zur Vererbung bei der Definition von Datentypen [EcE03]. 
<xs:element name="Kunde"> 
  <xs:complexType> 
    <xs:all> 
     <xs:element name="Name" type="string"/> 
     <xs:element name="Vorname" type="string"/> 
     <xs:element name="Unternehmen" type="string" minOccurs="0"/> 
     <xs:element name="Adresse"> 
     <xs:complexType> 
      <xs:sequence> 
        <xs:element name="Strasse" type="string"/> 
        <xs:element name="Hausnummer" type="string"/> 
        <xs:element name="Postfach" type="integer"/> 
        <xs:element name="Postleitzahl" type="integer"/> 
        <xs:element name="Ort" type="string"/> 
      </xs:sequence> 
     </xs:complexType> 
    </xs:all> 
  </xs:complexType> 
</xs:element> 
Quelltext 35: XML Schema des Geschäftsobjekts Kunde [Web09 S. 13] 
In Quelltext 35 ist ein XML Schema dargestellt, das die Struktur eines Geschäftsobjekts Kun-
de mit seinen Attributen beschreibt. Neben den einfachen Attributen Name, Vornamen und 
Unternehmen besteht Kunde noch aus dem komplexen Typ Adresse mit seinen Attributen 
Strasse, Hausnummer, Postfach, Postleitzahl und Ort. 
Für den Entwurf von XML Schemata wird die Benutzung eines graphischen Werkzeugs emp-
fohlen. Die graphische Darstellung eines XML Schemas erfolgt in der Regel in Form einer 
Baumstruktur. Abbildung 25 zeigt eine mögliche Darstellung einer solchen Baumstruktur 
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eines XML Schemas durch das Softwarewerkzeug XMLSpy [AXS11]. Hierbei werden die 
Strukturbeschreibungen durch all, sequence, choice etc. mit entsprechenden graphischen 
Symbolen dargestellt. Auch die einfachen Datentypen einzelner Elemente sind in der graphi-
schen Darstellung zu erkennen.  
 
Abbildung 25: Graphische Darstellung eines XML Schemas mit XMLSpy [AXS11] 
XML Schema bietet aufgrund der durch XML bedingten Baumstruktur die Möglichkeit, auch 
komplexe Geschäftsobjekte darzustellen und diese beispielsweise in Stellen von XML-Netzen 
im Rahmen einer prozessorientierten Vorgehensweise zu nutzen. XML Schema ist standardi-
siert und stellt umfangreiche Möglichkeiten zur Modellierung von Geschäftsobjektstrukturen 
bereit. Auf der anderen Seite führt der Umfang, die Komplexität und die eher technische Ori-
entierung von XML Schema dazu, dass die Definitionen für einen Mitarbeiter aus dem Fach-
bereich oft nicht verständlich sind, auch wenn eine graphische Darstellung durch ein entspre-
chendes Softwarewerkzeug genutzt wird. 
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3.2.4 Semantisch-Hierarchisches Modell 
Das Semantisch-Hierarchische Modell (SHM) ist eine netzorientierte Sprache, die verschiede-
ne Abstraktionskonzepte zur Modellierung von Beziehungen bei komplexen Geschäftsobjek-
ten bereitstellt [LaS87]. Die Modellierung erfolgt auf Basis von Objekttypen, d.h. einer Zu-
sammenfassung von Objekten, die über die gleichen Eigenschaften verfügen. Ein Objekttyp 
wird durch seinen Namen eindeutig identifiziert und stellt entweder einen elementaren Typ, 
z.B. eine Zeichenkette oder ein Datum, dar oder er wird über Beziehungen zu anderen Objekt-
typen definiert. Die über Beziehungen definierten Typen werden als komplexe Typen be-
zeichnet. Abbildung 26 zeigt die verschiedenen Konzepte zur Strukturierung der verschiede-
nen Objekttypen bei der Modellierung mit SHM. 
 
Abbildung 26: Strukturierungskonzepte von SHM [vgl. LaS87] 
Die Strukturierungskonzepte haben die folgende Semantik [LaS87, Obe96]: 
 Durch eine Aggregation wird ein Aggregattyp aus gegebenen Komponententypen aufge-
baut. Eine Aggregation definiert hierbei Beziehungen zwischen verschiedenen Abstrakti-
onsebenen. Ein konkretes Objekt eines Aggregattyps stellt ein Tupel aus Objekten zu-
geordneter Komponententypen dar. 
 Bei einer Gruppierung kann ein untergeordneter Elementtyp einem Mengentyp zugewie-
sen werden. Ein konkretes Objekt eines Mengentyps besteht dann aus einer Menge von 
Objekten des zugeordneten Elementtyps. 
 Mit einer Spezialisierung können Beziehungen zwischen einem Supertyp und Subtypen 
definiert werden. Ein konkretes Objekt eines Subtyps umfasst dann mindestens die Eigen-
schaften des zugeordneten Supertyps und kann zusätzlich noch weitere besitzen. 
Aggregattyp Mengentyp Supertyp
Komponententypen Elementtyp Subtypen
Aggregation Gruppierung Spezialisierung
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Einzelne Objekttypen können gleichzeitig auch in mehreren der aufgeführten Strukturkonzep-
te verwendet werden.  
SHM stellt ein einfaches Modell zur Verfügung, mit dem sowohl einfache als auch komplexe 
Geschäftsobjekte modelliert werden können. Ein Nachteil ist, dass Attribute durch einen ele-
mentaren Objekttyp abgebildet werden müssen und nicht als eigenes Konzept zur Verfügung 
stehen. Dies kann dazu führen, dass Modelle bei einer großen Anzahl von Attributen unüber-
sichtlich werden. Darüber hinaus können keine Beziehungen mit Kardinalitäten im Sinne des 
ER-Modells definiert werden, was die Modellierung von unternehmensweiten Zusammen-
hängen stark einschränkt. 
3.2.5 Asset Oriented Modeling 
Mit Asset Oriented Modeling, kurz: AOM, können einfache und komplexe Datenstrukturen 
mit ihren jeweiligen Attributen und Beziehungen beschrieben werden [Dau03, Dau08]. Hier-
bei werden auch Beziehungen höherer Ordnung unterstützt, d.h. hierarchisch verschachtelte 
Beziehungen [SSH10 S. 271], da AOM auf dem Higher-Order-Entity-Relationship-Modell 
(HERM) basiert [Dau03, Dau08]. Anstatt Entitäten und Beziehungen werden bei AOM soge-
nannte Assets verwendet, mit denen sowohl die eigentlichen Datenstrukturen als auch die 
Beziehungen beschrieben werden können. Assets können durch sogenannte Arcs miteinander 
verbunden werden und durch Properties bzgl. ihrer Eigenschaften beschrieben werden. Darü-
ber hinaus können mit AOM komplexe Datenstrukturen auf Basis einer regulären Grammatik 
erstellt werden. Durch den stark an XML Schema orientierten Aufbau von AOM können die 
damit erstellten Modelle leicht durch Transformationen in entsprechende XML-Strukturen 
überführt werden [Dau03]. Ein weiterer Ursprung von AOM liegt in Konzepten zur Wissens-
repräsentation, da in AOM Assets und Arcs in ähnlicher Weise verwendet werden, wie Knoten 
und Kanten in der graphischen Notation des Resource Description Frameworks (RDF) 
[Dau03]. RDF ist ein Standard des W3C und dient zur Formalisierung und Beschreibung von 
Informationen über sogenannte Ressourcen. Ressourcen stellen diesbezüglich Objekte dar, die 
über eindeutige Bezeichner identifiziert werden können. Die Informationen über diese Res-
sourcen können dadurch in einer von einer maschinenlesbaren Form erstellt werden. Gemein-
sam mit anderen Standards des W3C, wie bspw. der Web Ontology Language (OWL), stellt 
RDF die Basis für das Semantische Web dar.  
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3.2.5.1 Grundelemente 
Die Modellierung mit AOM erfolgt auf Basis der drei Grundelemente Asset, Arc und Level 2 
Structure, die nachfolgend kurz beschrieben werden [Dau08]: 
Assets: 
Assets sind die zentralen Modellierungselemente von AOM. Mit Assets werden sowohl Da-
tenstrukturen als auch Beziehungen abgebildet. Die graphische Darstellung von Assets erfolgt 
in ähnlicher Weise wie Entitätstypen beim ER-Modell als Rechtecke mit abgerundeten Ecken. 
Assets können konkret oder abstrakt sein. Abstrakte Assets besitzen keine Instanzen. Sie wer-
den für Vererbung und die Definition von komplexen Typen verwendet. Die zentralen festzu-
legenden Eigenschaften von Assets sind [Dau08]: 
 Name: Eindeutiger Name des Assets. 
 Key: Schlüssel (ggf. mehrere) des Assets. 
 Properties: Attribute des Assets jeweils mit einem entsprechenden Datentyp. Datentypen 
können einfach oder komplex sein. 
 Constraints: Zusätzliche Einschränkungen für Properties. Diese können für einzelne Pro-
perties, Property-übergreifend und Asset-übergreifend definiert werden.  
 Operations: Operations definieren die Zugriffsmethoden zu Asset-Instanzen. Operations 
werden durch abstrakte Methodennamen spezifiziert. 
 Weitere optionale Eigenschaften von Assets sind Label als Anzeigename für Asset-
Instanzen, Subject IDs zur Referenzierung von Ontologien, Scope um den Kontext des 
Assets zu definieren, Annotations um Bemerkungen zu Assets zu erfassen.  
 Arcs: 
Assets werden durch gerichtete Kanten, sogenannten Arcs miteinander verbunden. Es gibt 
zwei Typen von Kanten [Dau08]: 
 Arc: Ein Arc drückt aus, dass ein Asset eine Rolle bei einem anderen Asset spielt. Eine 
entsprechende Kante umfasst die folgenden optionalen Attribute: Role stellt die Rolle, die 
das Ziel-Asset im Quell-Asset spielt, dar. [min..max] zeigt die minimale und maximale 
Kardinalität an. * steht für den Bereich zwischen 0 und unendlich, d.h. für [0..*]. + steht 
für den Bereich zwischen 1 und unendlich, d.h. für [1..*]. Key definiert den Schlüssel des 
entsprechenden Ziel-Assets, falls mehrere vorhanden sind. Mit Range kann die Menge der 
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möglichen Instanzen des Ziel-Assets festgelegt werden. Arcs sind keine Beziehungen im 
Sinne eines ER-Modells. Beziehungen im Sinne des ER-Modells müssen als Asset mit 
entsprechenden Arcs zu den beteiligten Datenstruktur-Assets modelliert werden. 
 is_a-Arc: Zur Modellierung von Vererbung sind sogenannte is_a-Arcs vorgesehen. Einer 
entsprechenden Kante wird die Roll is_a als Bezeichnung zugeordnet. Das Quell-Asset 
der gerichteten Kante erbt alle Eigenschaften vom Ziel-Asset. Mit is_a-Arcs kann Ein-
fachvererbung und Mehrfachvererbung modelliert werden.  
Arcs können durch Cluster ergänzt werden, falls ausgehend von einem Asset, Verbindungen 
über Arcs zu verschiedenen anderen Assets führen. Mit einem Cluster können alternative ex-
klusive Verbindungen definiert werden. Die Darstellung eines Clusters erfolgt durch einen 
Kreis am Quell-Asset, der den Auswahloperator | enthält. Cluster können bei beiden Typen 
von Arcs (Arcs und is_a-Arcs) angewendet werden. 
Level 2 Structures: 
Level 2 Structures (L2S) sind zusammengesetzte Strukturen, die aus mehreren Assets und/oder 
anderen Level 2 Structures bestehen [Dau08]. L2Ss repräsentieren in AOM Objekte der realen 
Welt. In einem Geschäftsprozessumfeld repräsentieren sie Geschäftsobjekte oder Geschäfts-
dokumente. Eine L2S kann als eine Aggregation angesehen werden. Jedes L2S hat ein soge-
nanntes Identifiying Item, d.h. ein in der Struktur enthaltenes Asset oder eine andere enthalte-
ne Level 2 Structure, das/die als Wurzelelement der L2S ausgezeichnet ist. Level 2 Structures 
besitzen ein Label, das die Bezeichnung der L2S angibt und Annotations zur Hinterlegung 
von Bemerkungen als Attribute. 
Die Abgrenzung eines durch eine L2S abgebildeten Geschäftsobjekts erfolgt durch eine be-
schriftete Umrandung der Assets, die Bestandteil dieser L2S sind. Grafisch wird das Wurzel-
element innerhalb einer L2S durch eine hervorgehobene (fette) Umrandung des Assets oder 
alternativ der L2S dargestellt. Bei einer L2S müssen alle enthaltenen Assets über Verbindun-
gen innerhalb der L2S, d.h. die Arcs, erreichbar sein. Durch den hierarchischen Aufbau von 
Level 2 Structures wird eine Transformation der dadurch modellierten Geschäftsobjekte in 
hierarchische XML Schemata ermöglicht.  
Abbildung 27 zeigt drei Assets mit ihren Arcs, die zu einer Level 2 Structure zusammenge-
fasst wurden. Zur Sicherstellung der Baumstruktur wird bei Arcs ggf. die Richtung gedreht. 
Man spricht hier vom sogenannten Arc Reversal in Level 2 Structures. Dies ist beispielsweise 
in Abbildung 29 zwischen department und receives zu sehen. 
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Abbildung 27: Assets, Arcs und Level 2 Structures [Dau08] 
3.2.5.2 Stufen der Modellierung 
Die Modellierung bei AOM erfolgt stufenweise. Hierbei können grob die drei folgenden Stu-
fen unterschieden werden [Dau08]: 
1. In der ersten Stufe werden Assets mit ihren grundlegenden Eigenschaften (Name, Key und 
Properties), Arcs mit Kardinalitäten und ggf. Cluster identifiziert und modelliert. Abbil-
dung 28 zeigt ein AOM-Level-1-Diagramm mit Assets, Arcs und Cluster. Die Assets 
receives und forwards bilden mit den jeweils zugehörigen Arcs Beziehungen ab. 
2. Die zweite Stufe beinhaltet die Identifizierung und Modellierung sogenannter Level 2 
Structures (L2S). Diese werden in AOM verwendet, um die eigentlichen Geschäftsobjekte 
bzw. Geschäftsdokumente abzubilden. Hierzu können Assets, Arcs und Cluster in einer ei-
ner L2S durch eine beschriftete Umrandung zusammengefasst werden. Anschließend muss 
für jede L2S ein Wurzelelement bestimmt werden. 
3. Im Rahmen der dritten Stufe erfolgt das Ergänzen von Details. Diese können auf Modell-
ebene, Asset-Ebene, Arc-Ebene oder Property-Ebene ergänzt werden und beinhalten In-
formationen wie Global Model Settings, Namespaces, Scopes, Types, Constraints, Opera-
tions und Annotations.  
Label
Annotations A
Asset A
Asset C
Asset B
Key                  *
[n..m]
role
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Abbildung 28: Modellierung mit AOM (Stufe 1) [Dau08] 
In Abbildung 29 werden Ergänzungen der Stufen 2 und 3 von den in Abbildung 28 modellier-
ten Assets und deren Zusammenhängen dargestellt [Dau08]. Hierbei werden sowohl Level 2 
Structures mit den enthaltenen Assets als auch die Details bei den unterschiedlichen Elemen-
ten berücksichtigt. Dies sind Bereichsdefinitionen bei Arcs wie bspw. zwischen den Assets 
forwards und department oder Einschränkungen bei einzelnen Assets wie bspw. beim Asset 
order. Die Typisierung der Eigenschaften der Assets erfolgt auf der Grundlage von XML 
Schema. Hierbei muss nicht allen Eigenschaften ein Typ zugeordnet sein, d.h. ein Attribut 
kann auch undefiniert sein. 
name(first,middle?,last)
birthDate
person
name
institution
{customerID}               *
customer
customerID
is_a is_a
{orderNo}                     *
order
orderNo
orderDate
{productNo}                 *
product
productNo
name
description
receives
{departmentID}            *
department
departmentID
forwards
amount
position
{productNo}                 *
service
productNo
name
description
duration?
receiverforwarder
+
*
*
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Abbildung 29: Modellierung mit AOM (Stufe 2 und Stufe 3) [Dau08] 
Der Vorteil von AOM ist, dass sowohl Strukturen von einfachen Geschäftsobjekten in Form 
von Assets als auch von komplexen Geschäftsobjekten in Form von Level 2 Structures defi-
niert werden können. Darüber hinaus können durch Arcs sowohl einfache als auch komplexe 
Objekte miteinander verbunden werden, da Arcs auch Assets verschiedener Level 2 Structures 
verbinden können. Durch die Aggregation im Rahmen von Level 2 Structures, die gerichteten 
Kanten und die Auszeichnung eines Wurzel-Assets sind Baumstrukturen komplexer Objekte 
gegeben, die dadurch in XML-Strukturen abgebildet werden können. Dies ermöglicht eine 
name(first,middle?,last)
date birthDate
c:person
name
c:institution
{customerID}               *
c:customer
NMTOKEN customerID
is_a is_a
{orderNo}                                          *
order
orderNo
orderDate
{productNo}                 *
product
NMTOKEN productNo
name
description
receives
{departmentID}                  *
c:department
NMTOKEN departmentID
forwards int amount
position
{productNo}                 *
service
NMTOKEN productNo
name
description
duration duration?
> department
*
+
*
*
customer
department order
orderDate > customer/birthDate c 
service
product
*
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Einbindung in eine XML-basierte Prozessmodellierung und -ausführung. Die Nachteile von 
AOM sind die Beschränkung des Clusters bei Arcs auf das Exklusive Oder und die „un-
scharfe“ Definition der Arcs, welche nur die Semantik „Asset1 spielt eine Rolle bei Asset2“ 
bereitstellt. Dies ist auch der Grund, der gegebenenfalls zu einer Richtungsumkehrung bei 
Arcs innerhalb von Level 2 Structures führen kann. 
3.3 Modellierung von Abläufen in Frontends 
In diesem Abschnitt werden einige bekannte Ansätze zur Modellierung von Abläufen in 
Frontends erläutert [vgl. EsK04]. Ein Frontend steht hierbei für eine Softwarekomponente, die 
eine Mensch-Maschine-Interaktion auf Basis eines Softwaresystems ermöglicht. Frontends 
können, wie in Abschnitt 2.5 beschrieben, mit unterschiedlichen Technologien realisiert wer-
den. Dies umfasst sämtliche Webtechnologien, aber auch andere Technologien, mit denen 
Benutzerschnittstellen realisiert werden können. 
Zunächst wird mit UML-based Web Engineering (UWE) ein größtenteils auf UML basieren-
der Ansatz zur Modellierung von Webanwendungen beschrieben. Anschließend wird mit der 
Web Modeling Language (WebML) ein Ansatz vorgestellt, mit dem durch verschiedene zu 
modellierende Perspektiven die Anforderungsanalyse mit der nachfolgenden Implementierung 
im Rahmen der Entwicklung von Webanwendungen verknüpft werden soll. Ein weiterer al-
ternativer Ansatz wird mit der Navigational Development Technique erläutert, bei der der 
Schwerpunkt auf der Modellierung der Navigation liegt und die auf natürlich-sprachlichen 
Elementen basiert. 
3.3.1 UML-based Web Engineering 
UML-based Web Engineering (UWE) ist ein Ansatz, der die Realisierung von Webanwen-
dungen von der Analyse über den Entwurf bis hin zur Implementierung abdeckt. Der Ansatz 
wurde am Lehrstuhl für Programmierung und Softwaretechnik der Ludwig-Maximilians-
Universität von München entwickelt [HeK01, KrK02, KKZ08, UWE11]. UWE ermöglicht 
neben der Modellierung von Frontends eine semiautomatische Generierung von Webanwen-
dungen. Auf der Modellierungsebene wird durchgängig UML mit Erweiterungen durch UML-
Profile verwendet. Bei der Modellierung einer Webanwendung werden die Aspekte Inhalt, 
Navigation und Präsentation berücksichtigt. 
Die Ziele von UWE sind es, einen modellbasierten Entwurf von Webanwendungen auf Basis 
von Standardnotationen und eine anschließende Generierung zu ermöglichen. Für die Defini-
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tion von Erweiterungen wird neben UML-Profilen auch die Meta Object Facility4 (MOF) zur 
formalen Definition der Metamodelle genutzt und es werden weitere Standards wie XML und 
OCL eingesetzt. Darüber hinaus wird mit UWE auch eine Vorgehensweise für die Erstellung 
der Modelle vorgegeben, die an den von Jacobsen, Booch und Rumbaugh entwickelten Ratio-
nal Unified Process (RUP) angelehnt ist. Der Rational Unified Process ist ein Vorgehensmo-
dell zur objektorientierten Softwareentwicklung und ein kommerzielles Produkt der Firma 
Rational Software, die seit 2002 Teil des IBM Konzerns ist. Eine grundlegende Zielsetzung 
von UWE ist es, die Entwicklung von Webanwendungen mit Open-Source-
Entwicklungswerkzeugen zu unterstützen. 
 
Abbildung 30: Modelltypen von UWE bei Analyse und Design von Webanwendungen [KKZ08 S. 177] 
Abbildung 30 zeigt eine Übersicht der im Rahmen des Modellierungsprozesses von UWE zu 
erstellenden Modelle. Die Pfeile zeigen die Abhängigkeiten zwischen den verschiedenen Mo-
dellen, in dem sie jeweils auf das zugrundeliegende Vorgängermodell verweisen. Der Model-
lierungsprozess enthält die folgenden Schritte [KKZ08 S. 163ff.]: 
1. Für die Beschreibung von fachlichen Anforderungen werden Use-Case-Diagramme im 
sogenannten Requirements Model verwendet, um einen funktionalen Ausschnitt einer 
                                                 
4 Die Meta Object Facility (MOF) wurde von der Object Management Group (OMG) eingeführt und beschreibt 
eine spezielle Metadaten-Architektur [MOF10]. Die MOF-Spezifikation enthält die Definition des XMI-Formats 
(XML Metadata Interchange) für den Austausch von Metadaten. 
Requirements 
Model
Content 
Model
Navigation 
Model
Presentation 
Model
Process
Model
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Webanwendung für bestimmte Benutzer, sogenannte Actors, zu beschreiben. Alle nach-
folgend erstellten Modelle der anderen Typen basieren auf diesem Requirements Model. 
2. Beim Content Model wird in Form von Klassendiagrammen der für eine Webanwendung 
benötigte Inhalt der fachlichen Domäne festgelegt. Die Objekte, die in den Use-Case-
Diagrammen verwendet werden, stellen mögliche Kandidaten für die Klassen in einem 
Content Model dar. 
3. Auf Basis des Requirements Models und des Content Models wird die Navigationsmodel-
lierung im sogenannten Navigation Model durchgeführt. Hierbei werden die Navigations-
pfade der Webanwendung modelliert. Es wird festgelegt, über welche Strukturen inner-
halb einer Webanwendung auf den Content und einzelne Elemente der Benutzeroberfläche 
zugegriffen wird. Navigation Models bestehen aus Knoten verschiedener Typen, die mit 
Links verknüpft werden. Die Navigationsmodellierung erfolgt auf Basis von Stereotypen 
eines speziellen Navigations-UML-Profils, bei der die Knoten durch Klassen abgebildet 
werden. Die Erstellung des Navigation Models wird bei UWE durch spezielle methodi-
sche Richtlinien unterstützt.  
4. Mit dem Process Model können Abläufe der Geschäftslogik mit der Navigationsmodellie-
rung verknüpft werden. Bei Knoten vom Typ process class können im Navigation Model 
diese Abläufe hinzugefügt werden. Die Abläufe können sich aus den Anforderungen im 
Requirements Model ergeben. Die Prozessmodellierung erfolgt durch eine Erweiterung 
des UML-Aktivitätsdiagramms. 
5. Das Presentation Model stellt eine abstrakte Sicht auf die Benutzeroberfläche dar. Im 
Rahmen dieses Modellierungsschritts wird die Grundstruktur der Benutzeroberfläche in 
Form der benötigten Elemente definiert. Die Elemente eines Presentation Models stellen 
Klassen dar, die auf den Knoten des Navigation Models basieren. Diese Art der Modellie-
rung wird als Sketching bezeichnet, bei der sowohl der Inhalt als auch der grobe Aufbau 
von Seiten skizziert wird. 
Für die modellbasierte Generierung von Anwendungen mit UWE gibt es inzwischen mehrere 
Ansätze. Beispielsweise können mit UWE JEE-basierte Anwendungen halbautomatisiert er-
stellt werden [KrK02]. Bei der dadurch bereitgestellten Transformation werden die logischen 
Objekte der UWE-Modelle aus Analyse und Design auf eine physische Repräsentation abge-
bildet. Die Geschäftslogik wird hierbei über Enterprise Java Beans realisiert, die jedoch sepa-
rat implementiert werden müssen. Mit UWE4JSF ist inzwischen auch die Generierung von 
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Webanwendungen auf Basis von JavaServer Faces (JSF) möglich. Für die Modellierung wer-
den Erweiterungen der vorgestellten UWE-Profile in Kombination mit einer textuellen Spra-
che verwendet [UWE11]. 
Die Modellierung von Webanwendungen über UWE hat die folgenden Stärken [vgl. Her07]: 
Durch UWE werden umfangreiche Modellierungsmöglichkeiten für Webanwendungen zur 
Verfügung gestellt. Es wird die Modellierung von Abläufen im Frontend durch das Process 
Model bzw. durch die Use-Case-Diagramme unterstützt. Darüber hinaus wird eine Strukturie-
rung des abstrakten Aufbaus von Frontends durch das Presentation Model ermöglicht. Der 
Einsatz von UWE hat jedoch auch die folgenden Schwächen [vgl. Her07]: Es ist Experten-
wissen notwendig, um die speziellen – durch UML-Erweiterungen entstandenen – Modelle 
von UWE zu verstehen und einsetzen zu können. Die Definition von Rollen und deren Rechte 
wird bei der Modellierung nicht unterstützt. Darüber hinaus können auch keine Eingabevali-
dierungen modelliert werden. Die Definition der Prozesse ist eher technisch orientiert und 
wird im Rahmen der Modellierung in UWE nur als Ergänzung der restlichen Modelle genutzt. 
Die Einbindung von Geschäftslogik erfolgt nur indirekt über eine entsprechend separat zu 
implementierende Schicht. 
3.3.2 Web Modeling Language 
Die sogenannte Web Modeling Language (WebML) wurde am Dipartimento di Elettronica e 
Informazione der Politecnico di Milano entwickelt, um eine strukturierte Methode und Werk-
zeuge im Bereich der zunehmend komplexer werdenden Webentwicklung bereitstellen zu 
können [BCC06, BCF07, CFB00, WeM11]. Sie ist Bestandteil des W3I3-Projekts, das im 
Rahmen des Fourth Framework Programs der Europäischen Union zur Realisierung einer 
intelligenten Informations-Infrastruktur für datenintensive Webanwendungen initiiert wurde. 
Das Ziel von WebML ist es, einen durchgängig methodisch und werkzeugtechnisch unterstüt-
zen Realisierungsprozess von der Anforderungsanalyse über den gesamten Entwurf bis hin 
zur Entwicklung zu ermöglichen. Hierzu sollen Entwurfsmethoden, Formalismen, Sprachen 
und Werkzeuge bereitgestellt werden. Es soll vor allem die Einbindung dynamischer Inhalte 
aus Datenquellen bei Webanwendungen für moderne Entwicklungstechnologien unterstützt 
werden. Der Schwerpunkt bei WebML liegt auf der plattformunabhängigen Spezifikation von 
datenintensiven Webanwendungen. Bei den Konzepten von WebML werden auch die Perso-
nalisierung von Inhalten und die Präsentation auf unterschiedlichen Endgeräten berücksich-
tigt. Für die Anwendung der Konzepte von WebML steht eine CASE-Entwicklungsumgebung 
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ToriiSoft zur Verfügung, mit der auf Basis der Modelle auch entsprechender Programmcode 
generiert werden kann. 
Bei der Spezifikation von Webanwendungen mit WebML werden vier unterschiedliche, zuei-
nander orthogonale Perspektiven genutzt [CFB00, WeM11]: 
 Data Model: Über das Data Model werden die in einer zu spezifizierenden Webanwen-
dung benötigten Daten in Form von Entitätstypen und Beziehungstypen definiert. WebML 
beinhaltet keine neue Datenmodellierungssprache, sondern sie ist kompatibel zu beste-
henden Ansätzen, wie beispielsweise der ER-Modellierung oder der Modellierung mit 
Klassendiagrammen aus UML. Berechnete Daten und/oder redundante Daten, die bei der 
Realisierung von webbasierten Benutzeroberflächen in den meisten Fällen benötigt wer-
den, werden bei WebML durch eine einfache OQL-ähnliche5 Anfragesprache unterstützt. 
 Hypertext Model: Beim Hypertext Model wird eine Menge von Hypertexten beschrieben, 
die für den Aufbau der zu spezifizierenden Webanwendung genutzt werden. Das Hyper-
text Model ist in ein Composition Model und ein Navigation Model aufgeteilt. Im 
Composition Model werden die Webseiten und die einzelnen Bausteine – die sogenannten 
Units – definiert, aus denen die Webseiten aufgebaut sind. Es gibt die folgenden sechs un-
terschiedliche Arten von Units: data, multidata, index, filter, scroller und direct units, die 
jeweils einen technologieunabhängigen Baustein darstellen. Das Navigation Model defi-
niert hingegen die Verknüpfungen von Webseiten mit den einzelnen Units. Bei diesen 
Links werden zwei verschiedene Arten unterschieden: Ein non-contextual Link verknüpft 
semantisch unabhängige Seiten und ein contextual Link wird hingegen verwendet, wenn 
der Inhalt der Zielunit vom Inhalt der Quellunit abhängt. Contextual Links basieren auf 
dem Data Model, weil sie Units miteinander verknüpfen, deren darunter liegende Entitäts-
typen durch Beziehungstypen miteinander verknüpft sind. 
 Presentation Model: Durch das Presentation Model wird das Layout und der graphische 
Stil der Webseiten in abstrakter XML-Syntax unabhängig vom genutzten Endgerät und 
der jeweiligen Sprache beschrieben. Einzelne Spezifikationen können im Presentation 
Model entweder für Seiten oder die komplette Webanwendung erstellt werden. 
                                                 
5 Die Object Query Language (OQL) ist eine an SQL angelehnte Abfragesprache für objektorientierte Datenban-
ken, die von der Object Database Management Group (ODMG) als Standard definiert wurde. 
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 Personalization Model: Im Personalization Model kann Benutzer- bzw. Benutzergruppen-
spezifischer Inhalt festgelegt werden, der dann für eine entsprechend angepasste Anzeige 
genutzt werden soll. Es kann sowohl die Komposition der Units als auch das Layout mit 
entsprechenden Zusatzinformationen versehen werden. Zusätzlich können auch einfache 
benutzerabhängige Regeln zur jeweiligen Gestaltung des Frontends XML-basiert definiert 
werden. 
Der Entwurfsprozess mit WebML ist in Abbildung 31 dargestellt. Die Rückverweise zwischen 
den einzelnen Phasen verdeutlichen, dass bei der Vorgehensweise auch der Schritt zur vorhe-
rigen Phase erlaubt bzw. in manchen Fällen erforderlich ist. Die folgenden Phasen werden 
beim Modellierungsprozess mit WebML durchlaufen [WeM11]: 
1. Die Requirements Analysis umfasst die Definition der Ziele der Umsetzung der Weban-
wendung und Beispiele für Inhalt und Layout. Darüber hinaus werden die benötigte Per-
sonalisierung umgangssprachlich festgelegt sowie die Anforderungen bei den zu über-
nehmenden Daten definiert. 
2. Beim Data Design erfolgt die Erstellung der Data Models. Hier werden gegebenenfalls 
auch Datenstrukturen von abzulösenden Systemen als Basis für die weitere Bearbeitung 
geladen. 
3. Im Rahmen des Coarse Hypertext Design wird die grobe Anwendungsstruktur festgelegt, 
d.h. es wird die Verknüpfung von Seiten und Units festgelegt. Ebenso erfolgt die Abbil-
dung der Units auf die Entitätstypen des strukturellen Schemas und deren Beziehungen. 
Bezüglich der Personalisierung erfolgt hier bereits eine grobe Definition. Auf Basis von 
Rollen können entsprechende Sichten auf die Anwendung definiert werden. 
4. Im Anschluss an das Coarse Hypertext Design erfolgt das sogenannte Detailed Hypertext 
Design. Hierbei wird der Aufbau der einzelnen Seite und Units im Detail untersucht und 
deren Hypertext Model gegebenenfalls angepasst. Es können hierbei zusätzliche non-
contextual Links eingefügt, die Attribute der Units bearbeitet oder auch zusätzliche Units 
und Seiten bzgl. spezieller Anforderungen ergänzt werden. Beispielsweise können so vor-
geschaltete Suchmasken oder Filter für Dateneinschränkungen definiert werden. Bezüg-
lich Personalisierungsanforderungen können in diesem Schritt Detailregeln festgelegt 
werden. 
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5. Auf Basis der in den voranstehenden Schritten definierten Anwendungsstruktur, kann 
dann die Definition von Layout und Stil der Seiten im Rahmen des Presentation Designs 
für die Webanwendung erfolgen. 
 
Abbildung 31: Modellierungsprozess mit WebML [vgl. WeM11] 
Die ToriiSoft-Umgebung nutzt die WebML-Spezifikationen als Input für einen Code-
Generator, der die definierten Aspekte der Webanwendung in eine konkrete Auszeichnungs-
sprache (z.B. HTML oder WML) übersetzt. Die durch das Data Model und das Hypertext 
Model definierten datenrelevanten Funktionen werden auf Konstrukte einer serverseitigen 
Skriptsprache abgebildet (z.B. JSP oder ASP). 
WebML hat die folgenden Stärken bei der Modellierung von Webanwendungen [vgl. Her07]: 
Der Schwerpunkt und dadurch auch die größte Unterstützung liegt bei WebML auf inhaltli-
chen Aspekten und der darauf aufbauenden Navigation einer Webanwendung. Ein weiterer 
Vorteil ist die Unterstützung datenintensiver Anwendungen durch spezielle Konzepte im Be-
reich der Definition der Anwendungsstruktur. Die bei Webanwendungen häufig benötigte 
Personalisierung wird durch ein separates Modell berücksichtigt. Darüber hinaus wird die 
Personalisierung auch im Rahmen der Vorgehensweise beim Modellierungsprozess berück-
sichtigt. Abläufe im Frontend können durch die Modellierung der Navigation und des Daten-
flusses in der Anwendung unterstützt werden. WebML hat jedoch auch die folgenden Schwä-
chen [vgl. Her07]: Die umfassenden Modellierungsmöglichkeiten erfordern einen hohen 
Einarbeitungsaufwand. Es ist keine direkte Einbindung von Geschäftsprozessmodellen in den 
Modellen zur umzusetzenden Webanwendung vorgesehen, d.h. dies muss separat beschrieben 
werden. 
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3.3.3 Navigational Development Technique 
Die Navigational Development Technique (NDT) wurde am Department of Computer 
Languages and Systems der Universität von Sevilla entwickelt [EPM09, ERT04]. NDT stellt 
eine prozessorientierte Methode zur modellgetriebenen Realisierung von Webanwendungen 
zur Verfügung. Der Schwerpunkt dieses Ansatzes liegt derzeit auf dem Requirements Engi-
neering. Die Anwendung der Konzepte wird durch das ebenfalls an der Universität von Sevil-
la entwickelte NDT-Tool unterstützt. 
Die Aufteilung in verschiedene Aspekte (Separation of Concerns) ist bei NDT ein grundle-
gendes Prinzip. Der Schwerpunkt liegt jedoch auf der Modellierung der Navigation und soll 
bei NDT bereits bei der Analyse berücksichtigt werden, um in einem möglichst frühen Stadi-
um Anforderungen entsprechend korrekt zu definieren. Darüber hinaus können auch andere 
Aspekte einer Webanwendung wie Datenstrukturen, zu verarbeitende Informationen, Benut-
zerinteraktionen und Benutzerrollen definiert werden. 
 
Abbildung 32: Prozess der Anforderungsdefinition bei NDT [ERT04 S. 3] 
Das Vorgehen ist bei NDT durch einen fest vorgegebenen Prozess zur Anforderungsdefinition 
festgelegt. Hierbei werden die Schritte jeweils entsprechende Beschreibungsschablone doku-
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126 3 Methoden und Werkzeuge für eine modellbasierte Realisierung von Geschäftsprozessen 
 
mentiert, die tabellarisch aufgebaut sind. Das Ausfüllen der Schablonen erfolgt in vielen Fäl-
len auf textueller Basis. Es werden vordefinierte Lückentexte verwendet, um die bei natürli-
cher Sprache auftretende Ambiguität zu reduzieren. Die Verwendung natürlicher Sprache soll 
dafür sorgen, dass die im Rahmen der Analyse definierten Ergebnisse ohne Expertenwissen 
verständlich sind. Eine ausgefüllte Schablone stellt einen strukturierten Informationsblock dar. 
Dieser wird durch einen Code eindeutig identifiziert und kann somit in anderen Informations-
blöcken referenziert werden. 
Bei der Anforderungsdefinition werden im Rahmen von NDT die in Abbildung 32 dargestell-
ten Schritte zur Erstellung eines sogenannten Requirements Catalogue durchlaufen [ERT04 
S. 3ff.]: 
1. Bei der Objectives Definition werden zunächst die Ziele definiert, die durch die Weban-
wendung erreicht werden sollen. Hierzu werden für jedes Ziel ein Identifikationscode, ein 
Name und eine Beschreibung in einer speziellen Zielschablone erfasst. 
2. Im Anschluss daran werden bei der Storage Requirements Definition die Speicherungsan-
forderungen definiert. Hierbei wird festgelegt, welche Daten vom zu realisierenden Sys-
tem gespeichert werden sollen. In die entsprechende Schablone für die Speicherungsan-
forderung werden der Identifikationscode, der Name, die assoziierten Ziele, eine 
Beschreibung und spezifische Informationen zu den zu speichernden Daten angegeben. 
Die spezifischen Informationen zu den zu speichernden Daten enthalten jeweils einen 
Namen, eine Beschreibung und eine abstrakte Datentypbeschreibung für jedes Datenfeld. 
3. Bei der Actors Definition werden Benutzerrollen für die umzusetzende Webanwendung 
definiert. Dabei werden zunächst sogenannte Basisrollen erstellt. Die entsprechende 
Schablone für die Basisrollen umfasst den Identifikationscode, den Namen, die assoziier-
ten Ziele, eine Beschreibung der Rolle sowie ein Klassifikationskriterium für die Zuord-
nung dieser Rolle zu einem Benutzer. Zum Abschluss dieses Schritts werden die definier-
ten Basisrollen bzgl. Kompatibilitäten untersucht. Gegebenenfalls erfolgt eine 
Konsolidierung und es werden Kombinationsrollen aus zueinander kompatiblen Rollen 
gebildet. 
4. Nach der Definition der Benutzerrollen erfolgt die Beschreibung umzusetzender Funktio-
nalität der Webanwendung in der Functional Requirements Definition. Hierbei werden ne-
ben einer speziellen Schablone auch Use-Case-Diagramme eingesetzt. Die Schablone ent-
hält neben Identifikationscode, Name, Beschreibung, assoziierte Ziele und Rollen auch die 
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Beschreibung von Abläufen als sequentielle Abfolge von einzelnen Schritten. Darüber 
hinaus kann eine Fehler- und Ausnahmebehandlung definiert werden. 
5. Die Anforderungen bzgl. der Interaktion des Benutzers mit der Webanwendung werden in 
der Interaction Requirements Definition festgelegt. In Abhängigkeit der Rolle des Benut-
zers wird beschrieben, welche Informationen bei möglichen Interaktionen angezeigt wer-
den. Bei der Definition der Interaktionsanforderungen werden zwei verschiedene Aspekte 
berücksichtigt: Einerseits werden über sogenannte Phrasen mit Hilfe von Schablonen An-
fragen beschrieben. Sie beschreiben den Zugriff der zu realisierenden Webanwendung auf 
die zugrundeliegende Datenbasis. Andererseits können durch sogenannte Browsing-
Prototypen alle anderen zuvor definierten Spezifikationen referenziert werden. Die Schab-
lonen von Browsing-Prototypen beschreiben wie die Navigation für einen Benutzer er-
folgt, Funktionen ausgeführt werden können und Information dargestellt werden. Hierzu 
werden entsprechende Phrasen, Benutzerrollen und Browsing-Prototypen miteinander 
verknüpft. Durch die beiden Konzepte werden sowohl funktionale Anforderungen an die 
zu realisierenden Seiten als auch Navigationsanforderungen in abstrakter Form definiert. 
6. Bei der Non-Functional Requirements Definition werden nichtfunktionale Anforderungen 
beschrieben, die keiner der zuvor definierten Spezifikationen entsprechen. Mögliche An-
forderungen sind hier Benutzerfreundlichkeit, Skalierbarkeit, Zuverlässigkeit, Wartbarkeit 
etc. 
NDT hat die folgenden Vorteile [vgl. Her07]: Da der Aspekt der Navigation bereits während 
der Anforderungsdefinition berücksichtigt wird, erhält man zu einem frühen Zeitpunkt bereits 
eine Spezifikation, die sich durch einen hohen Detaillierungsgrad auszeichnet. Durch die 
Verwendung von natürlicher Sprache wird die Mitwirkung des Fachbereichs bei der Anforde-
rungsspezifikation erleichtert. NDT hat jedoch auch die folgenden Nachteile [vgl. Her07]: Der 
Schwerpunkt liegt bei NDT auf der Analyse und nicht auf der Generierung von ausführbarem 
Programmcode. Die durch die Verwendung von natürlicher Sprache auftretende Ambiguität 
führt bei einer automatisierten Verarbeitung der erstellten Spezifikationen zu Problemen. 
3.4 Model Driven Architecture 
Mit Model Driven Development (MDD) wird die Verwendung von Modellen und Generatoren 
zur Verbesserung der Softwareentwicklung bezeichnet [StV05]. Bei MDD soll mit Generato-
ren auf Basis von Modellen Quellcode erzeugt werden. Ein möglicher Weg zur Implementie-
rung eines Model Driven Developments wird mit der von der Object Management Group 
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(OMG) entwickelten Model Driven Architecture (MDA) zur Verfügung gestellt [OMG11, 
RSN03]. Dies ist der derzeit am weitesten verbreitete Ansatz zur modellgetriebenen Soft-
wareerstellung [StV05]. Die OMG verfolgt das Ziel, Standards für die Integration und die 
Portabilität von Softwaresystemen zu entwickeln. 
Durch den Einsatz von MDA soll die Entwicklungsgeschwindigkeit und die Qualität des ent-
wickelten Programmcodes gesteigert werden. Darüber hinaus soll durch MDA die Komplexi-
tät bei der Entwicklung mehrschichtiger Softwaresysteme reduziert werden und der Wieder-
verwendungsgrad erhöht werden. Die Definition der umzusetzenden Software soll hierbei auf 
einer abstrakteren Ebene erfolgen. Hierzu müssen Modelle erstellt werden, aus denen die 
dann mit Hilfe von Softwaregeneratoren Programmcode erzeugt wird. Durch die Trennung 
von fachlichen, technischen und technologiespezifischen Aspekten soll eine Beherrschung 
von technologischen Änderungen erreicht werden.  
MDA geht im Unterschied zu den CASE-Ansätzen der 90er Jahre nicht von einer vollständig 
automatisierten Erzeugung von Software auf Basis definierter fachlicher Anforderungen aus. 
Es wird hingegen ein Automatisierungsgrad angestrebt, der an die jeweiligen Rahmenbedin-
gungen angepasst ist, d.h. je nach Umgebung (Fachdomäne, Anforderungen, verwendete 
Technologien etc.) variieren kann. Die bei MDA zu erstellenden Modelle werden in der Regel 
auf Basis von UML definiert. 
3.4.1 Modelle, Plattformen und Abstraktionsebenen 
Bei MDA werden generell Modelle und Plattformen unterschieden. Ein Modell stellt eine 
abstrakte Repräsentation einer Struktur oder des Verhaltens eines Systems dar. Eine Plattform 
bezeichnet eine einheitliche technologische Basis mit der Anwendungssoftware (C++, Java, 
Webservices etc.) realisiert und ausgeführt werden kann. Modelle werden in verschiedene 
Abstraktionsebenen aufgeteilt, die aufeinander aufbauen und dadurch die Komplexität bei den 
einzelnen Modellen im Vergleich zu einem alle Aspekte umfassenden Modell reduzieren. Ge-
nerell werden bei MDA drei verschiedene Arten von Modellen unterschieden [KeM05]: 
 Das Computation Independent Model (CIM) beschreibt eine Anwendung auf der fachli-
chen Ebene. Die Modellierung soll hierbei in einer für den Anwender verständlichen Form 
erfolgen, da dieses Modell zur Abstimmung der Anforderungen des Fachbereichs mit der 
IT genutzt werden soll. 
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 Mit dem Platform Independent Model (PIM) werden Strukturen und Funktionalitäten von 
Anwendungsbausteinen zu den in entsprechenden CIMs definierten Anwendungen platt-
formunabhängig beschrieben. 
 Auf Basis eines PIM und einer gegebenen Plattform kann ein sogenanntes Platform 
Specific Model (PSM) definiert werden. Dieses Modell nutzt die von der Plattform bereit-
gestellten technologiespezifischen Schnittstellen. 
3.4.2 Transformationen zwischen den Modellarten 
Die Transformationen zwischen verschiedenen Modellarten werden in der Regel von einer 
abstrakteren Ebene in eine konkretere Ebene (CIM → PIM → PSM → Code) durchgeführt. 
Transformationen müssen einerseits flexibel, andererseits jedoch formal definiert werden 
können [RSN03]. Eine Transformation kann manuell, semiautomatisch oder vollautomatisch 
erfolgen [KeM05]. Bei den Transformationen werden aus den Modellelementen des Quell-
modells entsprechend festzulegender Transformationsregeln die Modellelemente des Zielmo-
dells oder Codefragmente erzeugt. Diese Transformationsregeln werden bei MDA auch als 
Mappings bezeichnet.  
 
Abbildung 33: Transformationen zwischen den Modellarten [KeM05] 
 
 
CIM
PIM
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Bei Transformationen zwischen den Modellarten werden bei MDA grundsätzlich die folgen-
den zwei Typen unterschieden [RSN03]: 
 Modelltransformation: Bei der Modelltransformation wird ausgehend von einem beste-
henden Modell ein neues Modell einer anderen Modellart erzeugt. Aus den Elementen des 
Quellmodells werden die Elemente des Zielmodells abgeleitet. 
 Codetransformation: Bei der Codetransformation erfolgt ausgehend von einem Modell 
eine Generierung von Programmcode. Aus einzelnen Elementen des Quellmodells werden 
Codefragmente erzeugt. 
In Abbildung 33 ist ein Transformationsprozess zwischen den verschiedenen Modellarten 
dargestellt. Hierbei wird ausgehend von einem CIM über Modelltransformationen zunächst 
ein PIM und anschließend drei PSM für die unterschiedlichen Technologien Java, C# und 
C++ erzeugt. Auf Basis der einzelnen PSM wird über eine Codetransformation jeweils ent-
sprechender Programmcode erstellt. 
 
Abbildung 34: Transformation innerhalb derselben Ebene bzw. verschiedenen Ebenen [vgl. RSN03] 
Transformationen können auch innerhalb derselben Abstraktionsebene erfolgen. Wie in Ab-
bildung 34 dargestellt, wird ein PIM, das bspw. eine Anwendung in allgemeiner Form be-
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schreibt durch eine Transformation in ein weiteres PIM überführt, das die Umsetzung durch 
eine Webanwendung modelliert. Erst in einer zweiten Transformation wird aus dem PIM der 
Webanwendung dann ein PSM zur Beschreibung der Umsetzung durch die konkrete Techno-
logie JavaServer Faces erzeugt. Auf Basis des PSM wird dann im Rahmen einer dritten 
Transformation – einer Codetransformation – Java- und JSF-Code generiert. 
Für die Transformation eines PIM in ein PSM werden bei MDA die Transformationsregeln 
noch in die folgenden Arten unterschieden [KeM05 S. 300]: 
 Model Type Mapping: Model Type Mappings werden auf Ebene der zugrundeliegenden 
Modellsprachen definiert [KeM05]. Sie beschreiben die Regeln zur Transformation von 
Sprachkonstrukten des Quellmodells in entsprechende Sprachkonstrukte des Zielmodells. 
Beispielsweise kann so eine generische Abbildung von Entitätstypen auf Java-Klassen de-
finiert werden. 
 Model Instance Mapping: Bei Model Instance Mappings werden hingegen Regeln für die 
Transformation konkreter Instanzen eines PIM in konkrete Instanzen eines PSM beschrie-
ben [KeM05]. Hierbei wird eine Identifikation der zu transformierenden Instanzen benö-
tigt. Diese Identifikation erfolgt bei MDA anhand von Markierungen. 
 Combined Type and Instance Mappings: Diese dritte Art ermöglicht auch die Kombinati-
on der zuvor genannten Arten [KeM05]. 
Die Dokumentation der bei einer Transformation angewendeten Transformationsregeln erfolgt 
im sogenannten Record of Transformation. 
3.4.3 Einsatz von MDA 
Bei MDA können beliebige Modellierungssprachen als Basis verwendet werden. Für die De-
finition von Konstrukten entsprechender Modellierungssprachen wurde von der OMG die 
Beschreibungssprache Meta Object Facility (MOF) [MOF10] definiert. MOF stellt hierzu 
generische Konzepte wie Klassen, Assoziationen, Ausnahmen etc. zu einer übergeordneten 
Beschreibung unterschiedlicher Modellierungssprachen zur Verfügung. Obwohl MDA prinzi-
piell unabhängig von den zugrundeliegenden Modellierungssprachen konzipiert wurde, hat 
sich vor allem UML als Modellierungssprache durchgesetzt, die durch sogenannte UML-
Profile branchen- und projektspezifisch angepasst werden kann [KeM05]. 
Beim Einsatz von MDA ergeben sich die folgenden Vorteile [KeM05]: MDA ermöglicht auf 
den höheren Abstraktionsebenen eine kompakte Darstellung komplexer Systeme. Durch die 
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Unterscheidung in plattformunabhängige und plattformspezifische Modelle kann eine Umset-
zung auf Basis einer neuen Technologie sehr schnell erfolgen, da direkt auf den plattformun-
abhängigen Modellen aufgesetzt werden kann. Durch die Verwendung von standardisierten 
Modellierungssprachen und Metamodellierungskonzepten wird die Integration in verschiede-
ne Werkzeuge unterschiedlicher Hersteller unterstützt. Es sind sowohl Modelle zur Kommu-
nikation mit dem Fachbereich als auch für die Kommunikation zwischen IT-Mitarbeitern vor-
gesehen. Generierungsschritte zwischen den Modellarten können den Entwicklungsprozess 
beschleunigen und die Fehlerhäufigkeit bei gleichbleibenden Erstellungsmustern minimieren. 
Beim Einsatz von MDA können sich jedoch auch die folgenden Probleme ergeben [KeM05]: 
Da meist keine vollständige Generierung von Programmcode erreicht werden kann, sind in 
diesen Fällen nachträgliche Erweiterungen und Änderungen erforderlich. Der Aufwand und 
die Wartbarkeit bei solchen Anpassungen sind abhängig von der Qualität des generierten Pro-
grammcodes. Bei manuellen Anpassungen kann die Konsistenz zwischen den Modellen nicht 
mehr automatisiert sichergestellt werden, da es sich beispielsweise bei einem PIM um eine 
Abstraktion eines PSM handelt [RSN03]. Bei der Definition von Transformationsalgorithmen 
ergeben sich in der Regel Einschränkungen, die nach einer Generierung manuelle Optimie-
rungsschritte erfordern, um eine ausreichende Performance des generierten Systems zu errei-
chen. Durch den Freiraum, den die Verwendung von MDA erlaubt, ist das problemlose Zu-
sammenspiel bei Produkten unterschiedlicher Hersteller derzeit noch nicht gegeben. Für die 
erfolgreiche Generierung von Anwendungslogik ist neben der Beschreibung der strukturellen 
Aspekte eines Systems, vor allem die Beschreibung dynamischer Aspekte relevant. Die Mo-
delle und Konstrukte zur Beschreibung dynamischer Aspekte sind bei UML jedoch auf der 
gleichen Ebene wie eine Programmiersprache und stellen somit keine geeignete Plattform zur 
Kommunikation mit dem Fachbereich dar. 
 
  
  
4 Kollaborative Softwareentwicklung 
Bei der Erstellung betriebswirtschaftlicher Softwaresysteme sind verschiedene Personen in 
unterschiedlichen Rollen beteiligt. Häufig gehören die Beteiligten zu unterschiedlichen Un-
ternehmen und Institutionen. Die Realisierung solcher Systeme erfolgt zunehmend durch die 
Herstellung von Komponenten durch einzelne Zulieferer, die dann von Systemintegratoren 
zusammengeführt und implementiert werden [Hil07]. Dadurch gewinnt die zwischenbetriebli-
che Zusammenarbeit in der Softwarebranche immer mehr an Bedeutung. Um den Wertschöp-
fungsprozess innerhalb dieser entstehenden sogenannten Softwarelieferketten zu stärken, 
müssen Umgebungen geschaffen werden, welche die organisationsübergreifende Realisierung 
und Assemblierung von Softwarekomponenten unterstützen. Für eine effiziente und effektive 
Zusammenarbeit bei der Realisierung komplexer Geschäftsprozesse im Rahmen serviceorien-
tierter Softwaresysteme müssen diesbezüglich die besonderen Anforderungen bei den ver-
schiedenen Phasen von der Anforderungsanalyse bis hin zur Implementierung berücksichtigt 
werden. 
4.1 Grundlagen kollaborativer Arbeit 
Neue Herausforderungen aufgrund der gestiegenen Komplexität und Dynamik bei der Her-
stellung von Produkten oder der Durchführung von Dienstleistungen erfordern die Zusam-
menarbeit vieler Beteiligter [GrK07 S. 1]. Zusätzlich nimmt der Bedarf an Unterstützung ei-
ner solchen Zusammenarbeit aufgrund der sozialen Veränderungen im Arbeitsumfeld wie 
Globalisierung, Flexibilisierung und Innovationsdruck sowie der Entwicklung neuer Organi-
sationsformen wie Tele-Arbeit, Offshoring und Outsourcing immer mehr zu [GrK07 S. 2]. 
Darüber hinaus wird durch die Vernetzung von Computern, insbesondere durch das Internet, 
die Nachfrage nach einer integrierten Unterstützung der Zusammenarbeit stetig erhöht 
[GrK07 S. 2]. 
4.1.1 Kollaboration, Kooperation, Koordination und Kommunikation 
Der Begriff Kollaboration wird oft sehr unterschiedlich verwendet. Er steht meistens nicht für 
sich alleine, sondern wird oft mit anderen – ähnlichen – Begriffen wie Kooperation, Koordi-
nation und Kommunikation genannt [Sto03, Wen96]. Die Vorsilbe „Ko“ drückt eine Bezie-
hung zwischen zwei Subjekten oder Objekten aus, die „miteinander“, „zusammen“ oder „ge-
meinsam“ handeln [Sto03]. 
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Die Begriffe Kollaboration oder Kooperation werden häufig auch als Synonyme verwendet. 
Der Begriff der Kollaboration hat diesbezüglich seinen Ursprung in der englischsprachigen 
Fachliteratur durch die Verwendung des Begriffs „Collaboration“. Sowohl Kollaboration als 
auch Kooperation beschreiben die Zusammenarbeit von zwei oder mehreren Personen bzw. 
Organisationen zur Erreichung eines gemeinsamen Ziels [HRH07]. Die beiden Begriffe kön-
nen jedoch laut [Sto03 S. 38ff.] auch folgendermaßen voneinander abgegrenzt werden: 
 Eine Kollaboration bezeichnet die Zusammenarbeit von zwei oder mehreren Partnern am 
selben Arbeitsgegenstand oder Problem [Sto03 S. 40-43]. Die Partner stehen hierzu mitei-
nander in einem wechselseitigen Austausch und arbeiten dadurch an einem gemeinsamen 
Bedeutungsraum. Bei einer kollaborativen Handlung nehmen die Beiträge wechselseitig 
aufeinander Bezug und sind daraufhin ausgerichtet, ein gemeinsames Ziel zu erreichen. 
 Eine Kooperation bezeichnet die gegenseitige Unterstützung von zwei oder mehreren 
Partnern zum besseren oder schnelleren Erreichen eines gemeinsamen Ziels [Sto03 S. 38-
40]. Dies erfordert nicht unbedingt einen kollaborativen Prozess, da in vielen Fällen be-
reits der Austausch von Ressourcen, Wissen und Erfahrungen einen ausreichenden Me-
chanismus darstellt. Bei einer Kooperation können auch durch die beteiligten Partner ge-
meinsame Aufgaben in disjunkte Teilaufgaben zerlegt werden, die dann von den einzelnen 
Partnern jeweils individuell bearbeitet werden müssen. Jedoch ist auch hier die Vorgabe, 
dass sich alle Beteiligten dazu bereit erklären, im Rahmen der Kooperation ein gemeinsam 
definiertes Ziel zu erreichen. Die Umsetzung der einzelnen Teilaufgaben kann zunächst 
separat erfolgen. Für das Zusammenfügen der Teillösungen zu einer kohärenten Lösung 
ist dann eine kollaborative Phase erforderlich. 
Die Definition von Kollaboration erfolgt in dieser Arbeit etwas weiter gefasst als in [Sto03 
S. 47], indem nicht zwingend ein wechselseitiger Bezug der Beiträge bei der Zusammenarbeit 
für eine Kollaboration gefordert wird und die Kooperation als Teil der Kollaboration verstan-
den wird [vgl. Bor09 S. 6]: 
Definition 4.1: Kollaboration  
Kollaboration bezeichnet die Zusammenarbeit von Partnern, die am gleichen Artefakt 
(Arbeitsgegenstand) arbeiten und ein gemeinsames Ziel verfolgen. Partner können Per-
sonen oder Organisationen sein. Die drei Grundelemente kollaborativer Arbeit sind Ko-
operation, Koordination und Kommunikation. Kooperation bezeichnet dabei die arbeits-
teilige Leistungserbringung zwischen zeitlich, räumlich oder organisatorisch verteilten 
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Aufgabenträgern oder Organisationen zur Erreichung eines gemeinsamen Ziels. Unter 
Koordination wird die Organisation der Zusammenarbeit verstanden, d.h. die Anwen-
dung von Mechanismen, die lenkenden Einfluss auf Aktivitäten und Prozesse bei der 
Erstellung eines Produkts oder der Erbringung einer Dienstleistung haben. Kommunika-
tion stellt mit dem Austausch von Informationen zwischen den beteiligten Partnern die 
Basis für Koordination und Kooperation dar, wobei Informationen Daten bzw. Nach-
richten in einem entsprechenden Anwendungskontext darstellen.  
Beispiele für Kollaboration sind das gemeinsame verteilte Erstellen oder Bearbeiten von Do-
kumenten oder der gemeinsame Entwurf eines Produkts im Rahmen der Konstruktion. 
 
Abbildung 35: Grundelemente kollaborativer Arbeit [vgl. BeR06 S. 5] 
Abbildung 35 veranschaulicht die grundlegenden in der Definition genannten Interaktionsme-
chanismen einer Kollaboration. Bedeutend bei einer Kollaboration ist, dass auch der jeweilige 
Kontext in Form des entsprechenden Arbeitsumfelds und der aktuellen Rahmenbedingungen 
der beteiligten Personen bzw. Organisationen berücksichtigt werden. Die drei grundlegenden 
Interaktionsmechanismen einer Kollaboration werden nachfolgend detailliert beschrieben. 
4.1.1.1 Kommunikation 
Kommunikation ist die Basis jeder Zusammenarbeit und bezeichnet jegliche Art von Informa-
tionsaustausch zwischen Personen [GrK07 S. 8]. Die an einer Kommunikation beteiligten 
Personen werden nachfolgend als Kommunikationspartner bezeichnet.  
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Kommunikation wird in direkte und indirekte Kommunikation unterschieden [vgl. GrK07 
S. 79]:  
 Bei der direkten Kommunikation werden Informationen gezielt von einem Sender zu ei-
nem oder mehreren Empfängern übertragen. Direkte Kommunikation wird nochmals in 
synchrone und asynchrone Kommunikation unterschieden. Bei direkter synchroner Kom-
munikation findet der Informationsaustausch in Echtzeit statt, d.h. allen Kommunikations-
partnern stehen alle Informationen sofort und gleichzeitig zur Verfügung. Ein Vorteil der 
direkten synchronen Kommunikation ist die zeitgleiche Anwesenheit von Sender und 
Empfänger, so dass eine persönliche Kommunikation stattfinden kann. Dies ist jedoch 
auch gleichzeitig ein Nachteil, der sich vor allem bei weltweit verteilten Kommunikati-
onspartnern bemerkbar macht. Bei direkter asynchroner Kommunikation stehen den 
Kommunikationspartnern die Informationen ggf. erst mit einer Zeitverzögerung zur Ver-
fügung. Der Vorteil direkter asynchroner Kommunikation ist, dass sie räumlichen und 
zeitlichen Verteilungen besser gerecht wird, da keine gemeinsamen Zeitfenster für die 
Kommunikation festgelegt werden müssen. Dies ist gleichzeitig auch der Nachteil, da der 
Erhalt und das Verständnis bzgl. der übermittelten Information beim beteiligten Kommu-
nikationspartner erst zeitlich verzögert geprüft werden kann. 
 Bei der indirekten Kommunikation wird die Information nicht von einem Sender an be-
stimmte Empfänger versandt, sondern gespeichert und so zur Verfügung gestellt, dass an-
dere – entsprechend berechtigte – Kommunikationspartner darauf zugreifen können. Ob 
und wann berechtigte Kommunikationspartner diese Information abrufen, ist zum Zeit-
punkt der Bereitstellung nicht bekannt. Potenzielle Empfänger können zu einem beliebi-
gen Zeitpunkt auf die Informationen zugreifen und nach verschiedenen Kriterien abrufen, 
d.h. indirekte Kommunikation ist immer asynchron. Indirekte Kommunikation kann für 
die Umsetzung von Wissensmanagement und zur Koordinationsunterstützung genutzt 
werden [vgl. GrK07 S. 97-101].  
Kommunikation kann darüber hinaus in explizite und implizite Kommunikation unterschie-
den werden: 
 Explizite Kommunikation erfolgt durch ein aktives und bewusstes Bereitstellen von Infor-
mationen durch einen Kommunikationspartner für andere Kommunikationspartner. 
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 Implizite Kommunikation bezeichnet das passive automatisierte Bereitstellen von Informa-
tionen durch die Veröffentlichung von Tätigkeiten der Kommunikationspartner, z.B. die 
Anzeige welcher Mitarbeiter gerade welches Artefakt bearbeitet bzw. zu bearbeiten plant. 
4.1.1.2 Koordination 
Koordination umfasst sämtliche Tätigkeiten zur Organisation der Zusammenarbeit zum Errei-
chen eines gemeinsamen Ziels [vgl. GrK07 S. 87ff.]. Hierzu gehören die Zuordnung von Auf-
gaben, deren zeitliche Planung, die Kontrolle des Zugriffs auf Artefakte und Ressourcen 
durch Sperren oder andere Mechanismen zur Mehrbenutzerkontrolle und das Zusammenfüh-
ren von Ergebnissen. Bei Koordination kann ähnlich wie bei Kommunikation zwischen expli-
ziter und impliziter Koordination unterschieden werden: 
 Bei der expliziten Koordination erfolgen die Koordinationsanweisungen direkt durch den 
Menschen. 
 Die implizite Koordination bezeichnet das automatisierte Bereitstellen von Koordinations-
anweisungen, die durch bestimmte Regeln ermittelt werden können, z.B. das automatische 
Erzeugen und Zuweisen eines Arbeitspakets für einen zur Verfügung stehenden Mitarbei-
ter nach der Fertigstellung eines bestimmten Artefakts. 
4.1.1.3 Kooperation 
Als Kooperation wird die eigentliche Zusammenarbeit verschiedener beteiligter Akteure be-
zeichnet [GrK07 S. 8]. Die Kooperation wird auf Basis der zur Verfügung gestellten Kommu-
nikations- und Koordinationsmittel durchgeführt. Dies umfasst die Festlegung der gemeinsam 
zu erreichenden Ziele, die Aufteilung der durchzuführenden Arbeiten, die Definition von Ab-
läufen bei der Zusammenarbeit und die Regelung der Nutzung von Ressourcen und des Zu-
griffs auf gemeinsame Artefakte. Die Art einer Kooperation kann mit Hilfe folgender Kriteri-
en untersucht und beschrieben werden [vgl. Bor09, HRH07]: 
 Räumliche und zeitliche Verteilung: Die bei einer Kooperation vorhandene Art der Vertei-
lung der Zusammenarbeit kann mit Hilfe der Raum-Zeit-Taxonomie [Gru94 S. 25] ange-
geben werden. Durch diese Taxonomie wird die Zusammenarbeit anhand der beiden Di-
mensionen Raum und Zeit aufgeteilt, bei denen jeweils drei Zustände unterschieden 
werden. Bei der Raumdimension befinden sich die Beteiligten im Rahmen der Zusam-
menarbeit entweder am gleichen Ort, an unterschiedlichen, aber bekannten Orten oder an 
unterschiedlichen und unbekannten Orten. Bei der Zeitdimension arbeiten die Beteiligten 
138 4 Kollaborative Softwareentwicklung 
 
entweder gleichzeitig, zu unterschiedlichen, aber bekannten Zeiten oder zu unterschiedli-
chen und unbekannten Zeiten. 
 Intensität: Die Untersuchung und Bewertung der Intensität einer Kooperation kann auf 
Basis des Anteils der gemeinsam durchgeführten Leistungserbringung eines im Rahmen 
der Kooperation zu erbringenden Leistungspakets erfolgen. Ist dieser Anteil groß, dann ist 
die Kooperationsintensität hoch. Werden die Aufgaben überwiegend von einzelnen Betei-
ligten selbständig durchgeführt und abschließend zusammengeführt, dann ist die Koopera-
tionsintensität niedrig. 
 Abhängigkeitsstruktur: Der Abhängigkeitsgrad zwischen einzelnen Aufgaben kann bei 
kooperativer Arbeit stark variieren. Dieser Abhängigkeitsgrad resultiert aus drei grundle-
genden Konstellationen in denen Aufgaben zueinander in Beziehung stehen können [vgl. 
Sha93]. Können Aufgaben zeitlich parallel zueinander und von den jeweils Beteiligten in-
dividuell ausgeführt werden, dann werden diese als unabhängig voneinander bezeichnet. 
Bei einer sequenziellen Abhängigkeit von Aufgaben hängt eine Aufgabe B vom Resultat 
einer vorhergehenden Aufgabe A ab und kann erst nach Abschluss von Aufgabe A begon-
nen werden. Sind zwei oder mehr Aufgaben stark ineinander verwoben, d.h. der Fort-
schritt jeder einzelnen Aufgabe ist von Teilergebnissen der anderen Aufgaben abhängig, 
dann wird dies als eine reziproke Abhängigkeit bezeichnet. Die Abhängigkeitsstruktur 
kann die Intensität einer Kooperation beeinflussen. Eine reziproke Abhängigkeitsstruktur 
der Aufgaben unterschiedlicher Beteiligter bedingt eine hohe Intensität der Kooperation. 
 Organisationsstruktur: Die Organisationsstruktur beschreibt, in welchem organisatorischen 
Rahmen die Kooperation stattfindet, d.h. welche Organisationseinheiten in welcher Funk-
tion beteiligt sind. Eine Kooperation kann bspw. komplett innerhalb eines Unternehmens 
oder auch über mehrere Unternehmen oder sonstige Organisationen hinweg erfolgen. Bei 
der Betrachtung der Organisationsstruktur sollte auch die Anzahl der jeweils beteiligten 
Personen berücksichtigt werden, da der Kommunikationsbedarf und vor allem der Koor-
dinationsbedarf mit steigender Anzahl von Beteiligten stark zunehmen. 
4.1.2 Computergestützte Kollaboration 
Die Computer Supported Cooperative Work oder auch Computer Supported Collaborative 
Work (Abkürzung für beide: CSCW) ist ein multidisziplinäres Arbeitsgebiet, das sich damit 
beschäftigt, soziale Interaktion zu verstehen und technische Systeme zur Unterstützung dieser 
sozialen Interaktion zwischen den Benutzern solcher Systeme zu entwerfen, zu entwickeln 
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und zu evaluieren [GrK07 S. 194]. Die Kernaufgabe stellt die IT-technische Unterstützung der 
Interaktionsmechanismen Kommunikation, Koordination und Kooperation dar [Wen96, 
SDK99]. Laut der Gesellschaft für Informatik versteht man unter CSCW „das Forschungsge-
biet hinter dem Einsatz von Software zur Unterstützung von Zusammenarbeit (Collaboration), 
das Einflüsse aus den Forschungsgebieten Organisations- und Führungslehre, Psychologie, 
Informatik, Soziologie, u.a. zusammenfasst. Es wird untersucht wie Personen in Arbeitsgrup-
pen oder Teams zusammenarbeiten und wie sie dabei durch den Einsatz von Informations- 
und Kommunikationstechnologie unterstützt werden können" [GeI11]. Bowers und Benford 
definieren CSCW folgendermaßen: „Die Computer Supported Cooperative Work untersucht 
die Möglichkeiten und Auswirkungen der technologischen Unterstützung von Menschen, die 
in Gruppen und über Arbeitsprozesse hinweg zusammenarbeiten und kommunizieren“ 
[BoB91]. Computergestützte Kollaboration auf Basis des Internets [LLH06, Sto03] oder wei-
ter gefasst auf Basis elektronischer Technologien [KoN05] wird als E-Collaboration bezeich-
net. 
Zusätzlich zu den grundlegenden Interaktionsmechanismen werden im Rahmen der CSCW 
die nachfolgenden Entitätstypen und Konzepte entsprechend der beschriebenen Bedeutung 
verwendet [vgl. Bor09, GrK07 S. 16ff.]: 
 Gruppe: Eine Gruppe besteht aus mehreren Personen, die regelmäßig unmittelbar in Be-
ziehung treten und dabei einander wechselseitig beeinflussen [Pri92 S. 70]. 
 Team: Ein Team ist eine Gruppe, die innerhalb einer Organisation zur eigenständigen Be-
arbeitung einer durch die Organisation gestellten Aufgabe gebildet wird [Wen96]. 
 Rolle: Eine Rolle bezeichnet einen kontextbezogenen Kompetenz-, Zuständigkeits- und 
Aufgabenbereich. 
 Artefakt: Unter einem Artefakt wird jegliche Form eines Arbeitsgegenstands verstanden. 
Dies umfasst unter anderem Dokumente, Programme und Modelle. Diese werden von ggf. 
unterschiedlichen Personen in bestimmten Rollen erstellt, angezeigt, verändert oder ge-
löscht. 
 Aufgabe, Teilaufgabe: Eine Aufgabe ist ein Arbeitsschritt, der erledigt werden muss, um 
ein festgelegtes Ziel zu erreichen [vgl. GrK07 S. 88-89]. Eine Aufgabe kann in Teilaufga-
ben zerlegt werden, um eine detailliertere Beschreibung und eine feingranulare Zuordnung 
von Rollen zu ermöglichen. 
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 Tätigkeit: Eine Tätigkeit bezeichnet eine Handlung einer Person [vgl. GrK07 S. 89]. Tä-
tigkeiten, die dem Erreichen der vorgegebenen Ziele dienen, sind mit Aufgaben verknüpft. 
Eine Person kann jedoch auch Tätigkeiten ausüben, die keiner vorgegebenen Aufgabe ent-
sprechen. 
 Awareness: Awareness bedeutet das Wahrnehmen von Tätigkeiten anderer Beteiligter, d.h. 
dass Personen über relevante Tätigkeiten anderer beteiligter Personen jederzeit informiert 
sind [GrK07 S. 25]. 
Für die Umsetzung einer computergestützten Kollaboration im Sinne der CSCW werden 
Funktionen für die Unterstützung von Kommunikation, Koordination, Kooperation und 
Awareness benötigt [GrK07]. 
4.1.2.1 Kommunikationsmittel 
Nachfolgend werden verschiedene Kommunikationsmittel und deren technische Unterstüt-
zungsmöglichkeiten beschrieben [vgl. And03, GrK07]. 
Die folgenden Kommunikationsmittel stellen Möglichkeiten zur direkten synchronen Kom-
munikation zur Verfügung [vgl. Bor09, GrK07]: 
 Persönliche Besprechung / Konferenz: Die grundlegendste Form von Kommunikation 
stellt die persönliche Besprechung (zwei Teilnehmer) oder die Konferenz (drei und mehr 
Teilnehmer) dar. Diese Form wird auch als Face-to-Face-Kommunikation bezeichnet und 
benötigt für die Kommunikation an sich keine technischen Hilfsmittel. Der Vorteil der 
persönlichen Besprechung stellt die mögliche Nutzung sämtlicher nonverbalen Informati-
onen wie Tonfall, Mimik, Gestik etc. im Rahmen der Kommunikation dar. Darüber hinaus 
kann der Informationsaustausch zusätzlich durch die Verwendung technischer Hilfsmittel 
unterstützt werden. Beim Einsatz von Geschäftsprozessmodellierungswerkzeugen können 
dann bspw. direkt im Rahmen einer Besprechung Anmerkungen hinterlegt oder Änderun-
gen an den Modellen durchgeführt werden. Der Nachteil der persönlichen Besprechung 
stellt die Notwendigkeit dar, dass sich alle Beteiligten zur gleichen Zeit am selben Ort be-
finden müssen und dementsprechend die Kosten für eine Face-to-Face-Kommunikation – 
vor allem bei globalen Projekten – sehr hoch sein können. 
 Telefonische Besprechung / Telefonkonferenz: Telefonische Besprechungen bzw. Telefon-
konferenzen werden aufgrund der weltweiten Verfügbarkeit der Technik und der geringen 
Kosten häufig als Kommunikationsmittel genutzt. Inzwischen wurde als Ergänzung zur 
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klassischen Telefonie die IP-Telefonie – auch Internet-Telefonie oder Voice over IP (kurz: 
VoIP) genannt – entwickelt, bei der die Sprachübertragung über das Internet erfolgt. Die 
Vorteile der telefonischen Besprechung sind die weltweite Verfügbarkeit, die einfache Be-
dienung und die zumindest eingeschränkt nutzbaren nonverbalen akustischen Kommuni-
kationsmöglichkeiten durch den jeweiligen Sprecher. Der Nachteil der telefonischen Be-
sprechung stellt im Vergleich zur persönlichen Besprechung die Einschränkung der 
nonverbalen Kommunikationsmöglichkeiten dar. 
 Videobesprechung / Videokonferenz: Die Videobesprechung oder Videokonferenz ergänzt 
die telefonische Besprechung um die Übertragung von Bildinformationen zwischen den 
jeweiligen Kommunikationspartnern in Echtzeit. Dadurch kommt die Videobesprechung 
nahe an die Vorteile einer persönlichen Besprechung heran. Die Nachteile sind die höhe-
ren Kosten im Vergleich zu einer Telefonkonferenz und der mit der Organisation einer Vi-
deokonferenz verbundene Aufwand. 
 Desktop-Besprechung / Desktop-Konferenz: Bei einer Desktop-Besprechung oder Desk-
topkonferenz erhalten Kommunikationspartner einen definierbaren Zugriff auf Bild-
schirmbereiche oder Anwendungen eines Rechners anderer beteiligter Kommunikations-
partner. Zudem werden Desktop-Besprechungen bzw. -Konferenzen üblicherweise durch 
Audio- und Video-Verbindungen ergänzt, die ebenfalls über den Rechner integriert bereit-
gestellt werden [GrK07 S. 55]. Mit einer Desktop-Besprechung bzw. -Konferenz ist eine 
über die integrierten Kommunikationskanäle räumlich verteilte Kommunikation möglich, 
bei der gleichzeitig auch gemeinsam Artefakte bearbeitet werden können.  
 Instant-Messaging-Dialog / Instant-Messaging-Konferenz: Instant Messaging ermöglicht 
eine spontane Kommunikation zwischen Kommunikationspartnern, die an einem entspre-
chenden System angemeldet sind [GrK07 S. 67ff.]. Durch Instant Messaging wird eine 
semi-synchrone Kommunikation ermöglicht, da die vom Sender abgeschickten Informati-
onen zwar unmittelbar an den Rechner des Empfängers übertragen werden, dort jedoch 
nicht sichergestellt werden kann, dass diese Informationen auch direkt gelesen werden. 
Die meisten Instant-Messaging-Systeme bieten aus diesem Grund als Unterstützung eine 
Kontaktliste an, die den Status potenzieller Kommunikationspartner angezeigt. Instant 
Messaging ermöglicht eine direkte und kostengünstige Kommunikation zwischen räum-
lich getrennten Kommunikationspartnern. Durch die Anzeige des Verfügbarkeitsstatus las-
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sen sich auch kurzfristig Instant-Messaging-Konferenzen mit wenig Aufwand organisie-
ren. 
Eine direkte asynchrone Kommunikation kann durch Verwendung folgender Techniken erfol-
gen [vgl. Bor09, GrK07, Sto03]: 
 E-Mail: E-Mail-Systeme stellen die bekannteste asynchrone Kommunikationsmöglichkeit 
dar, die sich durch die Verbreitung des Internets und die Weiterentwicklung entsprechen-
der Standards für den elektronischen Nachrichtenaustausch etabliert hat [GrK07 S. 81f.]. 
Mailinglisten und Newsgroups stellen bei der Zusammenarbeit mehrerer Teams einen hilf-
reichen Mechanismus der E-Mail dar. Die Vorteile der E-Mail sind die einfache Nutzung, 
die weltweite Verfügbarkeit und die niedrigen Kosten. Ein Nachteil der E-Mail als Kom-
munikationsmittel stellt die standardmäßig fehlende Meldung dar, ob und wann eine 
Nachricht vom Empfänger gelesen wurde. Die geringe Sicherheit von E-Mails stellt einen 
weiteren Nachteil dar, der eine rechtliche Verbindlichkeit von E-Mails im Rahmen einer 
standardmäßigen Nutzung verhindert. Diese Nachteile können jedoch inzwischen durch 
Mechanismen wie Lesebestätigung, Verschlüsselung und digitaler Signatur teilweise 
kompensiert werden. 
 Fax: Der Versand per Fax stellt eine immer noch weit verbreitete Form der direkten asyn-
chronen Kommunikation dar. Der Vorteil liegt vor allem bei der Übermittlung rechtsver-
bindlicher Dokumente, wie beispielsweise unterschriebener Aufträge oder Bestellungen. 
Faxversand und -empfang werden heutzutage meist nahtlos in die E-Mailsysteme inte-
griert. Der Faxversand kann dadurch wie der Versand einer E-Mail durchgeführt werden. 
Eingehende Faxe werden meist automatisch auf einem Server abgelegt und im E-Mail-
Client bereitgestellt. 
 Unified Messaging: Mit Unified Messaging wird generell das Verfahren bezeichnet, mit 
dem ein Empfangen und Senden von Nachrichten in verschiedenen Formaten (z.B.  
E-Mail, Voice-Mail, Fax, SMS etc.) ermöglicht wird. Die Nachrichten werden hierzu in-
tern meist in einer einheitlichen Form gespeichert und über Transformationen in die je-
weils benötigten Formate überführt. 
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Für die indirekte Kommunikation stehen unter anderem die folgenden Formen zur Verfügung 
[vgl. Bor09, GrK07]: 
 Wikis: Wikis stellen in Unternehmen eine immer häufiger verwendete Technik dar, um 
Wissen zu dokumentieren und bereitzustellen. Ein Wiki ist ein Hypertext-System für Web-
seiten, dessen Inhalte von den Benutzern nicht nur gelesen, sondern auch online direkt 
über einen Browser geändert werden kann. Diese Eigenschaft wird durch ein vereinfach-
tes Content-Management-System, die sogenannte Wiki Software oder Wiki Engine, be-
reitgestellt. Zum Bearbeiten der Inhalte wird im Allgemeinen eine einfach zu erlernende 
Auszeichnungssprache verwendet. Eine bekannte Anwendung ist die Online-
Enzyklopädie Wikipedia, welche die Wiki Software MediaWiki [MeW11] einsetzt. Durch 
Wikis kann eine Änderungshistorie für bestehenden Content realisiert werden. Wikis er-
möglichen insbesondere das Verknüpfen von verschiedenen Einträgen durch die Verwen-
dung von Verweisen. Semantische Wikis stellen eine Weiterentwicklung von Wikis dar, 
bei der Einträge durch genormte Zusatzinformationen so beschrieben werden, dass diese 
von Softwaresystemen interpretiert werden können. Dies ermöglicht eine Automatisierung 
der Erzeugung und der Verarbeitung von Content. Beispielsweise könnten auf Basis eines 
semantischen Wikis und geeigneter Software automatisiert aus den im Wiki hinterlegten 
Informationen entsprechende Geschäftsprozessmodelle erzeugt werden. Der größte Vorteil 
von Wikis ist die einfache Möglichkeit, Content bereitzustellen. Ein Nachteil ist die Ge-
fahr eines Wildwuchses an Informationen, da diese ohne viele Einschränkungen und nur 
grob strukturiert in ein solches System gebracht werden. 
 Digitale Tagebücher (Blogs): Eine weitere Form der indirekten Kommunikation ist das 
Führen eines sogenannten digitalen Tagebuchs, auch Blog genannt. Hierbei stellt eine Per-
son oder eine Gruppe von Personen Informationen über ihre Tätigkeiten in digitaler Form 
anderen berechtigten Personen zur Verfügung. Solche Informationen für andere an einem 
Vorhaben beteiligte Personen sind bspw. Lösungen zu aufgetretenen Problemen oder der 
aktuelle Stand von Aufgaben. Die zugriffsberechtigten Personen können durch die zur 
Verfügung gestellten Informationen vom Wissen der Autoren profitieren. Der Vorteil digi-
taler Tagebücher ist die ebenfalls einfache Möglichkeit, Informationen bereitzustellen. Der 
Nachteil ist, dass dies meist unstrukturiert in reiner Textform stattfindet. Dadurch wird ei-
ne automatische Weiterverarbeitung dieser Information erschwert. 
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 Digitale Messageboards: Digitale Messageboards stellen generell eine Informationswand 
in elektronischer Form dar, auf der Nachrichten angezeigt werden. Diese Nachrichten 
werden in der Regel von einzelnen Personen – bspw. einem Projektleiter – erfasst und sind 
an eine Gruppe gerichtet. Für die technische Umsetzung von digitalen Messageboards gibt 
es viele Möglichkeiten. Beispielsweise kann ein digitales Messageboard über eine Websei-
te eines Portals oder als integrierte Anwendung in einer gemeinsamen kollaborativen Ar-
beitsumgebung, siehe Abschnitt 4.1.2.3, realisiert werden. 
 Foren: Ein Forum ermöglicht innerhalb einer Gruppe oder einer Community einen doku-
mentierten Austausch von Beiträgen zu bestimmten Themen. Unter einer Community wird 
in diesem Zusammenhang ein Zusammenschluss von Individuen zu einer Gemeinschaft 
verstanden, die das Interesse an gemeinsamen Themen teilen und bei der die Kommunika-
tion mit elektronischen Medien erfolgt [Gro01]. Foren werden meist an Themen ausge-
richtet aufgebaut, die wiederum hierarchisch mit entsprechenden Unterthemen strukturiert 
werden können. Die Beiträge können in der Regel nur von angemeldeten Mitgliedern ein-
gebracht werden. Moderatoren überwachen die Einhaltung von Umgangsregeln oder sons-
tigen Vorgaben des Forums. 
 Content-Management-Systeme: Ein Content-Management-System ermöglicht die zentrale 
Ablage und Veröffentlichung von elektronischen Inhalten. Die Inhalte bestehen aus Tex-
ten, Multimedia-Daten oder sonstigen Daten, die über ein solches System verwaltet und 
veröffentlicht werden können. 
4.1.2.2 Koordinationsmittel 
Zur Unterstützung von Koordination existieren unter anderem die folgenden Möglichkeiten 
[vgl. Bor09, GrK07, Wen96]: 
 Gruppenkalender: Bei einem Gruppenkalender führen die Gruppenmitglieder ihren Ter-
minkalender in einem Kalendersystem und geben anderen Gruppenmitgliedern einen Zu-
griff auf diese Daten [GrK07 S. 97]. Der Zugriff kann mit unterschiedlichen Berechtigun-
gen (z.B. lesend oder schreibend) ausgestattet werden. Neben dem Management von 
Terminen können meist auch Aufgaben und Tätigkeiten verwaltet werden. Weiterhin wird 
die Verwaltung und Zuteilung von gemeinsam genutzten Ressourcen wie beispielsweise 
Besprechungsräumen oder Kommunikationsmedien unterstützt. 
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 Workflow-Management-Systeme: Eine Koordination von Arbeitsabläufen kann durch 
Workflow-Management-Systeme erfolgen. Hierbei wird die Ausführung von Arbeits-
schritten auf Basis von Regeln gesteuert, die im Workflow-Management-System hinterlegt 
sind. Beim Automatisierungsgrad sind beliebige Abstufungen zwischen voll automatisiert 
und manuell möglich. Darüber hinaus kann zwischen sich ständig wiederholenden und 
einmaligen Arbeitsabläufen unterschieden werden [Obe96]. Bei einer vollständigen Au-
tomatisierung der Koordination von durchzuführenden Aufgaben auf Basis eines vorgege-
benen Ablaufs ziehen Abweichungen vom Ablauf auch entsprechende Änderungen der 
Prozesssteuerung nach sich. Im Gegensatz dazu ist beim sogenannten Ad-hoc-Workflow 
kein klar definierter Prozess vorhanden, sondern es existieren höchstens Muster von Ab-
läufen. Prinzipiell kann bei einem Ad-hoc-Workflow in jedem Arbeitsschritt das weitere 
Vorgehen durch entsprechend berechtigte Mitarbeiter festgelegt werden. Dies ermöglicht 
zwar eine flexible Gestaltung von Arbeitsabläufen, reduziert jedoch die Möglichkeiten der 
Automatisierung. 
 Work-Management- / Projektmanagement-Systeme: Ein Work-Management-System oder 
ein Projektmanagement-System ermöglicht eine rechnergestützte Koordination von Ar-
beitspaketen im Rahmen der Zusammenarbeit mehrerer Personen. Die Koordination kann 
hier einerseits durch vorgegebene Aufgaben aus Arbeits- oder Projektplänen erfolgen. An-
dererseits können auch Arbeitspakete kurzfristig zugewiesen werden. 
4.1.2.3 Kooperationsmittel 
Für eine Kooperation stehen prinzipiell alle zuvor genannten Kommunikations- und Koordi-
nationsmittel als mögliche Basis zur Verfügung. Darüber hinaus gibt es auch die folgenden 
speziellen Kooperationsmittel [vgl. Alt99, Bor09, GrK07]: 
 Gruppeneditoren: Gruppeneditoren ermöglichen das gemeinsame, gegebenenfalls auch 
gleichzeitige Bearbeiten eines Artefakts [GrK07 S. 54]. An solchen Editorsystemen sind 
hierzu mehrere Benutzer angemeldet, die gegenseitig über die einzelnen Aktionen der an-
deren Benutzer informiert werden. Bei Gruppeneditoren können synchrone und asynchro-
ne Systeme unterschieden werden. Bei synchronen Systemen werden die Änderungsin-
formationen in Echtzeit übertragen. Asynchrone Systeme unterstützen hingegen das 
gemeinsame zeitversetzte Editieren. Die Artefakte werden hierzu für das gemeinsame Edi-
tieren in Segmente eingeteilt, die bei einer Bearbeitung eines Benutzers entsprechend ge-
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kennzeichnet werden, so dass die durchgeführten Änderungen oder aktuelle Sperrungen 
für die anderen Benutzer sichtbar sind. 
 Kollaborative Arbeitsumgebungen: In einer kollaborativen Arbeitsumgebung werden 
Kommunikationsmittel, Koordinationsmittel und Kooperationsmittel integriert zur Verfü-
gung gestellt. Die Basis solcher Arbeitsumgebungen stellt ein digitaler Arbeitsbereich dar, 
in dem alle im Rahmen der Zusammenarbeit zu bearbeitenden Artefakte verwaltet werden. 
Hierbei wird durch ein entsprechendes System eine Zugriffskontrolle für diese Artefakte 
sichergestellt. Darüber hinaus können pessimistische und optimistische Verfahren unter-
schieden werden. Bei pessimistischen Verfahren erfolgt die Zugriffskontrolle durch das 
Setzen ggf. unterschiedlicher Sperren für den Zugriff auf bestimmte Artefakte. Bei opti-
mistischen Verfahren wird hingegen zunächst eine parallele Bearbeitung desselben Arte-
fakts zugelassen und erst zum Zeitpunkt des Abschließens der Bearbeitungen auf Konflik-
te geprüft. Diese werden dann entweder auf Basis vorgegebener Regeln automatisch 
aufgelöst oder sie müssen manuell, d.h. durch Rücksprache der unterschiedlichen Bearbei-
ter, aufgelöst werden. 
4.1.2.4 Awarenessmittel 
Awarenessmittel sind meist in anderen Kollaborationsmitteln bereits integriert enthalten, wie 
bspw. die Kontaktliste beim Instant Messaging, um den Status von Beteiligten anzuzeigen. 
Auch ein lesender Zugriff auf die Aufgaben anderer Mitarbeiter über gemeinsame Projektma-
nagementfunktionen bietet Awareness bzgl. der Aktivitäten und Absichten anderer Mitglieder. 
In kollaborativen Arbeitsumgebungen können Informationen über die Organisationsstruktur, 
welche die Mitglieder und ihre Rollen, Verantwortlichkeiten und Positionen beschreibt, als 
Awarenessinformationen bereitgestellt werden. 
4.2 Kollaboration bei der Realisierung von Software 
IT-Systeme werden aufgrund der zunehmenden Anzahl der eingesetzten Komponenten immer 
komplexer. Gleichzeitig sind leistungsfähige IT-Systeme von Unternehmen der ausschlagge-
bende Faktor für Wettbewerbsvorteile und dadurch eine entscheidende Voraussetzung für den 
Geschäftserfolg [HGB07 S. 1]. Die fortschreitende Globalisierung bedingt zunehmend eine 
weltweit verteilte Realisierung der IT-Systeme. Da hier verschiedene Partner an den gleichen 
Artefakten (Modelle, Dokumente, Softwarekomponenten etc.) arbeiten und das gemeinsame 
Ziel der Fertigstellung eines Softwaresystems in einer vorgegebenen Zeit und einem vorgege-
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benen Budget verfolgen, kann dies als Kollaboration bzw. genauer als kollaborative Software-
entwicklung bezeichnet werden. 
Definition 4.2: Kollaborative Softwareentwicklung  
Kollaborative Softwareentwicklung bezeichnet die Anwendung der Konzepte und  
Methoden der Computer Supported Cooperative Work im Rahmen von Software-
projekten.  
Abbildung 36 zeigt beispielhaft die Struktur und die Komponenten einer Umgebung zur Un-
terstützung kollaborativer Softwareentwicklung. Aufgabenträger, die über spezifisches Wissen 
verfügen, mit bestimmten Kompetenzen ausgestattet sind und in gegebenenfalls unterschied-
lichen Rollen agieren können, arbeiten gemeinsam an verschiedenen Artefakten, die in der 
Gesamtheit ein zu erstellendes Softwaresystem darstellen. Die zu bearbeitenden Artefakte 
umfassen neben Softwarekomponenten auch Modelle, Dokumente und sonstige Artefakte, die 
bspw. als Dokumentation oder im Rahmen einer Online-Hilfe genutzt werden und somit wei-
tere Bestandteile des zu erstellenden Softwaresystems darstellen.  
 
Abbildung 36: Kollaborative Softwareentwicklung 
Um die Zusammenarbeit zu unterstützen, muss eine solche Umgebung Kommunikations-, 
Koordinations- und Kooperationsmittel durch verschiedene Komponenten bereitstellen. 
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Kommunikation wird durch die Komponenten Informationsmanagement und Wissens-
management unterstützt. Unter Informationsmanagement wird hier die Gesamtheit der Aufga-
ben verstanden, die sich mit der Bereitstellung von Information und Kommunikation befassen 
[HeS09]. Hierzu ist eine Unterstützung durch direkte synchrone und asynchrone Kommunika-
tionsmittel erforderlich. Unter Wissensmanagement wird in dieser Arbeit die Erzeugung, 
Sammlung und Verbreitung des Wissens aller Personen in einem Unternehmen bzw. einer 
Organisation verstanden [TaN04]. Im Rahmen der automatisierten Verbreitung von Wissen 
spielen Mechanismen der indirekten Kommunikation eine zentrale Rolle. Die Komponente 
Projektmanagement ist für die Koordination zuständig. Koordinationsanweisungen können 
über die im Informationsmanagement verfügbaren Kommunikationsmittel direkt an die ent-
sprechenden Beteiligten übermittelt werden. Bei einer kollaborativen Softwareentwicklung ist 
im Rahmen der Koordination aufgrund der hohen Änderungshäufigkeit vor allem die Fähig-
keit der Sicherstellung eines konsistenten, einheitlichen und weiterverwertbaren Arbeitser-
gebnisses gefordert. Hierzu werden ein Konfigurationsmanagement und eine Zugriffskontrolle 
mit einem entsprechenden Berechtigungskonzept für die Artefakte und die Werkzeuge zur 
Bearbeitung der Artefakte benötigt. Kooperation wird durch einzelne Werkzeuge zur Bearbei-
tung von Artefakten unterstützt, bspw. durch kooperative Funktionen in Gruppeneditoren. Die 
Komponente Qualitätsmanagement dient zur Sicherstellung von Qualitätsanforderungen bzgl. 
der zu realisierenden Artefakte. 
Nachfolgend werden die grundlegenden Aufgaben der aufgeführten Komponenten bei einer 
kollaborativen Softwareentwicklung beschrieben: 
 Zugriffskontrolle: Für den Zugang zu Artefakten, Aufgaben, Wissen, Werkzeugen und 
weiteren Informationen, die im Rahmen eines kollaborativ durchgeführten Projekts benö-
tigt werden, ist eine grundlegende Zugriffskontrolle für die Kollaboration, bspw. über ein 
Portal, erforderlich. Portale beinhalten in der Regel bereits eine standardisierte Anbindung 
an eine Benutzerverwaltung, z.B. über das Lightweight Directory Access Protocol 
(LDAP) [LDA06], einen Login-Mechanismus und eine Zugriffskontrolle auf Ebene der 
über das Portal bereitgestellten Funktionsbausteine, der sogenannten Portlets [AbH03]. 
Darüber hinaus muss die Zugriffskontrolle in einer komplexen kollaborativen Umgebung 
feingranularer, d.h. auf Ebene der einzelnen zu erstellenden Artefakte wie Softwarekom-
ponenten, Modelle, Dokumente, Aufgaben etc. oder ggf. sogar auf Teilartefakten erfolgen. 
Ein solches Portal wird im Folgenden als Kollaborationsportal bezeichnet. 
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 Informationsmanagement: Den an der kollaborativen Realisierung beteiligten Mitarbeitern 
und Mitarbeitergruppen müssen gezielt Informationen zur Verfügung gestellt werden. Dies 
kann über die in 4.1.2.1 aufgeführten direkten Kommunikationsmittel erfolgen, die eine 
Verteilung von Informationen ermöglichen. Diese Bausteine müssen dann in ein Kollabo-
rationsportal integriert werden. Weitere zentrale Bestandsteile des Informationsmanage-
ments sind Mechanismen der ebenfalls in 4.1.2.1 aufgeführten indirekten Kommunikation 
wie Content-Management-Systeme, Wikis, Foren etc. Durch den Einsatz von Workflow-
Technologien kann der Informationsfluss zusätzlich gesteuert werden. 
 Projektmanagement: Das Projektmanagement umfasst alle Aufgaben zur Planung, Über-
wachung und Steuerung von Projekten. Dabei ist die generelle Koordination der Zusam-
menarbeit, die Aufteilung und Zuweisung von Aufgaben und das Überwachen der Einhal-
tung von Budget- und Zeitrahmen zu unterstützen [HBR06]. Die Durchführung dieser 
Aufgaben erfolgt im Rahmen der Softwareentwicklung in der Regel durch einen Projekt-
manager. Bei großen Projekten ist das Projektmanagement in der Praxis oft auf mehrere 
Ebenen aufgeteilt, bspw. durch eine zusätzliche Ebene mit Teilprojektleitern, welche die 
Detailkoordination für die einzelnen fachlichen Bereiche übernehmen. Komponenten für 
das Projektmanagement müssen Funktionen für das Planen, Verwalten, Zuweisen und 
Überwachen von Aufgaben und Terminen bereitstellen. Auch die weiteren Mitarbeiter ei-
nes Projektteams benötigen Funktionen des Projektmanagements. Diese sind für die De-
tailplanung und die Erfassung von Aufwänden, Fertigstellungsgraden oder Restaufwänden 
ihrer zugewiesenen Aufgaben verantwortlich. Der verbleibende Restaufwand einer Aufga-
be wird bspw. vom bearbeitenden Mitarbeiter geschätzt und im System protokolliert. Ein 
Projektleiter kann dann auf Basis dieser Zahlen die weitere Planung und Steuerung des 
Projekts durchführen. Die Informationsflüsse, die sich aus Projektmanagementaktivitäten 
ergeben, können über die zuvor beim Informationsmanagement beschriebenen Funktionen 
gesteuert werden. 
 Wissensmanagement: Das Management von Wissen in einem Projekt ist gerade bei ver-
teilten Aufgabenträgern ein entscheidender Erfolgsfaktor [Gas05], da der Wissensaus-
tausch auf Basis von persönlichen Gesprächen entfällt oder zumindest stark reduziert ist. 
Im Rahmen eines kollaborativ durchgeführten Projekts wird Wissensmanagement durch 
eine Verknüpfung von zu erfüllenden Aufgaben mit den dazu benötigten Informationen 
und Wissensträgern realisiert [FSW05]. Bei geschäftsprozessorientiertem Wissensmana-
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gement müssen operative Methoden um Wissen zu erzeugen, zu verteilen, zu bewahren 
und anzuwenden in die Realisierung und Weiterentwicklung von Geschäftsprozessen inte-
griert werden [vgl. HKT02]. Die für die Realisierung von Geschäftsprozessen benötigten 
Informationen sind Beschreibungen der umzusetzenden Geschäftsprozesse inklusive der 
hierzu benötigten Geschäftsobjekte und der diesbezüglich systemtechnisch umzusetzen-
den Funktionen (Masken, Reports, Routinen, Workflows etc.). Darüber hinaus wird die 
Dokumentation der für die Realisierung einzusetzenden Werkzeuge, Frameworks, Techni-
ken etc. benötigt. Hierzu ist es sinnvoll, auch die entsprechenden Werkzeuge, die zum Er-
füllen einer Aufgabe benötigt werden, wie beispielsweise ein Modellierungswerkzeug für 
die Erstellung von Geschäftsprozessen, im Rahmen eines Kollaborationsportals bereitzu-
stellen [GrH98]. Weiterhin sollte ein Teammitglied bei zugewiesenen Aufgaben neben Be-
schreibungen der zu realisierenden Artefakte oder Dokumentationen auch zusätzlich In-
formationen zu den Wissensträgern, die einen Bezug zur gestellten Aufgabe haben, 
angezeigt bekommen. So kann schnell auf verfügbares Know-how, wie bspw. fachliche 
Kenntnisse aus der Analysephase oder technisches Wissen bzgl. bestimmter Umsetzungs-
technologien, zugegriffen werden.  
 Konfigurationsmanagement: Konfigurationsmanagement wird benötigt, um allen berech-
tigten Beteiligten jederzeit einen konsistenten Zustand des aktuellen Realisierungsstands 
der gemeinsam umzusetzenden Artefakte bereitzustellen. Das Konfigurationsmanagement 
darf sich hierbei nicht auf die Softwarekomponenten beschränken, sondern muss alle in 
einem Projekt benötigten Typen von Artefakten wie Modelle, Dokumente etc. berücksich-
tigen. Da verschiedene Artefakte, auch unterschiedlicher Typen, in einem Projekt meist 
untereinander in Beziehung stehen, ist dies bei einem Konfigurationsmanagement im 
Rahmen einer Kollaboration ebenfalls zu berücksichtigen. Der Zugriff auf eine bestimmte 
Version eines zu realisierenden Artefakts sollte dann auch die jeweils in Beziehung ste-
henden Artefakte in der richtigen Version bereitstellen. Dies bedeutet, dass bspw. bei einer 
Softwarekomponente, die in einer bestimmten Version vorliegt, auch das entsprechend zu-
geordnete Geschäftsprozessmodell oder die aktuelle Dokumentation des benötigten Ent-
wicklungswerkzeugs in der passenden Version angezeigt wird. Eine weitere zentrale 
Funktion des Konfigurationsmanagements ist die Bereitstellung einer adäquaten Mehrbe-
nutzerkontrolle. Diese kann sich je nach Anforderungen sowohl in der Granularität, d.h. in 
der Ebene auf der eine Kontrolle stattfindet, als auch beim Typ, d.h. ob ein optimistisches 
oder ein pessimistisches Verfahren angewendet wird, unterscheiden. 
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 Qualitätsmanagement: Beim Qualitätsmanagement im Rahmen von Softwareentwicklung 
wird die Einhaltung von Vorgaben anhand festgelegter bewertbarer Qualitätsmerkmale bei 
einem Softwareprodukt überwacht [vgl. Bal08 S. 459ff.]. Durch die internationale Norm 
ISO/IEC 9126-1 werden solche Qualitätsmerkmale vorgegeben [Bal08 S. 462]. Bei dieser 
Norm werden die Merkmale Funktionalität, Zuverlässigkeit, Benutzbarkeit, Effizienz, 
Wartbarkeit und Portabilität berücksichtigt, die jeweils durch weitere Teilmerkmale de-
tailliert werden [Bal08]. Die Einhaltung solcher Vorgaben bei den Qualitätsmerkmalen 
wird in der Regel durch eine entsprechende Qualität des Softwareentwicklungsprozesses 
sichergestellt, der von der kollaborativen Umgebung zu unterstützen ist [HBR06]. 
Bei der Realisierung von IT-Systemen für die Umsetzung von Geschäftsprozessen auf Basis 
serviceorientierter Architekturen sind besondere Aspekte zu beachten. Hierzu werden nach-
folgend die in einem entsprechenden SOA-Projekt benötigten Rollen beschrieben. Anschlie-
ßend werden die speziellen Rahmenbedingungen bei verteilten Projekten erläutert. Auf Basis 
dieser Gegebenheiten werden dann Anforderungen an eine kollaborative Softwareentwick-
lungsumgebung ermittelt. 
4.2.1 Rollen bei einer SOA-basierten Realisierung 
Bei der Realisierung von Systemen, basierend auf einer wie in Abschnitt 2.2 beschriebenen 
serviceorientierten Architektur, ist das Projektteam auf Basis der verschiedenen Schichten der 
Architektur und der entsprechenden Fähigkeiten und Kompetenzen der Teammitglieder ver-
teilt. Folgende Gruppen werden unterschieden: 
 Fachbereich / Prozessanalysten: In jedem Projekt bei dem es um die Umsetzung von Ge-
schäftsprozessen geht, gibt es fachliche oder fachlich orientierte Mitglieder des Projekt-
teams, die für die Beschreibung der fachlichen Anforderungen, d.h. die Beschreibung der 
Geschäftsprozesse und der umzusetzenden Funktionen im Frontend und in der Geschäfts-
logik verantwortlich sind. Diese Mitglieder kommen in der Regel aus dem Fachbereich 
oder sie werden als Prozessspezialisten oft auch in Form von externen Beratungsfirmen in 
solche Projekte eingebunden. Die Tätigkeiten dieser Gruppe sind nicht auf die Analyse-
phase beschränkt, sondern sie verteilen sich über die gesamte Laufzeit des Projekts. In 
weiteren Projektphasen umfasst dies Aufgaben wie bspw. das Testen und Schulen der im-
plementierten Software. 
 Funktionale Spezialisten für Standardkomponenten: Werden bei der Realisierung von 
Geschäftsprozessen Komponenten einer betriebswirtschaftlichen Standardsoftware einge-
152 4 Kollaborative Softwareentwicklung 
 
setzt, dann werden diese von entsprechenden Spezialisten für die gewünschte Funktionali-
tät so eingerichtet, dass die geforderten Services bereitgestellt werden.  
 Datenbankspezialisten: Für die Realisierung der Datenbankschicht sind entsprechende 
Spezialisten erforderlich, die den Entwurf, die Entwicklung und die Optimierung von Da-
tenbankobjekten durchführen.  
 Komponentenentwickler: Die Entwicklung einzelner Komponenten kann mit vielen unter-
schiedlichsten Technologien erfolgen. Hierzu sind Entwickler notwendig, die über das 
Know-how der entsprechenden Technologie verfügen. Die Komponenten können auf allen 
Ebenen einer SOA angesiedelt sein. Im Idealfall werden alle entwickelten Komponenten 
als Services zur Verfügung gestellt. 
 Prozessimplementierer: Die grundlegende Umsetzung der Geschäftsprozessteuerung er-
folgt durch Orchestrierung von Services zu Geschäftsprozessen, z.B. mit WS-BPEL Dies 
wird von Prozessimplementierern durchgeführt, die darüber hinaus auch häufig Entwick-
lungen innerhalb der Geschäftsprozesssteuerung durchführen, die über die reine Orchest-
rierung hinausgehen, z.B. in Form von Berechnungen. 
 Frontend-Implementierer: Sie entwickeln die benötigten Masken und Applikationsbau-
steine der Frontend-Schicht, bspw. mit Java. Darüber hinaus nutzen sie graphische Werk-
zeuge, mit denen auf Basis eines Model View Controllers wie Struts [Cav03] oder 
JavaServer Faces [GeH04] die Frontend-Steuerung realisiert werden kann. 
 Administratoren: Administratoren sind für die Verwaltung der Artefakte und der techni-
schen Basiskomponenten einer Systemarchitektur (Datenbanken, Applikations-Server, 
Standardkomponenten etc.) zuständig. Dies umfasst neben der Verwaltung von Berechti-
gungen vor allem das Monitoring und das Sicherstellen einer reibungslosen Nutzung der 
Artefakte und Komponenten. Administrationstätigkeiten fallen auf allen Schichten einer 
SOA-basierten Lösungsarchitektur an. 
 Systemarchitekten: Systemarchitekten stellen auf Basis von fachlichen und technischen 
Anforderungen die Komponenten, Technologien und Werkzeuge für ein Projekt zusam-
men und passen diese bei Änderungen von Rahmenbedingungen an, bspw. durch die Ein-
führung neuer Versionen von Werkzeugen oder Standardkomponenten. 
 Projektleiter: Je nach Größe eines Projekts kann es unterschiedliche Konstellationen der 
Projektleitung geben. In den meisten Fällen ist eine Aufteilung in einen fachlichen und ei-
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nen technischen Projektleiter sinnvoll. Bei großen Projekten ist darüber hinaus häufig eine 
separate Ebene für Teilprojektleiter erforderlich.  
In der Regel sind die Gruppen nicht disjunkt besetzt, d.h. Teammitglieder üben meist mehrere 
der beschriebenen Rollen in einem Projekt aus. Beispielsweise implementieren Entwickler oft 
die gesamte Geschäftslogik, welche die Entwicklung einzelner Services und die Orchestrie-
rung der Geschäftsprozesse umfasst. In Projekten sind bzgl. der Aufteilung beliebige Kombi-
nationen möglich.  
4.2.2 Spezielle Rahmenbedingungen bei weltweit verteilten 
Softwareprojekten 
Bei einer weltweit verteilten Realisierung eines Projekts, bspw. bei einem Offshore-
Softwareentwicklungsprojekt, wird die Durchführung durch die dort vorzufindenden Rah-
menbedingungen weiter erschwert. Hier können die folgenden speziellen Probleme auftreten 
[KaS07, OUT11]: 
 Verschiedene Sprachen im Projekt führen zu Informationsverlusten und Zusatzaufwänden. 
Eine Spezifikation wird beispielsweise in Deutsch erstellt, muss dann jedoch in Englisch 
übersetzt werden, so dass Entwickler am Offshore-Standort diese dann für die Implemen-
tierung nutzen können. 
 Unterschiedliche Kulturen führen zu Missverständnissen bei der Projektdurchführung. 
Aussagen und Gesten werden entsprechend der jeweiligen Kultur häufig unterschiedlich 
aufgefasst und dadurch falsch interpretiert. Bei bestimmten Rollen in einem Projekt kön-
nen je nach Kulturkreis auch unterschiedliche Erwartungshaltungen an die Aufgaben und 
Verantwortlichkeiten gegeben sein. 
 Räumliche Verteilungen und Zeitverschiebungen zwischen den Standorten führen zu einer 
fehlenden oder zumindest nur sehr eingeschränkt möglichen Face-to-Face-
Kommunikation der Teammitglieder. 
Die genannten sprachlichen, kulturellen, zeitlichen und geographischen Unterschiede er-
schweren die Kommunikation zwischen den Projektbeteiligten. Dies kann gegebenenfalls zu 
nicht verwendbaren Artefakten oder Projektverzögerungen führen und dadurch zusätzliche 
Kosten verursachen. Im schlimmsten Fall können Projekte scheitern. Die genannten Ursachen 
können einzeln durch die folgenden Maßnahmen beeinflusst werden [KaS07, OUT11]: Um 
Zeitverschiebungen und geographische Unterschiede besser handhaben zu können, ist der 
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Einsatz direkter und indirekter Kommunikationsmittel aus der CSCW sinnvoll. Eine Standar-
disierung der Entwicklungsprozesse bspw. durch eine Zertifizierung nach dem Reifegradmo-
dell Capability Maturity Model Integration (CMMI) [CKS09] kann dabei helfen, die Proble-
me durch kulturelle Unterschiede zu reduzieren. Mit der Einführung einer verbindlichen 
Projektsprache können Informationsverluste aufgrund unterschiedlicher Sprachen reduziert 
werden. Jedoch kompensieren die genannten Maßnahmen nicht zwingend die nur einge-
schränkt mögliche Kommunikation in verteilen Projekten. Eine mögliche Lösung könnte ein 
Ansatz sein, der jedem Beteiligten möglichst automatisiert und gezielt adäquate Informatio-
nen zur Verfügung stellt, da bei einer verteilten Softwareentwicklung die Informationsbe-
schaffung noch aufwändiger ist, als bei einer nicht verteilten Entwicklung. Hierbei ist es 
wichtig, dass die zur Verfügung gestellte Information einen Sachverhalt möglichst exakt be-
schreibt, um Missverständnisse bei der Implementierung zu vermeiden, da der Korrekturauf-
wand nach der Implementierung einer Softwarekomponente um ein Vielfaches höher ist, als 
bei der Spezifikation der im Rahmen der Komponente umzusetzenden Anforderungen. Für 
exakte Beschreibungen ist der Einsatz formaler Sprachen notwendig. Bei exakten Anforde-
rungsbeschreibungen, die Entwicklern gezielt zur Verfügung gestellt werden, kann der Nach-
teil von Zeitverschiebungen sogar in einen Vorteil umgewandelt werden. Wenn zwischen dem 
Standort an dem Anforderungen spezifiziert werden und dem Standort an dem die Entwick-
lung stattfindet eine Zeitverschiebung existiert, kann diese die Abläufe beim Prototyping, bei 
der Entwicklung und beim Test optimieren. Werden bspw. Änderungsanforderungen am Kun-
denstandort am Ende des Arbeitstages an den Entwicklungsstandort kommuniziert, dann kön-
nen Ergebnisse bedingt durch die Zeitverschiebung am Kundenstandort ggf. bereits am nächs-
ten Morgen vorliegen und präsentiert bzw. getestet werden. 
4.2.3 Anforderungen an eine kollaborative 
Softwareentwicklungsumgebung 
Aufgrund der beschriebenen Teamstrukturen bei der SOA-basierten Realisierung und den 
erläuterten speziellen Rahmenbedingungen bei verteilten Softwareprojekten werden kollabo-
rative Mechanismen für eine erfolgreiche Zusammenarbeit der verschiedenen Rollen benötigt. 
Basierend auf den zuvor beschriebenen Erkenntnissen ist eine gezielte und möglichst automa-
tisierte Bereitstellung von aufgabenrelevanten Informationen für den jeweiligen Projektmitar-
beiter anzustreben. Alle verfügbaren Informationsquellen sollen genutzt werden und rollen-
spezifisch aufbereitet werden, so dass die in weltweit verteilten Projekten nur schwer 
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umsetzbare direkte synchrone Kommunikation kompensiert wird. Für eine kollaborative 
Softwareentwicklungsumgebung ergeben sich daraus die folgenden grundlegenden Anforde-
rungen [KaS07, OUT11]: 
 Es ist eine exakte Beschreibung der Anforderungen nötig, um eine möglichst große Unab-
hängigkeit von kulturellen und sprachlichen Unterschieden zu erreichen. Dies erfordert 
den Einsatz formaler Beschreibungsmethoden wie bspw. Petri-Netze und die Verwendung 
von Prototypen. 
 Die durch die räumliche Verteilung stark eingeschränkten natürlichen Kommunikations-
möglichkeiten, müssen durch eine kollaborative Softwareentwicklungsumgebung mög-
lichst kompensiert werden. Die Umgebung muss dem Benutzer, möglichst aktiv, die im 
Kontext seiner Aufgaben benötigten Informationen zur Verfügung stellen. 
Um diesen grundlegenden Anforderungen gerecht zu werden, müssen die unterschiedlichen 
Rollen durch ein solches System in ihren speziellen Aufgaben, wie in Abbildung 37 darge-
stellt, unterstützt werden. Die zu unterstützenden Aufgaben der Teammitglieder vom Fachbe-
reich sind die Definition von Anforderungen in Form von möglichst formalen Modellen. Eine 
weitere Aufgabe des Fachbereichs ist die Evaluierung der auf Basis der Modelle generierten 
Prototypen und die daraus ggf. resultierende Anpassung der Modelle. Nach der Realisierung 
der Softwarekomponenten in Form von Datenbankobjekten, Services, Prozessimplementie-
rungen, Frontends etc. müssen diese durch den Fachbereich getestet und abgenommen wer-
den. Teammitglieder aus der IT (Datenbankspezialisten, Komponentenentwickler, 
Prozessimplementierer, Frontend-Implementierer und Administratoren) müssen die Modelle 
bzgl. technischer Aspekte ergänzen, um Prototypen und einsetzbare Softwarekomponenten zu 
generieren bzw. zu implementieren. Ihre Hauptaufgabe ist die technische Realisierung von 
Softwarekomponenten, um die geforderten Geschäftsprozesse des Fachbereichs abbilden zu 
können. Hierzu ist ein Zugriff für die IT-Teammitglieder auf die vom Fachbereich erstellten 
Modelle und Spezifikationen erforderlich. Die zentralen Aufgaben der Projektleitung sind das 
Planen, Steuern und Überwachen des Projekts. Die Lösungsarchitekten sind für die Vorgabe, 
den Einsatz und die Weiterentwicklung von Technologien, Werkzeugen und Frameworks für 
die Realisierung zuständig. 
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Für eine solche kollaborative Softwareentwicklungsumgebung, die den Einsatz von Software-
generatoren vorsieht, ist der Einsatz formaler Modelle, welche die verschiedenen Aspekte bei 
der SOA-basierten Realisierung von Geschäftsprozessen abdecken, unabdingbar. Diese müs-
sen neben der Geschäftslogik in Form von Services und Geschäftsprozesssteuerung auch die 
Applikationslogik im Frontend umfassen. Um automatisiert und aktiv Informationen in einer 
solchen Umgebung bereitzustellen, müssen Zusammenhänge zwischen allen Artefakten, d.h. 
zwischen den Modellen, den Softwarekomponenten, Dokumenten und sonstigen Informatio-
nen erstellt und gespeichert werden. Ein grundlegendes Basismodell, das alle formalen Mo-
delle zur Beschreibung von SOA-basierten Geschäftsprozessen umfasst, ermöglicht die Defi-
nition von Regeln für die Kollaboration, wie bspw. die Vergabe und die Kontrolle von 
Zugriffsberechtigungen auf Artefakte. Darüber hinaus kann eine solche zusammenhängende 
Struktur genutzt werden, um Informationen auf Basis von Abhängigkeiten gezielt zu übermit-
teln, bspw. für Benachrichtigungen von entsprechenden Teammitgliedern bei Änderungen an 
Artefakten. 
 
Abbildung 37: Kollaborative Softwareentwicklungsumgebung 
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4.2.3.1 Unterstützung des Softwareentwicklungsprozesses  
Zur Softwareentwicklung existiert inzwischen eine Vielzahl an Vorgehensweisen und Model-
len. Alle Vorgehensmodelle beinhalten in jeweils mehr oder weniger ausgeprägter Intensität 
die folgenden groben Aufgaben [vgl. Bal08, HBR06]:  
 Anforderungsanalyse 
 Entwurf (Software & Architektur) 
 Implementierung 
 Test und Abnahme 
 Transition 
 Betrieb und Wartung 
Diese Aufgaben fallen bei agilen Methoden ebenso an, wie bei klassischen Vorgehensmodel-
len. Bei agilen Methoden werden jedoch im Vergleich zu klassischen Vorgehensmodellen 
wesentlich mehr Zyklen zwischen Anforderungsanalyse und Test durchlaufen. Nachfolgend 
werden die speziellen Anforderungen an eine kollaborative Softwareentwicklungsumgebung 
im Rahmen der einzelnen Aufgaben erläutert [vgl. Bal08, HBR06]: 
 Anforderungsanalyse: Bei der Anforderungsanalyse ist die Erhebung und Dokumentation 
von Anforderungen an das zu realisierende Softwareprodukt zu unterstützen [vgl. Bal08, 
HBR06 S. 9]. Um eine möglichst exakte Definition der Anforderungen zu erhalten, ist hier 
der Einsatz von zumindest semi-formalen Modellen notwendig. Es sollten hierbei Be-
schreibungsverfahren für Geschäftsprozesse, Geschäftsobjekte, Frontends und sonstige 
Funktionen verfügbar sein, die zur Unterstützung der Zusammenarbeit verschiedener Mo-
dellierer miteinander verknüpft sind. 
 Entwurf: Beim Entwurf wird die technische Umsetzung mit entsprechenden Details auf 
Basis der Ergebnisse der Anforderungsanalyse festgelegt [vgl. Bal08, HBR06 S. 9]. Im 
Rahmen der kollaborativen Unterstützung sollte hier möglichst nahtlos auf den Modellen 
der Anforderungsanalyse aufgebaut werden. Dies bedeutet, dass die Weiterverarbeitung 
der vom Fachbereich erstellten Modelle über die Ergänzung technischer Details durch die 
Teammitglieder aus der IT erfolgen kann. 
 Implementierung: Im Rahmen der Implementierung erfolgt die tatsächliche Umsetzung 
der Entwurfsmodelle zu ausführbaren Softwarekomponenten [vgl. Bal08, HBR06 S. 9]. 
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Das Ziel ist hierbei, durch die Anreicherung der Modelle in der Entwurfsphase einen mög-
lichst hohen Generierungsgrad zu erreichen. Nicht generierbare Komponenten werden mit 
den vorgegebenen Programmiersprachen entwickelt und sollten dann mit den Modellen 
verbunden werden. Ein entwickelter Service wird beispielsweise in das Entwurfsmodell 
der Geschäftsprozesssteuerung eingebunden, um diesen bei der Generierung eines aus-
führbaren Geschäftsprozesses, z.B. durch BPEL, berücksichtigen zu können. Die kollabo-
rative Umgebung sollte einerseits den Einsatz von Generatoren unterstützen und anderer-
seits für die entwickelnden Komponenten alle Wissensquellen optimal einbinden. 
 Tests und Abnahme: Beim Test können die folgenden Arten von Tests auftreten [vgl. 
Bal08, HBR06 S. 9, Rät02]: 
- Unit Tests: Einzelne Komponenten werden von den Entwicklern oder auch vom Fach-
bereich getestet. 
- System Tests: Abgrenzbare Bereiche oder Systeme werden von den jeweiligen Fach-
bereichen separat getestet. 
- Integration Tests: Es wird speziell die Integration zwischen verschiedenen Bereichen 
oder Systemen getestet. Dies betrifft Schnittstellen zwischen Systemen, aber auch 
Schnittstellen zwischen betriebswirtschaftlichen Modulen einer Standardsoftware. 
- Performance Tests: Diese werden durchgeführt, um ein System unter speziellen Last-
bedingungen, die im späteren Betrieb auftreten können, zu testen. Dies kann sowohl 
die Simulation einer Vielzahl von Benutzern als auch das Generieren großer Daten-
mengen betreffen, um das Verhalten des Systems diesbezüglich zu analysieren und 
ggf. Optimierungsmaßnahmen einzuleiten. 
- Acceptance Tests: Hier erfolgt die Abnahme des realisierten Systems üblicherweise 
durch die Fachbereiche. Der Acceptance Test erfolgt in der Regel anhand der in der 
Anforderungsanalyse definierten Geschäftsprozesse. 
Für eine Unterstützung sind den Testern die im Projekt für den Test vorliegenden Informa-
tionen gezielt bereitzustellen. Ergebnisse der Tests sollten mit den entsprechenden Arte-
fakten verknüpft sein, so dass die Kommunikation mit einem entsprechenden Entwickler 
möglichst automatisiert erfolgen kann. 
 Transition: Bei der Transition erfolgt die Übergabe und die Einführung des fertigen Soft-
wareprodukts im Unternehmen für eine betriebliche Nutzung [vgl. Bal08, HBR06 S. 9]. 
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Die zu unterstützenden Aktivitäten sind hierbei unter anderem Installation, Schulung und 
Betreuung der Anwender im Rahmen der Einführungsphase [vgl. Bal08, HBR06 S. 9]. 
Die notwendige Unterstützung besteht bei diesem Schritt in erster Linie in der Bereitstel-
lung aller hierzu benötigten Informationen. 
 Betrieb und Wartung: Hier ist die Zusammenarbeit bei der Stabilisierung, der Nutzung, 
der Optimierung, der Anpassung und der Erweiterung eines betrieblich eingesetzten Soft-
wareprodukts zu unterstützen [vgl. Bal08, HBR06]. Da dies alle zuvor aufgeführten Auf-
gaben von der Anforderungsanalyse bis zur Transition betreffen kann, ist dann auch die 
jeweils aufgeführte Unterstützung erforderlich. 
4.2.3.2 Unterstützung von Querschnittsfunktionen  
Neben den zuvor beschriebenen phasenbezogenen Aufgaben sind bei großen Softwareprojek-
ten auch phasenübergreifende Aktivitäten erforderlich, innerhalb derer steuernde und unter-
stützende Aufgaben durchgeführt werden [Bal08, HBR06 S. 10]. Diese Aktivitäten werden als 
Querschnittsfunktionen bezeichnet und umfassen Tätigkeiten wie Informations-, Projekt-, 
Wissens-, Konfigurations- und Qualitätsmanagement [vgl. HBR06], die im Rahmen der Be-
schreibung der in Abbildung 36 dargestellten kollaborativen Softwareentwicklungsumgebung 
bereits erläutert wurden. 
4.2.3.3 Kollaborationspunkte 
Zur Beschreibung der Zusammenarbeit bei der Realisierung von Softwareprodukten können 
die von Behm und Rashid in [BeR06] vorgestellten, sogenannten Kollaborationspunkte ver-
wendet werden. Bei den am Softwareentwicklungsprozess beteiligten Akteuren wird zwischen 
Anwendern, Komponentenherstellern und Systemintegratoren unterschieden [BeR06 S. 2]. 
Als Anwender werden hierbei die Akteure aus dem Fachbereich bezeichnet, die bei der Reali-
sierung eines Softwareprodukts involviert sind. Komponentenhersteller übernehmen die Ent-
wicklung einzelner Softwarekomponenten. Systemintegratoren erstellen aus den von den 
Komponentenherstellern realisierten Softwarekomponenten ein Gesamtsystem. Die von Behm 
und Rashid eingeführten Kollaborationspunkte stellen organisatorische Schnittstellen zwi-
schen den verschiedenen Gruppen dar, an denen kollaborative Mechanismen zur Zusammen-
arbeit erforderlich sind. 
Dieses Konzept kann auf die in Abschnitt 4.2.1 aufgeführten Rollen übertragen werden. Zur 
Beschreibung der in dieser Arbeit verwendeten Kollaborationspunkte werden die Gruppen 
Datenbankspezialisten, Komponentenentwickler, Prozessimplementierer, Frontend-Implemen-
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tierer, Administratoren und Systemarchitekten zusätzlich noch zu einer übergeordneten Grup-
pe IT zusammengefasst. Darüber hinaus werden die Gruppen Fachbereich / Prozessanalysten 
und Projektleiter unterschieden. Unter der Gruppe Projektleiter sind auch die bei großen Pro-
jekten vorhandenen Teilprojektleiter zusammengefasst. Die folgenden Kollaborationspunkte 
können dann unterschieden werden: 
1. Zwischen verschiedenen Gruppen von Fachbereichen bzw. den jeweils entsprechenden 
Prozessanalysten: Hier findet die Kollaboration bzgl. der Abstimmung von fachlichen An-
forderungen zwischen verschiedenen Bereichen statt [vgl. KSS09]. Beispielsweise muss 
eine Abstimmung zwischen der Logistik- und der Finanzabteilung erfolgen, wenn bereits 
in der Logistik die Kostenstellen und Kostenträger zugeordnet werden sollen, um eine spä-
tere Verarbeitung in der Finanzabteilung zu optimieren. 
2. Zwischen einem Fachbereich bzw. den jeweils entsprechenden Prozessanalysten und der 
IT: Bzgl. der Umsetzung von Anforderungen oder der Änderung von Anforderungen muss 
eine Abstimmung zwischen dem Fachbereich und der IT erfolgen. Auch können technische 
Restriktionen, die sich aus den Umsetzungstechnologien ergeben, zu Änderungen bei An-
forderungsumsetzungen führen. 
3. Zwischen den verschiedenen Teilgruppen der IT: Im Rahmen der technischen Zusammen-
hänge zwischen den verschiedenen Schichten und Technologien einer SOA sind Abstim-
mungen bzgl. eines funktionierenden Gesamtsystems erforderlich. Beispielsweise hat die 
Änderung eines Services Auswirkungen auf die Frontends und die Geschäftsprozesssteue-
rungen in denen er verwendet wird. 
4. Zwischen Projektleiter und allen anderen Gruppen: Zwischen einem Projektleiter oder 
einem Teilprojektleiter und den an seinem Projekt/Teilprojekt beteiligten anderen Gruppen 
finden inhaltliche und organisatorische Abstimmungen statt. Dies umfasst bspw. Fertigstel-
lungsgrade, Restaufwände und die weitere Planung. 
 
  
  
5 Integriertes Modell zur Unterstützung 
kollaborativer Softwareentwicklung 
Für die Umsetzung der in Abschnitt 4.2.3 aufgeführten Anforderungen ist ein integriertes Mo-
dell notwendig, das alle genannten Aspekte als Basis für eine Unterstützung kollaborativer 
Softwareentwicklung beschreibt. Hierzu sind verschiedene Modelltypen erforderlich, die ne-
ben den Geschäftsprozessen und deren Abbildung auf ausführbare Abläufe, d.h. der Ge-
schäftsprozesssteuerung, auch die Frontends und die darin zu steuernden Abläufe beschreiben. 
Das Modell soll zusätzlich zu einer exakten Beschreibung der umzusetzenden Anforderungen 
für die Generierung von Prototypen und Softwarekomponenten eingesetzt werden können. 
Vor allem soll das Modell jedoch als Basis für eine kollaborative Entwicklungsumgebung für 
komplexe Softwaresysteme dienen. Hierzu sind zentrale Voraussetzungen, dass die verschie-
denen Modelltypen miteinander verbunden sind und auch weitere Artefakte, wie bspw. Soft-
warekomponenten oder Dokumente mit den Modellen verknüpft werden können. 
5.1 Verwendete Sprachen und Konzepte 
Im nachfolgend beschriebenen Modell werden zur Modellierung von Geschäftsprozessen 
XML-Netze auf verschiedenen Abstraktionsebenen verwendet. Da XML-Netze als Variante 
von Petri-Netzen eine formale Beschreibungssprache darstellen und die Verarbeitung von 
XML-basierten Datenstrukturen ermöglichen, bieten sie eine ideale Sprache um einen Ge-
schäftsprozess möglichst exakt zu beschreiben und ihm bereits bei der Modellierung existie-
rende Services oder Beschreibungen von Services zuzuordnen. 
Für die Modellierung der Geschäftsprozesssteuerung werden XML-Netze mit entsprechenden 
technischen Erweiterungen verwendet. In dieser Arbeit wird diesbezüglich eine Erweiterung 
von XML-Netzen zur Beschreibung von BPEL-Prozessen definiert. Es liegt nahe, dass 
Transitionen, die eine Aktivität in einem Geschäftsprozess verkörpern, in Basis-Aktivitäten 
von BPEL übersetzt werden können, d.h. eine Transition in einem XML-Netz wird dann bei-
spielsweise in eine invoke-Aktivität in BPEL transformiert. Auf Basis der durch ein XML-
Netz modellierten Dynamik können die den Ablauf eines BPEL-Prozesses bestimmenden 
strukturierten Aktivitäten abgeleitet werden. Bei Standard-XML-Netzen können nicht alle 
Angaben für den Umgang mit Webservices hinterlegt werden. Daher werden XML-Netze für 
das Modell hierzu entsprechend erweitert, so dass alle notwendigen Informationen, die zu 
einer Transformation in BPEL erforderlich sind, hinterlegt werden können. 
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Bei der Abbildung der Frontends steht die Modellierung von Abläufen in der Oberfläche der 
Anwendung, d.h. in der Steuerungsschicht der Frontends, im Vordergrund. Darüber hinaus 
wird die logische und physische Struktur der Frontends im Modell berücksichtigt. Das Modell 
wird zusätzlich mit sämtlichen fachlichen und technischen Informationen ergänzt, die not-
wendig sind, um ein lauffähiges Frontend der Anwendung zu beschreiben und zu generieren. 
Die Modellierung der Abläufe innerhalb der Frontends erfolgt ebenfalls auf Basis spezieller 
XML-Netze. Dies beinhaltet einerseits die Definition von Interaktionsabläufen zur Beschrei-
bung des Wechselspiels zwischen den Benutzern und der Anwendung. Andererseits werden 
auch die technischen Abläufe der Frontend-Steuerung und die möglichen seitenübergreifen-
den Navigationsabläufe beschrieben.  
Als zugrundeliegende Sprache wurden XML-Netze ausgewählt, da mit ihnen die erforderliche 
Dynamik aufgrund der hierbei verwendeten Petri-Netz-Logik formal definiert und dargestellt 
werden kann. Darüber hinaus ist durch XML-Netze eine nahtlose Integration mit XML-
basierten Technologien gegeben, wie dies bspw. bei modernen Geschäftsprozesstechnologien 
wie BPEL und bei modernen Frontend-Technologien wie JavaServer Faces der Fall ist. Da 
XML-Netze auch als Modellierungssprache für die Geschäftsprozesse verwendet werden, 
wird dadurch ein einfaches und durchgängiges Konzept zur Modellierung von Abläufen im 
gesamten Modell bereitgestellt. 
Die Basis des integrierten Modells stellen Geschäftsprozessmodelle dar, die dann bzgl. weite-
rer Aspekte ergänzt werden. Mit entsprechenden Transformationen sollen basierend auf den 
Modellen funktionsfähige IT-Komponenten generiert werden. Dies erfolgt einerseits durch 
eine Detaillierung der Geschäftsprozessmodelle und eine Ergänzung mit technischen Aspek-
ten zur Umsetzung der Geschäftsprozesssteuerung. Andererseits bilden die Geschäftspro-
zessmodelle auch die Grundlage für die Definition der Detailabläufe in der Oberfläche der 
umzusetzenden Anwendung, denn die Geschäftsprozessmodelle umfassen üblicherweise Pro-
zessschritte, die auf Basis von Frontends bereitgestellt werden sollen.  
Die Modellierung einzelner Services an sich ist nicht Bestandteil des vorliegenden Ansatzes. 
Bestehende Services werden im Modell verwaltet und den entsprechenden Abläufen in der 
Geschäftsprozesssteuerung und den Frontends zugeordnet. Neue Services können implemen-
tiert und in das Modell eingebunden werden. 
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5.2 Modellierung der Geschäftsprozesse 
Die Modellierung von Geschäftsprozessen erfolgt mit XML-Netzen. Die Abläufe der Ge-
schäftsprozesse werden in verschiedenen Schichten mit jeweils unterschiedlichem Abstrakti-
onsniveau beschrieben. Da bei der Geschäftsprozessmodellierung neben der Verknüpfung zu 
Objekten, die bei XML-Netzen durch die Verwendung von XML-Dokumenten in den Stellen 
gegeben ist, auch die Verknüpfung zur Organisation eine wesentliche Anforderung ist, wird 
hier eine Erweiterung genutzt, die dies ermöglicht. Im Rahmen des vorgestellten Modells 
wird dies durch die Zuordnungsmöglichkeit einer für die Ausführung des Prozessschritts ver-
antwortlichen Rolle bei den Transitionen berücksichtigt. Auf eine weitere Detaillierung der 
Organisationsmodellierung wird hier verzichtet. Für die Geschäftsprozessmodellierung wer-
den Geschäftsprozessnetze auf Basis von XML-Netzen folgendermaßen definiert: 
Definition 5.1: Geschäftsprozessnetz 
Ein Geschäftsprozessnetz ist ein Tupel  RMITKIFTSGPN S ,,,,,,,, 0  für das 
gilt: 
(i)  0,,,,,,, MITKIFTS S  ist ein XML-Netz.  
(ii) Jeder Transition Ti des XML-Netzes muss mindestens eine Rolle Rj zuge-
wiesen werden. 
Abbildung 38 zeigt ein Beispiel für ein Geschäftsprozessnetz, das einen CRM-
Geschäftsprozess von der Akquisition bis zur Auftragsabwicklung beschreibt [vgl. SVO11 S. 
57f.]. Es werden durch Mitarbeiter der Rolle Call Center im Rahmen der Akquisition Pro-
duktinteressen erfasst. Auf Basis dieser Produktinteressen werden durch Mitarbeiter der Rolle 
Vertrieb Angebote erstellt. Über das Filterschema FS2 wird modelliert, dass jedes Angebot 
eine eindeutige Angebotsnummer bekommt, der Artikel und die Anzahl aus dem Produktinte-
resse als Position ins Angebot übernommen werden, der Status des Angebots auf „Offen“ 
gesetzt wird und als Kunde der Interessent zugeordnet wird. Nach einer Beauftragung durch 
den Kunden wird der Status des Angebots auf „Angenommen“ umgesetzt. Im letzten Schritt 
werden auf Basis von angenommenen Angeboten die Auftragserfassung und der Versand 
durch Mitarbeiter der Rolle Auftragsbearbeitung durchgeführt. Als Endergebnis einer erfolg-
reichen Durchführung des CRM-Geschäftsprozesses steht die durchgeführte Lieferung. 
 
164 5 Integriertes Modell zur Unterstützung kollaborativer Softwareentwicklung 
 
 
Abbildung 38: Geschäftsprozessnetz [vgl. SVO11 S. 57] 
Durch das Filterschema FS5 wird modelliert, dass die Lieferung für den Kunden aus dem An-
gebot durchgeführt wird, die Auslieferung zwei Tage nach der Durchführung der Auftragser-
fassung und des Versands erfolgt und den Artikeln mit der jeweiligen Anzahl aus den Angebo-
ten entspricht. Bei einer erfolglosen Verhandlung mit dem Kunden steht ein abgelehntes 
Angebot am Ende des Geschäftsprozesses. 
Für die Beherrschung der Komplexität der Geschäftsprozesse eines Unternehmens ist für die 
Modellierung ein hierarchischer Aufbau erforderlich. Eine serviceorientierte Strukturierung 
auf Basis gekapselter Services schafft zusätzlich Transparenz bzgl. der darunter liegenden IT-
Systeme [SVO011 S. 158]. Bei der Definition von Geschäftsprozessmodellen kann das Kon-
zept einer serviceorientierten Architektur durch einen entsprechenden hierarchischen Aufbau 
berücksichtigt werden, so dass eine Orchestrierung von komplexen Prozessen aus bestehen-
den Services auf verschiedenen Ebenen ermöglicht wird [SVO011 S. 158]. Die Detaillie-
rungstiefe kann entsprechend des Projektumfangs unterschiedlich ausfallen. Die Grundidee ist 
eine Beschreibung von Geschäftsprozessen, welche die Komplexität durch die Aufteilung auf 
mehrere Schichten handhabbar macht [HKS08]. Die Prozessbeschreibungen sollen allgemein 
verständliche betriebswirtschaftliche Abläufe, die in Business Services auf den höheren abs-
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trakteren Ebenen strukturiert werden, durch Verfeinerungen in den unteren Detailschichten 
mit existierenden oder noch zu implementierenden IT Services verknüpfen [SVO011 S. 158]. 
Eine solche mehrschichtige Geschäftsprozesshierarchie ist in Abbildung 39 beispielhaft dar-
gestellt [vgl. HKS08]. Bei der Hierarchie werden in der obersten Ebene, der sogenannten En-
terprise Business Service Orchestration, Business Services zu unternehmensweiten oder auch 
unternehmensübergreifenden Prozesslandkarten orchestriert. Eine Enterprise Business Service 
Orchestration ist die Zusammenstellung mehrerer Business Services zur Abbildung der Kern-
prozesse in einem Unternehmen. Auf der Ebene der Enterprise Business Service Orchestration 
werden die für ein Unternehmen oder einen Unternehmensbereich erforderlichen Business 
Services aufgeführt und zu groben Unternehmensabläufen orchestriert. Das Ergebnis der Or-
chestrierung ist wiederum ein Business Service, der ggf. auf weiteren Orchestrierungs-Ebenen 
der Business Services auf noch höherem Abstraktionsniveau genutzt werden kann. 
 
Abbildung 39: Mehrschichtige Geschäftsprozesshierarchie [vgl. HKS08] 
Die kleinste Einheit stellen sogenannte atomare Business Services dar, die wie folgt definiert 
werden [vgl. HKS08]: 
Definition 5.2: Atomarer Business Service 
Ein atomarer Business Service ist ein Business Service, der nicht mehr in weitere Busi-
ness Services aufgeteilt wird, d.h. dass er eine betriebswirtschaftliche Komponente be-
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reitstellt, die in einem Unternehmen als Einheit genutzt wird und darüber hinaus die 
kleinste Granularität für eine Orchestrierung von Business Services darstellt.  
Ein atomarer Business Service stellt bspw. die Auftragserfassung in einem Unternehmen dar. 
Dieser Business Service enthält den abgeschlossenen Teilprozess vom Auftragseingang bis 
zum Erfassen des Auftrags. 
In der dargestellten Prozesshierarchie wird die Orchestrierung eines Kernprozesses auf Basis 
von drei Business Services skizziert. Business Service 2 stellt in diesem Beispiel einen atoma-
ren Business Service dar, dessen grober Prozessablauf auf der darunterliegenden Ebene be-
schrieben wird. Auf weiter darunterliegenden Schichten können für einzelne Prozessschritte 
Detailabläufe modelliert werden. Das Ziel ist hierbei, eine Detaillierungsebene zu erreichen, 
auf der den einzelnen Prozessschritten IT Services zugeordnet werden können. 
5.3 Modellierung der Geschäftsobjekte 
Um Geschäftsprozesse umfassend definieren zu können, müssen zusätzlich zu den Abläufen 
auch die im Rahmen dieser Prozesse zu verarbeitenden Geschäftsobjekte betrachtet werden 
[SVO11 S. 46]. Für die Modellierung von Geschäftsobjekten beim Einsatz von XML-Netzen 
ergeben sich aufgrund des Aufbaus von XML-Netzen und der Zielsetzung der Verwendung 
der Modelle durch den Fachbereich die folgenden Anforderungen [SVO11 S. 46]:  
1. „Die Strukturen der Geschäftsobjekte müssen mit Attributen und Beziehungen definiert 
werden können“ [SVO11 S. 46].  
2. „Die Darstellung sollte für den Fachbereich verständlich sein und für die IT eine formal 
exakte Darstellung eines Sachverhalts liefern, die auch für Softwaregeneratoren genutzt 
werden kann“ [SVO11 S. 46].  
3. „Die Modellierung der Geschäftsobjektstrukturen muss auch unabhängig vom jeweiligen 
Geschäftsprozess möglich sein, um einerseits eine Modellierung der Zusammenhänge der 
für ein Projekt, einen Bereich oder ein ganzes Unternehmen benötigten Geschäftsobjekte 
zu ermöglichen“ [SVO11 S. 46].  
4. „Andererseits müssen einzelne Komponenten der Geschäftsobjektstrukturen zu Objekten, 
die in einem Schritt eines Geschäftsprozesses verarbeitet werden, festgelegt oder zusam-
mengefasst werden können. Beispielsweise wird bei einem Genehmigungsschritt einer Be-
stellung gegebenenfalls nur der Kopf der Bestellung mit dem Gesamtbetrag benötigt und 
nicht die einzelnen Bestellpositionen. Beim Anlegen der Bestellung werden hingegen der 
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komplette Bestellkopf und die einzelnen Bestellpositionen benötigt. Die Modellierung der 
Geschäftsobjektstrukturen muss somit die Definition von einfachen Strukturen in Form 
von Einzelkomponenten wie Bestellkopf und Bestellposition, die dann mit entsprechenden 
Beziehungen verknüpft werden können, umfassen. Darüber hinaus muss jedoch auch das 
Zusammenfassen der einfachen Geschäftsobjektstrukturen, wie Bestellkopf und Bestellpo-
sition, zu einer komplexen Geschäftsobjektstruktur Bestellung möglich sein“ [SVO11 
S. 46f.].  
5. „Auf Basis der modellierten Geschäftsobjektstrukturen müssen entsprechende XML-
Schema-Dokumente erzeugt und den XML-Netzen zugeordnet werden können“ [SVO11 
S. 47]. Abbildung 40 zeigt das Zusammenspiel zwischen Geschäftsobjektmodellierung und 
Geschäftsprozessmodellierung durch die Zuordnung von Geschäftsobjektstrukturen zu Ge-
schäftsprozessen auf Basis von XML Schema und XML-Netzen [SVO11 S. 47]. 
„Abläufe und Strukturen können bei komplexen Projekten dadurch zunächst getrennt bearbei-
tet werden und mit einer Geschäftsobjektstruktur/Geschäftsprozess-Zuordnung in weiteren 
Schritten zusammengeführt werden. Alternativ können Geschäftsprozess- und Geschäftsob-
jektstruktur-Definition auch gemeinsam erfolgen, falls dies von der Projektstruktur, d.h. vom 
Wissen und von der Arbeitsteilung eines Teams, so möglich oder sogar erforderlich ist“ 
[SVO11 S. 47]. 
 
Abbildung 40: Zuordnung von Geschäftsobjektstrukturen zu Geschäftsprozessen [vgl. SVO11 S. 47] 
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5.3.1 Notation 
Als Notation für die Modellierung der Strukturen der Geschäftsobjekte wird eine Kombinati-
on spezieller Konzepte der in Abschnitt 3.2 vorgestellten Ansätze verwendet, die mit zusätzli-
chen Modifikationen und Erweiterungen die zuvor genannten Anforderungen ideal abdecken 
kann [vgl. SVO11 S. 48, Web09]. „Die Grundlage des hier genutzten Modells ist AOM, denn 
diese Methode kommt dem Ziel der Modellierung von Geschäftsobjektstrukturen für XML-
Netze prinzipiell am nächsten, da eine Definition komplexer hierarchischer Objekte ermög-
licht wird“ [SVO11 S. 48]. Zusätzlich werden Konzepte aus dem UML-Klassendiagramm und 
dem ER- bzw. EER-Modell in dem hier vorgestellten Ansatz angewendet. AOM besitzt viele 
Konzepte, die für die zuvor beschriebenen Anforderungen nicht benötigt werden und die Mo-
dellierung eher verkomplizieren. Statt des Asset-Konzeptes werden die gängigen Konzepte 
Entitätstyp und Beziehungstyp aus dem ER-Modell genutzt [vgl. SVO11 S. 48]. Auf Operati-
onen bei den Entitätstypen, wie sie bspw. entsprechend bei UML-Klassen und Assets in AOM 
genutzt werden und ihren Ursprung in der Objektorientierung haben, wird hier vollständig 
verzichtet, da ein rein prozessorientierter Ansatz verfolgt wird [vgl. SVO11 S. 48]. Ein weite-
rer Grund für den Verzicht auf Operationen bei der Geschäftsobjektmodellierung ist, dass 
XML Schema keine Operationen enthält.  
Die nachfolgend beschriebene Notation zur Geschäftsobjektmodellierung wird auch kurz als 
Objektmodell bezeichnet. Für eine entsprechende Modellierung stehen die folgenden Grund-
elemente zur Verfügung [vgl. SVO11 S. 48]:  
 Entitätstyp mit Attributen (Einfache Geschäftsobjektstruktur) 
 Aggregationstyp aus Entitätstypen (Komplexe Geschäftsobjektstruktur) 
 Zwei Arten von Verbindungstypen zwischen einfachen Geschäftsobjektstrukturen (Enti-
tätstypen): Beziehungs- und Vererbungskanten 
 Sammelbedingungen für Kanten 
Entitätstypen: 
Ein Entitätstyp ist ein Container, um die Attribute von Geschäftsobjekten in logischen Einhei-
ten zusammenzufassen [vgl. SVO11 S. 48]. Ein Entitätstyp besitzt einen eindeutigen Namen, 
optional ein oder mehrere Schlüsselattribute, weitere Attribute und gegebenenfalls Bedingun-
gen [vgl. SVO11 S. 48]. Schlüssel und Attribute können auf regulären Ausdrücken basieren. 
Entitätstypen werden als Rechtecke mit abgerundeten Ecken dargestellt [vgl. SVO11 S. 48]. 
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Kopie-Entitätstypen können genutzt werden, um die Darstellung komplexer Modelle über-
sichtlicher zu machen [vgl. SVO11 S. 48]. Sie haben die gleiche Semantik wie ihr entspre-
chender Original-Entitätstyp, können jedoch an beliebig vielen verschiedenen Stellen auch 
unterschiedlicher Diagramme eingebunden werden [vgl. SVO11 S. 48]. Kopie-Entitätstypen 
werden durch gestrichelte Rahmen dargestellt und können inhaltlich nicht geändert werden 
[vgl. SVO11 S. 48]. Abbildung 41 zeigt die Darstellung eines Entitätstyps und eines Kopie-
Entitätstyps [vgl. SVO11 S. 48]. Jedes Attribut ist mit einem Datentyp versehen (z.B.: 
string). Darüber hinaus können Datentypen von Attributen auch Verbundtypen sein. Diese 
können durch reguläre Ausdrücke wie beispielsweise string first+ oder string middle? 
definiert werden. 
 
Abbildung 41: Entitätstyp und Kopie-Entitätstyp [vgl. SVO11 S. 48] 
Verbindungstypen zwischen Entitätstypen – Beziehungs- und Vererbungskanten: 
Verbindungstypen zwischen Entitätstypen sind Elemente, die eine Klassifizierung gleicharti-
ger Beziehungen oder Abhängigkeiten zwischen Entitäten der verknüpften Entitätstypen ab-
bilden [vgl. SVO11 S. 49]. Es gibt zwei Arten von Verbindungstypen [SVO11 S. 49]: 
 Beziehungskanten: Eine Beziehungskante stellt einen Beziehungstyp zwischen Entitätsty-
pen entsprechend der Semantik im ER-Modell dar. Bei Beziehungskanten können zwei 
Bezeichnungen hinterlegt werden [vgl. SVO11 S. 49]. Diese werden jeweils beim Kanten-
ende bei den angebundenen Entitätstypen angegeben und beziehen sich auf die vom je-
weiligen Entitätstyp ausgehende Richtung [vgl. SVO11 S. 49]. „Es werden prinzipiell drei 
Arten für Beziehungskanten zwischen Objekten zur Verfügung gestellt: 1:1, 1:n und n:m, 
die in der „crow’s feet“-Notation dargestellt werden. Darüber hinaus muss für jedes Ende 
einer Kante eine Angabe der Detail-Kardinalitäten erfolgen“ [SVO11 S. 49]. Anhand der 
Kardinalitäten ist abzulesen, ob es sich um Kann- (<0..X>) oder Muss-Beziehungen 
(<1..X>) mit X {1..n} und n =  aus Sicht des ausgehenden Entitätstyps handelt. In Ta-
belle 1 werden die möglichen Arten von Beziehungskanten mit der jeweiligen graphischen 
Darstellung inklusive der entsprechenden Detailkardinalitäten aufgeführt. 
Entitätstyp
Attribut 1
Attribut 2
Attribut 2 > 5=?
Kopie-
Entitätstyp
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 Vererbungskanten: Eine Vererbungskante stellt eine Vererbung zwischen Entitätstypen dar 
[vgl. SVO11 S. 49]. „Eine Vererbungskante ist mit der Bezeichnung „ist ein(e)“ versehen. 
Die Vererbung wird durch einen einfachen Pfeil dargestellt“ [SVO11 S. 49]. In Pfeilrich-
tung bedeutet eine Vererbungskante, dass der Ausgangs-Entitätstyp eine Spezialisierung 
des Ziel-Entitätstyps darstellt [vgl. SVO11 S. 49]. Gegen die Pfeilrichtung gelesen bedeu-
tet eine Vererbungskante, dass der Ausgangs-Entitätstyp eine Generalisierung des Ziel-
Entitätstyps ist [vgl. SVO11 S. 49]. 
Art der Beziehungskante Graphische Darstellung 
1:1-Beziehung (Kann/Kann) 
1:1-Beziehung (Kann/Muss) 
1:1-Beziehung (Muss/Muss)  
1:n-Beziehung (Kann/Kann)  
1:n-Beziehung (Kann/Muss) 
1:n-Beziehung (Muss/Muss)  
n:m-Beziehung (Kann/Kann) 
n:m-Beziehung (Kann/Muss) 
n:m-Beziehung (Muss/Muss) 
Tabelle 1: Arten von Beziehungskanten und ihre graphische Darstellung 
Abbildung 42 zeigt eine 1:n-Beziehungskante zwischen Kunde und Rechnung, die durch 
kann/muss-Enden entsprechend markiert ist, d.h. ein Kunde kann mehrere Rechnungen haben, 
jedoch ist auch zugelassen, dass er ggf. keine Rechnung hat [SVO11 S. 49]. Im zweiten in der 
Abbildung dargestellten Beispiel wird eine Vererbungskante zwischen Mitarbeiter und Person 
dargestellt [SVO11 S. 49]. Diese beschreibt, dass ein Mitarbeiter eine Person ist und dadurch 
alle Attribute von Person an Mitarbeiter vererbt werden [SVO11 S. 49]. 
Text 1
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Text 2 
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Text 2 
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Abbildung 42: Beziehungskante und Vererbungskante [vgl. SVO11 S. 49] 
Sammelbedingungen für Verbindungstypen und der beteiligten Entitätstypen: 
Für Verbindungstypen können zusätzliche Sammelbedingungen definiert werden [vgl. SVO11 
S. 49]. Sammelbedingungen sind zwischen einem Entitätstyp und mindestens zwei Verbin-
dungstypen positioniert und werden durch einen an den Entitätstyp angehängten Kreis darge-
stellt [vgl. SVO11 S. 49]. Es gibt drei Arten von Sammelbedingungen, die mit der bisher vor-
gestellten Semantik (1:1-, 1:n-, n:m-Beziehung und Detailkardinalitäten) nicht definiert 
werden können [SVO11 S. 49]:  
 XOR: Eine XOR-Sammelbedingung ist ein Ausschließendes Oder der an die Sammelbe-
dingung angeschlossenen Verbindungstypen, d.h. bei einer Instanz des angeschlossenen 
Entitätstyps darf nur genau eine Verbindungsinstanz der an das XOR angeschlossenen 
Verbindungstypen vorhanden sein [vgl. SVO11 S. 50]. 
 OR: „Eine OR-Sammelbedingung ist ein Oder mit mindestens einer Auswahl“ [SVO11 
S. 50]. Bei einer OR-Sammelbedingung muss mindestens eine Verbindungsinstanz vor-
handen sein. Es können jedoch auch mehrere Verbindungsinstanzen existieren [vgl. 
SVO11 S. 50].  
 SIM: „Eine SIM-Sammelbedingung ist eine Simultanität, d.h. eine Gleichzeitigkeit“ 
[SVO11 S. 50]. Bei einer SIM-Sammelbedingung müssen bei Vorhandensein einer Ver-
bindungsinstanz dann gleichzeitig auch für alle anderen angeschlossenen Verbindungsty-
pen entsprechende Verbindungsinstanzen vorhanden sein [vgl. SVO11 S. 50]. 
Abbildung 43 zeigt jeweils ein Beispiel für eine XOR-Sammelbedingung bei Vererbungskan-
ten und Beziehungskanten. Im ersten Beispiel wird ausgedrückt, dass ein Kunde entweder 
eine Privatperson oder ein Unternehmen ist, aber ein Kunde gleichzeitig nicht beides sein 
kann. Das zweite Beispiel stellt den Sachverhalt dar, dass ein verkauftes Produkt entweder 
einen Produktionsauftrag oder einen Beschaffungsauftrag auslöst [SVO11 S. 50].  
Kunde Rechnung
hat
<0..n>
für 
<1..1>
Mitarbeiter Person
ist ein(e)
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Abbildung 43: XOR-Sammelbedingung [vgl. SVO11 S. 50] 
Abbildung 44 zeigt eine OR-Sammelbedingung bei Vererbungskanten und bei Beziehungs-
kanten. Im ersten Beispiel wird ausgedrückt, dass ein Manager ein Bereichsleiter oder ein 
Projektleiter ist, jedoch auf jeden Fall eines von beiden. Im zweiten Beispiel wird beschrie-
ben, dass eine Bestellung genau eine Dienstleistung oder einen Artikel enthalten kann 
[SVO11 S. 51]. Eine Bestellung kann im dargestellten Beispiel auch eine Dienstleistung und 
einen Artikel enthalten. Jedoch muss eine Bestellung mindestens eine Dienstleistung oder 
alternativ einen Artikel enthalten. Artikel und Dienstleistungen können jeweils in beliebig 
vielen Bestellungen enthalten sein. Dies wird durch die im Beispiel dargestellten entspre-
chenden 1:n-Beziehungen beschrieben, die auch im Zusammenhang mit Sammelbedingungen 
verwendet werden können. 
 
Abbildung 44: OR-Sammelbedingung [vgl. SVO11 S. 51] 
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Abbildung 45 zeigt eine SIM-Sammelbedingung bei Vererbungskanten und bei Beziehungs-
kanten. Im ersten Beispiel wird ausgedrückt, dass wenn ein Mitarbeiter ein Bereichsleiter ist, 
dann ist er auch gleichzeitig ein Manager. Umgekehrt wird dadurch ebenfalls ausgedrückt, 
dass sobald ein Mitarbeiter ein Manager ist, er auch automatisch einen zuzuordnenden Be-
reich verantwortet. Im zweiten Beispiel wird dargestellt, dass falls ein Kundenauftrag für ein 
kundenspezifisches, d.h. individuell gefertigtes Produkt angelegt wird, auch ein entsprechen-
der interner Produktionsauftrag angelegt werden muss [SVO11 S. 51]. Zu Kundenaufträgen 
kann es beliebig viele Produktionsaufträge geben, falls es sich um kundenspezifische Produk-
te handelt. Umgekehrt kann es zu einem Produktionsauftrag auch beliebig viele Kundenauf-
träge geben, bspw. wenn ähnliche Kundenaufträge zu einem Produktionsauftrag zusammenge-
fasst werden. Dies wird durch die im Beispiel dargestellte m:n-Beziehung ausgedrückt.  
 
Abbildung 45: SIM-Sammelbedingung [vgl. SVO11 S. 51] 
„Bestimmte Sachverhalte können bzw. müssen ohne Sammelbedingungen modelliert werden“ 
[SVO11 S. 50]. In Abbildung 46 wird im ersten Beispiel eine flexible Oder-Verbindung dar-
gestellt, die im Gegensatz zur Modellierung in Abbildung 43 auch zulässt, dass für ein ver-
kauftes Produkt weder ein Produktionsauftrag, noch ein Beschaffungsauftrag erzeugt werden 
muss, da ein Produkt auch bspw. auf Lager sein kann [SVO11 S. 50 u. 52]. Es könnte jedoch 
auch für ein verkauftes Produkt je ein Produktionsauftrag und ein Beschaffungsauftrag er-
zeugt werden [SVO11 S. 52]. Das zweite Beispiel drückt aus, dass bei einer Auftragsposition 
immer ein Produkt und ein bearbeitender Mitarbeiter zugewiesen sein müssen [SVO11 S. 52]. 
Diese Verbindungstypen sind beide obligatorisch, haben jedoch im Gegensatz zu der SIM-
Sammelbedingung in Abbildung 45 keine Abhängigkeiten untereinander, sondern beziehen 
sich nur auf den korrespondierenden Entitätstyp [vgl. SVO11 S. 52]. 
Mitarbeiter
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Abbildung 46: Semantik ohne Sammelbedingungen [vgl. SVO11 S. 52] 
Aggregationstyp: 
Ein Aggregationstyp fasst mehrere über Verbindungstypen zusammenhängende Entitätstypen 
zu einer komplexen Geschäftsobjektstruktur zusammen [vgl. SVO11 S. 52]. Für den Aggrega-
tionstyp muss ein Wurzelentitätstyp ausgezeichnet werden, um eine komplexe Geschäftsob-
jektstruktur eindeutig zu identifizieren [vgl. SVO11 S. 52]. Jeder Aggregationstyp besitzt ge-
nau einen Wurzelentitätstyp [vgl. SVO11 S. 52]. Dies ist eine Voraussetzung für die 
Transformation des Aggregationstyps in XML Schema, so dass diese XML-Strukturen dann 
in einem XML-Netz verarbeitet werden können [vgl. SVO11 S. 52]. Ein Aggregationstyp hat 
einen eindeutigen Namen und wird als Kasten mit dem entsprechenden Namen dargestellt, der 
die dazugehörigen Entitätstypen inklusive des Wurzelentitätstyps umfasst [vgl. SVO11 S. 52]. 
Der Wurzelentitätstyp des Aggregationstyps wird, analog zu AOM, durch eine hervorgehobe-
ne Umrandung (fett) markiert [vgl. SVO11 S. 52].  
Entitätstypen können in beliebig vielen Aggregationstypen verwendet werden [vgl. SVO11 
S. 52]. Auch innerhalb eines Aggregationstyps kann ein Entitätstyp beliebig oft verwendet 
werden [vgl. SVO11 S. 52]. Da Aggregationstypen als komplexe Geschäftsobjektstrukturen in 
Prozessen verwendet werden sollen und dadurch eine Baumstruktur für die Transformation in 
XML Schema erforderlich ist, gibt es bei der Modellierung der Verbindungstypen zwischen 
Entitätstypen innerhalb eines Aggregationstyps die folgenden Einschränkungen [vgl. SVO11 
S. 52]: 
 Ausgehend vom markierten Wurzelentitätstyp muss die Struktur der enthaltenen Entitäts-
typen als Baum aufgebaut sein, d.h. Zyklen innerhalb des Aggregationstyps sind verboten 
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[vgl. SVO11 S. 52]. Sollte ein Entitätstyp im Rahmen der Struktur mehrfach benötigt 
werden, so kann dies durch entsprechende Kopie-Entitätstypen modelliert werden [vgl. 
SVO11 S. 52]. 
 Innerhalb eines Aggregationstyps sind die erlaubten Beziehungskanten zwischen Entitäts-
typen im Vergleich zu Tabelle 1 eingeschränkt. Da eine Baumstruktur aufgebaut werden 
muss, sind Beziehungskanten, die diese verletzen, verboten. Beispielsweise sind m:n-
Beziehungskanten zwischen Entitätstypen zwar außerhalb von Aggregationstypen erlaubt, 
jedoch werden diese innerhalb eines Aggregationstyps in WurzelBlatt-Richtung auf die 
entsprechende 1:n-Beziehung eingeschränkt, welche dann die Baumstruktur des komple-
xen Geschäftsobjekts sicherstellt. Die graphische Umsetzung erfolgt, indem nur die Ein-
schränkung einer Beziehungskante innerhalb einer komplexen Geschäftsobjektstruktur 
angezeigt wird. Bei kann-Beziehungen in WurzelBlatt-Richtung ist die Einschränkung 
zu beachten, dass die Baumstruktur ggf. für einzelne komplexe Geschäftsobjektstrukturen 
am Ausgangs-Entitätstyp der Beziehungskante bereits endet. Da dies in Abhängigkeit von 
Instanzen des Aggregationstyps bzw. Instanzen der enthaltenen Entitätstypen unterschied-
lich sein kann, ist keine separate graphische Umsetzung in der Modellierung der Ge-
schäftsobjektstrukturen hierzu vorgesehen. In Tabelle 2 sind alle möglichen Konstellatio-
nen von Beziehungskanten mit entsprechenden Kardinalitäten zwischen Entitätstypen und 
deren jeweils entsprechende Einschränkung bei der Verwendung innerhalb von Aggregati-
onstypen aufgeführt. 
Abbildung 47 zeigt die Modellierung des Aggregationstyps Bestellung mit den enthaltenen 
zusammenhängenden Entitätstypen Bestellkopf, Lieferant, Bestellposition, Artikel und Dienst-
leistung [vgl. SVO11 S. 52]. Der Entitätstyp Bestellkopf ist als Wurzelentitätstyp entsprechend 
markiert [vgl. SVO11 S. 52]. Die 1:n-Beziehung mit den Kardinalitäten [1..1] und [0..n] zwi-
schen Lieferant und Bestellkopf wird im Rahmen des komplexen Geschäftsobjekts Bestellung 
auf eine 1:1-Beziehung mit den Kardinalitäten [1..1] und [0..1] eingeschränkt. Durch die 
XOR-Sammelbedingung bei der Bestellposition wird garantiert, dass auf jeden Fall entweder 
ein Artikel oder eine Dienstleistung einer Bestellposition zugeordnet ist [SVO11 S. 52f.]. 
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Beziehungskante  
(Richtung: Wurzel  Blatt)  
Einschränkung 
Keine 
Kann Baumstruktur einer Instanz eines  
Aggregationstyps nach ET1 abschließen 
Keine 
Kann Baumstruktur einer Instanz eines  
Aggregationstyps nach ET1 abschließen 
Keine 
Kann Baumstruktur einer Instanz eines  
Aggregationstyps nach ET1 abschließen 
Keine 
Kann Baumstruktur einer Instanz eines  
Aggregationstyps nach ET1 abschließen 
Tabelle 2: Beziehungskanten zwischen Entitätstypen in Aggregationstypen 
 
Text 1
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Text 2 
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Abbildung 47: Aggregationstyp mit enthaltenen Entitätstypen [vgl. SVO11 S. 53] 
5.3.2 Geschäftsobjektstrukturen und Prozessobjekte 
Auf Basis der beschriebenen Konzepte können nun Geschäftsobjektstrukturen folgenderma-
ßen definiert werden [SVO11 S. 53-54]: 
Definition 5.3: Geschäftsobjektstruktur und Instanz einer Geschäftsobjektstruktur 
Eine Geschäftsobjektstruktur ist eine Datenstruktur, die mit den Elementen Entitätstyp, 
Verbindungstyp, Aggregationstyp und Sammelbedingung definiert wird [vgl. SVO11 
S. 53]. Es wird zwischen einfachen und komplexen Geschäftsobjektstrukturen unter-
schieden [vgl. SVO11 S. 52]: 
(i) Einfache Geschäftsobjektstrukturen: Einfache Geschäftsobjektstrukturen 
werden durch Entitätstypen gebildet. Eine einfache Geschäftsobjektstruktur 
umfasst die Schlüsselattribute, die weiteren Attribute jeweils mit den zu-
geordneten Datentypen und einfache Bedingungen des entsprechenden En-
titätstyps. Verbindungstypen zu anderen Entitätstypen, Sammelbedingun-
gen und die Zugehörigkeit zu Aggregationstypen werden bei einfachen 
Geschäftsobjektstrukturen nicht berücksichtigt [vgl. SVO11 S. 53]. 
(ii) Komplexe Geschäftsobjektstrukturen: Komplexe Geschäftsobjektstrukturen 
werden durch Aggregationstypen gebildet. Eine komplexe Geschäftsobjekt-
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struktur umfasst alle Informationen gemäß (i) der enthaltenen einfachen 
Geschäftsobjektstrukturen, die Verbindungstypen innerhalb des Aggregati-
onstyps und deren Sammelbedingungen [vgl. SVO11 S. 52]. Eine komple-
xe Geschäftsobjektstruktur umfasst keine Verbindungstypen von enthalte-
nen Entitätstypen zu außerhalb des Aggregationstyps liegenden 
Entitätstypen. Auch die zu solchen Verbindungstypen gehörigen Sammel-
bedingungen, die ebenfalls außerhalb des Aggregationstyps liegen, werden 
nicht berücksichtigt. 
(iii) Instanz einer Geschäftsobjektstruktur: Eine Instanz einer Geschäftsobjekt-
struktur repräsentiert den aktuellen Zustand eines konkreten Geschäftsob-
jekts gemäß Definition 2.3. Dies entspricht einer Belegung der Attribute al-
ler Entitätstypen einer Geschäftsobjektstruktur mit konkreten Werten und 
aller Ausprägungen der beteiligten Verbindungstypen gemäß (ii) bei einer 
komplexen Geschäftsobjektstruktur. 
 
Abbildung 48: Einfache und komplexe Geschäftsobjektstrukturen [vgl. SVO11 S. 54] 
Abbildung 48 zeigt den Unterschied zwischen einfachen und komplexen Geschäftsobjekten 
[SVO11 S. 53]. Der Aggregationstyp Kunde beschreibt ein komplexes Geschäftsobjekt, denn 
es besitzt mehrere über Beziehungskanten zusammenhängende Entitätstypen [vgl. SVO11 
S. 53]. Der Entitätstyp Kundenkonto ist als Wurzelentitätstyp ausgezeichnet und liefert da-
durch mit seinem Schlüssel auch den Schlüssel für die komplexe Geschäftsobjektstruktur 
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[vgl. SVO11 S. 53-54]. Der Entitätstyp Artikel hingegen stellt eine einfache Geschäftsobjekt-
struktur dar, da er keine weiteren Entitätstypen enthält [vgl. SVO11 S. 54]. Einfache und 
komplexe Geschäftsobjektstrukturen können über Verbindungstypen miteinander verknüpft 
sein. Die Beziehung zwischen Geschäftsobjektstrukturen erfolgt auf Ebene der Entitätstypen, 
wie dies in Abbildung 48 zwischen den Entitätstypen Artikel und Kundenkonto der Fall ist 
[vgl. SVO11 S. 54]. 
Das Ziel ist, eine Beschreibung von Geschäftsobjektstrukturen für die Verwendung in Ge-
schäftsprozessmodellen, insbesondere bei XML-Netzen, zu ermöglichen. Die zuvor definier-
ten Geschäftsobjektstrukturen können aufgrund ihrer Eigenschaften, die eine Abbildung in 
XML Schema ermöglichen, den Stellen eines XML-Netzes zur Beschreibung der Struktur 
entsprechend zu verarbeitender Geschäftsobjekte zugeordnet werden [SVO11 S. 54]. 
Auf Basis von Geschäftsobjektstrukturen können nun Prozessobjekte folgendermaßen defi-
niert werden: 
Definition 5.4: Prozessobjekt 
Ein Prozessobjekt ist eine Instanz einer Geschäftsobjektstruktur, die bei mit XML-
Netzen modellierten Geschäftsprozessen als Marken verwendet werden [vgl. SVO11 
S. 54]. Prozessobjekte werden von Transitionen im Vor- oder Nachbereich der zugeord-
neten Stellen entsprechend der Schaltregel von XML-Netzen [Len03] genutzt. Es wird 
zwischen einfachen und komplexen Prozessobjekten unterschieden: 
(i) Einfache Prozessobjekte: Einfache Prozessobjekte sind Instanzen von ein-
fachen Geschäftsobjektstrukturen (Entitäten), die den Stellen von XML-
Netzen zugewiesen sind. 
(ii) Komplexe Prozessobjekte: Komplexe Prozessobjekte sind Instanzen von 
komplexen Geschäftsobjektstrukturen (Aggregationen), die den Stellen von 
XML-Netzen zugewiesen sind. Ein komplexes Prozessobjekt umfasst keine 
Verbindungen von enthaltenen Entitäten zu Entitäten, die außerhalb der 
Aggregation liegen. 
Aus dem in Abbildung 48 dargestellten Objektmodell können sowohl der Entitätstyp Artikel 
als auch der Aggregationstyp Kunde einem Geschäftsprozessmodell als Geschäftsobjektstruk-
tur zugeordnet werden [SVO11 S. 54]. Auch könnte bspw. nur die einfache Geschäftsobjekt-
struktur Kundenkonto der komplexen Geschäftsobjektstruktur Kunde als Prozessobjekt ge-
nutzt werden. Der Verbindungstyp zu Artikel aus der komplexen Geschäftsobjektstruktur 
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Kunde kann im Rahmen einer entsprechenden Instanz dieser komplexen Geschäftsobjekt-
struktur nicht genutzt werden. Hierzu müsste der Verbindungstyp inklusive des Entitätstyps 
Artikel zusätzlich im Aggregationstyp Kunde enthalten sein. 
5.4 Modellierung der Geschäftsprozesssteuerung 
Abbildung 39 beschreibt, wie bei den Geschäftsprozessmodellen komplexe Zusammenhänge 
durch hierarchische Darstellung handhabbar gemacht werden können. Auf der untersten 
Schicht einer solchen Prozessdokumentation erfolgt die Zuordnung zu konkreten IT Services, 
d.h. auf dieser Ebene wird die Geschäftsprozesssteuerung modelliert. In dem in dieser Arbeit 
vorgestellten integrierten Modell wird hierzu eine plattformunabhängige Beschreibung ge-
wählt, die auf den Geschäftsprozessnetzen basiert und diese lediglich um die Zuordnungs-
möglichkeit von IT Services bei den Transitionen erweitert. 
5.4.1 Backend-Netze 
Backend-Netze sind XML-Netze bei denen den einzelnen Transitionen gegenüber den Ge-
schäftsprozessnetzen zusätzlich IT Services zugewiesen werden können. Die Modellierung 
der Geschäftsprozesssteuerung ist hierbei sowohl von der Technologie, mit der einzelne zu-
geordnete Services implementiert werden, als auch von der Technologie mit der die Ge-
schäftsprozesssteuerung implementiert wird, unabhängig. Backend-Netze beziehen sich somit 
nicht auf eine konkrete Plattform wie bspw. Webservices bzw. BPEL. Bezüglich einer Einord-
nung bei der Model Driven Architecture repräsentiert dieses Teilmodell somit ein Platform 
Independent Model. Backend-Netze bilden jedoch bereits die Basis für die IT-technische Um-
setzung der modellierten Geschäftsprozesse und sind folgendermaßen definiert: 
Definition 5.5: Backend-Netz 
Ein Backend-Netz ist ein Tupel  ISRMITKIFTSBEN S ,,,,,,,,, 0  für das gilt: 
(i)  0,,,,,,, MITKIFTS S  ist ein XML-Netz. 
(ii) Jeder Transition Ti des XML-Netzes muss mindestens eine technische Rol-
le Rj zugewiesen werden. 
(iii) Jeder Transition Ti des Backend-Netzes kann genau ein IT Service ISj zu-
gewiesen werden. 
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Abbildung 49: Backend-Netz 
Abbildung 49 zeigt ein Beispiel für ein Backend-Netz. Im Gegensatz zur Beschreibung der 
Abläufe im Frontend, die noch in Abschnitt 5.5 behandelt werden, werden hier die im Hinter-
grund – meist automatisiert – ablaufenden IT-basierten Prozesse dargestellt. Backend-Netze 
beschreiben die Abläufe, die häufig in einer Middleware implementiert werden und bei der 
Realisierung bereichsübergreifender Geschäftsprozesse für die Integration verschiedener Sys-
teme genutzt werden. 
In dem dargestellten Beispiel werden die in einem Webshop eingegangenen Aufträge im ers-
ten Schritt automatisch bzgl. der Kreditwürdigkeit des (potenziellen) Kunden geprüft. Hierzu 
wird der IT Service CheckBonitaet aufgerufen. Dieser IT Service erhält als Input die der 
Stelle im Vorbereich zugewiesene Geschäftsobjektstruktur Web-Auftrag, die durch den Filter 
FS1 nur die Aufträge aus dem Webshop enthält, die sich im Status Neu befinden. Das Ergebnis 
des IT Services wird im entsprechenden Output, der ebenfalls der Geschäftsobjektstruktur 
Web-Auftrag entspricht, durch das Umsetzen des Status dokumentiert. In Abhängigkeit des 
gesetzten Status wird automatisch entschieden, ob der Auftrag akzeptiert oder abgelehnt wird. 
Im Falle einer Ablehnung wird im dargestellten Beispiel – ebenfalls automatisch – eine  
E-Mail mit einem Ablehnungstext durch den IT Service EMailVersandAblehnung generiert 
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und an den Auftraggeber versendet. Im Falle der Annahme bekommt der Auftraggeber durch 
den IT Service EMailVersandBearbeitung eine Benachrichtigung, dass sein Auftrag bear-
beitet wird. Im nächsten Schritt wird der Auftrag aus dem Webshop dann an das ERP-System 
zur weiteren Bearbeitung übergeben und dort angelegt. 
5.4.2 Webservice-Netze 
Für die Umsetzung auf einer konkreten technologischen Plattform wird in diesem Abschnitt 
eine Erweiterung der Backend-Netze zur Modellierung der Geschäftsprozesssteuerung bei-
spielhaft für den Einsatz, d.h. die Transformation in BPEL, beschrieben. Webservices sollen 
dabei mit Hilfe sogenannter Webservice-Netze zu ausführbaren Geschäftsprozessen orches-
triert werden können [Bau08, KoM05]. Hierzu werden wiederum XML-Netze als Basis ge-
nutzt, bei denen die Transitionen in Basis-Aktivitäten von BPEL übersetzt werden können. Es 
muss den einzelnen Transitionen als Erweiterung gegenüber den Backend-Netzen jeweils ein 
Webservice zugeordnet und mit den für den Aufruf erforderlichen technischen Informationen 
für den jeweiligen BPEL-Aktivitätstyp hinterlegt werden können. Da bei BPEL-Aktivitäten 
XML-basierte Input- und Output-Nachrichten verarbeitet werden, müssen diese XML-
Strukturen bei den Modellen ebenfalls hinterlegt werden können. 
Ein Webservice-Netz stellt somit ein plattformspezifisches Teilmodell für die Realisierung 
eines mit BPEL ausführbaren Prozesses dar. Bezüglich einer Einordnung bei der Model Dri-
ven Architecture repräsentiert dieses Teilmodell somit ein Platform Specific Model. Die 
Grundstruktur eines Webservice-Netzes ist aus zwei Transitionen und zwei Stellen aufgebaut 
[Bau08 S. 41f.]. Die erste Transition muss in dieser Grundstruktur immer eine receive-
Aktivität und die letzte Transition entweder eine reply- oder eine invoke-Aktivität darstellen 
[Bau08 S. 41]. Der Ablauf zwischen der ersten und letzten Transition kann in analog zur Mo-
dellierung der Backend-Netze durchgeführt werden, d.h. es gibt hier keine weiteren – die Ab-
laufmodellierung betreffende – Einschränkungen. Alternativ zur receive-Aktivität kann als 
erste Aktivität in einem BPEL-Prozess auch eine pick-Aktivität stehen. Da diese jedoch im 
Wesentlichen eine Kombination aus der Funktionalität einer receive-Aktivität und anderen 
BPEL-Aktivitäten, wie der wait-Aktivität und der if-Aktivität darstellt, wird diese im Rah-
men der Webservice-Netze nicht mehr weiter betrachtet. In Abbildung 50 ist die Grundstruk-
tur eines Webservice-Netzes dargestellt. 
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Abbildung 50: Grundstruktur eines Webservice-Netzes [vgl. Bau08] 
Webservice-Netze basieren – wie auch die Backend-Netze – auf XML-Netzen. Während bei 
Backend-Netzen noch allgemeine IT Services zugewiesen werden, können bei Webservice-
Netzen hingegen konkrete Angaben zu entsprechend zugeordneten Webservices bei den 
Transitionen hinterlegt werden. Diese Informationen sind für eine Transformation in BPEL 
erforderlich [vgl. Bau08 S. 40ff.]. In einem Webservice-Netz existiert exakt eine Stelle ohne 
eingehende Kanten, die als Input-Stelle des Webservice-Netzes bezeichnet wird [vgl. 
KoM05]. Der Nachbereich dieser Stelle umfasst nur eine Transition, die sogenannte Input-
Transition [vgl. Bau08]. Weiterhin existiert exakt eine Stelle ohne ausgehende Kanten, die als 
Output-Stelle des Webservice-Netzes bezeichnet wird [vgl. KoM05]. Der Vorbereich dieser 
Stelle umfasst nur eine Transition, die sogenannte Output-Transition [vgl. Bau08]. Alle in 
einem Webservice-Netz verwendeten Knoten müssen auf einem Pfad zwischen der Input- und 
der Output-Transition liegen. Durch die XML Schemata der jeweiligen Input- und Output-
Stelle wird festgelegt, wie die eingehenden und ausgehenden Nachrichten eines mit einem 
Webservice-Netz definierten BPEL-Prozesses aufgebaut sind. Die XML Schemata der Stellen 
im Vor- und Nachbereich von Transitionen, die zwischen der Input- und der Output-Transition 
liegen, definieren den Aufbau der Nachrichten, die an einen einer Transition zugeordneten 
Webservice gesendet werden bzw. als Ergebnis an einen solchen zurück übertragen werden. 
Die im Vergleich zu reinen XML-Netzen zusätzlich benötigten Informationen, die für die 
Transformation in BPEL erforderlich sind, können in Form spezieller Attribute bei den Transi-
tionen hinterlegt werden. Soll ein Webservice an eine Transition gebunden werden, so muss 
dessen WSDL-Datei vorliegen. Eine WSDL-Datei kann dem Attribut wsdl einer Transition 
eines Webservice-Netzes zugeordnet werden. Auf Basis der WSDL-Datei müssen für die At-
tribute partnerLinkType, portType und operation die für den aktuellen Prozessschritt 
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passenden Werte ausgewählt werden, da ein Webservice mehrere partnerLinkTypes, 
portTypes und operations anbieten kann. Weiterhin muss in activity der Typ der entspre-
chenden Basisaktivität festgelegt werden, durch den der Typ der BPEL-Basisaktivität definiert 
wird, der durch diese Transition repräsentiert wird. Hierbei können die Typen receive, 
reply, invoke, empty und wait angegeben werden. Aktivitäten vom Typ empty und wait 
erfordern im Vergleich zu Aktivitäten vom Typ receive, reply und invoke keine Angaben 
bei den Attributen wsdl, partnerLinkType, portType und operation. Bei Verwendung ei-
ner Aktivität vom Typ wait muss eine Zeitangabe hinterlegt werden. Mit den Attributen unit 
und duration können Zeiteinheit und Zeitdauer für eine wait-Aktivität festgelegt werden. 
Auf Basis der zuvor beschriebenen Konzepte kann ein Webservice-Netz nun folgendermaßen 
definiert werden [vgl. Bau08, KoM05]: 
Definition 5.6: Webservice-Netz 
Ein Webservice-Netz ist ein Tupel  AttributeS WSMITKIFTSWSN ,,,,,,,, 0  für das 
gilt: 
(i)  0,,,,,,, MITKIFTS S  ist ein XML-Netz. 
(ii) Ein WSN hat genau eine Stelle SI ohne eingehende Kanten. Diese Stelle 
wird als die Input-Stelle des WSN bezeichnet. Der Stelle muss ein XML-
Dokument als Startmarkierung zugeordnet sein. In ihrem Nachbereich be-
sitzt diese Stelle genau eine Transition. Diese Transition ist die Input-
Transition des WSN. 
(iii) Ein WSN hat genau eine Stelle So ohne ausgehende Kanten. Diese Stelle 
wird als die Output-Stelle des WSN bezeichnet. Ein dieser Stelle zugeord-
netes XML-Dokument kann von keiner Transition des WSN geändert oder 
gelöscht werden. In ihrem Vorbereich besitzt diese Stelle genau eine Trans-
ition. Diese Transition ist die Output-Transition des WSN. 
(iv) Transitionen haben die zusätzlichen Attribute wsdl, activity und role, 
über die einer Transition ein Webservice WSi zugewiesen werden kann. 
Das Attribut wsdl enthält eine gültige WSDL-Datei eines Webservice. Der 
Typ der Transition wird über das Attribut activity festgelegt, das einen 
Wert aus der Menge {receive, reply, invoke, wait, empty} enthal-
ten muss. Für die Transition müssen bei Typen aus der Menge {receive, 
reply, invoke} die Attribute wsdl, partnerLinkType, portType und 
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operation einen zugeordneten Wert   {} enthalten. Das Attribut role 
enthält die für die Ausführung des durch die Transition repräsentierten Ge-
schäftsprozessschritts zuständige Rolle. 
(v) Bei einer Transition vom Typ wait müssen die zusätzlichen Attribute unit 
und duration angegeben werden. 
(vi) Die Input-Transition ist immer vom Typ receive. Die Output-Transition 
ist immer entweder vom Typ reply oder invoke. 
Abbildung 51 zeigt den Kontext eines Webservice-Netzes mit den entsprechenden Zusam-
menhängen. Diese Zusammenhänge können in Kombination mit den bei den einzelnen Ele-
menten der Webservice-Netze hinterlegten Informationen verwendet werden, um BPEL-Code 
für eine Umsetzung der modellierten Geschäftsprozesssteuerung zu erzeugen. 
 
Abbildung 51: Kontext eines Webservice-Netzes [vgl. HKS08] 
Diese Variante von XML-Netzen eignet sich zur Definition und zum Management von Web-
service-basierten Geschäftsprozessen, da sie durch eine Transformation direkt in BPEL über-
setzt werden kann. Geschäftsprozesse, die über diese Teilmodell als ausführbarer BPEL-
Prozess realisiert werden sollen, müssen jeweils als korrektes Webservice-Netz definiert sein. 
Als Erweiterung für eine konkrete Umsetzung des in Abbildung 49 dargestellten Backend-
Netzes müssten außer der Zuordnung von Webservices und der Anreicherung mit den zusätz-
lichen Attributen bei den Transitionen gemäß (iv) und (v) auch eine Input-Stelle mit nachfol-
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gender Input-Transition am Anfang und eine Output-Transition mit nachfolgender Output-
Stelle am Ende des Netzes modelliert werden.  
Das grundlegende Konzept von Webservice-Netzen auf Basis von XML-Netzen wurde in 
[KoM05] entwickelt. Darüber hinaus stellen die in [Aal97] eingeführten Workflow-Netze und 
die in [HaB03] vorgestellten Service-Netze weitere Grundlagen der hier verwendeten Web-
service-Netze dar. In dem hier beschriebenen Ansatz wird zusätzlich definiert, welche Anga-
ben in Webservice-Netzen hinterlegt werden müssen, um einen ausführbaren BPEL-Prozess 
zu erzeugen [vgl. Bau08]. 
5.5 Modellierung der Geschäftsprozess-Frontends 
In diesem Abschnitt wird die Modellierung der Geschäftsprozess-Frontends (nachfolgend 
Frontends genannt) beschrieben. Dies umfasst sowohl die Definition der inhaltlichen Struktur 
als auch die Definition der Abläufe innerhalb der Frontends, d.h. der Benutzeroberfläche eines 
zu realisierenden Anwendungssystems. Die einzelnen Teilmodelle werden unter dem Begriff 
Frondend-Modell zusammengefasst [vgl. Her07 S. 53ff.]. Durch die Modellierung von Abläu-
fen in der Benutzeroberfläche des Anwendungssystems soll die Steuerungslogik der Front-
ends definiert werden. Darüber hinaus soll in entsprechenden Teilmodellen auch der struktu-
relle Aufbau der Benutzeroberfläche berücksichtigt werden. Im Rahmen der Modellierung der 
Frontends sollen fachliche und technische Informationen soweit ergänzt werden können, dass 
auf Basis der hinterlegten Informationen über Generatoren lauffähige Frontends erzeugt wer-
den können. 
Die Ausgangsbasis für die Modellierung der Geschäftsprozess-Frontends stellen die bereits 
modellierten Geschäftsprozesse dar. Auf Basis dieser Geschäftsprozessmodelle können die 
durch eine Benutzeroberfläche zu unterstützenden Aufgaben identifiziert werden, da diese 
Modelle auch die Aktionen umfassen, die einzelne Anwender im Rahmen eines Geschäftspro-
zesses systemgestützt durchführen. Entsprechende Schritte in einem modellierten Geschäfts-
prozess stellen somit einen Einstiegspunkt in die Frontend-Modellierung dar. Logische 
Schnittstellen zwischen Frontend-Steuerung und Geschäftsprozesssteuerung werden durch 
den Aufruf von Backend Services aus der Frontend-Steuerung heraus definiert. Dadurch wer-
den Aktionen von Anwendern mit entsprechenden Backend Services der Geschäftslogik ver-
knüpft, d.h. der Ansatz berücksichtigt das Zusammenspiel der Frontend-Logik eines Anwen-
dungssystems mit der Geschäftslogik. Im Rahmen dieses Zusammenspiels können 
Informationen wiederverwendet werden. Beispielsweise können Datentypen aus zugrundelie-
5.5 Modellierung der Geschäftsprozess-Frontends 187 
  
genden Backend Services der Implementierung der Geschäftslogik für die Erzeugung von 
Frontend Services im Rahmen der Implementierung der Frontend-Logik genutzt werden. Die 
in einem Frontend verwendeten Datenstrukturen, die im Zusammenspiel mit der Geschäftslo-
gik verarbeitet werden, basieren auf den Eingabe- und Ausgabeparametern von Backend Ser-
vices. Die Basis für die Definition solcher Frontend-Datenstrukturen stellt idealerweise ein 
grundlegendes Datenmodell bereit, welches bereits die benötigten Datenstrukturen entspre-
chend des in Abschnitt 5.3 beschriebenen Geschäftsobjektmodells enthält. Die Nutzung der 
beschriebenen Zusammenhänge zwischen den verschiedenen Schichten ist eine zentrale Vo-
raussetzung für eine automatisierte bzw. teilautomatisierte Erstellung von Unternehmenssoft-
ware. 
Innerhalb von Frontends gibt es drei unterschiedliche Arten von Abläufen [vgl. Her07 
S. 53f.]:  
 Interaktionsabläufe beschreiben das über einen abgegrenzten Bereich einer Benutzerober-
fläche mögliche Zusammenspiel zwischen den Anwendern und dem System.  
 Navigationsabläufe beschreiben die über verschiedene Bereiche der Anwendung hinweg 
erlaubten Navigationspfade für entsprechende Anwender.  
 Technische Abläufe beschreiben das Zusammenspiel zwischen Speicherstrukturen und 
Backend Services im Rahmen einer systemseitig oder durch den Anwender ausgelösten 
Aktion im Frontend.  
Als Basis für die Modellierung dieser drei Ablaufarten in Frontends bietet sich die Verwen-
dung von XML-Netzen an, da dadurch die Dynamik formal und für alle drei Arten einheitlich 
definiert werden kann. Darüber hinaus können bei der Verwendung von XML-Netzen durch 
die Nähe zu XML auch strukturelle Aspekte der Frontends bei der Modellierung bereits be-
rücksichtigt werden. Dies ist vor allem für eine automatisierte Umsetzung entsprechender 
Frontends ein großer Vorteil, da die Technologien zur Implementierung von Benutzeroberflä-
chen zunehmend auf XML-Strukturen aufbauen. 
5.5.1 Grundmodell der Interaktion 
Nachfolgend wird das grundsätzliche Muster bei der Interaktion eines Anwenders mit einem 
SOA-basierten System beschrieben [vgl. Her07 S. 54]. Hierbei wird das Zusammenspiel von 
Anwender, Frontend und Backend Service im Rahmen von Interaktionen abgebildet. Die In-
teraktion zwischen Anwender und Frontend findet dadurch statt, dass ein Anwender innerhalb 
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des Frontends navigiert, Aktionen bspw. durch einen Mausklick auslöst oder Daten eingibt 
bzw. ändert. Die Ausführung dieser Aktionen erfolgt von der Frontend-Steuerung entweder 
durch die Verwendung von Frontend Services innerhalb der Frontend-Schicht oder durch Auf-
ruf von Backend Services bei geschäftslogikrelevanten Interaktionen. 
Als Architekturgrundlage kann hier das MVC-Konzept in Verbindung mit einer SOA verwen-
det werden. Das Frontend beinhaltet View und Controller. Das Model realisiert den Zugriff 
auf Daten, die durch Backend Services zur Verfügung gestellt werden. Auf Basis dieses Kon-
zepts kann ein Anwender eine Aktion im Frontend auslösen. Diese Aktion ruft einen Backend 
Service auf, der nach seiner Ausführung Ergebnisse an das Frontend zurücksendet. Die Er-
gebnisse werden innerhalb des Frontends verarbeitet und dem Anwender bereitgestellt. Der 
beschriebene Ablauf entspricht der in Abbildung 52 dargestellten Schritte 1,2,3 und 4. Diese 
vereinfachte Darstellung des Zusammenspiels zwischen Anwender, Frontend und Backend 
Service wird im Folgenden als Grundmodell der Interaktion bezeichnet [vgl. Her07 S. 54]. Es 
ist jedoch auch ein verkürzter Ablauf möglich, bei dem ein Backend Service aufgerufen wird, 
jedoch vom Frontend nicht auf eine Rückmeldung gewartet wird, d.h. es werden nur die 
Schritte 1 und 2 ausgeführt. Darüber hinaus kann eine Antwort auch direkt vom Frontend 
ohne Aufruf eines Backend Services erfolgen. Dieser ebenfalls verkürzte Ablauf, der nur die 
Schritte 1 und 4 beinhaltet, tritt beispielsweise dann auf, wenn als Reaktion auf eine Benut-
zereingabe vom Frontend eine Meldung für den Anwender erzeugt wird, die auf einer Validie-
rung basiert, welche ausschließlich innerhalb des Frontends erfolgt. 
 
Abbildung 52: Grundmodell der Interaktion [vgl. Her07 S. 54] 
5.5.2 Aspekte und Abhängigkeiten im Frondend-Modell 
Für die Analyse und den Entwurf von Benutzeroberflächen für Unternehmenssoftware soll 
nun ein entsprechendes Frontend-Modell entwickelt werden. Hierbei soll eine Reduktion der 
Komplexität durch das Aufteilen des Modells in einzelne, voneinander weitgehend unabhän-
gige Modellierungsaspekte erreicht werden [vgl. Her07 S. 56-57]. Darüber hinaus soll da-
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durch eine Zuordnung der verschiedenen Aspekte zu entsprechenden verantwortlichen Bear-
beitern ermöglicht werden. Beispielsweise kann so einem Webdesigner bei der Realisierung 
einer webbasierten Benutzeroberfläche die Berechtigung für das Anordnen einzelner Elemen-
te auf den Webseiten zugewiesen werden. Die Definition von technischen Aspekten für die 
Umsetzung eines Frontends ist hingegen von entsprechenden IT-Spezialisten durchzuführen. 
Das Frontend-Modell soll einerseits so gestaltet werden, dass Modellierer nur wenige Model-
lierungselemente erlernen müssen, andererseits sollen durch das Modell jedoch auch keine 
Einschränkungen für die Umsetzung eines Frontends entstehen.  
Bei der Entwicklung des Frontend-Modells wurde insbesondere auf die Trennung der fachli-
chen und der technischen Aspekte geachtet. Bei der Modellierung der technischen Aspekte 
wird zusätzlich zwischen technologieunabhängigen und technologiespezifischen Aspekten 
unterschieden. Einerseits gibt es Aspekte, die zwar technische Sachverhalte beschreiben, je-
doch komplett technologieunabhängig modelliert werden können, wie bspw. das Zusammen-
spiel des Lesens und Schreibens von Speicherstrukturen mit dem Aufruf von Services. Ande-
rerseits gibt es jedoch auch Aspekte, die sich rein auf die spezifische technologische 
Umsetzung beziehen, wie bspw. die Definition und Einbindung von Resource Bundles und 
erforderlicher Java-Bibliotheken für JavaServer Faces. 
Für die Modellierung der fachlichen Aspekte sollten bereits Geschäftsprozessmodelle und 
Geschäftsobjektmodelle vorliegen. Diese Modelle sollten als Grundlage zur Diskussion und 
Erstellung der nachfolgend beschriebenen Teilmodelle für das Frontend genutzt werden. Die 
fachlichen Aspekte der Frontend-Modellierung beziehen sich auf die grundlegende Bedienung 
der zu realisierenden Benutzeroberfläche. Diese muss in enger Zusammenarbeit mit dem 
Fachbereich erstellt werden. Darunter fällt beispielsweise die Modellierung der möglichen 
Interaktionen, die zwischen den Benutzern und der Anwendung auftreten können. Auch die 
Festlegung der Struktur von zu realisierenden Seiten sowie die Festlegung der verschiedenen 
Benutzerrollen inklusive deren Berechtigungen fallen in diesen Bereich. Ein weiterer Aspekt 
ist die Navigation, die bereits bei der fachlichen Modellierung definiert werden soll. Ebenso 
müssen neben der Navigation weitere wichtige Aspekte von Benutzeroberflächen wie etwa 
Personalisierung und Mehrsprachigkeit berücksichtigt werden. 
Die Modelle für die fachlichen Aspekte bilden die Grundlage für die technische technologie-
unabhängige Modellierung der Frontends. Bei dieser technischen Modellierung wird das Zu-
sammenspiel von Servicezugriffen und dem Frontend technologieunabhängig beschrieben. In 
190 5 Integriertes Modell zur Unterstützung kollaborativer Softwareentwicklung 
 
der Definition der technologiespezifischen Aspekte werden zusätzlich die jeweils relevanten 
technischen Parameter entsprechend der ausgewählten Technologie festgelegt. Zum Beispiel 
müssen bei der Verwendung von JavaServer Faces als Umsetzungstechnologie die JSF-
Elemente definiert werden können, welche die Eingabefelder, Buttons etc. repräsentieren. Die 
einzelnen Modelle zur Beschreibung der technologiespezifischen Aspekte können je nach 
verwendeter Technologie völlig unterschiedlich sein. Solche technologiespezifischen Modelle 
enthalten bspw. notwendige Verzeichnisse, einzubindende Bibliotheken und vor allem Map-
ping-Regeln für die Zuordnung der Elemente der fachlichen und technischen technologieun-
abhängigen Modelle zu den vorgegebenen Elementen der jeweiligen Technologie. 
Bestimmte Aspekte sollen für das komplette Frontend pauschal definiert werden können. Je-
doch ist es auch erforderlich, diese pauschal vorgegebenen Aspekte individuell anzupassen. 
Beispielsweise müssen alle Seiten mit einer einheitlichen Layoutvorgabe versehen werden 
können, die bei einer modellbasierten Generierung berücksichtigt wird. Bei einzelnen Seiten 
muss hingegen auch ein individuelles Layout durch eine entsprechende Zuordnung und Dar-
stellung ermöglicht werden. Bei der Definition der technologiespezifischen Aspekte eines 
Frontends ist dies in gleicher Weise erforderlich, wenn bspw. ein generell vorgegebenes Map-
ping zu technologiespezifischen Umsetzungen in Einzelfällen bzgl. spezieller Anforderungen 
angepasst werden muss. 
Im Frontend-Modell müssen die verschiedenen Aspekte in separaten Teilmodellen definiert 
werden. Die Teilmodelle und deren Abhängigkeiten sind in Abbildung 53 dargestellt. Ein Pfeil 
von einem Aspekt zu einem anderen bedeutet, dass bei der Definition eines Zielaspekts Defi-
nitionen des Ausgangsaspekts verwendet werden können. Es gibt Modellaspekte die komplett 
unabhängig von allen anderen Modelaspekten definiert werden können. Bei anderen Modell-
aspekten kann hingegen auch eine wechselseitige Abhängigkeit zu einem anderen Modellas-
pekt auftreten, d.h. eine Abhängigkeit bei der Verwendung von definierten Aspekten in beiden 
Richtungen. 
Eine Grundlage des Frontend-Modells stellt das Teilmodell zur Definition der Frontend-
Datenobjektstrukturen mit den darin enthaltenen Frontend-Datenobjekttypen dar. In ihnen 
werden die Datenstrukturen festgelegt, die über die Frontends verarbeitet werden sollen. Da-
rüber hinaus werden über das Teilmodell der Servicezugriffe die zur Verfügung stehenden IT 
Services für die Nutzung im Frontend-Modell abgebildet. Eine weitere Grundlage bildet die 
Definition der einzelnen Elemente, die innerhalb von Frontends im Rahmen der 
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Mensch/System-Interaktion verwendet werden sollen. Auf Basis der Frontend-
Datenobjektstrukturen und Frontend-Datenobjekttypen kann der Kern des Frontend-Modells, 
die Modellierung der Interaktionsaspekte, erfolgen. Die Interaktionen werden im Rahmen von 
sogenannten Bereichen definiert, welche unteilbare Nutzungseinheiten eines Frontends dar-
stellen. In den Interaktionsnetzen werden sowohl die möglichen Interaktionen zwischen 
Mensch und System als auch der Zugriff auf Services definiert, die im Rahmen des Frontends 
zur Verfügung stehen. Detaillierte technische Abläufe für einzelne, in einen Bereich stattfin-
dende Interaktionen, können basierend auf den Interaktionsnetzen durch die technischen Akti-
onsnetze definiert werden. Hier erfolgen die Detaillierung der Zuordnung von Interaktionen 
zu IT Services und die Beschreibung der technischen Ausführung. Die bereichsübergreifende 
Darstellung der Abhängigkeiten zwischen den Bereichen und das funktionale Zusammenstel-
len und Verbinden von Bereichen und Seiten erfolgt durch die Definition von Frontend-
Netzen. Über Strukturierungsteilmodelle können einzelne Bereichsstrukturen und Seitenstruk-
turen definiert werden. Es werden diesbezüglich Elemente auf den Bereichen und Bereiche 
auf den Seiten angeordnet. Im Teilmodell zu den Berechtigungen / Personalisierungen kön-
nen Zugriffsberechtigungen und Personalisierungsmöglichkeiten für die Benutzerrollen defi-
niert werden, die sich auf Komponenten aller anderen Teilmodelle des Frontend-Modells be-
ziehen können. Darüber hinaus gibt es grundlegende Teilmodelle für Aspekte, die 
Abhängigkeiten zu allen anderen Aspekten im Frontend-Modell besitzen können. Dies sind 
einerseits die Layoutaspekte für die Definition von Layoutattributen oder sonstigen 
Layoutvorgaben. Ein weiteres grundlegendes Teilmodell umfasst die Definition der technolo-
giespezifischen Aspekte für die jeweils verwendete Frontend-Technologie. Dieses Teilmodell 
kann ebenfalls Abhängigkeiten zu allen anderen im Frontend-Modell modellierbaren Aspek-
ten besitzen. Ein Aspekt muss nicht vollständig ausmodelliert sein, um mit dem nächsten be-
ginnen zu können. Definitionen können und sollen während des Modellierungsvorgangs bei 
allen Aspekten ergänzt werden können. Bei Änderungen an den Modellelementen müssen 
dann jedoch die entsprechenden abhängigen Aspekte aus anderen Teilmodellen gegebenen-
falls angepasst werden. 
Vergleicht man das hier beschriebene Frontend-Modell mit den Modellen der Model Driven 
Architecture, dann kann folgendes festgestellt werden [vgl. Her07 S. 57]: Einem CIM 
(Computation Independent Model) kommen die als Modellierungsbasis genutzten Geschäfts-
prozess- und Geschäftsobjektmodelle am nächsten. Die Modellierung der technologiespezifi-
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schen Aspekte entspricht der Erstellung eines PSM (Platform Specific Model). Die restlichen 
Teilmodelle entsprechen einem PIM (Platform Independent Model). 
 
Abbildung 53: Aspekte und Abhängigkeiten im Frontend-Modell [vgl. Her07 S. 57] 
Nachfolgend werden die einzelnen Teilmodelle des Frontend-Modells im Detail erläutert. 
Beim Frontend-Modell werden generell alle modellierten Aspekte in XML-Strukturen gespei-
chert. Die Aspekte, welche sich auf dynamische Sachverhalte im Frontend beziehen, werden 
durchgängig auf Basis von XML-Netzen beschrieben. Für die Definition der Frontend-
Datenobjektstrukturen werden die in Abschnitt 5.3 beschriebenen Konzepte der Geschäftsob-
jektmodellierung als Basis genutzt. Die Definition der Bereichs- und Seitenstrukturen erfolgt 
durch graphische Modelle, die eine strukturelle Anordnung von Elementen auf Bereichen 
bzw. von Bereichen auf Seiten ermöglichen. Generell soll die Modellierung – soweit dies 
möglich – in graphischer Form erfolgen. Für die Beschreibung von Aspekten, bei denen dies 
nicht möglich oder sinnvoll ist, sind textuelle Definitionen vorgesehen. 
5.5.3 Frontend-Datenobjektstrukturen und Frontend-
Datenobjekttypen 
Als Basis für die Definition von Frontends müssen die zugrundeliegenden Datenstrukturen 
definiert werden, die innerhalb des Frontends verarbeitet werden sollen [vgl. Her07 S. 58f.]. 
Diese Datenstrukturen werden im weiteren Verlauf als Frontend-Datenobjektstrukturen be-
zeichnet. Ein Geschäftsobjektmodell kann hierzu als Basis genutzt werden. Die in Abschnitt 
5.3 im Rahmen der Geschäftsobjektmodellierung beschriebenen Konzepte können auch ver-
wendet werden, um die Datenstrukturen für Frontends zu beschreiben. Im optimalen Fall sind 
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die erforderlichen Datenstrukturen für die Frontends bereits in einem Geschäftsobjektmodell 
vorhanden. In einem Geschäftsobjektmodell können jedoch auch Geschäftsobjekte auftreten, 
die in den Frontends nicht genutzt werden, da sie nur automatisiert im Hintergrund verarbeitet 
werden und für einen Benutzer nicht sichtbar sind. Andererseits können auch Datenstrukturen 
benötigt werden, die sich nicht direkt aus den Geschäftsobjektmodellen ableiten lassen, wie 
beispielsweise Datenstrukturen, die für berechnete Werte oder die interne technische Verarbei-
tung in den Frontends benötigt werden. Prinzipiell können Frontend-Datenobjektstrukturen 
aus bestehenden oder anzulegenden Geschäftsobjektstrukturen zusammengestellt werden, die 
in dieser Konstellation für eine spezielle Anwendungsmaske erforderlich sind. Zum Beispiel 
ist es für eine Auskunftsmaske eines CRM-Systems notwendig, Informationen zu vielen Ge-
schäftsobjekten anzuzeigen. Diese können mit der vorgestellten Methode durch eine Fron-
tend-Datenobjektstruktur beschrieben werden, die Strukturen der Kundenstammdaten, Ange-
botsdaten, Auftragsdaten, Rechnungsdaten, Zahlungsdaten etc. aus Geschäftsobjektmodellen 
enthält und darüber hinaus auch über Strukturen für berechnete Werte, wie beispielsweise für 
kumulierte Auftragswerte, verfügt. 
 
Abbildung 54: Frontend-Datenobjektstruktur mit Frontend-Datenobjekttypen 
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Ein Beispiel für eine graphische Repräsentation einer Frontend-Datenobjektstruktur ist in 
Abbildung 54 dargestellt. Für eine Benutzeroberfläche, die für eine Auftragsverarbeitung er-
stellt werden soll, werden hierzu Kundenstammdaten inklusive einer ggf. beliebigen Anzahl 
von Adressen und Auftragsdaten in einer Frontend-Datenobjektstruktur zusammengefasst. 
Anhand der beschriebenen Struktur lässt sich ein möglicher Aufbau einer Benutzeroberfläche 
zur Anzeige, Erfassung und Änderung von Kundenaufträgen bereits grob erkennen. Eine Mas-
ter/Detail-Struktur in einer Benutzeroberfläche entspricht einer Struktur, bei der ein Kopfda-
tensatz und eine beliebige Anzahl von zugehörigen Positionsdatensätzen für eine Interaktion 
des Benutzers mit den Daten angeordnet sind. Eine Master/Detail/Detail-Struktur kann aus 
den Beziehungen zwischen den Entitätstypen Kunde, Auftrag und Auftragsposition abgeleitet 
werden. Ob nun jedoch die Kundenstammdaten mit allen Aufträgen und jeweils allen Auf-
tragspositionen auf einer einzigen Maske dargestellt werden sollen, ist durch die Frontend-
Datenobjektstruktur nicht definiert. Es wäre auch eine Verteilung auf drei Masken möglich: 
Maske 1 enthält die Kundenstammdaten und eine Liste der Aufträge ohne die jeweiligen Auf-
tragspositionen. Maske 2 beinhaltet die Adressen und zeigt im Kopf den jeweiligen Kunden 
an. Maske 3 zeigt die einzelnen Auftragspositionen inklusive der eingebundenen Attribute der 
Artikel an. Eine Navigation zu den Masken 2 und 3 könnte über Navigations-Buttons aus 
Maske 1 heraus realisiert werden. 
Für die Verarbeitung der Datenstrukturen in den zu definierenden Frontend-Teilmodellen 
werden Frontend-Datenobjektstruktur und Frontend-Datenobjekttyp nun folgendermaßen 
definiert: 
Definition 5.7: Frontend-Datenobjektstruktur und Frontend-Datenobjekttyp 
Eine Frontend-Datenobjektstruktur wird aus einer Menge von einfachen oder komple-
xen Geschäftsobjektstrukturen gebildet, die einem Frontend-Modell zugeordnet werden. 
Ein Frontend-Datenobjekttyp ist ein Entitätstyp oder ein Attribut eines Entitätstyps in 
einer Frontend-Datenobjektstruktur. 
Frontend-Datenobjekttypen werden in den nachfolgenden Teilmodellen benutzt, um die in 
konkreten einzelnen Interaktionsschritten zu verarbeitenden Daten zu modellieren. Beispiels-
weise kann der Frontend-Datenobjekttyp Auftragsposition der in Abbildung 54 dargestellten 
Frontend-Datenobjektstruktur verwendet werden, um die für die Erfassung einer Auftragspo-
sition notwendigen Attribute zu beschreiben. Frontend-Datenobjektstrukturen können dazu 
verwendet werden, um sämtliche Datenstrukturen zu beschreiben, die im Rahmen eines 
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Frontends zur Speicherung von Daten benötigt werden. Dies sind beispielsweise Datenstruk-
turen zum Speichern von Daten zur aktuellen Belegung eines Bereichs, von Variablen oder 
von Parametern der verwendeten Services. 
5.5.4 Servicezugriffe 
Neben den zuvor beschriebenen Frontend-Datenobjektstrukturen stellt die Definition der Ser-
vicezugriffe eine zentrale Grundlage im Rahmen des Frontend-Modells dar [vgl. Her07 
S. 59f.]. Durch vorgegebene Attribute werden in diesem Teilmodell die innerhalb eines Fron-
tend-Modells zur Verfügung stehenden IT Services definiert. Hierbei werden keine Services 
definiert, sondern nur deren Aufruf aus dem Frontend heraus. Für die eigentlichen Services 
wird angenommen, dass diese entweder bereits vorliegen oder noch realisiert werden. Die 
Definition des Servicezugriffs erfolgt unabhängig von der verwendeten Umsetzungstechnolo-
gie. Im Falle der Verwendung von Webservices als Umsetzungstechnologie könnten WSDL-
Dateien als technologiespezifischer Aspekt des Servicezugriffs ergänzt werden. 
Ein Servicezugriff definiert die mögliche Nutzung eines IT Services im Rahmen des Fron-
tend-Modells und enthält die folgenden Attribute [vgl. Her07 S. 59f.]: 
 Eindeutiger Name des Servicezugriffs 
 Typ (Frontend Service / Backend Service) 
 Beschreibung des Servicezugriffs 
 Aufruf des Services (Benötigte Operationen und Aufrufparameter) 
 Rückgabeparameter (Frontend-Datenobjektstruktur) 
 Ausnahmen (Auslösende Ereignisse und Beschreibung der jeweiligen Ausnahmebehand-
lung) 
Für jeden Servicezugriff muss ein eindeutiger Name, ein Typ und eine Beschreibung angege-
ben werden. Darüber hinaus muss der Typ des Services bestimmt werden, d.h. ob es sich um 
die Nutzung eines Frontend Services oder einen Backend Services handelt. Bei der Definition 
eines Servicezugriffs vom Typ Frontend Service werden mögliche Funktionen modelliert, die 
innerhalb der Frontend-Logik genutzt werden können. Hingegen werden bei der Definition 
vom Typ Backend Service mögliche Funktionen der Geschäftslogik modelliert. Ein Aufruf 
eines Backend Services aus einem Frontend heraus stellt somit eine Verbindung zwischen der 
Frontend-Logik und der darunterliegenden Geschäftslogik dar. Für den Aufruf eines Services 
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müssen die benötigten Operationen und die jeweiligen Aufrufparameter angegeben werden. 
Weiterhin müssen die Rückgabeparameter eines entsprechenden Serviceaufrufs definiert wer-
den. Die Abbildung der Rückgabeparameter erfolgt durch die Verwendung von Frontend-
Datenobjektstrukturen. Für die Definition von Ausnahmen, die bei einem Servicezugriff auf-
treten können, müssen die verschiedenen auslösenden Ereignisse festgelegt und mit der jewei-
ligen Beschreibung der entsprechenden Ausnahmebehandlung versehen werden. 
5.5.5 Interaktionsnetze 
Den Kern des Frontend-Modells stellt die Modellierung möglicher Interaktionen eines Benut-
zers mit dem Frontend dar [vgl. Her07 S. 60-65]. Aus der Sicht des Benutzers können prinzi-
piell zwei Interaktionstypen unterschieden werden: Einerseits gibt es aktive Interaktionen, die 
dem Schritt 1 des Grundmodells der Interaktion aus Abbildung 52 entsprechen und beispiels-
weise eine Benutzereingabe oder das Klicken auf einen Button darstellen. Andererseits gibt es 
auch passive Interaktionen, die dem Schritt 4 des Grundmodells der Interaktion entsprechen 
und beispielsweise die Anzeige von Ergebnissen einer Benutzeraktion oder von Fehlermel-
dungen darstellen. Mit sogenannten Interaktionsnetzen werden die im Rahmen der Bedienung 
einer Benutzeroberfläche auftretenden Abläufe mit den möglichen aktiven und passiven Inter-
aktionen modelliert. Auf Basis dieser definierten Interaktionen sollen dann entsprechende 
Elemente von Benutzeroberflächen abgeleitet werden können, welche die beschriebene Inter-
aktion implementieren. 
Die Beschreibung von Interaktionen basiert in den nachfolgend vorgestellten Interaktionsnet-
zen auf sogenannten Bereichen. Unter einem Bereich versteht man eine Nutzungseinheit eines 
Frontends, der darin enthaltenen Elemente zu deren Bedienung und die Anordnung der Ele-
mente in dieser Nutzungseinheit. Ein Bereich wird durch einen Namen eindeutig definiert und 
ist dadurch klar von anderen Bereichen unterscheidbar. Elemente können in mehreren Berei-
chen verwendet werden. Eine detaillierte Beschreibung der Definition des strukturellen Auf-
baus von Bereichen erfolgt in Abschnitt 5.5.7. Da moderne betriebswirtschaftliche Anwen-
dungen meist webbasiert realisiert werden, wird der grundlegende Maskenaufbau im 
Frontend-Modell durch Seiten beschrieben, auf denen Bereiche angeordnet sind, die wiede-
rum einzelne Elemente enthalten. 
Durch Interaktionsnetze sollen erlaubte Abläufe im Frontend modelliert werden können. Ein 
Interaktionsablauf ist meist nicht linear, d.h. es kommt häufig zu Verzweigungen. Diese reprä-
sentieren unterschiedliche Ziele, die ein Benutzer mit Interaktionen in einem Bereich verfolgt. 
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Beispiele für Interaktionsschritte innerhalb solcher Abläufe sind die Auswahl eines Navigati-
onsbuttons in einem Menü oder die Erfassung von Daten.  
Ein Interaktionsnetz wird auf Basis eines Bereichs definiert, d.h. es wird die mögliche Inter-
aktion für diesen Bereich festgelegt. Weiterhin sollen jedoch auch die Navigationsmöglichkei-
ten zu anderen Bereichen über abschließende Interaktionen im Interaktionsnetz festgelegt 
werden. Die übergreifendende Definition möglicher Navigationsabläufe im Frontend ergibt 
sich dann durch die Verwendung der Interaktionsnetze in den Frontend-Netzen, die in Ab-
schnitt 5.5.6 beschrieben werden. Die Definition der möglichen Interaktionen sollte sich an 
den jeweils zu erfüllenden Aufgaben des zugrundeliegenden Geschäftsprozessschritts orien-
tieren. Um eine intuitive Bedienung des Frontends zu erreichen, sollte die Definition benötig-
ter Funktionen in Form von Services und die Definition der benötigten Navigationsmöglich-
keiten gemeinsam erfolgen. 
Da bei der Interaktionsmodellierung Abläufe definiert werden und die Umsetzung von Front-
ends zunehmend auf Basis von XML-Strukturen erfolgt, bietet sich auch hier die Verwendung 
von XML-Netzen an. Die erforderlichen Interaktionen können mit entsprechend erweiterten 
XML-Netzen, den sogenannten Interaktionsnetzen, modelliert werden. Hierbei repräsentieren 
die Stellen entsprechende Zustände des jeweiligen Bereichs im Frontend, d.h. alle Stellen 
eines Interaktionsnetzes beziehen sich auf genau einen Bereich. Die Beschreibung dieser Zu-
stände beinhaltet die derzeitige Belegung von Frontend-Datenobjekten und sonstige Informa-
tionen zur Interaktion, wie bspw. den Benutzerfokus. Eine Stelle eines Interaktionsnetzes be-
schreibt somit einen bestimmten Zustand des Frontends hinsichtlich der Bedienung durch 
einen Anwender. 
Bei den Interaktionsnetzen werden generell die nachfolgend erläuterten Transitionstypen un-
terschieden, um die Abläufe in einem Frontend vollständig zu beschreiben. Bei aktiven Inter-
aktionen unterteilen sich die Transitionstypen in sogenannte User Control Actions für Steue-
rungsaktionen eines Benutzers und User Input Actions für Eingabeaktionen eines Benutzers. 
Bei passiven Interaktionen werden als Transitionstypen Display Actions für Anzeigeaktionen 
eines Systems und System Actions für automatisch ausgeführte Aktionen auf Basis von Sys-
temereignissen unterschieden. Als Spezialfall von System Actions werden noch Exception 
Actions für die Kennzeichnung von Ausnahmebehandlungen genutzt. 
Mit den Transitionen der Interaktionsnetze werden die einzelnen Funktionen und Ereignisse 
beschrieben, die für die Definition von Interaktionen zwischen Benutzer und Anwendung 
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relevant sind. Aus den Transitionen und ihren jeweiligen Typen können die konkreten zu im-
plementierenden Frontend-Elemente abgeleitet werden, die dann auf den einzelnen Seiten der 
Frontends bereitzustellen sind. Ein konkret implementiertes Frontend-Element im weiteren 
Verlauf als eine sogenannte Repräsentation bezeichnet, um die in einer Anwendung umge-
setzten Elemente begrifflich klar von den Modellelementen unterscheiden zu können. Reprä-
sentationen können beispielsweise Buttons, Links, Anzeigefelder, Eingabefelder oder sonstige 
Elemente auf einer implementierten graphischen Benutzeroberfläche darstellen. Bei datenbe-
zogenen Transitionen von Interaktionsnetzen, bspw. vom Typ User Input Action, müssen ent-
sprechende Frontend-Datenobjekttypen angegeben werden, um die Verarbeitung dynamischer 
Inhalte zu modellieren. Derselbe Frontend-Datenobjekttyp kann in einem Bereich auch bei 
verschiedenen Interaktionen verwendet werden. Darüber hinaus gibt es viele Frontend-
Datenobjekttypen, bei denen die Anzahl der zu verarbeitenden Datensätze erst zur Laufzeit 
bekannt ist. In diesem Fall kann die Verarbeitung von Datensätzen für ein solches Datenobjekt 
in Form eines sogenannten Multi-Instanzen-Element erfolgen. Ein Multi-Instanzen-Element 
wird verwendet, um Inhalte von Datenbanktabellen dynamisch anzuzeigen oder um Daten in 
Tabellenform zu erfassen. In diesen Fällen ist die Anzahl der zu verarbeitenden Tupel zum 
Modellierungszeitpunkt in den meisten Fällen noch nicht bekannt. Die Art der Verarbeitung, 
d.h. ob als Multi-Instanzen-Element oder nur als einzelner Datensatz, muss bei den jeweiligen 
Interaktionen angegeben werden.  
Nachfolgend werden die einzelnen Transitionstypen im Detail beschrieben [vgl. Her07 
S. 62ff.]: 
User Control Action: 
Eine User Control Action beschreibt eine mögliche Aktivität eines Benutzers zur Steuerung 
des Frontends und ggf. der darunterliegenden Geschäftslogik innerhalb eines Bereichs. Bei 
der Ausführung einer User Control Action können ein oder mehrere Services aufgerufen oder 
ein Navigationsschritt innerhalb des Frontends durchgeführt werden. Es kann auch ein Ser-
viceaufruf und ein Navigationsschritt in einer User Control Action kombiniert verwendet 
werden. User Control Actions entsprechen in einer Umsetzung eines Frontends beispielsweise 
Buttons und Links mit einer entsprechend hinterlegten Funktionalität. Diese stellen dadurch 
Repräsentationen der User Control Actions dar. Stellt eine User Control Action eine soge-
nannte Endtransition des Interaktionsnetzes dar, d.h. eine Transition, die keine Ausgangskan-
ten im Interaktionsnetz besitzt, dann kann sie eine Navigation in einen anderen Bereich dar-
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stellen. Diese bereichsübergreifendende Navigation wird im Rahmen der Einführung von 
Frontend-Netzen in Abschnitt 5.5.6 noch detailliert beschrieben. 
User Input Action:  
Eine User Input Action beschreibt eine Eingabemöglichkeit für den Benutzer. Eingabefelder 
oder andere Elemente zur Datenerfassung stellen die entsprechenden Repräsentationen der 
Input User Actions in der Umsetzung eines Frontends dar. Bei User Input Actions können 
sowohl einzelne Attribute von Frontend-Datenobjekttypen als auch komplette Frontend-
Datenobjekttypen für eine Datenerfassung angegeben werden. Bei Verwendung eines kom-
pletten Frontend-Datenobjekttyps können dann die Attribute ausgewählt werden, für die eine 
Datenerfassung ermöglicht werden soll. Die für eine User Input Action ausgewählten Attribu-
te werden nachfolgend Input-Felder genannt, denen bestimmte Eigenschaften zugeordnet 
werden können. Für jedes Input-Feld kann ein entsprechendes Label angegeben werden, das 
die Bedeutung eines Felds für den Benutzer am Frontend anzeigt. Die Angabe und Positionie-
rung des Labels erfolgt in der Bereichsstrukturmodellierung, siehe Abschnitt 5.5.7. Die daraus 
resultierenden Repräsentationen werden Label-Repräsentationen genannt. Darüber hinaus 
kann bei Input-Feldern definiert werden, ob diese mit einem Default-Wert belegt werden sol-
len. Die Festlegung, welche Werte standardmäßig zugeordnet werden sollen, erfolgt über die 
technische Initialisierung eines Bereichs durch sogenannte technische Aktionsnetze, siehe 
Abschnitt 5.5.11. Es kann auch festgelegt werden, ob eine Eingabe für ein Input-Feld erfor-
derlich ist oder nicht. Input-Felder können durch eine – nach dem Input auszuführende – Sys-
tem Action (siehe unten) validiert werden. Die detaillierte technische Beschreibung der Vali-
dierung erfolgt jedoch erst im Rahmen der technischen Aktionsnetze, siehe Abschnitt 5.5.11 
und der technologiespezifischen Definition des entsprechenden Bereichs, siehe Abschnitt 
5.5.12.2. Die Definition von Default-Werten bzw. ob die Eingabe bei einem Input-Feld obli-
gatorisch oder optional ist, kann einerseits in einfacher Form durch Auslesen der entsprechend 
hinterlegten Informationen aus der Frontend-Datenobjektstruktur des Bereichs erfolgen. An-
dererseits können auch komplexere Mechanismen zur Vorbelegung von Input-Feldern und 
sonstige Regeln zum dynamischen Setzen von Eigenschaften der Input-Felder in den techni-
schen Aktionsnetzen definiert werden. Wenn durch eine User Input Action die Eingabe in 
Form eines Multi-Instanzen-Elements umgesetzt werden soll, dann muss die Transition im 
Interaktionsnetz entsprechend gekennzeichnet werden. Dadurch wird dann die mögliche Er-
fassung von mehreren Datensätzen durch eine User Input Action modelliert. 
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System Action und Exception Action: 
Eine System Action beschreibt eine Aktion, die beim Eintreffen eines bestimmten Ereignisses 
vom System automatisch ausgelöst werden soll. Beispielsweise kann eine solche Aktion 
durchgeführt werden, wenn sich Werte im Bereich geändert haben. Sie werden bspw. im An-
schluss an User Input Actions verwendet, um eine Validierung oder das Übermitteln der ein-
gegebenen Daten an die Geschäftslogik durchzuführen. Neben dem Aufruf von Services kön-
nen über System Actions wie bei User Control Actions auch Navigationsschritte festgelegt 
werden. 
Ein Spezialfall einer System Action ist die Exception Action. Sie beschreibt eine aufgetretene 
Ausnahme, die dem Benutzer nach Auftreten mitgeteilt wird, bspw. ein Fehler, der beim Auf-
ruf eines Services auftritt. In einem Interaktionsnetz wird für den zugeordneten Bereich fest-
gelegt, welche Ausnahmen für den Bereich zu berücksichtigen sind, bei welchen Aktionen 
Ausnahmen auftreten können und wie das Navigationsverhalten beim Auftreten dieser Aus-
nahmen erfolgen soll. 
Display Action:  
Eine Display Action beschreibt die Anzeige von konstanten Werten oder dynamischen Daten-
inhalten, die durch eine User Control Action oder eine System Action zuvor ermittelt wurden. 
Anzeigefelder oder andere graphische Elemente zur Datenvisualisierung sind die jeweiligen 
Repräsentationen der Display Actions in der Umsetzung eines Frontends. Bei dynamischen 
Dateninhalten kann einer Display Action ein Frontend-Datenobjekttyp zugeordnet werden, bei 
der die anzuzeigenden Felder analog zu einer User Input Action ausgewählt werden können. 
Diese Felder werden hier dann entsprechend als Display-Felder bezeichnet. Für jedes ausge-
wählte Display-Feld des Frontend-Datenobjekttyps wird eine Display-Repräsentation ange-
legt. Optional können die Repräsentationen ebenfalls mit einem zugehörigen Label versehen 
werden. Zugehörige Repräsentationen der Labels werden wie bei den User Input Actions als 
Label-Repräsentationen bezeichnet. Soll die Display Action die Anzeige in einem Multi-
Instanzen-Element repräsentieren, dann wird dies bei der Transition im Interaktionsnetz ent-
sprechend gekennzeichnet. 
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Auf Basis der zuvor beschriebenen Konzepte wird ein Interaktionsnetz folgendermaßen defi-
niert: 
Definition 5.8: Interaktionsnetz 
Ein Interaktionsnetz ist ein Tupel  0,,,,,,, MITKIFTSIAN S  für das gilt: 
(i)  0,,,,,,, MITKIFTS S  ist ein XML-Netz. 
(ii) Ein IAN ist genau einem Bereich zugeordnet. 
(iii) Ein IAN ist transitionsberandet.  
(iv) Allen Stellen eines IAN ist ein XML Schema zugeordnet, das die Frontend-
Datenobjektstruktur des zugeordneten Bereichs beschreibt. 
(v) Ein IAN hat beliebig viele Transitionen TI, die keine eingehenden Kanten 
besitzen. Diese Transitionen sind die Anfangstransitionen des Interaktions-
netzes.  
(vi) Ein IAN hat beliebig viele Transitionen TO, die keine ausgehenden Kanten 
besitzen. Diese Transitionen sind die Endtransitionen des Interaktionsnet-
zes. 
(vii) Transitionen haben das zusätzliche Attribut Typ, das einen Wert aus der 
Menge {User Control Action, User Input Action, System Ac-
tion, Display Action} enthalten muss.  
(viii) Transitionen des Typs aus der Menge {User Control Action, System 
Action} besitzen ein zusätzliches Attribut Services, dem bei diesen 
Transitionstypen eine Menge von IT Services zugeordnet werden kann. 
Diese Transitionen können durch ein technisches Aktionsnetz verfeinert 
werden. 
(ix) Transitionen des Typs aus der Menge {User Input Action, Display 
Action} besitzen ein zusätzliches Attribut Verarbeitung, das einen Wert 
aus der Menge {Einfach, Multi-Instanzen} enthalten muss. 
(x) Transitionen des Typs aus der Menge {User Control Action, User In-
put Action, Display Action} besitzen ein zusätzliches Attribut Ele-
ment, das genau ein Element aus dem zugehörigen Bereich des Interakti-
onsnetzes der Transition zuordnet. 
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(xi) Transitionen des Typs System Action besitzen ein zusätzliches Attribut 
Klassifikation, dem genau ein Wert aus einer Klassifikationsliste zur 
Auszeichnung zugeordnet werden muss. 
Eine Mindestvoraussetzung für ein korrektes Interaktionsnetz ist, dass ausgehend von der 
Startmarkierung jede Transition mindestens einmal schalten kann. 
 
Abbildung 55: Interaktionsnetz 
Abbildung 55 zeigt ein Interaktionsnetz, das die Interaktion bei der Erfassung eines Auftrags 
beschreibt. Zunächst wird im dargestellten Netz über die System Action Bereich initialisieren 
eine Initialisierung durch einen zugeordneten IT Service für das Interaktionsnetz durchge-
führt. Diese Transition stellt eine Anfangstransition des Interaktionsnetzes dar. Der mit einem 
Kasten gekennzeichnete Bereich 0 und die gestrichelt gekennzeichnete Kante vor dieser 
Transition sind nicht Bestandteil des Interaktionsnetzes. Sie stellen das Ergebnis einer End-
transition eines davor angeordneten Interaktionsnetzes dar. Diese Verknüpfung wird noch 
detailliert im Rahmen der Beschreibung von Frontend-Netzen in Abschnitt 5.5.6 behandelt. 
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Bei der dargestellten Initialisierung wird die Frontend-Datenobjektstruktur für den Bereich 
mit den bestehenden Kundenstamm- und Auftragsdaten des Kunden erzeugt. Im Anschluss an 
die Initialisierung wird über eine Display Action – auf Basis der ermittelten Daten – das An-
zeigen der Kundendaten ausgeführt. Hierzu werden über das Filterschema die entsprechenden 
Kundendaten (Nummer, Name und Kategorie) des Frontend-Datenobjekttyps Kunde ausgele-
sen und über die Display Action Kunde anzeigen im Frontend angezeigt. Danach werden die 
aktuellen Aufträge des Kunden angezeigt. Hier erfolgt die Anzeige in einem Multi-Instanzen-
Element, das als solches in der Transition entsprechend gekennzeichnet ist, d.h. es wird eine 
variable Menge von Datensätzen angezeigt. Der Anwender kann, nachdem nun die Maske 
initial durch die Display Actions aufgebaut ist, zwischen verschiedenen Aktionen wählen. Er 
kann einen komplett neuen Auftrag anlegen, nach einem Artikel suchen oder eine Auftragspo-
sition zum aktuellen Auftrag eingeben. Das Anlegen eines neuen Auftrags erfolgt über die 
User Control Action Neuen Auftrag anlegen. Hierzu wird ein entsprechender IT Service auf-
gerufen. Die Ergebnisse des Serviceaufrufs können über das Filterschema der ausgehenden 
Kante verarbeitet werden. Nach dem Ausführen der Aktion kann die als Exception klassifi-
zierte System Action Ausnahmen behandeln aufgetretene Fehler behandeln und Meldungen 
anzeigen. Das Suchen nach einem Artikel wird über eine User Control Action Artikel suchen 
initiiert. Das Eingeben einer neuen Auftragsposition wird über die User Input Action Auf-
tragsposition erfassen modelliert. Bei der User Input Action können über das Filterschema 
der ausgehenden Kante die erfassten Input-Felder verarbeitet werden. Abschließend wird nach 
der Eingabe automatisch auf Basis des Ereignisses die System Action Artikel reservieren zur 
Reservierung der erfassten Artikelmenge durchgeführt. Die Aktionen Ausnahmen behandeln, 
Artikel suchen und Artikel reservieren führen jeweils zu einem Bereichswechsel, d.h. diese 
Transitionen stellen Endtransitionen des Interaktionsnetzes dar. Die mit einem Kasten ge-
kennzeichneten Folgebereiche sind nicht mehr Bestandteil dieses Interaktionsnetzes. 
5.5.6 Frontend-Netze 
Für die Vervollständigung der Definition der Navigation und der Abläufe im Frontend müssen 
die verschiedenen Bereiche zunächst auf Seiten platziert werden. Die Zuordnung zu verschie-
denen Seiten und die Darstellung der bereichsübergreifenden Navigation erfolgt durch soge-
nannte Frontend-Netze [KaO06], die ebenfalls XML-Netz-basiert sind. Frontend-Netze äh-
neln herkömmlichen S/T-Netzen, wobei die Stellen die Bereiche und die Transitionen die 
Interaktionen repräsentieren, die eine Navigation zu anderen Bereichen der Anwendung ab-
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bilden [vgl. Her07 S. 66f.]. Die in Frontend-Netzen verwendeten Interaktionen sind eine 
Teilmenge der bereits in den Interaktionsnetzen definierten Interaktionen. Diese sind einge-
schränkt auf die Typen User Control Action und System Action. Weiterhin werden in Fron-
tend-Netzen nur die Interaktionen der genannten Typen verwendet, die auch einen Bereichs-
wechsel modellieren, d.h. eine Endtransition in den zugrundeliegenden Interaktionsnetzen 
darstellen. 
Die logische Platzierung von Bereichen und der entsprechend enthaltenen Interaktionen auf 
Seiten erfolgt durch die Zuordnung zu sogenannten Seiten-Containern. Die Bereiche und die 
für die Navigation zuständigen Interaktionen können aus bereits erstellten Interaktionsnetzen 
ermittelt werden, d.h. die Beziehungen zwischen den Interaktionen und den Bereichen werden 
hier nicht separat modelliert, sondern werden auf Basis der Interaktionsnetze nur auf einer 
höheren Ebene dargestellt.  
Abbildung 56 zeigt ein Frontend-Netz bei dem vier Bereiche auf drei Seiten angeordnet wer-
den. Die Transitionen beschreiben den Übergang zwischen den einzelnen Bereichen. Bereich 
1 ist der Bereich des in Abbildung 55 definierten Interaktionsnetzes. Dieser ist der Seite 1 
zugeordnet. Für den Bereich werden im Seiten-Container die beiden bereichsändernden 
Transitionen mit angezeigt. Mit der User Control Action Artikel suchen wechselt der Benutzer 
in den Bereich 2, der im Frontend-Netz auf Seite 2 angeordnet ist. Nach einer Artikelsuche 
kann der Benutzer hier über die User Control Action Artikel übernehmen einen ausgewählten 
Artikel wieder in den Bereich 1 übernehmen. Details zu Bereich 2 müssen in einem separaten 
Interaktionsnetz modelliert sein. Über die System Action (Exception) Ausnahmen behandeln 
wechselt der Benutzer automatisch in den Bereich 3, der im Frontend-Netz auf Seite 3 ange-
ordnet ist. Innerhalb der Seite 3 kann der Benutzer mit der User Control Action Fehlerdetails 
anzeigen den Bereich wechseln und Details zur Ausnahme analysieren. Details zu Bereich 3 
und Bereich 4 müssen ebenfalls in einem separaten Interaktionsnetz modelliert sein. 
Bereiche können in beliebig vielen Seiten-Containern und Frontend-Netzen verwendet wer-
den. Dadurch wird eine Wiederverwendung für die in einem Bereich beschriebene Nutzungs-
einheit unterstützt, beispielsweise für die Definition von Menüstrukturen oder sonstigen all-
gemeinen Funktionen, die an vielen Stellen eines Frontends platziert werden müssen.  
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Abbildung 56: Frontend-Netz [vgl. Her07 S. 67] 
In einem Frontend-Netz werden nur die Interaktionen als Transition repräsentiert, die einen 
Bereichswechsel in den zugrundeliegenden Interaktionsnetzen abbilden, d.h. sie müssen ent-
weder eine Anfangstransition oder eine Endtransition darstellen. Diese Transitionen sind in 
einem Frontend-Netz mit der entsprechenden Bereichsstelle verknüpft. Diese Bereichswech-
sel-Transitionen müssen ebenfalls den Seiten-Containern eines Frontend-Netzes zugeordnet 
werden. 
Das in Abbildung 56 dargestellte Frontend-Netz könnte bspw. eine Anwendung oder einen 
Teil einer Anwendung auf einem kleinen Display eines mobilen Endgeräts repräsentieren. 
Deshalb wurde die Anwendung für dieses Frontend auf drei Seiten aufgeteilt. Die Ausgabe 
auf einem größeren Display, bspw. bei Verwendung von Desktop-Computern und einem Bild-
schirm mit entsprechender Auflösung, kann basierend auf denselben Interaktionsnetzen dann 
als zweites Frontend-Netz wie in Abbildung 57 dargestellt werden. Im Unterschied zum ersten 
Frontend-Netz wird beim alternativen Frontend-Netz der Bereich 2, der die Artikelsuche ab-
bildet, mit auf Seite 1 platziert, d.h. die gleiche Funktionalität wird nun auf zwei Seiten abge-
bildet, ohne dass die grundlegende Interaktion geändert werden muss. Durch diesen Ansatz 
kann somit die Verwendung unterschiedlicher Endgeräte für Frontends durch die Verwendung 
gleicher Interaktionsmuster in entsprechend unterschiedlichen Frontend-Netzen modelliert 
werden. 
Weiter haben Frontend-Netze neben der Definition der Bereichs-/Seitenzuordnung und der 
damit verbundenen Definition der seitenübergreifenden Navigation noch die Aufgabe, einen 
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Überblick über die möglichen Abläufe in einer Benutzeroberfläche oder in zusammenhängen-
den Teilen einer Benutzeroberfläche zu geben. Frontend-Netze beschreiben die möglichen 
bereichsübergreifenden Abläufe in über Bereichswechsel-Transitionen verknüpften Interakti-
onsnetzen eines Frontends. 
 
Abbildung 57: Alternatives Frontend-Netz (großer Bildschirm) 
Auf Basis der zuvor beschriebenen Konzepte wird ein Frontend-Netz nun folgendermaßen 
definiert: 
Definition 5.9: Frontend-Netz 
Ein Frontend-Netz ist ein Tupel  0,,,,,,, MITKIFTSFN S  für das gilt: 
(i)  0,,,,,,, MITKIFTS S  ist ein XML-Netz.  
(ii) Für jeden im Frontend-Netz eingebundenen Bereich enthält das Frontend-
Netz mindestens eine Stelle. Die Verfeinerung dieser Stelle ist das jeweilige 
Interaktionsnetz des Bereichs. 
(iii) Jede Stelle muss genau einer Seite zugordnet sein. Die Zuordnung erfolgt 
durch Platzierung der Stelle in einem Seiten-Container. Ein Seiten-
Container ist die graphische Repräsentation einer Seite, die durch ein 
Rechteck mit gestrichelten Kanten dargestellt wird. 
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(iv) Jeder im Frontend-Netz aufgeführten Stelle ist ein XML Schema zugeord-
net, das den Zustand des jeweiligen Bereichs in Form einer Frontend-
Datenobjektstruktur beschreibt. 
(v) Die Transitionen im Frontend-Netz werden durch die Interaktionsnetze des 
jeweiligen Bereichs festgelegt. Jede Transition im Nachbereich einer Stelle 
im FN repräsentiert eine Endtransition des entsprechenden Interaktionsnet-
zes der Stelle. 
(vi) Alle Transitionen im Nachbereich einer Stelle sind automatisch der glei-
chen Seite zugeordnet, der die Stelle zugeordnet wurde. 
(vii) Alle Zielstellen von Endtransitionen zugeordneter Interaktionsnetze sind 
Bestandteil des Frontend-Netzes und besitzen die Eigenschaft (iv). 
5.5.7 Bereichsstrukturen 
Die Definition der Anordnung von Elementen innerhalb eines Bereichs erfolgt in einem sepa-
raten Modellierungsschritt, der sogenannten Bereichsstrukturmodellierung [vgl. Her07 S. 68-
70]. Im Rahmen der Bereichsstrukturmodellierung werden dynamische und statische Elemen-
te auf den Bereichen angeordnet. Elemente werden als dynamische Elemente klassifiziert, 
wenn sie den bei den Interaktionsnetzen eingeführten Typen User Control, User Input und 
Display entsprechen. Elemente werden hingegen als statische Elemente klassifiziert, wenn sie 
konstant denselben Inhalt besitzen.  
Zur Strukturierung werden als Hilfsmittel sogenannte Strukturierungstabellen verwendet. 
Eine Strukturierungstabelle besitzt beliebig viele Zellen, denen jeweils ein Bereichselement 
zugeordnet werden kann. Jedes Element, das auf dem Bereich angeordnet wird, erhält dadurch 
eine eigene Zelle in der Tabelle. Strukturierungstabellen können beliebig in einander ge-
schachtelt werden, um flexible Gestaltungsmöglichkeiten für die Bereichsstrukturmodellie-
rung bereitzustellen.  
Für die Modellierung von Elementen, bei denen die Verarbeitung oder die Anzeige von mehr 
als einem Datensatz ermöglicht werden soll, stehen in der Bereichsstrukturmodellierung so-
genannte Multi-Instanzen-Elemente zur Verfügung. Sie werden verwendet, wenn bei User 
Input Actions oder bei Display Actions die Anzahl der zur Laufzeit zu verarbeitenden Daten-
sätze beliebig ist. Bei der Anordnung von Multi-Instanzen-Elementen können Attribute aus 
einem zuzuordnenden Frontend-Datenobjekttyp verwendet werden. Attribute aus unterschied-
lichen Frontend-Datenobjekttypen können hingegen nicht in einem Multi-Instanzen-Element 
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kombiniert werden. Jedoch dürfen neben den Attributen des entsprechenden Frontend-
Datenobjekttyps in Multi-Instanzen-Elementen auch aktive Interaktionselemente und statische 
Elemente angeordnet werden. Multi-Instanzen-Elemente selbst werden wie gewöhnliche Ele-
mente über die Strukturierungstabellen auf dem Bereich angeordnet. Bei Multi-Instanzen-
Elementen werden die im Rahmen des Bereichs ausgewählten Attribute des jeweils zugrunde-
liegenden Frontend-Datenobjekttyps innerhalb der Strukturierungstabelle in Spalten angeord-
net. Die angeordnete Auswahl dieser Attribute eines Frontend-Datenobjekttyps bei einem 
Multi-Instanzen-Element wird als eine sogenannte Wiederholungszeile bezeichnet. Die ein-
zelnen Zeilen einer Repräsentation ergeben sich durch die Anzahl der realen Datensätze im 
Multi-Instanzen-Element zur Laufzeit. Ein Multi-Instanzen-Element stellt Funktionalität zum 
Navigieren durch die einzelnen Datensätze des zugrundeliegenden Frontend-Datenobjekttyps 
bereit.  
Die Bereichsstrukturmodellierung erfolgt auf Basis der Elemente aus der Interaktionsmodel-
lierung und durch Platzieren weiterer zusätzlicher statischer Elemente. Für die Modellierung 
der Bereichsstruktur stehen die folgenden grundlegenden Elementtypen zur Verfügung [vgl. 
Her07 S. 68f.]: 
 Interaktionselemente: Diese umfassen Elemente vom Typ User Control, User Input und 
Display aus der Interaktionsmodellierung. Elemente vom Typ User Input und Display 
können zusätzlich als Multi-Instanzen-Element verwendet werden. 
 Statische Elemente: Diese dienen zur Darstellung von statischen Bildern und statischem 
Text wie beispielsweise Überschriften, Labels oder Bemerkungen. 
 Spezifische Elemente: Über spezifische Elemente können zusätzliche Elementtypen defi-
niert werden, die nicht von den zuvor genannten Elementtypen abgedeckt werden. Die 
Darstellung und Funktion eines spezifischen Elementtyps auf einem implementierten 
Frontend muss über die technologiespezifische Beschreibung festgelegt werden. 
Ein Beispiel für eine modellierte Bereichsstruktur ist in Abbildung 58 dargestellt. Hierbei sind 
ein Logo, ein Beschreibungstext und Labels als statische Elemente in entsprechenden Zellen 
der dargestellten Strukturierungstabelle angeordnet. Als Interaktionselemente vom Typ Dis-
play wurden für die Anzeige von Kundeninformationen eine Kombination aus Kundennum-
mer und Kundenname auf dem Bereich platziert. In der derselben Weise ist im dargestellten 
Beispiel die Anzeige von Auftragsinformation durch die Auftragsnummer und das Auftragsda-
tum umgesetzt. Als Interaktionselement vom Typ Input wurde einerseits das Suchfeld Such-
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begriff auf dem Bereich angeordnet. Andererseits wurde die Eingabe von Auftragspositionen 
als Multi-Instanzen-Element vom Typ Input realisiert. Interaktionselemente vom Typ User 
Control sind die Buttons Artikel suchen, Auftragsposition erfassen und Auftrag anlegen. 
 
Abbildung 58: Bereichsstruktur [vgl. Her07 S. 70] 
5.5.8 Seitenstrukturen 
Die Anordnung der Bereiche auf den Seiten erfolgt analog zur Modellierung der Struktur der 
einzelnen Bereiche [vgl. Her07 S. 70-71]. Bei der sogenannten Seitenstrukturmodellierung 
werden Bereiche auf Seiten angeordnet. Auch hier wird eine Strukturierungstabelle als Raster 
für die Anordnung der Bereiche verwendet. Die Seitenstruktur korrespondiert mit den Fron-
tend-Netzen, d.h. die Bereiche, die über Frontend-Netze einer Seite zugeordnet sind, müssen 
auch in der Anordnung der Bereiche auf dieser Seite enthalten sein. Im einfachsten Fall ist 
eine Seite aus nur einem Bereich aufgebaut. Wenn mehrere Bereiche auf einer Seite platziert 
werden sollen, dann werden diese in unterschiedlichen Zellen der Strukturierungstabelle an-
gebracht. Aufbau und Semantik entsprechen der im Rahmen der Bereichsstrukturmodellie-
rung beschriebenen Strukturierungstabelle. Abbildung 59 zeigt ein Beispiel für eine model-
lierte Seitenstruktur, die vier verschiedene Bereiche enthält. Diese unterteilen die Seite in 
Kopfzeile, Navigationsbereich, Auftragsmanagement und Fußzeile. 
Auftragsmanagement – Erfassung von Kundenaufträgen 
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-
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Abbildung 59: Seitenstruktur [vgl. Her07 S. 71] 
5.5.9 Benutzerrollen, Berechtigungen und Personalisierungen 
Für eine Anwendung werden verschiedene Benutzerrollen mit unterschiedlichen Rechten 
benötigt. Diese bestimmen, welche Funktionalität die Anwendung dem entsprechenden Be-
nutzer zur Verfügung stellt. Mit dem hier vorgestellten Modell zur Definition der Benutzer-
rollen, Berechtigungen und Personalisierungen einer Anwendung kann dieser Aspekt bearbei-
tet werden [vgl. Her07 S. 65f.]. Die Zuordnung von Berechtigungen zu Berechtigungs-
artefakten, d.h. einzelnen Komponenten des Modells bzw. des zu erstellenden Frontends, kann 
für einzelne Benutzer oder Benutzerrollen erfolgen. Jede Benutzerrolle erhält eine Beschrei-
bung und einen eindeutigen Namen. In einzelnen Modellierungsschritten können die Benut-
zerrollen dann verschiedenen Ebenen und Komponenten des Modells zugeordnet werden. Die 
oberste Ebene einer möglichen Zuordnung sind Seiten, d.h. eine Seite ist dann bspw. nur für 
Benutzer verfügbar, die einer entsprechend zugewiesenen Benutzerrolle angehören. Die 
nächste Stufe der Granularität einer Zuordnung von Benutzerrollen sind die Bereiche. Ein 
Bereich wird bspw. nur dann auf einer Seite angezeigt, wenn ein Benutzer einer Benutzerrolle 
mit entsprechenden Rechten zugeordnet ist. Darüber hinaus ist es möglich, auch einzelne 
Elemente eines Bereichs mit Berechtigungen für einzelne Benutzerrollen zu versehen. Prinzi-
piell können somit Elemente, Bereiche und Seiten als Berechtigungsartefakt für die Definition 
Kopfzeile
Navigations-
baum Auftragsmanagement
Fußzeile
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von generellen Berechtigungen (sichtbar, verfügbar etc.) genutzt werden. Die in den Interakti-
onsnetzen definierten möglichen Interaktionen können ebenfalls als Berechtigungsartefakt 
dienen. So kann bspw. derselbe Button für zwei unterschiedliche Anwender sichtbar sein, 
jedoch können bei einem Mausklick jeweils unterschiedliche IT Services aufgerufen werden. 
Mit diesem Mechanismus können auch die Navigationsmöglichkeiten zu anderen Bereichen 
in Abhängigkeit von der Rolle des Benutzers definiert werden. Die möglichen Berechtigungen 
können über eine reine Zugriffssteuerung hinausgehen. So sind auch Personalisierungsmög-
lichkeiten als spezielle Art der Berechtigung denkbar, die einen Benutzer autorisieren, vor-
gegebene Anordnungen, Layout oder Funktionen anzupassen. 
5.5.10 Layoutaspekte 
Im Rahmen der Layoutaspekte des Frontend-Modells sind zum einen Layoutvorgaben zu be-
rücksichtigen, die für das Gesamt-Frontend, auf Bereichsebene oder bei einzelnen Elementen 
vorgegeben werden können. Zum anderen müssen für einzelne Modellkomponenten, die wäh-
rend der Erstellung der verschiedenen Teilmodelle entstehen, Layoutattribute erstellt und ge-
ändert werden können. 
Für Webanwendungen können die Layoutaspekte mit sogenannten Cascading Style Sheets 
(CSS) als konkrete Umsetzungstechnologie detailliert beschrieben werden [vgl. Her07 
S. 77f.]. Da Cascading Style Sheets derzeit standardmäßig von jedem Browser unterstützt 
werden, kann die Layout-Gestaltung mittels CSS für Webanwendungen für verschiedenste 
Webtechnologien eingesetzt werden. Bei der Verwendung von CSS können nur solche Tech-
nologien für die Umsetzung von Frontends genutzt werden, die auch CSS unterstützen.  
Die Definition von Styles erfolgt mit CSS durch die Definition beliebig vieler Stylesheets. 
Diese enthalten sogenannte Style-Klassen, die im Rahmen des gesamten Frontends genutzt 
werden können. Als Basis werden zunächst die jeweiligen Styles für Repräsentationen der 
grundlegenden Typen der Interaktionselemente aus den Interaktionsnetzen (User Control Ac-
tion, User Input Action, Display Action, System Action) definiert. Repräsentationen entspre-
chender grundlegender Typen werden dann standardmäßig auf Basis des gleichen Styles dar-
gestellt. Zusätzlich können auch Abweichungen von diesen Vorgaben für bestimmte Fälle 
definiert werden. 
Für die Anzeige von Nachrichten können Style-Klassen für globale Fehlernachrichten festge-
legt werden. Für spezielle Typen von Nachrichten können in Abhängigkeit des Typs unter-
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schiedliche Style-Klassen angegeben werden. Dabei werden vier unterschiedliche Arten von 
Fehlernachrichten (Error, Fatal Error, Information und Warning) unterstützt. 
Durch Style-Klassen kann auch das grundlegende Aussehen von Repräsentationen von Inter-
aktionselementen des Typs Display definiert werden. Das Layout von Label-Repräsentationen 
oder sonstigen statischen Repräsentationen kann in analoger Form festgelegt werden. Für 
Repräsentation von Interaktionselementen der Typen User Control und User Input können 
einerseits statische Style-Klassen angegeben werden, andererseits können auch dynamische 
Style-Änderungen als Reaktion auf Ereignisse mit DHTML (Dynamic Hypertext Markup 
Language) oder DOM Scripting realisiert werden. Beide Technologien werden beim Webde-
sign verwendet um Websites zu realisieren, die gegenüber statischen Seiten erweiterte Funkti-
onalität oder Anzeigeeffekte aufweisen. Darüber hinaus besteht noch die Möglichkeit, speziel-
le Style-Klassen für Multi-Instanzen-Elemente anzugeben. 
Die Style-Definition mit CSS kann zum einen als Basis für das Gesamt-Frontend genutzt 
werden. Zum anderen kann die Style-Gestaltung jedoch auch bereichsspezifisch erfolgen. 
Hierzu können für jeden Bereich individuelle Stylesheets erstellt werden, die bereichsabhän-
gige Style-Klassen beinhalten. Dadurch können auch für einzelne Elemente eines Bereichs 
individuelle Style-Definitionen erstellt werden. Eine individuelle Style-Definition über-
schreibt hierbei immer die allgemeine Style-Definition. 
5.5.11 Technische Aktionsnetze 
In diesem Abschnitt wird die Modellierung von technischen, jedoch technologieunabhängi-
gen, Aspekten von Frontends beschrieben [vgl. Her07 S. 71-77]. Diese beschreiben Sachver-
halte auf technischer Ebene, die nicht vom Fachbereich festgelegt werden können, da deren 
Definition Entscheidungen erfordern, die nur von einem IT-Spezialisten getroffen werden 
können. Diese Sachverhalte sind im Wesentlichen im Zusammenspiel von Servicezugriffen 
und des Lesens bzw. Schreibens von Frontend-Datenobjektstrukturen zu finden, die bei Inter-
aktionen vom Typ User Control und System relevant sind. Die Definition dieser Aspekte kann 
zunächst in einer allgemeinen Form unabhängig von der Umsetzungstechnologie für die 
Frontends erfolgen. Die technologiespezifischen Aspekte – bspw. für JavaServer Faces – wer-
den dann in einem weiteren Schritt in weiteren technologiespezifischen Modellen ergänzt.  
Die Festlegung der technischen Abläufe erfolgt durch die Modellierung von technischen Akti-
onsnetzen zu den in den Interaktionsnetzen definierten User Control Actions und System Ac-
tions eines Bereichs. Bei Ausführung einer User Control Action oder einer System Action in 
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einem Frontend können Services zugeordnet werden. Die technischen Schritte, die beim Auf-
ruf der Services erfolgen sollen, können ebenfalls als Ablauf dargestellt werden. Auch dieses 
Teilmodell kann auf Basis von XML-Netzen entwickelt werden. Diese weitere XML-Netz-
Variante wird als technisches Aktionsnetz bezeichnet und stellt eine Verfeinerung einer Transi-
tion des Typs User Control Action oder System Action in einem Interaktionsnetz dar. 
Über die Interaktionsnetze wurde die Interaktion des Anwenders mit dem System, d.h. ent-
sprechenden Services im Rahmen eines Bereichs definiert. Hierbei wurden bei User Control 
Actions und System Actions jeweils Services hinterlegt, die entsprechende Verarbeitungs-
funktionen bereitstellen. Da innerhalb einer Interaktion ggf. mehrere Services aufgerufen 
werden können, ist bei der Verarbeitung eine (Zwischen-)Speicherung von Daten erforderlich. 
Hierzu können die in Abschnitt 5.5.3 eingeführten Frontend-Datenobjekttypen genutzt wer-
den. Für die Modellierung können lokale Variablen, Session-Variablen und Rückgabewerte 
von Servicezugriffen verwendet werden, die alle mit der Notation der Frontend-
Datenobjekttypen beschrieben werden. Die durch User Input Actions modellierten Eingaben 
eines Anwenders erfolgen ebenfalls in entsprechenden Frontend-Datenobjekten. Im Rahmen 
eines technischen Aktionsnetzes können Variablen dadurch mit Werten belegt werden, die sich 
aus zuvor durchgeführten Benutzeraktionen ergeben. 
Eine weitere Verwendung der Variablen ist die Übergabe von Daten an einen anderen Bereich. 
Hierzu werden die Daten im Kontext ihres Ursprungsbereichs in Session-Variablen geschrie-
ben und für die aktuelle Anwendersitzung gespeichert. Auf diese Daten kann während der 
gesamten Sitzung zurückgegriffen werden, d.h. auch über verschiedene technische Aktions-
netze und auch verschiedene Bereiche eines Frontends hinweg. 
Grundsätzlich können bei einer technischen Aktion Daten aus den Benutzereingaben, den 
Variablen oder den zur Verfügung stehenden Services zur Verarbeitung ermittelt werden. Die 
Ergebnisse von Serviceaufrufen können dann weiter verarbeitet oder zur Übergabe in einen 
anderen Bereich in Session-Variablen abgelegt werden. Bei der Detailbeschreibung eines 
technischen Ablaufs einer User Control Action oder System Action eines Interaktionsnetzes 
müssen die folgenden Sachverhalte darstellbar sein:  
 Setzen von Werten von Variablen: Es müssen Werte von lokalen Variablen und Session-
Variablen gesetzt werden können. 
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 Ermittlung von Werten nach einer User Input Action: Es müssen die von einem Anwender 
im Rahmen von User Input Actions durchgeführten Eingaben ermittelt werden können. 
Dies betrifft sowohl neue als auch geänderte Werte.  
 Serviceaufruf: Es muss ein IT Service mit Parametern aufgerufen und dessen Ergebnisse 
ermittelt werden können. 
 Löschen von Werten aus Variablen: Es müssen Werte von Variablen gelöscht werden kön-
nen. Dies ist insbesondere für die Session-Variablen wichtig, da deren Werte auch im Kon-
text von technischen Abläufen anderer Aktionen verfügbar sind und dies so ggf. für uner-
wünschte Nebeneffekte sorgen kann. 
Auf Basis der zuvor beschriebenen Konzepte wird ein technisches Aktionsnetz folgenderma-
ßen definiert: 
Definition 5.10: Technisches Aktionsnetz 
Ein technisches Aktionsnetz ist ein Tupel  0,,,,,,, MITKIFTSTAN S  für das gilt: 
(i)  0,,,,,,, MITKIFTS S  ist ein XML-Netz.  
(ii) Ein TAN hat genau eine Stelle SI, die keine eingehenden Kanten besitzt. 
Diese Stelle ist die Anfangsstelle des TAN. Der Stelle muss ein XML 
Schema zugeordnet sein, die eine Frontend-Datenobjektstruktur beschreibt. 
(iii) Ein TAN hat beliebig viele Stellen SO, die keine ausgehenden Kanten besit-
zen. Diese Stellen sind die Endstellen des Netzes. Die Transitionen im 
Vorbereich dieser Stelle sind die Endtransitionen des TANs. 
(iv) Die Transitionen haben das zusätzliche Attribut Typ, das einen Wert aus 
der Menge {Variablenwertzuweisung, Serviceaufruf, Variablen-
wertlöschung} enthalten muss. 
(v) Stellen im Nachbereich von Transitionen des Typs Variablenwertzuwei-
sung oder Variablenwertlöschung enthalten die geänderten Frontend-
Datenobjektstrukturen der lokalen Variablen oder der Session-Variablen. 
(vi) Stellen im Vorbereich von Transitionen des Typs Variablenwertzuwei-
sung oder Serviceaufruf können die Frontend-Datenobjektstrukturen 
der lokalen Variablen, der Session-Variablen, der Ergebnisse eines vorheri-
gen Serviceaufrufs und zuvor durchgeführten User Input Actions enthalten. 
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(vii) Stellen im Vorbereich von Transitionen des Typs Variablenwertlö-
schung enthalten die Frontend-Datenobjektstrukturen der lokalen Variab-
len oder der Session-Variablen. 
(viii) Stellen im Nachbereich von Transitionen des Typs Serviceaufruf enthal-
ten die Frontend-Datenobjektstruktur der Rückgabewerte des Services. 
Die technische Initialisierung eines Bereichs stellt einen Spezialfall eines technischen Akti-
onsnetzes dar. Hier wird festgelegt, welche Daten in den Frontend-Datenobjekten beim Er-
zeugen einer Instanz eines Bereichs abgelegt werden sollen. Eine technische Initialisierung 
eines Bereichs kann durch Erstellen einer System Action als Anfangstransition eines entspre-
chenden Interaktionsnetzes und der Definition eines technischen Aktionsnetzes als Verfei-
nerung der System Action abgebildet werden. 
 
Abbildung 60: Technisches Aktionsnetz 
In dem in Abbildung 60 dargestellten Beispiel wird der Ablauf der technischen Einzelaktionen 
einer System Action definiert. Im ersten Schritt werden die vom Anwender erfassten Werte zu 
einer Auftragsposition aus durchgeführten User Input Actions ermittelt und in den lokalen 
Variablen Artikel und Anzahl abgelegt. Anschließend wird der Service ReserviereArtikel 
mit dem Inhalt der zuvor belegten Variablen von Artikel und Anzahl als Parameter aufgeru-
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fen. Das Ergebnis des Serviceaufrufs steht nach dem Aufruf in Service_Output_-
ReserviereArtikel zur Verfügung. Auf Basis der im Rahmen des Services durchgeführten 
Reservierung wird abschließend der Artikel in die Session-Variable Reservierter_Artikel 
geschrieben. Dieser Eintrag kann nun auch von technischen Aktionsnetzen in anderen Berei-
chen verwendet werden. 
5.5.12 Technologiespezifische Aspekte 
Bei der Frontend-Modellierung sind auch Aspekte vorgesehen, die in Abhängigkeit der je-
weils gewählten Umsetzungstechnologie ggf. unterschiedlich definiert werden müssen [vgl. 
Her07 S. 78-80]. Diese werden zur Transformation der Modelle in lauffähige Programme 
benötigt. Hier werden die speziellen Rahmenbedingungen der entsprechenden Umsetzungs-
technologie berücksichtigt und die bisher technologieunabhängig erstellten Modelle durch 
diese Aspekte ergänzt. 
Nachfolgend wird die Modellierung technologiespezifischer Aspekte anhand von Java und 
JavaServer Faces (JSF) im Rahmen der Erstellung von Webanwendungen beschrieben. Bei 
der technologiespezifischen Modellierung wird die Beschreibung von Aspekten für das Ge-
samt-Frontend und für einzelne Bereiche berücksichtigt. 
5.5.12.1 Technologiespezifische Definition für das Gesamt-Frontend 
Für jede Umsetzungstechnologie muss generell angegeben werden, wie die grundlegenden 
Elemente der technologieunabhängigen Teilmodelle (User Control Action, User Input Action, 
Display Action, System Action, Labels etc.) jeweils umgesetzt werden [vgl. Her07 S. 78f.]. 
Sie werden verwendet, wenn über die technologiespezifische Beschreibung einzelner Berei-
che keine Angabe zur technischen Umsetzung gemacht wurde. Für JavaServer Faces als Um-
setzungstechnologie müssen beispielsweise folgende für das Gesamt-Frontend geltende Defi-
nitionen durchgeführt werden [vgl. Her07 S. 79]: 
 Es müssen Zielverzeichnisse für den generierten Programmcode und die generierten Res-
source-Dateien festgelegt werden. 
 Es muss der Aufbau der zu generierenden Java-Klassen inklusive der einzubindenden 
Java-Bibliotheken definiert werden. 
 Für die Definition eines Element/Repräsentations-Mappings zur Transformation einzelner 
Modellelemente müssen die möglichen Repräsentationen der Umsetzungstechnologie 
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vorgegeben werden. Diese werden bspw. bei JavaServer Faces durch sogenannte Tag Lib-
raries bestimmt. 
 Beim eigentlichen Element/Repräsentations-Mapping müssen die Modellelemente den 
Tags zugeordnet werden, mit denen die Modellelemente in einem generierten Frontend 
umgesetzt werden sollen. 
Diese Definitionen müssen für die Generierung von Frontends auf Basis von JavaServer 
Faces vorhanden sein. Für andere Umsetzungstechnologien müssen ggf. andere oder zusätzli-
che Aspekte definiert werden. 
5.5.12.2 Technologiespezifische Definition für die Bereiche 
Die für einen Bereich definierbaren technologiespezifischen Aspekte werden im Wesentlichen 
zur Angabe von Abweichungen gegenüber den technologiespezifischen Vorgaben des Gesamt-
Frontends oder zur Ergänzung von Funktionalität in der Umsetzungstechnologie verwendet. 
Die Anreicherung mit technologiespezifischen Details wird benötigt, um die Einschränkungen 
bei der Generierung von lauffähigen Programmen im Vergleich zu einer Entwicklung ohne 
Generatoren möglichst gering zu halten.  
Analog zur Erläuterung der technologiespezifischen Definition des Gesamt-Frontends wird 
bei der technologiespezifischen Definition der Bereiche hier ebenfalls JavaServer Faces bei-
spielhaft als Umsetzungstechnologie genutzt. Bei Verwendung dieser Technologie müssen die 
folgenden Aspekte berücksichtigt werden [vgl. Her07 S. 80]: 
 Jedem Bereich muss ein Managed Bean zugeordnet sein, über welches die Weitergabe von 
Daten an weitere Bereiche bei der Verwendung von JavaServer Faces gesteuert wird. Ein 
Managed Bean ist eine Java-Klasse, die Controller-Funktionalitäten bereitstellt. Hier er-
folgt die JSF-spezifische Umsetzung der in den technischen Aktionsnetzen modellierten 
Servicezugriffe. 
 Es können für einzelne Bereiche von der Definition im Gesamt-Frontend abweichende 
Element/Repräsentations-Mappings definiert werden. 
 Für Interaktionselemente vom Typ Input können Validierungen und Konvertierungen mit 
den technologiespezifischen Möglichkeiten definiert werden. 
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5.6 Vorgehensweise bei der Modellierung 
In den vorherigen Abschnitten dieses Kapitels wurden die einzelnen Teilmodelle des integrier-
ten Modells beschrieben. In den einzelnen Teilmodellen können die jeweiligen Aspekte ge-
trennt von anderen Aspekten modelliert werden. Jedoch werden auch die Zusammenhänge 
zwischen den Teilmodellen in der Form berücksichtigt, dass einzelne Aspekte auf anderen 
aufbauen. Durch diese Zusammenhänge ergibt sich eine logische Reihenfolge bei der Model-
lierung, um einen Geschäftsprozess inklusive Backend- und Frontendaspekten vollständig zu 
definieren. Daraus lässt sich die folgende Vorgehensweise ableiten, die alle im integrierten 
Modell enthaltenen Möglichkeiten abdeckt: 
1. Modellierung der Business Services, Geschäftsprozesse und Geschäftsobjekte:  
Im ersten Schritt muss eine Analyse der Anforderungen inklusive deren Dokumentation 
durchgeführt werden. Die Anforderungen an das umzusetzende Anwendungssystem werden 
durch die Definition von Geschäftsprozessmodellen, Geschäftsobjektmodellen und deren Ver-
knüpfung dokumentiert. Die Business Services werden als Geschäftsprozessmodelle auf den 
in der Prozesshierarchie dafür vorgesehenen oberen Ebenen definiert. Geschäftsprozessmo-
delle und Geschäftsobjektmodelle müssen nicht zwangsläufig gemeinsam definiert werden. 
Sie können zunächst separat voneinander analysiert und modelliert werden. Jedoch müssen 
die beiden Modelle spätestens vor dem nächsten Modellierungsschritt in einem weiteren 
Teilmodell durch die Zuordnung der bisher modellierten Geschäftsobjekte mit den Geschäfts-
prozessmodellen zusammengeführt werden, um diese Information dann nutzen zu können. 
2. Modellierung der Servicezugriffe: 
Für die Realisierung auf Basis einer serviceorientierten Architektur ist eine Analyse und Do-
kumentation der bestehenden und zukünftig benötigten IT Services in einem Unternehmen 
erforderlich, die im Rahmen der Umsetzung der Geschäftsprozesse genutzt werden sollen. Die 
bestehenden IT Services werden mit SOA-Werkzeugen realisiert und verwaltet. Über eine 
Schnittstelle vom Servicezugriffsmodell zu einem entsprechenden existierenden Service-
Repository werden die im Rahmen des Modells verfügbaren Servicezugriffe zur Verfügung 
gestellt. Derzeit noch nicht vorhandene IT Services, die jedoch umgesetzt werden sollen, wer-
den als Kandidaten über das Servicezugriffsmodell definiert. Die Modellierung von IT Ser-
vices kann bereits parallel zur Modellierung der Geschäftsprozesse und Geschäftsobjekte 
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erfolgen, da sich daraus in der Regel Anforderungen für neue IT Services oder die Anpassung 
existierender ergeben. 
3. Modellierung der Geschäftsprozesssteuerung: 
Die Geschäftsprozesssteuerung wird ausgehend von Geschäftsprozessmodellen und den zur 
Verfügung stehenden oder noch zu implementierenden IT Services durch Definition von Ba-
ckend-Netzen modelliert. Steht die Umsetzungstechnologie bereits fest – beispielsweise durch 
BPEL – dann können auf Basis der definierten Backend-Netze direkt Webservice-Netze für 
den technologiespezifischen Entwurf der Geschäftsprozesssteuerung definiert werden. Vo-
raussetzungen für die Modellierung der Geschäftsprozesssteuerung in Form von Backend-
Netzen sind die Existenz übergeordneter Geschäftsprozessmodelle und im Modell verfügbare 
Servicezugriffe für die benötigten IT Services. Als Ergebnis der Modellierung der Geschäfts-
prozesssteuerung sollten im technologiespezifischen Entwurf alle Informationen für eine Ge-
nerierung von Softwarekomponenten zur Ausführungssteuerung der definierten Geschäftspro-
zesse vorliegen. 
4a. Modellierung der fachlichen Aspekte des Frontends:  
Die Definition der fachlichen Aspekte des Frontends kann bereits parallel zur Modellierung 
der Geschäftsprozesssteuerung durchgeführt werden. Sowohl die Modellierung der Ge-
schäftsprozesssteuerung als auch die Frontend-Modellierung erfolgen ausgehend von einem 
existierenden Geschäftsprozessmodell [vgl. Her07 S. 81f.]. Die Frontend-Modellierung be-
zieht sich auf die Prozessschritte eines Geschäftsprozessmodells, für deren Durchführung eine 
Benutzeroberfläche erforderlich ist.  
Neben der Beschreibung der Prozessschritte bilden die bei den Stellen in den Vor- und Nach-
bereichen der entsprechenden Transitionen zugeordneten Geschäftsobjekte eine weitere Basis 
für die Modellierung des Frontends. Diese werden als Grundlage für die Definition der Fron-
tend-Datenobjektstrukturen verwendet. Die Definition des strukturellen Aufbaus von Berei-
chen und der je Bereich festzulegenden Interaktion erfolgt gemeinsam in reziproker Form, da 
Interaktionsnetze über die Interaktionselemente einen direkten Bezug zu den Bereichsstruktu-
ren besitzen. Umgekehrt muss auch für die in einem Bereich angeordneten Interaktionsele-
mente das Verhalten in einem Interaktionsnetz definiert werden. Voraussetzungen für die Mo-
dellierung von Interaktionen und Bereichsstrukturen sind neben den Geschäftsprozess- und 
Geschäftsobjektemodellen die modellierten möglichen Servicezugriffe und die Frontend-
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Datenobjektstrukturen. In Abhängigkeit der verwendeten Endgeräte werden dann Frontend-
Netze definiert, welche die bereichsübergreifenden Zusammenhänge beschreiben. Analog zur 
Bereichsstrukturierung erfolgt gemeinsam mit der Erstellung der Frontend-Netze die Definiti-
on des Seitenaufbaus auf Basis der Bereiche. 
Für die strukturell und funktional definierten Frontends können nun die Berechtigungen defi-
niert werden. Die Zuordnung von Berechtigungen zu Anwendern erfolgt in der Regel über die 
im Modell verfügbaren Benutzerrollen. Personalisierungsmöglichkeiten stellen eine spezielle 
Art von Berechtigungen dar und werden analog zu den anderen Berechtigungen den Anwen-
dern zugeordnet. 
Die Definition von Layoutaspekten stellt im Rahmen der Frontend-Modellierung eine über-
greifende Aufgabe dar, da bereits zum Start der Frontend-Modellierung generelle 
Layoutvorgaben definiert werden sollten. Jedoch müssen im weiteren Verlauf der Erstellung 
der verschiedenen Teilmodelle häufig weitere Layoutaspekte hinzugefügt werden. Dies kann 
bspw. auch die Berechtigungsmodellierung betreffen, wenn in Abhängigkeit einer Benutzer-
rolle Layout-Attribute gesetzt werden sollen. 
4b. Modellierung der technischen Aspekte des Frontends: 
Die vorherigen Schritte der Frontend-Modellierung können nur mit Hilfe des Wissens ent-
sprechender Mitarbeiter des Fachbereichs durchgeführt werden. Die Modellierung der techni-
schen Aspekte des Frontends wird hingegen ausschließlich von der IT durchgeführt und stellt 
den ersten Schritt zu einer Generierung von Frontends dar [vgl. Her07 S. 82]. Die Vorausset-
zung für die Modellierung der technischen Aktionsnetze ist die Existenz von Interaktionsnet-
zen mit enthaltenen System Actions und/oder User Input Actions. Die bei den Interaktionen 
bereits zugeordneten IT Services werden nochmals geprüft und in den technischen Aktions-
netzen entsprechend einer von der IT bestimmten Verarbeitung angeordnet. 
4c. Definition der technologiespezifischen Aspekte des Frontends: 
Die Definition der technologiespezifischen Aspekte stellt nach der Definition der allgemeinen 
technischen Aspekte den zweiten Schritt zur Generierung von Frontends dar [vgl. Her07 
S. 82]. Zu diesem Zeitpunkt sind die Zieltechnologien bekannt und die bisher technologieun-
abhängig definierten Aspekte können ergänzt werden. Nach Durchführung der Modellierung 
der technologiespezifischen Aspekte sollten alle Informationen für eine Generierung entspre-
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chender Softwarekomponenten zur Umsetzung der Frontends für ggf. unterschiedliche Endge-
räte im integrierten Modell vorliegen. 
5.7 Bewertung der Ausdrucksmöglichkeit des integrierten 
Modells 
Mit dem vorgestellten integrierten Modell können alle relevanten Aspekte zur Umsetzung 
eines SOA-basierten Anwendungssystems definiert werden, da der Ansatz alle in Kapitel 1 
beschriebenen Schichten einer entsprechenden Implementierung abdeckt. Neben der Ge-
schäftsprozesssteuerung wird in dem eingeführten integrierten Modell auch insbesondere die 
Frontend-Schicht berücksichtigt. Es werden für die Beschreibung von dynamischen Sachver-
halten durchgängig Varianten von XML-Netzen genutzt. Das integrierte Modell ermöglicht 
für die Beschreibung der unterschiedlichen Schichten neben der Definition der fachlichen 
Seite auch die Definition der technischen Seite. 
Eine Grenze des integrierten Modells stellen die IT Services dar. Für die Definition von ein-
zelnen IT Services ist im integrierten Modell kein separater Modelltyp vorgesehen, da diese 
als existierende bzw. noch zu realisierende IT Services vorausgesetzt werden. Über die Defi-
nition des Zugriffs auf die bestehenden oder ggf. noch zu realisierenden IT Services können 
die IT Services in das Modell eingebunden werden. Auch der technische Entwurf von Daten-
bankobjekten ist im Modell nicht vorgesehen, da dieser Teil ebenfalls im Rahmen der Bereit-
stellung der Services umgesetzt werden muss. 
Die Konsistenz des integrierten Modells wird durch die Zusammenhänge zwischen den ein-
zelnen Teilmodellen und durch Abhängigkeitsregeln gewährleistet. Diese Zusammenhänge 
und Abhängigkeiten werden in Abschnitt 7.2 noch im Detail beschrieben. Hierdurch ergeben 
sich übergreifende Analysemöglichkeiten über das gesamte integrierte Modell. Da bei Mo-
delltypen für die Beschreibung von Dynamik durchgängig XML-Netze eingesetzt werden, 
können hierbei die Analyse- und Validierungsmethoden von Petri-Netzen angewandt werden 
[Bau96 S. 129ff.]. Alle anderen Modelltypen sind mit den verschiedenen XML-Netz-Typen 
verknüpft und können somit bei einer Analyse und Validierung zusammenhängender XML-
Netze ebenfalls berücksichtigt werden.  
 
  
  
6 Modellbasierte Generierung 
In diesem Kapitel wird beschrieben, wie das in Kapitel 5 entwickelte Modell mit seinen zu-
grundeliegenden Konzepten zur Transformation in entsprechende Softwarekomponenten im 
Rahmen von Generatoren genutzt werden kann. Zunächst wird die Transformation von Web-
service-Netzen in BPEL für eine technische Realisierung der Geschäftsprozesssteuerung be-
schrieben. Anschließend wird eine mögliche Transformation des Frontend-Modells in 
JavaServer Faces als konkrete technische Umsetzung des Frontends vorgestellt. 
6.1 Transformation von Webservice-Netzen in BPEL 
Voraussetzung für einen ausführbaren BPEL-Prozess ist das Vorhandensein einer WSDL-
Datei, die den Aufruf des Prozesses als Webservice beschreibt und einer BPEL-Datei, die den 
eigentlichen Prozessablauf definiert [vgl. Bau08 S. 46]. Beide Dateien müssen auf Basis von 
Informationen aus den Webservice-Netzen erzeugt werden. In der WSDL-Datei wird der 
Webservice definiert, der den BPEL-Prozess nach außen als aufrufbaren Webservice repräsen-
tiert und dadurch die Nutzung des implementierten Prozesses in webservicebasierten Soft-
waresystemen ermöglicht. Hier werden die message, die für den Aufruf des BPEL-Prozesses 
benötigt wird, die message, die der BPEL-Prozess zurückliefert, der portType, der die mes-
sages in operations gruppiert und der partnerLinkType, der die Art des Datenaustauschs 
und die entsprechenden Rollen in der Kommunikation mit anderen Webservices beschreibt, 
definiert. In der BPEL-Datei wird der durch eine BPEL Engine ausführbare Prozess definiert. 
Bei der Erstellung der BPEL-Datei muss zum einen die Ablaufsteuerung für einen BPEL-
Prozess in Form von structured activities durch eine Transformation des Ablaufs des 
Webservice-Netzes erstellt werden. Zum anderen müssen die darin enthaltenen einzelnen 
Transitionen eines Webservice-Netzes entsprechend ihres Typs in basic activities von 
BPEL übersetzt werden. Nachfolgend werden alle Schritte, die für die Erstellung eines aus-
führbaren BPEL-Prozesses auf Basis von Webservice-Netzen erforderlich sind, detailliert 
beschrieben. Dies ist aufgeteilt in die Erstellung der WSDL-Datei des BPEL-Prozesses zur 
Bereitstellung eines aufrufbaren Webservices für den Prozess, die Generierung des Ablaufs in 
BPEL durch Erzeugung von structured acitivities und abschließend die Erzeugung 
einzelner basic activities durch Übersetzung der einzelnen Transitionen eines Webser-
vice-Netzes anhand des jeweiligen Transitionstyps. 
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6.1.1 Erstellung der WSDL-Datei des BPEL-Prozesses 
Im ersten Schritt muss die Beschreibung des Webservice des BPEL-Prozesses in Form einer 
WSDL erzeugt werden. Hierbei müssen aus den Informationen eines zugrundeliegenden Web-
service-Netzes entsprechende Beschreibungsdaten generiert werden. Die WSDL-Datei für 
einen BPEL-Prozess wird diesbezüglich nach der folgenden Systematik erstellt [vgl. Bau08 
S. 40]: Die Generierung der WSDL-Datei erfolgt auf Basis der Eigenschaft der Webservice-
Netze, dass die erste Transition (Input-Transition) im Webservice-Netz dem Typ receive und 
die letzte Transition (Output-Transition) dem Typ invoke oder reply entsprechen muss. Die 
Input-Transition repräsentiert die Startaktivität und die Output-Transition die Endaktivität des 
BPEL-Prozesses. Um die WSDL-Datei zu generieren, müssen entsprechende messages der 
portTypes mit operations und partnerLinkTypes erstellt werden. Für die Erstellung wer-
den die an der Input- bzw. Output-Stelle hinterlegten XML Schemata benötigt. Diese reprä-
sentieren die parts der Messages für den Aufruf und die Rückgabe des Webservice des 
BPEL-Prozesses. Die XML Schemata für die Message des Aufrufs werden aus den an der 
Input-Stelle des Webservice-Netzes hinterlegten Informationen ermittelt. Die für die Message 
der Rückgabe benötigten XML Schemata werden hingegen auf Basis der hinterlegten Infor-
mationen an der Output-Stelle ausgelesen. Für jedes dieser XML Schemata muss das Wurzel-
element des jeweiligen XML-Dokuments ermittelt werden. Die Ermittlung von Wurzelele-
menten erfolgt dadurch, dass in den XML Schemata nach Elementen gesucht wird, die nicht 
referenziert werden. Mit diesen Informationen kann eine WSDL-Datei generiert werden, die 
je nach Typ der Input- und Output-Transitionen entsprechende portTypes mit Operationen 
enthält, welche wiederum die aus den XML Schema der Input- bzw. Output-Stellen abgeleite-
ten messages enthalten. Darüber hinaus wird für jeden portType ein partnerLinkType mit 
der bei der Input-Transition hinterlegten Rolle erstellt. 
6.1.2 Transformation der Ablaufsteuerung (structured activities) 
In [AaL05] wurde ein Algorithmus entwickelt, mit dem der Ablauf von Petri-Netzen in BPEL 
Version 1.1 übersetzt werden kann. Dieser wurde als Basis für den nachfolgend aufgeführten 
Algorithmus zur Transformation von Webservice-Netzen in BPEL 2.0 genutzt [vgl. Bau08 
S. 49-62]. 
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6.1.2.1 Grundlegender Algorithmus 
Bei dem für die Transformation zugrundeliegenden Algorithmus werden in einem Webser-
vice-Netz Iterationen durchlaufen, bei denen sukzessiv Netzkomponenten identifiziert, dann 
nach bestimmten Regeln in BPEL übersetzt und abschließend durch eine neue zusammenfas-
sende Transition vergröbert werden [vgl. AaL05, Bau08].  
 
Abbildung 61: Grundlegender Algorithmus zur Generierung von BPEL aus Webservice-Netzen  
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In Abbildung 61 wird die grundlegende Funktionsweise des Algorithmus graphisch darge-
stellt. Eine Netzkomponente wird hierbei folgendermaßen definiert: 
Definition 6.1: Netzkomponente 
Eine Netzkomponente ist ein zusammenhängendes Teilnetz mit mindestens drei Knoten 
innerhalb eines Webservice-Netzes für das gilt: 
(i) Eine Netzkomponente hat genau einen Knoten KI über den die Netzkompo-
nente vom umliegenden Bereich des Webservice-Netzes erreicht werden 
kann. Dieser Knoten ist der Anfangsknoten der Netzkomponente.  
(ii) Eine Netzkomponente hat genau einen Knoten KO von dem ausgehend der 
umliegende Bereich des Webservice-Netzes erreicht werden kann. Dieser 
Knoten ist der Endknoten der Netzkomponente. 
(iii) Eine Netzkomponente ist entweder stellen- oder transitionsberandet. 
Indem in Abbildung 61 dargestellten Algorithmus wird nach der Identifikation einer geeigne-
ten Netzkomponente diese in ein entsprechendes BPEL-Code-Fragment übersetzt und durch 
eine neu generierte Transition vergröbert. Die BPEL-Übersetzung, d.h. das für eine Netzkom-
ponente erzeugte BPEL-Code-Fragment, wird dabei der neu generierten Transition zugeord-
net. Das Webservice-Netz wird hierbei solange durch die Zusammenfassungen vereinfacht, 
bis das Webservice-Netz nur noch aus der Input-Stelle, der Output-Stelle und einer Transition 
besteht. Der Ergebnistransition t[n] ist nach Beendigung des Algorithmus der generierte 
BPEL-Code des gesamten Webservice-Netzes zugeordnet. 
Für die Identifizierung einer geeigneten Netzkomponente wird das zu verarbeitende Netz zu-
nächst nach sogenannten elementaren Netzkomponenten durchsucht. Es gibt unterschiedliche 
Typen von elementaren Netzkomponenten, die eindeutig in entsprechende BPEL-Konstrukte 
überführt werden können. Die folgenden elementaren Netzkomponenten werden hierbei un-
terschieden [vgl. AaL05]: 
 Sequenz 
 Konflikt mit anschließendem Kontakt 
 Iteration 
 Nebenläufigkeit mit anschließender Synchronisation 
Die vier unterschiedlichen Typen elementarer Netzkomponenten sind in Abbildung 62 darge-
stellt. Anhand des jeweiligen Musters können die elementaren Netzkomponenten im Rahmen 
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der Identifikation erkannt und ausgewählt werden. Die verwendeten elementaren Netzkompo-
nenten sind entweder stellen- oder transitionsberandet. 
 
Abbildung 62: Typen von elementaren Netzkomponenten [vgl. AaL05] 
Die Verarbeitung im Algorithmus erfolgt entlang einer bestimmten Reihenfolge der Typen der 
elementaren Netzkomponenten. Zunächst wird das Webservice-Netz nach Netzkomponenten 
durchsucht, die eine Sequenz repräsentieren. Sobald keine weitere Sequenz identifiziert wer-
den kann, wird nach Konflikten mit anschließendem Kontakt gesucht. Können keine weiteren 
Konflikte mit anschließendem Kontakt identifiziert werden, wird eine Suche nach Iterationen 
gestartet. Abschließend wird, wenn auch keine weitere Iteration identifiziert werden kann, 
dann nach Nebenläufigkeiten mit anschließender Synchronisation gesucht. Werden hierbei 
elementare Netzkomponenten gefunden, dann werden diese jeweils entsprechend ihres Typs 
in BPEL übersetzt. Eine identifizierte Sequenz wird hierbei auf ein sequence-Konstrukt, ein 
identifizierter Konflikt mit anschließendem Kontakt auf ein if-Konstrukt, eine identifizierte 
Iteration auf ein Iterations-Konstrukt (while, repeatUntil oder forEach) und eine Neben-
läufigkeit mit anschließender Synchronisation auf ein parallel-flow-Konstrukt in BPEL 
abgebildet. Anschließend wird die jeweils identifizierte und übersetzte elementare Netzkom-
ponente durch eine neue Transition vergröbert und die Übersetzung der neu generierten Trans-
ition zugeordnet. Kann keine der elementaren Netzkomponenten identifiziert werden, dann 
wird nach der kleinstmöglichen geeigneten Netzkomponente gesucht, die durch eine Überset-
zung in eine link semantics und anschließende Vergröberung eine der elementaren Netz-
komponenten aus Abbildung 62 im Ergebnisnetz hervorbringt. Kleinstmöglich heißt in diesem 
Fall, dass die Netzkomponente aus mindestens drei Knoten besteht, jedoch die kleinste An-
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zahl an Knoten (Transitionen und Stellen) aller im aktuellen Netz möglichen geeigneten 
Netzkomponenten besitzt. Wird eine solche Netzkomponente identifiziert, dann wird diese in 
eine link semantics übersetzt, vergröbert und der Vergröberung die übersetzte link 
semantics zugeordnet. Danach wird eine Suche nach elementaren Netzkomponenten im ver-
einfachten Netz gestartet. Falls keine passende vereinfachende Netzkomponente für eine link 
semantics gefunden wird, deren Vergröberung eine elementare Netzkomponente hervor-
bringt, so wird dann das aktuell noch verbliebene Webservice-Netz komplett als link 
semantics übersetzt. Das Ergebnis der Transformation eines kompletten Webservice-Netzes 
ist wiederum ein Netz, das jedoch nur noch aus der Input-Stelle, der Output-Stelle und einer 
Transition, welche die beiden Stellen miteinander verbindet, besteht. Dieser einen Transition 
ist dann die komplette BPEL-Übersetzung des transformierten Webservice-Netzes zugeord-
net. Die übersetzten BPEL-Anweisungen werden dann abschließend in die BPEL-Datei ge-
schrieben. Der Algorithmus terminiert immer, da in jedem Fall entweder elementare Netz-
komponenten oder Netzkomponenten für eine link semantics gefunden und transformiert 
werden. Beide können eindeutig in BPEL-Code übersetzt werden. Dadurch ist sichergestellt, 
dass selbst wenn bei der Durchführung des Algorithmus keine elementaren Netzkomponenten 
gefunden werden, das Webservice-Netz immer komplett übersetzt werden kann. In Quelltext 
36 ist der zuvor beschriebene grundlegende Algorithmus zur Transformation der Ablaufsteue-
rung eines Webservice-Netzes in BPEL in Form von Pseudocode dargestellt [vgl. AaL05 
S. 23f.]. 
WHILE (#Transitionen > 1, #Input-Stellen > 1, #Output-Stellen > 1) 
BEGIN 
start:        
   Durchsuche Webservice-Netz nach elementaren Netzkomponenten; 
 
   IF Sequenz identifiziert THEN 
      Lege sequence in BPEL an; 
      Vergröbere Netzkomponente; 
      GOTO start;           
   END IF; 
    
   IF Konflikt mit anschließendem Kontakt identifiziert THEN 
      Lege if in BPEL an 
      Vergröbere Netzkomponente; 
      GOTO start; 
   END IF; 
 
   IF Iteration identifiziert THEN 
      IF Iterationstyp = while THEN 
         Lege while in BPEL an; 
      END IF; 
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      IF Iterationstyp = repeatUntil THEN 
         Lege repeatUntil in BPEL an; 
      END IF; 
 
      IF Iterationstyp = forEach THEN 
         Lege forEach in BPEL an; 
      END IF; 
 
      Vergröbere Netzkomponente; 
      GOTO start; 
   END IF; 
            
   IF Nebenläufigkeit mit anschließender Synchronisation identifiziert THEN 
      Lege parallel flow in BPEL an; 
      Vergröbere Netzkomponente; 
      GOTO start; 
   END IF;         
 
   IF Keine elementaren Netzkomponenten identifiziert THEN 
      Suche vereinfachende Netzkomponente für link semantics; 
      IF Vereinfachende Netzkomponente gefunden THEN 
         Lege link semantics in BPEL an; 
         Vergröbere Netzkomponente; 
      ELSE 
         Lege link semantics für komplettes Webservice-Netz in BPEL an; 
         Vergröbere komplettes Webservice-Netz;          
      END IF; 
   END IF;      
END; 
Quelltext 36: Algorithmus in Pseudocode – Transformation der Ablaufsteuerung [vgl. AaL05 S. 23f.] 
Im Rahmen eines Generierungslaufs können zu den einzelnen basic activities jeweils 
zusätzlich assign-Aktivitäten erzeugt werden. Diese assign-Aktivitäten werden im BPEL-
Prozess dann für die temporäre Speicherung von Werten in Variablen zur weiteren Verarbei-
tung in nachfolgenden Aktivitäten genutzt. 
6.1.2.2 Transformation einer Sequenz 
Nachfolgend werden die Identifikation, Übersetzung und Vergröberung einer Sequenz im 
Rahmen des Algorithmus zu Transformation der Ablaufsteuerung im Detail beschrieben [vgl. 
Bau08 S. 50-52]. 
Identifikation einer Sequenz:  
Eine Sequenz entspricht dem in Abschnitt 3.1.1.1 beschriebenen grundlegenden Ablaufmuster 
einer Sequenz bei Petri-Netzen. Sie wird anhand von mindestens zwei nacheinander folgender 
Transitionen erkannt, die je Vorgänger/Nachfolgerpaar über genau eine Stelle miteinander 
verbunden sind, d.h. jede Transition innerhalb einer Sequenz hat genau eine Eingangs- und 
genau eine Ausgangskante. Die Anfangstransition kann jedoch mehrere Eingangskanten und 
die Endtransition mehrere Ausgangskanten besitzen. Eine Sequenz kann dadurch identifiziert 
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werden, dass Transitionen gesucht werden, die genau eine Eingangskante und genau eine 
Ausgangskante besitzen. Diese stellen Transitionen innerhalb einer Sequenz dar. Wenn eine 
solche Transition gefunden wird, kann in beiden Richtungen nach weiteren Transitionen mit 
dieser Eigenschaft gesucht werden, um die Sequenz im Gesamtumfang zu ermitteln. Die Su-
che wird in beide Richtungen solange fortgesetzt, bis Transitionen gefunden werden, für die 
dieses Merkmal nicht mehr zutrifft. 
Übersetzung einer Sequenz:  
Bei der Transformation wird eine neue sequence-Aktivität in BPEL erzeugt. Darüber hinaus 
werden – ausgehend von der ersten Transition der identifizierten Sequenz – die Übersetzun-
gen der einzelnen folgenden Transitionen anhand ihres jeweiligen Typs in Form von entspre-
chenden BPEL-Aktivitäten durchgeführt, bis alle Transitionen der Sequenz verarbeitet sind. 
Vergröberung einer Sequenz:  
Die Input-Stellen und Output-Stellen der Sequenz bleiben erhalten. Alle Transitionen, Stellen 
und Kanten zwischen den Input- und Output-Stellen werden gelöscht. Zwischen die Input- 
und Output-Stellen wird dann eine neue Transition als Vergröberung der identifizierten Netz-
komponente eingefügt und über entsprechende Eingangs- und eine Ausgangskanten jeweils 
mit den Input- und Output-Stellen verknüpft. Dieser neuen Transition wird dann die BPEL-
Übersetzung der Sequenz als BPEL-Fragment zugewiesen.  
 
Abbildung 63: Transformation einer Sequenz [vgl. AaL05 S. 18] 
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In Abbildung 63 wird die Transformation einer identifizierten Sequenz in einem Webservice-
Netz dargestellt. Der vergröberten Transition wurde als Ergebnis der Übersetzung ein BPEL-
Fragment mit einer sequence-Aktivität zugeordnet, innerhalb derer drei basic activities 
sequentiell angeordnet sind. 
6.1.2.3 Transformation eines Konflikts mit anschließendem Kontakt 
Nachfolgend werden die Identifikation, Übersetzung und Vergröberung eines Konflikts mit 
anschließendem Kontakt im Rahmen des Algorithmus zu Transformation der Ablaufsteuerung 
im Detail beschrieben [vgl. Bau08 S. 52-53]. 
Identifikation eines Konflikts mit anschließendem Kontakt:  
Einem Konflikt mit anschließendem Kontakt entspricht einer Kopplung aus den beiden in 
Abschnitt 3.1.1.1 beschriebenen grundlegenden Ablaufmustern eines Konflikts und eines 
Kontakts bei Petri-Netzen. Ein solches zusammengesetztes Ablaufmuster wird anhand des 
Auftretens von mindestens zwei oder mehr Transitionen erkannt, die genau eine gemeinsame 
Input-Stelle und genau eine gemeinsame Output-Stelle besitzen. Für die Identifikation dieser 
elementaren Netzkomponente müssen mindestens zwei Transitionen mit diesen Eigenschaften 
gefunden werden. 
Übersetzung eines Konflikts mit anschließendem Kontakt: 
Bei der Transformation wird zunächst eine if-Aktivität in BPEL erstellt. Für die erste Transi-
tion, die in der identifizierten Netzkomponente vorkommt, wird ein condition-Element er-
gänzt. Für jede weitere Transition wird ein elseif-Element und ein condition-Element oder 
ein else-Element erzeugt. Hierbei wird ein condition-Element genau dann erstellt, wenn in 
der Transition ein logischer Ausdruck als Transitionsinschrift hinterlegt wurde. Ist keine 
Transitionsinschrift vorhanden, wird ein else-Element erstellt. Es darf allerdings nur eine 
Transition ohne Transitionsinschrift geben. Aus den Transitionsinschriften der beteiligten 
Transitionen wird unter Berücksichtigung der Filterschemata der eingehenden Kanten jeweils 
ein logischer Ausdruck als Bedingung für die condition-Elemente erstellt. Für jedes 
condition-Element in BPEL wird die Übersetzung der einzelnen Transitionen des Konflikts 
anhand ihres Typs in Form einer entsprechenden BPEL-Aktivität durchgeführt. Eine Transiti-
on ohne Transitionsinschrift wird innerhalb des else-Bereichs verwendet. Auch hier wird 
dann die BPEL-Übersetzung der einzelnen Transition anhand des Typs erzeugt. 
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Vergröberung eines Konflikts mit anschließendem Kontakt:  
Alle Transitionen und Kanten zwischen Input- und Output-Stelle werden gelöscht und durch 
eine neu erstellte Transition zusammengefasst, der die BPEL-Übersetzung des Konflikts als 
BPEL-Fragment zugeordnet wird.  
In Abbildung 64 wird die Transformation eines identifizierten Konflikts mit anschließendem 
Kontakt in einem Webservice-Netz dargestellt. Der vergröberten Transition wurde als Ergeb-
nis der Übersetzung ein BPEL-Fragment mit einer if-Aktivität zugeordnet, die für die erste 
Transition ein condition-Element, für die zweite Transition ein elseif-Element mit weite-
rem condition-Element und für die dritte Transition ein else-Element enthält. Für die ein-
zelnen Verzweigungen wurde jeweils eine der Transition entsprechende basic activity 
erzeugt und eingefügt. 
 
Abbildung 64: Transformation eines Konflikts mit anschließendem Kontakt [vgl. AaL05 S. 22] 
6.1.2.4 Transformation einer Iteration  
Nachfolgend werden die Identifikation, Übersetzung und Vergröberung einer Iteration im 
Rahmen des Algorithmus zu Transformation der Ablaufsteuerung im Detail beschrieben [vgl. 
Bau08 S. 53-54]. 
Identifikation einer Iteration:  
Eine Iteration entspricht dem in Abschnitt 3.1.1.1 beschriebenen grundlegenden Ablaufmuster 
einer Iteration bei Petri-Netzen. Sie wird grundsätzlich an einer Transition (Iterations-
Transition) und einer Stelle (Iterations-Stelle) erkannt, die über zwei entgegengesetzte Kanten 
miteinander verbunden sind. Bei Iterationen können auch größere Zyklen, d.h. Durchläufe mit 
mehreren Aktionen, abgebildet werden. Diese werden jedoch im Rahmen des Algorithmus 
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zuvor durch das Identifizieren und Transformieren von anderen elementaren Netzkomponen-
ten auf diese einfache Form mit einer Iterations-Transition und einer Stelle reduziert. Diese 
beiden Knoten modellieren eine Schleife, die auf Basis der Schaltregel bei XML-Netzen 
mehrfach durchgeführt werden kann. Dadurch kann die Schleifenbedingung für die Iteration 
in BPEL aus der Transitionsinschrift unter Berücksichtigung der Filterschemata der beiden 
entgegengesetzten Kanten abgeleitet werden. Die Iterations-Transition ist ansonsten mit kei-
ner weiteren Stelle verknüpft. Im Vorbereich und im Nachbereich der Iterations-Stelle muss 
jeweils genau eine weitere Transition existieren. Existieren hier jeweils mehrere Transitionen, 
dann werden durch den Algorithmus zunächst andere Netzkomponenten verarbeitet. Die An-
fangstransition der identifizierten Iteration stellt den initiierenden Prozessschritt der Iteration 
dar. Die Endtransition der Netzkomponente stellt die Fortsetzung des Prozesses nach den Ite-
rationsdurchläufen dar. 
Übersetzung einer Iteration:  
Für die Umsetzung einer Iteration, d.h. einer Schleife, gibt es in BPEL drei verschiedene 
Möglichkeiten. Sie kann als while-, repeatUntil- oder forEach-Aktivität realisiert werden. 
Die Art der Iteration, d.h. der in BPEL umzusetzenden Schleife, muss bei den Generierungs-
läufen zur jeweiligen Iterations-Transition angegeben werden, da dies aus der Struktur des 
Ablaufs eines Webservice-Netzes nicht abgeleitet werden kann. Bei Festlegung einer while-
Schleife als Iterationsumsetzung wird zunächst eine while-Aktivität in BPEL erzeugt. An-
schließend wird der logische Ausdruck für die Bedingung der Schleife durch die Transition-
sinschrift der Iterations-Transition ermittelt und im condition-Element ergänzt. Anhand des 
hinterlegten Typs der Iterations-Transition wird eine BPEL-Aktivität innerhalb der while-
Aktivität nach dem condition-Element eingefügt. Bei der Umsetzung einer Iteration durch 
eine repeatUntil-Schleife muss auf Basis einer Negation der Transitionsinschrift der Iterati-
ons-Transition ein logischer Ausdruck ermittelt werden, da im Gegensatz zur while-Schleife 
ein Abbruchkriterium erzeugt werden muss. Analog zur Vorgehensweise bei der while-
Schleife wird anhand des hinterlegten Typs der Iterations-Transition eine BPEL-Aktivität 
innerhalb der repeatUntil-Aktivität nach dem condition-Element eingefügt. Als Voraus-
setzung für die Umsetzung einer Iteration durch eine forEach-Schleife muss aus der identifi-
zierten Iteration im Webservice-Netz die Anzahl an durchzuführenden Schleifendurchläufen 
ermittelt werden können. Optional kann – ähnlich wie bei der repeatUntil-Schleife – ein 
Abbruchkriterium ebenfalls auf Basis einer Negation der Transitionsinschrift erstellt werden, 
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das dann in der completionCondition der forEach-Aktivität eingesetzt wird. Die auf Basis 
des bei der Iterations-Transition hinterlegten Typs ermittelte BPEL-Aktivität, wird im Falle 
der Iterationsumsetzung durch eine forEach-Schleife in das scope-Element der forEach-
Aktivität eingefügt. Für alle drei Arten der Iteration werden die jeweils erzeugten Schleifen-
Aktivitäten in eine sequence-Aktivität eingebettet, bei der die Übersetzung der Anfangs- und 
Endtransition jeweils in Form der ermittelten BPEL-Aktivität vor bzw. nach der Schleifen-
Aktivität eingefügt wird. 
Vergröberung einer Iteration:  
Die Input-Stellen vor der Anfangstransition und die Output-Stellen nach der Endtransition 
bleiben erhalten. Die drei Transitionen, die Stelle und die Kanten der Iteration werden ge-
löscht und durch eine neu erstellte Transition zusammengefasst, der die BPEL-Übersetzung 
der Iteration als BPEL-Fragment zugeordnet wird.  
In Abbildung 65 wird die Transformation als while-Schleife einer identifizierten Iteration in 
einem Webservice-Netz dargestellt. Der vergröberten Transition wurde als Ergebnis der Über-
setzung ein BPEL-Fragment mit einer in eine sequence-Aktivität eingebetteten while-
Aktivität zugeordnet. Vor und nach der while-Aktivität wurde jeweils eine basic activity 
anhand der Anfangs- bzw. Endtransition identifiziert und innerhalb der sequence-Aktivität 
entsprechend eingefügt. 
 
Abbildung 65: Transformation einer Iteration [vgl. AaL05 S. 23] 
6.1.2.5 Transformation einer Nebenläufigkeit mit anschl. Synchronisation 
Nachfolgend werden die Identifikation, Übersetzung und Vergröberung einer Nebenläufigkeit 
mit anschließender Synchronisation im Rahmen des Algorithmus zu Transformation der Ab-
laufsteuerung im Detail beschrieben [vgl. Bau08 S. 54-56]. 
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Identifikation einer Nebenläufigkeit mit anschließender Synchronisation:  
Eine Nebenläufigkeit mit anschließender Synchronisation entspricht einer Kopplung der bei-
den in Abschnitt 3.1.1.1 beschriebenen grundlegenden Ablaufmuster Nebenläufigkeit und 
Synchronisation bei Petri-Netzen. Sie kann daran erkannt werden, dass der Nachbereich einer 
Anfangstransition mehrere Stellen beinhaltet. Diese Stellen dürfen in ihrem Vorbereich außer 
der Anfangstransition keine weiteren Transitionen mehr besitzen. Darüber hinaus dürfen diese 
Stellen nur jeweils eine Transition in ihrem Nachbereich besitzen, die dann eine parallele Ver-
arbeitung durch diese sogenannten Paralleltransitionen abbildet. Die Paralleltransitionen dür-
fen wiederum nur jeweils eine dieser Stellen im Vorbereich besitzen. Auch im Nachbereich 
der Paralleltransitionen darf es jeweils nur genau eine Stelle geben. Die ausgehenden Kanten 
dieser Stellen müssen dann wiederum in derselben Transition (Endtransition) münden. Die 
Endtransition stellt die abschließende Synchronisation der Nebenläufigkeit dar.  
Übersetzung einer Nebenläufigkeit mit anschließender Synchronisation:  
Zunächst wird eine sequence-Aktivität erstellt, um den Rahmen für die Netzkomponente 
festzulegen. Für die Anfangstransition wird eine ihrem Typ entsprechende BPEL-Aktivität 
erzeugt. Anschließend wird eine flow-Aktivität erstellt, die alle Übersetzungen der Parallel-
transitionen als ermittelte BPEL-Aktivitäten beinhaltet. Abschließend wird bei der sequence-
Aktivität nach der flow-Aktivität die Übersetzung der Endtransition als BPEL-Aktivität ange-
fügt. 
Vergröberung einer Nebenläufigkeit mit anschließender Synchronisation:  
Alle Transitionen, Stellen und Kanten zwischen den Input- und Output-Stellen werden ge-
löscht und durch eine neu erstellte Transition zusammengefasst, der die BPEL-Übersetzung 
der Nebenläufigkeit mit anschließender Synchronisation als BPEL-Fragment zugeordnet wird.  
In Abbildung 66 wird die Transformation einer identifizierten Nebenläufigkeit mit anschlie-
ßender Synchronisation in einem Webservice-Netz dargestellt. Der vergröberten Transition 
wurde als Ergebnis der Übersetzung ein BPEL-Fragment mit einer in eine sequence-Aktivität 
eingebettete flow-Aktivität zugeordnet. Für t2 und t3 wurden zwei parallele basic 
activities innerhalb der flow-Aktivität erzeugt. Für t1 und t4 wurde vor und nach der 
flow-Aktivität je eine basic activity anhand der Anfangs- bzw. der Endtransition identifi-
ziert und innerhalb der sequence-Aktivität entsprechend eingefügt. 
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Abbildung 66: Transformation einer Nebenläufigkeit/Synchronisation [vgl. OAS07 S. 102] 
6.1.2.6 Transformation in eine Link Semantics 
Falls keine der zuvor aufgeführten elementaren Netzkomponenten gefunden wird, muss eine 
möglichst kleine Netzkomponente, d.h. mit möglichst wenig Elementen, identifiziert werden, 
die in eine link semantics übersetzt werden kann, so dass durch deren Vergröberung wieder 
weitere elementare Netzkomponenten hervorgebracht werden [Bau08 S. 56-62]. Prinzipiell 
könnte ein komplettes Webservice-Netz durch eine link semantics übersetzt werden. Eine 
entsprechende Übersetzung ist jedoch in BPEL oft nur schwer handhabbar, da hierbei die 
Darstellung bei nicht trivialen Abläufen sehr schnell unübersichtlich wird. Folglich wird eine 
Übersetzung durch eine link semantics nur dann verwendet, wenn keine elementaren Netz-
komponenten identifiziert werden können. 
Identifikation einer geeigneten Netzkomponente für eine link semantics:  
Mit der nachfolgend beschriebenen Vorgehensweise wird die Netzkomponente mit der kleins-
ten Anzahl an Elementen für eine mögliche Transformation in eine link semantics in einem 
Webservice-Netz identifiziert. Die Vorgehensweise beruht auf dem im Rahmen des Horus 
Business Modelers implementierten Identifikationsmechanismus der Transformation von ein-
fachen Stellen/Transitions-Netzen, die mit Webservice-Informationen an den Transitionen 
angereichert wurden, in BPEL [Bau08, Hor11]: 
Es werden alle Knoten (Transitionen und Stellen) des Webservice-Netzes durchlaufen. Für 
jeden aktuellen Knoten wird zunächst angenommen, dass er einen möglichen Anfangsknoten 
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einer potenziell geeigneten Netzkomponente darstellt. Das Netz wird ausgehend von diesem 
Anfangsknoten in einer Breitensuche durchlaufen [OtW90]. Für jeden möglichen Pfad durch 
die Netzkomponente wird genau eine Pfadliste angelegt, d.h. bei jedem in der Breitensuche 
durchlaufenen Knoten wird geprüft, ob dieser an eine bestehende Pfadliste angehängt wird, 
oder ob für den Knoten eine neue Pfadliste erzeugt werden muss. Neue Pfadlisten werden 
genau dann angelegt, wenn ein oder mehrere Pfadlisten bis zum Vorgängerknoten des aktuel-
len Knotens bereits für einen anderen Knoten mit dem gleichen Vorgänger existieren. Ansons-
ten wird der aktuelle Knoten bei der Pfadliste des Vorgängerknotens hinzugefügt. Die neuen 
Pfadlisten werden durch Kopieren der Einträge von bestehenden Pfadlisten bis zum Vorgän-
gerknoten und Hinzufügen des aktuellen Knotens erzeugt. Abbildung 67 veranschaulicht die 
Vorgehensweise bei der Breitensuche und das Anlegen von Pfadlisten (fett markierte Knoten 
und Kanten). Da im beschriebenen Algorithmus zur Ermittlung einer potenziellen Netzkom-
ponente nicht zwischen Stellen und Transitionen unterschieden wird, werden die Knoten neut-
ral als Sechsecke dargestellt. Die unterschiedlichen Farben der Knoten verdeutlichen nur, dass 
es sich um einen bipartiten Graphen handelt, der durchlaufen wird. Der Anfangs- und der 
Endknoten können vom gleichen Typ (Stelle oder Transition) sein, müssen dies jedoch nicht. 
 
Abbildung 67: Ermittlung einer potenziell geeigneten Netzkomponente durch Breitensuche 
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Nach jedem neuen Eintrag in den Pfadlisten wird geprüft, ob ein Endknoten für die Netzkom-
ponente gefunden wurde. Dies ist dann der Fall, wenn ein Knoten, der nicht der Anfangskno-
ten ist, in allen Pfadlisten vorhanden ist. Nachdem ein solcher Endknoten der Netzkomponen-
te gefunden wurde, wird weiterhin geprüft, ob Kanten existieren, die von einem Knoten 
außerhalb der Netzkomponente zu einem in einer der Pfadlisten enthaltenen Knoten führen. 
Ist dies der Fall, dann ist die Netzkomponente nicht begrenzt, d.h. sie kann für eine Transfor-
mation nicht verwendet werden. Darüber hinaus wird geprüft, ob die ermittelte Netzkompo-
nente mehr als eine Transition enthält, da ein Minimum von Transitionen für eine sinnvolle 
anschließende Vergröberung notwendig ist. Fällt eine der aufgeführten Prüfungen negativ aus, 
dann wird die vermeintliche Netzkomponente verworfen und eine erneute Breitensuche aus-
gehend vom nächsten Knoten als potenziellem Anfangsknoten gestartet. 
 
Abbildung 68: Gesamtablauf zur Identifikation einer Netzkomponente für eine link semantics  
Wenn eine transformierbare Netzkomponente gefunden worden ist, wird ein neues Webser-
vice-Netz als Kopie erstellt, in dem die ermittelte potenzielle Netzkomponente durch eine 
Vergröberung als Transition abgebildet wird. Anhand dieser Kopie des Webservice-Netzes 
Potenziell 
geeignete
Netzkomponente 
NK[j]
.. ..
.. ..
Vergröberung von NK[j]
durch Transition t[j]
NK[j] in Kandidatenliste aufnehmen NK[j] als Kandidat verwerfen 
Input Output
Input Output
Prüfung, ob das Netz komplett durchlaufen wurde
Ermittlung einer potenziell 
geeigneten Netzkomponente
Temporäre Vereinfachung des 
Netzes durch Vergröberung der 
Komponente
Suche nach elementarer Netzkomponente 
im vereinfachten Netz
Bestimme Kandidaten mit kleinster 
Anzahl an Knoten aus Kandidatenliste
Elementare Netzkomponente 
gefunden  NK[j] geeignet
Keine elementare Netzkomponente 
gefunden  NK[j] nicht geeignet
Netz ist komplett durchlaufen 
Alle Kandidaten wurden ermittelt
Netz ist noch nicht 
komplett durchlaufen
6.1 Transformation von Webservice-Netzen in BPEL 239 
  
wird geprüft, ob eine der in Abbildung 62 dargestellten elementaren Netzkomponenten identi-
fiziert werden kann. Ist dies nicht der Fall, wird die vermeintlich geeignete Netzkomponente 
nicht in die Kandidatenliste aufgenommen und eine erneute Breitensuche ausgehend vom 
nächsten Knoten als potenzieller Anfangsknoten gestartet. Wird jedoch nach der Vergröberung 
eine der elementaren Netzkomponenten gefunden, dann wird diese Netzkomponente als ge-
eignet klassifiziert und als Kandidat mit Anfangsknoten, Endknoten und Anzahl der enthalte-
nen Knoten in der Kandidatenliste gespeichert. Nach dem Durchlaufen aller Knoten des Web-
service-Netzes wird abschließend die kleinste Netzkomponente, d.h. die Komponente mit den 
wenigsten enthaltenen Knoten, zur Übersetzung in eine link semantics ausgewählt. Abbil-
dung 68 zeigt den Gesamtablauf bei der Auswahl einer geeigneten Netzkomponente. 
In Quelltext 37 ist der Algorithmus zur Identifikation einer geeigneten Netzkomponente für 
eine link semantics dargestellt. Hierbei ist eine mögliche Umsetzung der im Algorithmus 
enthaltenen Schritte in Pseudocode beschrieben. 
FOR ALL k in {Knoten(Webservice-Netz)} 
BEGIN 
   Anfangsknoten := k; 
   Verwerfe_Komponente := FALSE; 
   Transformierbare_Komponente := FALSE; 
   Aktueller_Knoten := Anfangsknoten; 
   Vorgängerknoten := NIL; 
   Endknoten := NIL; 
   Pfadliste := {Aktueller_Knoten}; 
   d := 0; 
 
   WHILE Aktueller_Knoten <> Endknoten(Webservice-Netz) AND 
         Verwerfe_Komponente = FALSE AND 
         Transformierbare_Komponente = FALSE 
   BEGIN 
      Pfadlisten_Aktueller_Knoten := {Pfadlisten die  
                                      Aktueller_Knoten beinhalten}; 
      i := 1; 
       
   WHILE i <= #Ausgangskanten(Aktueller_Knoten) 
      BEGIN 
         Nachfolgerknoten := i-ter(Zielknoten(   
                             Ausgangskanten(Aktueller_Knoten)); 
         IF i = 1 THEN 
            FOR ALL Pfadlisten in {Pfadlisten_Aktueller_Knoten}  
                Pfadliste := Pfadliste || Nachfolgerknoten; 
            END FOR; 
         ELSE 
            FOR ALL Pfadlisten in {Pfadlisten_Aktueller_Knoten}  
                Neue_Pfadliste := Dupliziere Pfadliste  
                                  ohne letzten Eintrag; 
                Neue_Pfadliste := Neue Pfadliste || Nachfolgerknoten; 
            END FOR; 
         END IF; 
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         i := i + 1; 
 
         IF Knoten in allen {Pfadlisten_Aktueller_Knoten} vorhanden AND 
            Knoten <> Anfangsknoten THEN 
            Endknoten := Knoten; 
         END IF; 
 
         IF Endknoten existiert THEN 
            Prüfe_Begrenzung_Komponente(Anfangsknoten,Endknoten); 
            IF Komponente begrenzt und enthält > 2 Transitionen THEN 
               Transformierbare_Komponente := TRUE;  
            ELSE 
               Verwerfe_Komponente := TRUE; 
            END IF; 
         END IF; 
      END WHILE; 
 
      Markiere Kante(Vorgängerknoten,Aktueller_Knoten) als bearbeitet; 
 
      IF Ausgangskanten der Knoten mit Abstand d von Aktueller_Knoten  
         sind alle bearbeitet THEN 
         Aktueller_Knoten := Erster(Zielknoten( 
                             Ausgangskanten(Aktueller_Knoten)); 
         Vorgängerknoten := Aktueller_Knoten; 
         d := d + 1; 
      ELSE 
         Aktueller_Knoten := Erster(Zielknoten(Ausgangskanten( 
                             {Knoten mit Abstand d von Aktueller_Knoten})  
                             die unbearbeitet sind)); 
      END IF; 
   END WHILE; 
 
   IF Transformierbare_Komponente = TRUE THEN 
      Kopiere Webservice-Netz; 
      Vergröbere identifizierte transformierbare Netzkomponente; 
      Durchsuche Webservice-Netz nach elementaren Netzkomponenten; 
 
      IF Elementare Netzkomponente identifiziert THEN 
         Kandidaten := Kandidaten ||  
                       Komponente(Anfangsknoten,Endknoten,#Knoten); 
      END IF; 
  END IF;       
END FOR; 
 
Netzkomponente := Ermittle Kandidat mit kleinster #Knoten; 
Quelltext 37: Algorithmus in Pseudocode – Netzkomponentenidentifikation für eine link semantics 
Transformation der identifizierten Netzkomponente:   
Nachfolgend wird ein Algorithmus beschrieben, der für die Transformation einer geeigneten 
Netzkomponente in eine link semantics genutzt werden kann.  
Bevor mit der eigentlichen Transformation begonnen wird, muss zunächst geprüft werden, ob 
der Anfangsknoten eine Transition oder eine Stelle darstellt. Ist der Anfangsknoten eine Stelle, 
dann werden eine zusätzliche Transition vom Typ empty und eine zusätzliche Stelle zwischen 
der Anfangsstelle und deren Nachfolgertransitionen angelegt. Diese werden mit Kanten so 
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verbunden, dass ausgehend von der Anfangsstelle, über die zusätzliche Transition und die 
zusätzliche Stelle alle ursprünglichen Nachfolgertransitionen der Anfangsstelle erreichbar 
sind. Dies sorgt dafür, dass innerhalb der für eine link semantics benötigten flow-Aktivität 
eine empty-Aktivität als Startaktivität eingefügt wird. Dadurch wird ermöglicht, dass auch 
eine Quelle für die links vorhanden ist, die auf übersetzte BPEL-Aktivitäten aus den Transi-
tionen im Nachbereich der ursprünglichen Anfangsstelle zeigen. Ist der Anfangsknoten hinge-
gen eine Transition, dann sind keine Modifikationen an der Netzkomponente erforderlich und 
die erste BPEL-Aktivität innerhalb der flow-Aktivität wird als BPEL-Übersetzung dieser 
Transition erzeugt.  
Als initiale Transition wird im weiteren Verlauf entweder die im ersten Fall zusätzlich erstellte 
Anfangstransition vom Typ empty oder die durch die identifizierte Netzkomponente im zwei-
ten Fall vorgegebene Anfangstransition bezeichnet. Entsprechend der beschriebenen Regeln 
wird eine flow-Aktivität erzeugt, welche zu Beginn der Transformation zunächst nur die aus 
der initialen Transition abgeleitete Anfangsaktivität beinhaltet. Dieser erste Schritt im Rah-
men der Transformation wird in Abbildung 69 veranschaulicht. 
 
Abbildung 69: Netz-Aufbau in Abhängigkeit des Typs des Anfangsknotens 
Nach dem zuvor beschriebenen ersten vorbereitenden Schritt folgt der eigentliche Verarbei-
tungsschritt, um alle nachfolgenden Stellen und Transitionen der Netzkomponente in entspre-
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chende BPEL-Aktivitäten einer link semantics zu übersetzen. Ausgehend von der initialen 
Transition wird die Netzkomponente in einer Tiefensuche durchlaufen [OtW90]. Hierbei wer-
den von der aktuellen Transition (Transition tA) die nächsten – über eine Stelle verknüpften – 
Transitionen (direkte Nachfolgertransitionen tN) durchlaufen, bis alle Knoten zum Endknoten 
verarbeitet sind. Für jede direkte Nachfolgertransition wird im flow eine BPEL-Aktivität auf 
Basis der Übersetzung der aktuellen Transition erstellt. Darüber hinaus wird der benötigte 
link (tA_tN) für den flow erzeugt, um die aktuelle Transition mit der direkten Nachfolger-
transition zu verknüpfen. Dies bedeutet, dass der BPEL-Übersetzung der aktuellen Transition 
der link als source und den BPEL-Übersetzungen der direkten Nachfolgertransitionen als 
target zugeordnet wird. Wenn die übersetzte BPEL-Aktivität einer Nachfolgertransition 
bereits in der flow-Aktivität durch eine zuvor verarbeitete Verknüpfung vorhanden ist, dann 
wird keine neue BPEL-Aktivität erzeugt, sondern es werden nur entsprechende Einträge für 
die links beim flow und Einträge für target und source bei den vorhandenen Aktivitäten 
vorgenommen. Falls die Verbindung zweier Transitionen bereits über eine andere Stelle ermit-
telt und angelegt wurde, wird diese beim zweiten Vorkommen ignoriert, d.h. sie wird insge-
samt nur einmal angelegt. Die beschriebene Vorgehensweise ist in Abbildung 70 graphisch 
dargestellt.  
 
Abbildung 70: Durchlaufen des Netzes und Erzeugen von verlinkten BPEL-Aktivitäten 
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Abbildung 71: Netz-Aufbau in Abhängigkeit des Typs des Endknotens 
Wird über die aktuell bearbeitete Kante der Endknoten erreicht, wird geprüft, ob der Endkno-
ten eine Transition oder eine Stelle darstellt. Ist der Endknoten eine Transition, wird zusätz-
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bei der erzeugten Aktivität hinzugefügt, wenn die Transition mehr als einmal das Ziel eines 
links darstellt, d.h. mehrere Targets zugeordnet sind. In der joinCondition werden die 
links, die als target eingetragen sind, mit and verknüpft. Die joinCondition wird in 
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zusätzlichen empty-Aktivität erzeugt. Hierbei wird keine joinCondition hinzugefügt, da 
ohne eine joinCondition in BPEL ein Logisches Oder innerhalb einer link semantics 
abgebildet wird und dies dem vorliegenden Ablaufmuster eines Kontakts entspricht. Die Vor-
gehensweise wird in Abbildung 71 veranschaulicht. 
In Quelltext 38 ist der komplette Algorithmus zur Transformation einer identifizierten geeig-
neten Netzkomponente in eine link semantics dargestellt. Hierbei ist eine mögliche Umset-
zung der im Algorithmus enthaltenen Schritte in Pseudocode beschrieben. 
BEGIN 
  Anfangsknoten := Anfangsknoten der identifizierten Netzkomponente; 
  Transitionsverbindungen := {}; 
 
  Lege flow in BPEL an; 
 
  IF Anfangsknoten ist eine Stelle THEN 
     Lege neue Transition tE1 und neue Stelle sE1 mit Verbindungskanten  
     zwischen die Anfangsstelle und deren Nachfolgertransitionen an  
     Initiale_Transition := tE1; 
     Lege empty-Aktivität tE1 in flow an; 
  ELSE 
     Initiale_Transition := Anfangsknoten; 
     Übersetze Anfangsknoten in BPEL-Aktivität; 
  END IF; 
  
  Durchlaufe_Nachfolger_und_Transformiere(Initiale_Transition); 
 
Durchlaufe_Nachfolger_und_Transformiere(tA) 
  BEGIN 
    FOR s in {Nachfolgerstellen von tA} 
       IF s ist Endknoten der Netzkomponente THEN 
           
          IF tE2 noch nicht in flow vorhanden THEN 
             Lege neue Stelle sE2 und neue Transition tE2 mit  
             Verbindungskanten zwischen die Vorgängertransitionen und der  
             Endstelle an; 
             Lege empty-Aktivität tE2 in flow an; 
          END IF; 
 
          Lege link (tA -> tE2) an; 
 
          Ordne BPEL-Aktivität tA den link (tA -> tE2) als source zu; 
          Ordne empty-Aktivität tE2 den link (tA -> tE2) als target zu; 
       ELSE 
          FOR tN in {Nachfolgertransitionen von s} 
              IF tN noch nicht in flow vorhanden THEN 
                 Übersetze tN in BPEL-Aktivität; 
              END IF; 
 
              IF (tA, tN) nicht in {Transitionsverbindungen} THEN 
                 Transitionsverbindungen :=  
                 Transitionsverbindungen || (tA, tN); 
 
                 Lege Link (tA -> tN) an; 
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                 Ordne BPEL-Aktivität tA den link (tA -> tN) als source zu; 
                 Ordne BPEL-Aktivität tN den link( tA -> tN) als target zu; 
              END IF; 
 
              IF tN ist Endknoten der Netzkomponente THEN 
                 IF targets von BPEL-Aktivität tN  
                    enthält noch keine joinCondition THEN 
                    Füge joinCondition mit link (tA -> tN) bei targets von  
                    BPEL-Aktivität tN hinzu;   
                 ELSE 
                    joinCondition :=  
                    joinCondition || ‘ AND link (tA -> tN)’; 
                 END IF;                
              ELSE 
                 Durchlaufe_Nachfolger_und_Transformiere(tN); 
              END IF; 
           END FOR; 
       END IF; 
    END FOR; 
  END; 
END; 
Quelltext 38: Algorithmus in Pseudocode – Transformation eines link-semantics-Kandidaten 
Vergröberung der identifizierten Netzkomponente:   
Alle Transitionen, Stellen und Kanten zwischen dem Anfangsknoten und dem Endknoten der 
identifizierten Netzkomponente werden gelöscht und durch eine neu erstellte Transition zu-
sammengefasst. Der neuen Transition wird die BPEL-Übersetzung der entsprechenden link 
semantics als BPEL-Fragment zugeordnet. Ist der Endknoten eine Stelle, dann bleibt diese 
erhalten und es wird eine neue Kante zwischen der neu erstellten Transition und der Endstelle 
als Ziel eingefügt. Ist der Endknoten jedoch eine Transition, so wird diese ebenfalls gelöscht, 
da sie durch die BPEL-Übersetzung in der neu erstellten Transition enthalten ist. In diesem 
Fall werden alle Output-Stellen der ursprünglichen Endtransition über neue Kanten mit der 
neu erzeugten Transition als Quelle verbunden. 
In Abbildung 72 wird die Transformation eines ausgewählten Kandidaten für eine link 
semantics in einem Webservice-Netz dargestellt. Im dargestellten Beispiel ist der Anfangs-
knoten eine Stelle, d.h. es wird zunächst eine neue Transition te1 erzeugt, die bei der nachfol-
genden Übersetzung in eine empty-Aktivität transformiert wird. Darüber hinaus wird eine 
neue – an die Transition über eine Kante im Nachbereich angeschlossene – Stelle se1 erzeugt. 
Anschließend wird eine neue Kante von der Anfangsstelle zur neuen Transition te1 eingefügt. 
Weiterhin werden die Transitionen, die sich ursprünglich im Nachbereich der Anfangsstelle 
befanden, nun über Kanten als Zielknoten mit der neuen Stelle se1 verbunden. 
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Abbildung 72: Transformation in eine link semantics [vgl. AaL05 S. 20] 
 
Netzkomponente
Identifizierter Kandidat für 
link semantics
Vergröberung
tl
Zugeordnetes
BPEL-Fragment
s1
t1 t2
s2
<flow>
<links>
<link name="te1_t1"/>
<link name="te1_t2"/>
<link name="te1_t5"/>
<link name="t1_t3"/>
<link name="t1_t4"/>
<link name="t2_t3"/>
<link name="t2_t4"/>
<link name="t3_te2"/>
<link name="t4_te2"/>
<link name="t5_te2"/>
</links>
<empty name="te1">
<source linkName="te1_t1"/>
<source linkName="te1_t2"/>
<source linkName="te1_t5"/>
</empty>
<basic activity name="t1"...>
<target linkName="te1_t1"/>
<source linkName="t1_t3"/>
<source linkName="t1_t4"/>
</basic activity t1>
<basic activity name="t2"...>
<target linkName="te1_t2"/>
<source linkName="t2_t3"/>
<source linkName="t2_t4"/>
</basic activity t2>
<basic activity name="t3"...>
<target linkName="t1_t3"/>
<target linkName="t2_t3"/>
<source linkName="t3_te2"/>
</basic activity t3>
<basic activity name="t4"...>
<target linkName="t1_t4"/>
<target linkName="t2_t4"/>
<source linkName="t4_te2"/>
</basic activity t4>
<basic activity name="t5"...>
<target linkName="te1_t5"/>
<source linkName="t5_te2"/>
</basic activity t5>
<empty name="te2">
<target linkName="t3_te2"/>
<target linkName="t4_te2"/>
<target linkName="t5_te2"/>
</empty>
</flow>
t3 t4
s3
s1
t1 t2
s2
t3 t4
s3
t5
t5
se1
te1
te2
se2
6.1 Transformation von Webservice-Netzen in BPEL 247 
  
Bei der dargestellten Transformation wird berücksichtigt, dass der Endknoten eine Stelle ist. 
Hierzu werden eine zweite zusätzliche Transition te2 und eine zweite zusätzliche Stelle se2 
eingefügt. Bei der anschließenden Übersetzung wird dadurch eine empty-Aktivität am Ende 
der link semantics erzeugt. Nach der zuvor beschriebenen Modifikation der Netzkompo-
nente wird diese in BPEL übersetzt, durch eine neue Transition vergröbert und im Webser-
vice-Netz entsprechend ersetzt. Der vergröberten Transition wird als Ergebnis der Überset-
zung ein BPEL-Fragment mit einer in eine flow-Aktivität eingebettete link semantics 
zugeordnet. Da der Endknoten der Netzkomponente eine Stelle ist, wird eine neue Kante zwi-
schen der neu erstellten Transition der vergröberten Netzkomponente und der Endstelle einge-
fügt. 
6.1.3 Transformation einzelner Transitionen (basic activities) 
Die Transitionen werden einzeln in entsprechende basic activities von BPEL übersetzt. 
Entsprechend des Typs der Transition wird bei der Transformation entweder eine invoke-, 
receive-, reply-, wait- oder eine empty-Aktivität in BPEL erzeugt [Bau08 S. 46]. Die beim 
zuvor beschriebenen Algorithmus aufgeführten Übersetzungen einzelner Transitionen in Ba-
sisaktivitäten werden entsprechend der nachfolgend erläuterten Regeln transformiert [vgl. 
Bau08 S. 46-49]. 
6.1.3.1 Transformation einer receive-Transition 
Bei Transitionen des Typs receive wird zunächst die WSDL-Datei untersucht, die dem Attri-
but wsdl der Transition zugewiesen ist [vgl. Bau08 S. 48]. Durch die in den Attributen 
portType, partnerLinkType und operation der Transition im Webservice-Netz hinterlegten 
Werte können alle für die receive-Aktivität in BPEL benötigten Daten aus der WSDL-Datei 
ermittelt werden. In der operation wird die output message des Webservice identifiziert 
und eine entsprechende Variable für den BPEL-Prozess erstellt. Der partnerLink wird aus 
dem partnerLinkType und der durch das Attribut role zugeordneten verantwortlichen Rolle 
der Transition aufgebaut. In der BPEL-Datei werden die für die receive-Aktivität erforderli-
chen Variablen und ein entsprechender partnerLink angelegt, falls diese noch nicht durch 
eine vorangegangene Transformation einer Transition erzeugt wurden und dadurch bereits 
vorhanden sind. Auf Basis der ermittelten Daten wird abschließend die receive-Aktivität in 
der BPEL-Datei erstellt. 
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6.1.3.2 Transformation einer reply-Transition 
Bei Transitionen des Typs reply wird ebenfalls im ersten Schritt die WSDL-Datei untersucht, 
die dem Attribut wsdl der Transition zugewiesen ist [vgl. Bau08 S. 48]. Durch die in den At-
tributen portType, partnerLinkType und operation der Transition im Webservice-Netz 
hinterlegten Werte können alle für die reply-Aktivität in BPEL benötigten Daten aus der 
WSDL-Datei ermittelt werden. In der operation wird die input message des Webservice 
identifiziert und eine entsprechende Variable für den BPEL-Prozess erstellt. Der partnerLink 
wird aus dem partnerLinkType und der durch das Attribut role zugeordneten verantwortli-
chen Rolle der Transition aufgebaut. In der BPEL-Datei werden die für die reply-Aktivität 
erforderliche Variable und der entsprechende partnerLink angelegt, falls diese noch nicht 
durch eine vorangegangene Transformation einer Transition erzeugt wurden und dadurch be-
reits vorhanden sind. Auf Basis der ermittelten Daten wird abschließend die reply-Aktivität 
in der BPEL-Datei erstellt. 
6.1.3.3 Transformation einer invoke-Transition 
Zunächst wird auch bei Transitionen des Typs invoke die WSDL-Datei untersucht, die dem 
Attribut wsdl der Transition zugewiesen ist [vgl. Bau08 S. 47]. Durch die in den Attributen 
portType, partnerLinkType und operation der Transition im Webservice-Netz hinterlegten 
Werte können alle für die invoke-Aktivität in BPEL benötigten Daten aus der WSDL-Datei 
ermittelt werden. Auf Basis der operation kann bestimmt werden, ob es sich um einen syn-
chronen Aufruf oder einen asynchronen Aufruf handelt. Bei einem synchronen Aufruf sind 
eine input message und eine output message angegeben. Bei einem asynchronen Aufruf 
ist nur eine input message vorhanden. In der BPEL-Datei werden die für die invoke-
Aktivität erforderlichen Variablen und der entsprechende partnerLink angelegt, falls diese 
noch nicht durch eine vorangegangene Transformation einer Transition erzeugt wurden und 
dadurch bereits vorhanden sind. Auf Basis der ermittelten Daten wird abschließend die 
invoke-Aktivität in der BPEL-Datei erstellt. 
6.1.3.4 Transformation einer wait-Transition 
Bei Transitionen des Typs wait werden durch die Attribute unit und duration der Transition 
zunächst die Zeiteinheit und die Dauer ermittelt [vgl. Bau08 S. 48f.]. Mit Hilfe dieser Attribu-
te kann der XML-Schema-Typ duration erstellt werden, durch den ein Zeitraum festgelegt 
wird. duration kann beispielsweise durch das Format PnYnMnDTnHnMnS [ISO07] abgebildet 
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werden. nY legt hierbei die Anzahl der Jahre, nM die Anzahl der Monate und nD die Anzahl der 
Tage fest. Durch T wird die Datums- und Zeitangabe separiert. Bei der Zeitangabe wird die 
Anzahl der Stunden durch nH, die Anzahl der Minuten durch das zweite nM und die Anzahl der 
Sekunden durch nS bestimmt. Bei der Festlegung der Sekunden können auch Dezimalstellen 
verwendet werden, um exakte Zeitangaben zu ermöglichen [W3C04b]. Nach der Ermittlung 
des Zeitraums wird eine wait-Aktivität in der BPEL-Datei erstellt. Auf Basis des ermittelten 
Zeitraums wird abschließend ein for-Element im Rahmen der wait-Aktivität erzeugt. 
6.1.3.5 Transformation einer empty-Transition 
Bei Transitionen des Typs empty wird jeweils eine empty-Aktivität in der BPEL-Datei erstellt 
[vgl. Bau08 S. 49]. Weitere Angaben sind hierbei nicht erforderlich. 
6.1.4 Bewertung der Möglichkeiten und Grenzen der Transformation 
Der Algorithmus nutzt die in [AaL05] beschriebenen Grundkonzepte zur Identifikation der 
elementaren Netzkomponenten. Eine Erweiterung stellt die Suche nach einer geeigneten 
Netzkomponente für eine link semantics dar, falls keine elementare Netzkomponente ge-
funden wird. Dies reduziert den Anteil des Webservice-Netzes, der in eine link semantics 
übersetzt wird, um bei der Generierung möglichst die blockartigen ablaufsteuernden BPEL-
Aktivitäten zu nutzen, die für einen übersichtlichen und wartbaren BPEL-Code sorgen. Dieses 
Grundkonzept wurde bereits für einfache Stellen/Transitions-Netze, die mit Webservice-
Informationen an den Transitionen angereichert wurden, in [Hor11] genutzt und in [Bau08] 
beschrieben. In dieser Arbeit wurde aufbauend auf den Grundkonzepten dieser Arbeiten der 
Algorithmus für XML-Netz-basierte Webservice-Netze und für die aktuelle BPEL-Version 2.0 
konzipiert. 
Obwohl der Algorithmus der Transformation ein Webservice-Netz in korrekten BPEL-Code 
überführt, werden in der Regel jedoch Nacharbeiten am generierten Code vorgenommen, da 
weitere BPEL-Aktivitäten nach der Generierung ergänzt oder mit zusätzlichen technischen 
Informationen angereichert werden müssen. Hierbei werden beispielsweise assign-
Aktivitäten mit technischen Informationen zur Belegung von Variablen eingefügt oder bear-
beitet. Die Übersetzung in eine link semantics ermöglicht zwar eine generelle Übersetzung 
in verlinkte BPEL-Aktivitäten gemäß den Vorgänger/Nachfolger-Beziehungen im Webser-
vice-Netz, jedoch ermöglicht der Algorithmus derzeit keine weiterführenden Detailableitun-
gen auf Basis von verschiedenen Konstellationen innerhalb der für eine link semantics 
250 6 Modellbasierte Generierung 
 
identifizierten Netzkomponente. Hier können ebenfalls nachträgliche Anpassungen bei Be-
dingungen im Zusammenspiel der Aktivitäten erforderlich sein. 
Eine umgekehrte Transformation von BPEL-Code in Webservice-Netze ist grundsätzlich 
möglich, da die in BPEL-Code definierten Abläufe in Petri-Netze transformiert werden kön-
nen [HSS05]. Dies führt jedoch aufgrund der semantischen Unterschiede zwischen BPEL und 
Petri-Netzen bei einer solchen Transformation ebenfalls zu Informationsverlusten, beispiels-
weise bei komplexen Bedingungen innerhalb einer link semantics. 
6.2 Transformation des Frontend-Modells in die Sprache einer 
Frontend-Technologie 
In dem in Kapitel 5 eingeführten integrierten Modell sind Teilmodelle zur Beschreibung von 
umzusetzenden Frontends enthalten, die im sogenannten Frontend-Modell zusammengefasst 
sind. Auf Basis dieser Teilmodelle sollen nun konkrete Frontends generiert werden. Hierbei 
müssen im Gegensatz zur zuvor vorgestellten Transformation der Geschäftsprozessteuerung 
in BPEL viele unterschiedliche – aber voneinander abhängige – Teilmodelle berücksichtigt 
werden. Weiterhin gibt es bei Frontends eine Vielzahl von Umsetzungstechnologien. Die Her-
ausforderung bei der Transformation der Teilmodelle in entsprechende Frontends ist, dass ein 
generischer Mechanismus zur Verfügung gestellt werden muss, der für neue Sprachen durch 
Spezialisierungen und Erweiterungen entsprechend angepasst werden kann. Im Rahmen die-
ser Arbeit wird nachfolgend ein Frontend-Generator-Framework auf Basis der zuvor be-
schriebenen Ziele konzipiert. 
Die Transformation des in Abschnitt 5.5 beschriebenen Frontend-Modells in entsprechende 
Softwarekomponenten wird anhand des Entwurfs einer Softwarearchitektur für das Frontend-
Generator-Framework erläutert. 
6.2.1 Aufbau eines Frontend-Generator-Frameworks 
Im Rahmen der Modellierung werden die im Frontend-Modell definierten Artefakte der ein-
zelnen Teilmodelle in XML-Dateien abgelegt, die je Teilmodell einem XML Schema entspre-
chen [vgl. Her07 S. 83-86]. Auf Basis der in den XML-Dateien hinterlegten Informationen 
kann dann über einen Transformator ein Frontend erzeugt werden, das auf den definierten 
Servicezugriffen aufsetzt und diese in der erzeugten Webanwendung nutzt.  
Das hier vorgestellte Grundkonzept ist Basis für den Aufbau eines Frontend-Generator-
Frameworks, das für verschiedene Zieltechnologien angepasst werden kann. Unter einer Ziel-
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technologie wird die Technologie verstanden, mit der über das Frontend-Generator-
Framework ein den hinterlegten Modellen entsprechendes Frontend eines Anwendungssys-
tems durch eine Generierung umgesetzt werden kann. Je nach Zieltechnologie müssen ver-
schiedene Komponenten des Frameworks abgleitet und implementiert werden. So kann er-
reicht werden, dass die definierten Frontend-Modelle für verschiedene 
Umsetzungstechnologien genutzt werden können. Hierbei ist ein grundlegender Generie-
rungsmechanismus über definierte Schnittstellen, abstrakte Klassen und konkrete Klassen 
vorgegeben. 
 
Abbildung 73: Struktur des Frontend-Generator-Frameworks [vgl. Her07 S. 84] 
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Das Frontend-Modell stellt sowohl technologiespezifische als auch technologieunabhängige 
Aspekte bereit. Die technologieunabhängigen Aspekte sind für alle Zieltechnologien iden-
tisch. Dadurch können für alle in einem entsprechenden Framework realisierten Zieltechnolo-
gien auch die gleichen Zugriffsmechanismen auf die technologieunabhängigen Definitionen 
genutzt werden. Für technologiespezifische Aspekte müssen hingegen einerseits neue XML 
Schemata entworfen werden, welche die Struktur für zu speichernde XML-Dateien der In-
stanzen entsprechend zu definierender Aspekte vorgibt. Andererseits muss auch der Zugriffs-
mechanismus für diese XML-Dateien in Abhängigkeit der jeweiligen Umsetzungstechnologie 
implementiert werden. 
Abbildung 73 zeigt die Struktur des Frontend-Generator-Frameworks mit den vordefinierten 
abstrakten Klassen, Schnittstellen und konkreten Klassen inklusive deren Zusammenhänge. 
Darüber hinaus sind Platzhalter mit der Kennung <TechSpecific> aufgeführt, die für eine 
entsprechende Zieltechnologie abgeleitet und implementiert werden müssen. Ein Pfeil von 
einer Ausgangsklasse zu einer ggf. auch abstrakten Zielklasse bedeutet, dass die Ausgangs-
klasse aus der Zielklasse abgeleitet wird. Ein Pfeil von einer Klasse zu einer Schnittstelle 
beschreibt, dass die Klasse die Schnittstelle implementiert. Ein gestrichelter Pfeil von einer 
Ausgangsklasse zu einer (abstrakten) Zielklasse drückt aus, dass die Ausgangsklasse die Ziel-
klasse verwendet. 
Die Basis für den Zugriff auf die einzelnen Teilmodelle bildet die abstrakte Klasse 
ModelLoader. Durch von ihr abgeleitete Klassen werden die XML-Dateien der Teilmodelle 
des Frontend-Modells geladen und gegen das jeweils entsprechende XML Schema validiert. 
Für jedes Teilmodell wird eine spezielle Ableitung von ModelLoader verwendet. Diese sind 
unterteilt in technologieunabhängige und die technologiespezifische Ladekomponenten. Die 
technologieunabhängigen Ladekomponenten sind fest vorgegeben. Die Anzahl und die Funk-
tionalität der technologiespezifischen Ladekomponenten können je nach verwendeter Ziel-
technologie variieren.  
Nachfolgend werden die technologieunabhängigen Ladekomponenten mit ihrer Funktionalität 
aufgeführt [vgl. Her07 S. 85]: 
 DataObjectStructureModelLoader: Laden der für die Verarbeitung im Frontend modellier-
ten Frontend-Datenobjektstrukturen. 
 RoleModelLoader: Laden der für das Frontend modellierten Benutzerrollen. 
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 ServiceModelLoader: Laden der für das Frontend zur Verfügung stehenden Services. 
 AreaStructureModelLoader: Laden der modellierten Bereichsstrukturen. 
 InteractionNetModelLoader: Laden der für die einzelnen Bereiche modellierten Interakti-
onsnetze. 
 TechnicalActionNetModelLoader: Laden der modellierten Technischen Aktionsnetze. 
 PageStructureModelLoader: Laden der modellierten Seitenstrukturen. 
 FrontendNetModelLoader: Laden der modellierten Frontend-Netze. 
 AuthorizationPersonalizationSpecLoader: Laden der auf den unterschiedlichen Ebenen 
(Seite, Bereich und Element) modellierten Berechtigungs- und Personalisierungsmöglich-
keiten. 
 LayoutModelLoader: Laden der für das Frontend auf den unterschiedlichen Ebenen (Seite, 
Bereich und Element) modellierten Layout-Definitionen. 
Die Klasse InstanceManager ist für die Verwaltung der Instanzen zuständig, die sich aus dem 
konkreten Laden von Modellen technologieunabhängiger Modellaspekte ergeben. Die Instan-
zen von technologiespezifischen Modellaspekten müssen hingegen in einer Ableitung von 
InstanceManager verwaltet werden, da sich diese entsprechend der verwendeten Zieltechno-
logie unterscheiden können.  
Die abstrakte Klasse FrontendTransformator stellt den grundsätzlichen Mechanismus bei der 
Transformation des Frontend-Modells in ein ausführbares Frontend bereit. Diese Funktionali-
tät wird im Framework zunächst abstrakt bereitgestellt, d.h. dass es keine direkten Instanzen 
dieser Komponente gibt, sondern nur Instanzen von abgeleiteten Klassen. Für jede Umset-
zungstechnologie muss dann jeweils eine abgeleitete Klasse von FrontendTransformator im-
plementiert werden.  
Im Rahmen einer Transformation eines Frontend-Modells durch eine abgeleitete Klasse von 
FrontendTransformator müssen Elemente, Bereiche und Seiten im vorgegebenen Layout in-
klusive der dafür definierten Frontend-Steuerungslogik erzeugt werden. Darüber hinaus müs-
sen entsprechend der verwendeten Zieltechnologie die benötigten Bibliotheks- und Konfigu-
rations-Dateien erzeugt werden. Hierzu müssen für jede spezifische Zieltechnologie auf Basis 
der Schnittstellen ElementGenerator, AreaGenerator, ServiceAccessGenerator, Navigation-
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Generator, PageGenerator und SystemResourceGenerator jeweils entsprechende Klassen 
implementiert werden. 
Die Reihenfolge der einzelnen Generator-Komponenten und die Aufrufhierarchie können sich 
je verwendeter Zieltechnologie unterscheiden. Aus diesem Grund wird in der abstrakten Klas-
se FrontendTransformator keine feste Reihenfolge von Schritten vorgegeben. Darüber hinaus 
werden ggf. Klassen, die auf Basis der Schnittstellen für eine Zieltechnologie implementiert 
wurden, nicht direkt von der entsprechenden Klasse <TechSpecific>FrontendTransformator 
verwendet, sondern nur indirekt. Beispielsweise ist es bei einer Implementierung bestimmter 
Zieltechnologien sinnvoll, die Generierung der Elemente innerhalb der Generierung der Be-
reiche durchzuführen. Auch das Generieren des Navigationsverhaltens muss gegebenenfalls je 
nach verwendeter Technologie zu unterschiedlichen Zeitpunkten durchgeführt werden.  
Der ElementGenerator erzeugt einzelne Elemente, die für ein Frontend umzusetzen sind. Der 
AreaGenerator ist für die Generierung von logischen Einheiten im Frontend der jeweiligen 
Technologie verantwortlich. Im AreaGenerator werden die Bereichsstrukturen analysiert und 
für jeden Bereich eine logische Einheit mit den enthaltenen Elementen erzeugt. Der Service-
AccessGenerator erzeugt auf Basis der definierten Interaktionsnetze der Bereiche und der 
darunterliegenden Technischen Aktionsnetze den Zugriff auf IT Services inklusive dem Fron-
tend-internen Verwalten von Informationen in lokalen Variablen oder Session-Variablen. Der 
NavigationGenerator ist für die Erzeugung des möglichen Navigationsverhaltens des Front-
ends zuständig, das durch die Interaktionsnetze und die Frontend-Netze definiert wurde. Der 
PageGenerator erzeugt die Seiten des zu realisierenden Frontends und ordnet auf diesen Sei-
ten dann die durch den AreaGenerator erstellten logischen Einheiten entsprechend der Seiten-
strukturdefinition an. Der SystemResourceGenerator erstellt sonstige für die jeweilige Tech-
nologie benötigte Basisdaten. In Java sind das beispielsweise sogenannte Resource Bundles, 
in denen alle Texte abgelegt werden, die im Rahmen des Frontends verwendet werden. Bei 
allen Generator-Komponenten wird das im Berechtigungs- und Personalisierungsmodell defi-
nierte Verhalten berücksichtigt und durch die funktionellen Möglichkeiten der Zieltechnologie 
abgebildet. Im Rahmen der Erzeugung von Elementen, Bereichen und Seiten werden die je-
weils in den Modellen zugeordneten Style-Definitionen als Basis genutzt. 
6.2.2 Transformation der Frontend-Modelle in JavaServer Faces 
Die Umsetzung der zuvor beschriebenen Struktur des Frontend-Generator-Frameworks wird 
anhand der Verwendung der Zieltechnologie JavaServer Faces (JSF) beschrieben [vgl. Her07 
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S. 86-88]. Diese Zieltechnologie wurde ausgewählt, da es sich bei JSF um ein standardisiertes 
Framework für die Entwicklung von graphischen Benutzeroberflächen für Webanwendungen 
handelt und sich diese Technologie im JEE-Umfeld durchgesetzt hat. Andere Zieltechnologien 
wie ASP.NET des .NET-Frameworks von Microsoft sind den JavaServer Faces sehr ähnlich, 
so dass die grundlegende Struktur des Frontend-Generator-Frameworks aus Abbildung 73 hier 
ebenfalls genutzt werden kann. Nachfolgend wird die Anwendung der Frontend-Generator-
Frameworks für JavaServer Faces erläutert. In Abbildung 74 sind hierzu die konkreten Klas-
sen und deren Verwendungsabhängigkeiten für die JSF-Technologie dargestellt. 
 
Abbildung 74: Spezielle Klassen eines Frontend-Generators für JavaServer Faces [vgl. Her07 S. 88] 
Zusätzlich zu den durch das Framework vorgegebenen Klassen, welche die technologieunab-
hängigen Ladekomponenten bereitstellen, werden bei JavaServer Faces die folgenden von 
ModelLoader abzuleitenden Klassen benötigt [vgl. Her07 S. 86]:  
 JsfSystemParameterModelLoader: Diese Klasse stellt das Laden der modellierten JSF-
spezifischen grundlegenden Systemparameter bereit. Diese definieren den Aufbau der 
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Verzeichnisstrukturen für die Ablage von Programmcode und Ressourcen. Darüber hinaus 
werden über die Systemparameter der Aufbau der zu generierenden Klassen und die für 
die Einbindung zur Verfügung stehenden Bibliotheken festgelegt.  
 JsfAreaParameterModelLoader: Falls Definitionen – wie beispielsweise der Aufbau von 
zu generierenden Klassen – von der systemweiten Vorgabe abweichen, dann können diese 
auch bereichsbezogen angegeben werden. Die hier angegebenen bereichsbezogenen Defi-
nitionen überschreiben die durch JsfSystemParameterModelLoader systemweit vorgege-
benen Parameter und ermöglichen dadurch eine bereichsspezifische Verarbeitung. 
 JsfSystemMappingModelLoader: In dieser Klasse wird das Mapping der Elementtypen der 
technologieunabhängigen Modelle auf die JSF-Elementtypen, d.h. die entsprechenden 
Tags, geladen.  
 JsfAreaMappingModelLoader: Falls für bestimmte Bereiche ein von der systemweiten 
Vorgabe abweichendes Mapping für bestimmte JSF-Elementtypen umgesetzt werden soll, 
dann kann dieses hier definiert und geladen werden. 
 WebServiceModelLoader: Für die technologische Umsetzung einer SOA wird hier von der 
Verwendung von Webservices ausgegangen. Die Klasse ermöglicht das Laden der zur Ver-
fügung stehenden modellierten Webservices. 
 CssModelLoader: Als technologiespezifische Definition des Layouts von JavaServer 
Faces können Cascading Style Sheets verwendet werden. Die Klasse ermöglicht das La-
den der zur Verfügung stehenden definierten CSS-Dateien. 
JsfInstanceManager wird entsprechend der vorgegebenen Struktur des Frameworks von 
InstanceManager abgeleitet und stellt den Verwaltungsmechanismus der technologiespezifi-
schen Aspekte bereit. JsfFrontendTransformator wird von FrontendTransformator abgeleitet 
und stellt die konkrete Implementierung des Transformationsalgorithmus für die Zieltechno-
logie JavaServer Faces zur Verfügung [vgl. Her07 S. 86].  
Vorgegeben durch die Schnittstellen des Frameworks müssen für die einzelnen Schritte der 
Transformation die konkreten Klassen JsfElementGenerator, JsfAreaGenerator, JsfService-
AccessGenerator, JsfNavigationGenerator, JsfPageGenerator und JsfSystemResource-
Generator mit den folgenden Detailfunktionen implementiert werden [vgl. Her07 S. 86ff.]: 
 JsfAreaGenerator und JsfElementGenerator: Diese Klassen erzeugen aus den für Berei-
che hinterlegten Informationen im Frontend-Modell JavaServer Pages inklusive der darin 
6.2 Transformation des Frontend-Modells in die Sprache einer Frontend-Technologie 257 
  
enthaltenen JSF-Elemente. Zur Umsetzung einzelner Elemente wird JsfElementGenerator 
innerhalb von JsfAreaGenerator genutzt. Die Elemente werden durch JSF-Tags umge-
setzt, die auf den JavaServer Pages entsprechend der Vorgaben aus der Bereichsstruktur 
des Frontend-Modells angeordnet werden. Die für die Erzeugung der JavaServer Pages 
und der enthaltenen JSF-Elemente (Tags) benötigten Informationen werden aus den Be-
reichsstruktur-, Layout-, Interaktionsnetz-, Berechtigungs- und Personalisierungsteilmo-
dellen ermittelt. Darüber hinaus müssen JSF-spezifische Systemparameter und Mappings 
ermittelt werden, bei denen ggf. auch bereichsspezifische Abweichungen berücksichtigt 
werden. 
 JsfServiceAccessGenerator: Über diese Klasse wird der Zugriff auf die zugrundeliegen-
den IT Services erzeugt, die im Rahmen von Aktionen im Frontend verarbeitet werden. 
Die Basis bilden hier die Interaktionsnetze und die bei User Actions und System Actions 
hinterlegten Technischen Aktionsnetze. Mit diesen Informationen werden Managed Beans 
für die JavaServer Pages generiert. Die generierten Managed Beans implementieren den 
Zugriff auf die benötigten IT Services und das Management der Speicherung von Daten 
innerhalb der JSF-Applikation. Dies erfolgt durch die Generierung von Java-Klassen mit 
Methoden für den Zugriff auf die bei den Technischen Aktionsnetzen hinterlegten IT Ser-
vices. Zusätzlich zu den Informationen aus den Interaktionsnetzen und den Technischen 
Aktionsnetzen müssen Informationen aus den Teilmodellen der zugrundeliegenden Ser-
vices (technologieunabhängig und Webservice-spezifisch) und der JSF-spezifischen As-
pekte ermittelt werden. 
 JsfPageGenerator: Die durch JsfAreaGenerator erzeugten JavaServer Pages, d.h. die um-
gesetzten Bereiche, müssen auf Seiten angeordnet werden. Hierzu werden zunächst 
JavaServer Pages erzeugt, welche die umzusetzenden Seiten repräsentieren. Anschließend 
werden die für die Bereiche erzeugten JavaServer Pages in die für die Seiten erzeugten 
JavaServer Pages eingefügt. Die für die Erzeugung der Seiten-JSPs und der Anordnung 
der Bereichs-JSPs auf den Seiten-JSPs benötigten Informationen werden über die Fron-
tend-Netz-, Seitenstruktur-, Berechtigungs- und Personalisierungsteilmodelle ermittelt. 
 JsfNavigationGenerator: Im Rahmen dieser Klasse werden die Navigationsregeln für das 
Frontend erzeugt. Diese werden bei JavaServer Faces in der Datei faces-config.xml hinter-
legt. Es werden die über das JSF-Frontend möglichen Navigationsschritte definiert, wie 
bspw. das bedingte Wechseln zu einer anderen JavaServer Page. Hierzu müssen die Inter-
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aktionsnetze und die übergeordneten Frontend-Netze durchlaufen werden, um die einzel-
nen Navigationseinträge in der faces-config.xml zu erstellen. 
 JsfSystemResourceGenerator: Diese Klasse erstellt die für das JSF-Frontend benötigten 
System- und Resource-Dateien, die auf Basis von Informationen aus den Teilmodellen 
dynamisch erzeugt werden müssen. Hierbei müssen zunächst Resource Bundles erstellt 
werden, welche die Labels für das Frontend zur Unterstützung von Mehrsprachigkeit be-
inhalten. Darüber hinaus müssen die für das Layout der Labels erforderlichen Definitio-
nen berücksichtigt werden. Für die Erstellung dieser System- und Resource-Dateien müs-
sen Informationen aus Frontend-Datenobjektstruktur-, Interaktionsnetz-, Layout- 
(technologieunabhängig und als Cascading Style Sheets), Bereichsstruktur- und Seiten-
struktur-Teilmodellen ermittelt werden. Weiterhin wird die Datei web.xml auf Basis der 
zuvor generierten Komponenten erstellt. Diese enthält den sogenannten Web Application 
Deployment Descriptor, der für den Betrieb auf einem JEE Application Server benötigt 
wird. 
6.2.3 Bewertung der Möglichkeiten und Grenzen der Transformation 
Mit dem hier vorgestellten Entwurf einer Softwarearchitektur für das Frontend-Generator-
Framework wird die grundlegende Vorgehensweise bei der Generierung von Frontends auf 
Basis des in Abschnitt 5.5 eingeführten Frontend-Modells zur Verfügung gestellt. Ein Proto-
typ für die Generierung von JavaServer Faces wurde bereits für einfache Stellen/Transitions-
Netze, die mit entsprechenden Informationen für die Umsetzung von Frontends angereichert 
wurden, in [Her07] umgesetzt. Ein System für die Generierung aller im Frontend-Modell be-
schriebenen Aspekte auf Basis von XML-Netzen liegt derzeit noch nicht vor und ist Bestand-
teil weiterer Forschungsarbeiten. Ebenso müssen noch Transformationsmechanismen für wei-
tere Frontend-Technologien wie bspw. .NET entwickelt werden. 
Bei der Transformation von Frontends müssen in der Regel, wie dies auch bei der Transfor-
mation der Geschäftsprozesssteuerung in ausführbaren BPEL-Code bereits angemerkt wurde, 
Nacharbeiten am generierten Code vorgenommen werden. Dieser sollte jedoch von manuell 
entwickeltem Code eindeutig unterschieden werden können, um erneute Generierungsläufe 
bei späteren Modelländerungen durchführen zu können. Die für diese Fälle notwendigen Ver-
knüpfungen zwischen manuell entwickeltem Code und Modell müssen in den jeweiligen 
technologiespezifischen Teilmodellen durchgeführt werden können. Dies kann beispielsweise 
in Form von auf unterschiedlichen Ebenen hinterlegbaren Mappings erfolgen, wie dies an-
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hand der Zieltechnologie JavaServer Faces für eine Umsetzung durch das Frontend-
Generator-Framework beschrieben wurde. 
Eine umgekehrte Transformation von manuell entwickeltem Code für entsprechende Front-
ends in ein Frontend-Modell ist möglich, wenn die für die verschiedenen Aspekte im Fron-
tend-Modell benötigten Informationen getrennt identifiziert und ausgelesen werden können. 
Beispielsweise könnten mögliche Abläufe in JavaServer Faces aus der faces-config.xml ausge-
lesen und für eine Transformation zu Interaktionsnetzen und Frontend-Netzen genutzt werden. 
Informationen zur Erstellung von Strukturmodellen könnten aus den entsprechenden struktur-
beschreibenden XML-Dateien von JavaServer Faces ermittelt werden. Jedoch ergeben sich 
durch die Freiheitsgrade bei einer manuellen Realisierung nahezu immer Informationsverlus-
te, aufgrund derer bei einer umgekehrten Transformation in ein Frontend-Modell manuelle 
Nacharbeiten erforderlich sind. 
6.3 Nutzung der Generatoren im Rahmen des integrierten 
Modells 
Die beschriebene Funktionsweise der Generatoren am Beispiel der Zieltechnologien Webser-
vices, BPEL und JavaServer Faces verdeutlicht die Komplexität bei der Realisierung von 
Unternehmenssoftware auf Basis einer serviceorientierten Architektur. Es müssen hierbei die 
auf verschiedene Schichten verteilten Funktionen und sonstigen Aspekte für einen entspre-
chenden Aufbau eines Anwendungssystems realisiert werden:  
 Datenbank zur Verwaltung aller benötigten Geschäftsobjekte 
 Webservices zur Umsetzung der Geschäftslogik  
 BPEL-Prozesse zur Umsetzung von Abläufen innerhalb der Geschäftslogik 
 Ablaufsteuerung innerhalb des JSF-Frontends (faces-config.xml) 
 Sonstige Funktionen des JSF-Frontends (Umsetzung von Elementen der Benutzeroberflä-
che und deren Funktionen) 
 Umsetzungen der Struktur und des Layouts des JSF-Frontends (JavaServer Pages, Tags, 
Cascading Stylesheets)  
 Zugriffe auf Webservices seitens des JSF-Frontends 
 Zugriffsberechtigungen für die Benutzer 
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Die Realisierung dieser Funktionalitäten ist darüber hinaus meist auf verschiedene Entwickler 
aufgeteilt. Solche Rahmenbedingungen zeigen die Notwendigkeit und das Potenzial eines 
integrierten Modells für die Beherrschbarkeit dieser Komplexität. 
Für eine auf dem integrierten Modell aufbauende kollaborative Nutzung ist eine automatische 
Erstellung von Verknüpfungen zwischen den generierten Komponenten und den Quellelemen-
ten aus den Teilmodellen eine zentrale Voraussetzung, da dadurch Abhängigkeiten im Rahmen 
der Bearbeitung von einzelnen Artefakten abgeleitet werden können. Beim Erzeugen einzel-
ner Komponenten müssen hierzu durch die entsprechenden Generator-Funktionen die Ver-
knüpfungen in einem Repository eingetragen werden. Dieses Repository beinhaltet bereits die 
Teilmodelle des integrierten Modells aus Kapitel 5. Es stellt die Basis für ein kollaboratives 
Arbeiten bereit, da die Verknüpfungen zwischen Modellen und umgesetzten Softwarekompo-
nenten eine Voraussetzung dafür sind, dass mehrere Teammitglieder an einem aus verschiede-
nen Artefakten zusammengesetzten Gesamtergebnis arbeiten können und über Änderungen 
entsprechend informiert werden können. Hierzu müssen die unterschiedlichen Softwarekom-
ponenten den korrespondierenden Teilmodellen des integrierten Modells zugeordnet werden. 
So muss beispielsweise ein generierter BPEL-Prozess dem Webservice-Netz zugeordnet wer-
den, auf dessen Basis er generiert wurde. Die Zuordnung kann zusätzlich auch feingranularer 
auf Ebene der transformierten Netzkomponenten vorgenommen werden. Beim Frontend-
Modell sind bei Verwendung von JavaServer Faces beispielsweise die generierten JavaServer 
Pages den Bereichen bzw. den Seiten und die darin enthaltenen JSF-Elemente den Elementen 
der Bereiche zuzuordnen. Die generierten Navigationsregeln in der faces-config.xml müssen 
den in den Interaktionsnetzen und Frontend-Netzen modellierten möglichen Aktionen zuge-
ordnet werden. Im nachfolgenden Kapitel wird eine Unterstützung von Kollaboration durch 
das integrierte Modell beschrieben, bei dem diese Verknüpfungen mit den technischen Arte-
fakten die Basis für die Einbindung der Entwickler darstellt. 
  
7 Unterstützung von Kollaboration durch das 
integrierte Modell 
Das vorgestellte integrierte Modell ermöglicht eine Modellierung von Geschäftsprozessen, 
der darin zu verarbeitenden Geschäftsobjektstrukturen, der Geschäftsprozesssteuerung in 
Form von Backend-Netzen und der Frontends in Form von Frontend-Modellen. Weiterhin 
können auf Basis des integrierten Modells Softwarekomponenten für eine Ausführung von 
Geschäftsprozessen auf Basis einer SOA inklusive der zugehörigen Frontends als weitere 
Artefakte generiert werden. Das integrierte Modell ermöglicht eine umfassende formale Defi-
nition von Anforderungen an eine zu realisierende Unternehmenssoftware. Einen noch größe-
ren Nutzen für eine kollaborative Realisierung solcher Systeme bringt vor allem die Verknüp-
fung dieser Informationen zu einem zusammenhängenden Informationsnetz und dessen 
Verwendung als Basis in einem gemeinsamen Repository einer integrierten kollaborativen 
Softwareentwicklungsumgebung. Nachfolgend werden der Aufbau eines solchen Informati-
onsnetzes, die Zusammenhänge zwischen den verschiedenen Arten von Artefakten und die 
sich daraus ergebenden kollaborativen Nutzungsmöglichkeiten beschrieben. 
7.1 Informationsnetz für kollaborative Softwareentwicklung 
Im Rahmen der Konzeption eines Informationsnetzes zur Unterstützung kollaborativer Soft-
wareentwicklung wird zunächst die grobe Strukturierung in verschiedene Bereiche und deren 
Abhängigkeiten erläutert. 
Die verschiedenen Teilmodelle werden über gemeinsame Artefakte bereits während der Mo-
dellierung implizit miteinander verknüpft. Ein IT Service, der sowohl in einem Backend-Netz 
als auch in einem Interaktionsnetz verwendet wird, verknüpft dadurch automatisch diese bei-
den Netze logisch miteinander. Da Frontend-Netze direkt auf Interaktionsnetzen aufbauen und 
die Interaktionsnetze mit zusätzlicher Information anreichern, sind dadurch auch Interaktions-
netze und Frontend-Netze implizit miteinander verknüpft. Technische Aktionsnetze sind eben-
falls bereits bei der Modellierung mit einem entsprechenden Interaktionsnetz verbunden. 
Auch über die Vorgehensweise bei der Modellierung können grundlegende Verknüpfungen 
zwischen den Modellen abgeleitet werden. Diese Verknüpfungen müssen jedoch durch die 
kollaborative Softwareentwicklungsumgebung erstellt werden, da sie sich nicht über die Ver-
wendung gemeinsamer Artefakte automatisch ergeben, sondern auf Basis von Ist-
Ausgangsmodell-von-Beziehungen ermittelt werden können. Eine Ist-Ausgangsmodell-von-
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Beziehung bedeutet, dass das Ausgangsmodell für die Erstellung eines Zielmodells entspre-
chend der in Abschnitt 5.6 beschriebenen Vorgehensweise vorhanden sein muss. So wird für 
die Definition eines Backend-Netzes vorausgesetzt, dass Geschäftsprozessnetze existieren, die 
eine übergeordnete fachliche Beschreibung zu dem technischen Detailprozess darstellen. 
Auch für Interaktionsnetze und damit auch für Frontend-Netze müssen Geschäftsprozessnetze 
als Ausgangsmodelle vorhanden sein. Bei der Erstellung von Backend- und Frontend-Netzen 
kann entsprechend der beschriebenen Vorgehensweise bei der Modellierung die Auswahl und 
dadurch die Zuordnung eines Geschäftsprozessnetzes erzwungen werden. Durch diese Zuord-
nung sind dann auch die unter einem Frontend-Netz liegenden Interaktionsnetze bereits indi-
rekt mit Geschäftsprozessnetzen verknüpft. Weiterhin stellen Geschäftsprozessnetze auch 
Ausgangsmodelle für die Definition von Interaktionsnetzen dar, d.h. für die Definition eines 
Interaktionsnetzes muss eine zuordenbare Transition in einem Geschäftsprozessnetz vorhan-
den sein. Die mit Backend-Netzen beschriebene Geschäftsprozesssteuerung stellt wiederum 
Ausgangsmodelle für die Definition von Webservice-Netzen dar. Technische Aktionsnetze 
sind Verfeinerungen von Aktionen in Interaktionsnetzen und stellen dadurch eine direkte Ver-
knüpfung der beiden Netztypen bereit.  
Geschäftsobjektstrukturen werden in allen Modellen als Basis verwendet. In den Geschäfts-
prozessnetzen werden sie den Stellen zugeordnet. Im Rahmen des Frontend-Modells werden 
sie als Basis für die Erstellung von Frontend-Datenobjektstrukturen, d.h. zur Definition der 
Verarbeitung von Datenobjekten durch die Frontends genutzt. Bei den IT Services und da-
durch auch bei der Definition von Backend-Netzen erfolgt die Definition der Parametrisierung 
der verwendeten IT Services über die Zuordnung von Geschäftsobjektstrukturen. Weiterhin 
steht für alle Modelle der Zugriff auf Rollen zur Verfügung. Diese werden im Rahmen der 
Definition der Berechtigung einzelner Prozessschritte für Geschäftsprozesse, Geschäftspro-
zessteuerung und der Definition der Berechtigung und Personalisierung im Frontend-Modell 
benötigt. Darüber hinaus stellen die zur Verfügung stehenden IT Services generell zugreifbare 
Artefakte für alle Teilmodelle dar.  
Die einzelnen Teilmodelle und deren Zusammenhänge können für den Einsatz in einer inte-
grierten kollaborativen Softwareentwicklungsumgebung entsprechend der in Abschnitt 4.2 
beschriebenen Anforderungen genutzt werden. Den zugrundeliegenden Teilmodellen und 
sonstigen Artefakten müssen für eine kollaborative Nutzung die involvierten Personen unter 
Berücksichtigung ihrer verschiedenen Rollen zugeordnet werden können. Darüber hinaus 
müssen Dokumente und Projektmanagement-Informationen wie Ziele, Pläne und Aufgaben 
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für eine Unterstützung von kollaborativer Arbeit zugeordnet werden können. Abbildung 75 
zeigt die grobe Struktur eines solchen Informationsnetzes, das als Basis für die Realisierung 
einer integrierten kollaborativen Softwareentwicklungsumgebung genutzt werden kann. Die 
verschiedenen Modelle des Informationsnetzes sind in die folgenden fünf Bereiche eingeteilt:  
 Fachliche Aspekte 
 Technische technologieunabhängige Aspekte 
 Technologiespezifische Aspekte  
 Softwarekomponenten 
 Artefaktmanagement und Kollaborationsunterstützung 
Die fachlichen Aspekte beinhalten Teilmodelle zur Beschreibung der durch ein zu realisieren-
des System abzubildenden Geschäftsprozesse und die Beschreibungen der umzusetzenden 
Anforderungen an die Mensch/System-Schnittstelle. Bei den technischen technologieunab-
hängigen Aspekten werden die Aspekte definiert, die nicht mehr durch einen Fachbereich 
entschieden werden können, da sie rein technischer Natur sind und von technischen Teammit-
gliedern bestimmt werden müssen. Technologiespezifische Aspekte sind ebenfalls rein techni-
scher Natur und berücksichtigen darüber hinaus nur die speziellen Aspekte konkret ausge-
wählter Technologien. Der Bereich Softwarekomponenten enthält einerseits die auf Basis des 
Modells erzeugten konkreten Softwarekomponenten und andererseits auch die durch andere 
Mechanismen erstellten und dadurch vorhandenen und nutzbaren Softwarekomponenten als 
weitere Artefakte. Durch das Artefaktmanagement und die Kollaborationsunterstützung wer-
den übergreifende Informationen und Mechanismen zur Verfügung gestellt. Dies sind einer-
seits generelle Mechanismen wie bspw. Versionierung für alle verwalteten Artefakte. Anderer-
seits beinhaltet dieser Bereich auch alle benötigten organisatorischen Informationen zur 
Unterstützung kollaborativer Arbeit bei der Realisierung komplexer Unternehmenssoftware.  
Auf Basis der zuvor beschriebenen Sachverhalte und des in Abschnitt 5.3 eingeführten Ob-
jektmodells wird ein Informationsnetz für kollaborative Softwareentwicklung im Rahmen der 
Arbeit folgendermaßen definiert: 
Definition 7.1: Informationsnetz für kollaborative Softwareentwicklung 
Eine Informationsnetz für kollaborative Softwareentwicklung (kurz: Informationsnetz) 
besteht aus Informationsknoten, die über vorgegebene Arten von Verbindungen mitei-
nander verknüpft sind und ein zusammenhängendes Netz ergeben. 
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Informationsknoten werden durch Entitäten abgebildet und können im Informationsnetz 
entsprechend den durch das Objektmodell vorgegebenen Regeln auch als Aggregationen 
zusammengefasst werden. Die folgenden Arten von Informationsknoten sind Bestand-
teil des Informationsnetzes: 
(i) Alle Teilmodelle aus dem integrierten Modell.  
(ii) Alle Einzelelemente der Teilmodelle aus dem integrierten Modell. 
(iii) Alle im Rahmen einer kollaborativen Softwareentwicklung generierten und 
manuell erstellten Softwarekomponenten. 
(iv) Alle im Rahmen einer kollaborativen Softwareentwicklung benötigten Do-
kumente und sonstigen elektronisch speicherbaren Artefakte. 
(v) Alle Informationseinheiten, sogenannte Kollaborationsentitäten, welche be-
nötigte organisatorische Informationen zur Unterstützung der Kollaboration 
bereitstellen. 
Die folgenden Arten von Verbindungen sind innerhalb des Informationsnetzes erlaubt: 
(i) Beziehungskanten zwischen den Informationsknoten mit einer generellen 
Unterscheidung von 1:1-, 1:n- und n:m-Beziehungen (anhand der Krähen-
fuß-Notation). Bei den Beziehungskanten müssen jeweils an den Enden De-
tail-Kardinalitäten und eine Bezeichnung angegeben werden.  
(ii) Vererbungskanten bedeuten in Pfeilrichtung, dass der Ausgangs-
Informationsknoten eine Spezialisierung des Ziel-Informationsknotens dar-
stellt. 
Sammelbedingungen zwischen den Entitätstypen der Informationsknoten und den ange-
schlossenen Verbindungstypen werden entsprechend der in Abschnitt 5.3.1 definierten 
Regeln behandelt. 
In Abbildung 75 sind der grobe Aufbau und die Zusammenhänge bei einem Informationsnetz 
für kollaborative Softwareentwicklung dargestellt. Die in der Abbildung aufgeführten Ge-
samtmodellkomponenten Geschäftsprozessnetze, Frontend-Netze, Interaktionsnetze, techni-
sche Aktionsnetze, Backend-Netze und Webservice-Netze stellen im Gegensatz zu den restli-
chen Modellen die XML-Netz-basierten Teilmodelle dar. Die Linien zwischen diesen 
Modellen repräsentieren die zuvor beschriebenen Zusammenhänge zwischen ihnen. Alle wei-
teren dargestellten Teilmodelle sind nicht XML-Netz-basiert. 
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Abbildung 75: Aufbau des Informationsnetzes 
Im Bereich der fachlichen Aspekte sind Geschäftsprozessnetze, Interaktionsnetze und Fron-
tend-Netze angesiedelt. Im Rahmen der fachlichen Frontend-Modellierung werden die struk-
turellen Aspekte durch Frontend-Datenobjektstrukturen, Bereichsstrukturen und Seitenstruk-
turen berücksichtigt. Darüber hinaus werden hier die Berechtigung und Personalisierung 
innerhalb der Frontends durch Zuordnung von Rollen zu Elementen, Bereichen und Seiten 
behandelt. Weiterhin werden Layoutvorgaben und Layoutattribute auf den verschiedenen 
strukturellen Ebenen definiert. Mit Backend-Netzen und technischen Aktionsnetzen werden 
die technischen technologieunabhängigen Aspekte der Geschäftsprozesssteuerung und der 
Frontends beschrieben. Der Bereich der technologiespezifischen Aspekte beinhaltet die Mo-
dellierung der Aspekte, die entsprechend der verwendeten Zieltechnologien definiert werden 
müssen. Dies sind für das Frontend-Modell einzubindende Bibliotheken, vorgegebene Ver-
zeichnisstrukturen, Namensregeln oder sonstige Systemparameter, die für eine Transformation 
des Frontend-Modells in eine Softwarekomponente der Zieltechnologie benötigt werden. Ein 
weiterer Bestandteil ist hier das Mapping der technologieunabhängigen Modellkomponenten 
auf die spezifischen Besonderheiten der verwendeten Technologien. Für die Umsetzung der 
Geschäftsprozesssteuerung sind bei der Verwendung von Webservices bei den technologie-
spezifischen Aspekten die Webservice-Netze angesiedelt, um bspw. BPEL erzeugen zu kön-
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nen. Sowohl für die Definition von Frontends als auch für die Definition von Backends wird 
ein technologiespezifisches Modell für den Zugriff auf Services benötigt. Dies kann bei-
spielsweise durch ein Modell zur Definition des Servicezugriffs beim Einsatz von Webser-
vices erfolgen. Ein wesentlicher Teil dieses technologiespezifischen Bereichs ist das Mapping 
der Elemente der vorgelagerten allgemeinen Teilmodelle auf die tatsächliche technische Um-
setzung der jeweiligen Technologie. Einen weiteren Bereich stellen die auf Basis der Modelle 
generierten und erstellten Softwarekomponenten dar. Artefakte wie Webservices, BPEL-
Definitionen, BPMN-Definitionen, Java-Code etc. stellen hierbei auch Komponenten des 
Informationsnetzes dar und werden folglich ebenfalls im gemeinsamen Repository verwaltet. 
Die Verknüpfungen zu den Modellen ergeben sich während Generatorläufen, die beispiels-
weise für BPEL und JavaServer Faces entsprechend der in Kapitel 6 beschriebenen Vorge-
hensweise, basierend auf den Modellen durchgeführt werden können. Softwarekomponenten, 
die nicht im Rahmen von Generatorläufen erstellt wurden, müssen durch projektspezifisch 
festzulegende Vorgehensweisen und Regeln entsprechenden Aspekten des Gesamtmodells 
zugeordnet werden. Geschäftsobjektstrukturen, Rollen und IT Services werden von allen Mo-
dellen verwendet. 
Für eine Unterstützung von Kollaboration beim Bearbeiten der Artefakte in einer Software-
entwicklungsumgebung, wie dies in Abschnitt 4.2 beschrieben wurde, ist die Zuordnung wei-
terer Entitäten im Informationsnetz erforderlich. Generell muss eine Zuteilung der zu erstel-
lenden Artefakte zu den Kollaborationspartnern erfolgen. Hier legen die an der Kollaboration 
beteiligten Partner fest, welche Artefakte von einem dedizierten Partner erstellt werden bzw. 
welche gemeinsam erarbeitet werden. Die Zuordnung von Ressourcen zu den einzelnen Arte-
fakten mit entsprechenden Berechtigungen, wie bearbeitende Personen oder zugeordnete Sys-
teme, welche bspw. die Generatorläufe durchführen, ist ebenfalls Bestandteil des Informati-
onsnetzes. Dokumente stellen neben den Teilmodellen, den Teilmodellkomponenten und den 
Softwarekomponenten eine weitere Art von Artefakten dar, die im Informationsnetz berück-
sichtigt werden muss. Dokumente können in beliebiger Anzahl anderen Artefakten zugeordnet 
sein. Alle Artefakte können versioniert im Informationsnetz hinterlegt sein. Weitere Bestand-
teile im Informationsnetz stellen zugeordnete Projektmanagement-Informationen wie Ziele, 
Pläne, Aufgaben oder Ähnliches dar. Wissen wird im Informationsnetz durch Verknüpfungen 
zwischen Ressourcen, Artefakten, Wissensgebieten und beliebigen anderen Entitäten abgebil-
det. 
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Durch die Kombination aus formalen Teilmodellen, deren Verknüpfung in einem Informati-
onsnetz und einer weiteren Anreicherung dieser Informationen durch Artefakte wie Software-
komponenten und Dokumenten in einem gemeinsamen Repository wird die Basis für eine 
kollaborative modellbasierte Softwareentwicklung bereitgestellt. Mit einer Erweiterung um 
Entitätstypen zur Kollaborationsunterstützung, die mit den Artefakten im Informationsnetz 
verbunden werden, sollen die folgenden Szenarien für die Nutzung einer entsprechend inte-
grierten kollaborativen Softwareentwicklungsumgebung auf Basis eines solchen Repositorys 
ermöglicht werden: 
 Automatisches Erkennen von Abhängigkeiten bei Änderungen und Erweiterungen der 
Teilmodelle und Artefakte, um beteiligte Personen ebenfalls automatisiert entsprechend zu 
informieren. 
 Direktes Finden von Ansprechpartnern für Diskussionen oder sonstige kollaborative Ar-
beiten durch direkte Anzeige von verantwortlichen Mitarbeitern am Artefakt bzw. an mit 
dem Artefakt verknüpften weiteren Artefakten. 
 Nutzung der Modelle als Grundlage für eine gegebenenfalls weltweite kollaborative Lö-
sungsfindung, beispielsweise als Diskussionsgrundlage bei Web-Konferenzen. Anhand 
des enthaltenen integrierten Modells können alle Facetten eines umzusetzenden Ge-
schäftsprozesses von unterschiedlichen fachlichen Gruppen gemeinsam diskutiert werden. 
 Automatisierte Generierung von Aufgaben für die entsprechenden Mitarbeiter bei Ände-
rungen oder Erweiterungen von Artefakten auf Basis der im Informationsnetz hinterlegten 
Abhängigkeiten. 
 Realisierung einer Mehrbenutzerkontrolle basierend auf den Zusammenhängen des Infor-
mationsnetzes. Beispielsweise kann ein pessimistisches Verfahren basierend auf dem inte-
grierten Modell implementiert werden, das bei geplanten Änderungen von Geschäftspro-
zessen oder Teilen von Geschäftsprozessen automatisch alle einem Geschäftsprozessnetz 
zugeordneten Artefakte für Änderungen anderer Benutzer sperrt. 
Nachfolgend werden die Zusammenhänge der einzelnen Teilmodelle innerhalb des integrier-
ten Modells, die Erweiterung für das Artefaktmanagement und die zusätzlichen Informationen 
zur Kollaborationsunterstützung im Rahmen des Informationsnetzes detailliert erläutert, um 
die zuvor genannten Szenarien umsetzen zu können. 
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7.2 Zusammenhänge zwischen den Teilmodellen 
In Kapitel 5 wurden bereits die direkten Zusammenhänge zwischen den einzelnen Teilmodel-
len, die sich direkt aus dem Aufbau des integrierten Modells ergeben, beschrieben. In Abbil-
dung 76 werden alle Abhängigkeiten zwischen den einzelnen Teilmodellen und deren Teil-
modellkomponenten detailliert in Form eines Objektmodells dargestellt. 
 
Abbildung 76: Objektmodell – Fachliche & technische technologieunabhängige Aspekte 
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Die Beziehungen zwischen den einzelnen Entitätstypen zeigen die Zusammenhänge auf der 
Modellseite, die sich aus dem Aufbau des integrierten Modells, der impliziten Verknüpfung 
durch die Verwendung gemeinsamer Artefakte oder aus einer Verknüpfung auf Basis einer Ist-
Ausgangsmodell-von-Beziehung während der Modellierung ergeben. Die drei Modellierungs-
bereiche Geschäftsprozessmodell, Backend-Modell und Frontend-Modell sind als Aggregati-
onstyp ihrer jeweiligen Teilmodelle und Teilmodellkomponenten dargestellt.  
7.2.1 Zusammenhänge der Basismodellkomponenten mit den 
Teilmodellen 
Geschäftsobjektstrukturen, IT Services und Rollen stellen Basismodellkomponenten des inte-
grierten Modells dar, die in unterschiedlichen anderen Teilmodellen genutzt werden. Diese 
sind als entsprechende Kopie-Entitätstypen im Aggregationstyp des jeweiligen Modells auf-
geführt und verknüpft. So können Geschäftsobjektstrukturen in Geschäftsprozessmodellen 
und in Backend-Modellen den Stellen zugeordnet werden. Da Geschäftsobjektstrukturen auch 
die Basis für die Frontend-Datenobjektstrukturen darstellen, sind diese auch als Kopie-
Entitätstyp im Frontend-Modell eingebunden und den Frontend-Datenobjektstrukturen zuge-
ordnet. IT Services werden sowohl beim Backend-Modell als auch beim Frontend-Modell 
zugeordnet. Im Rahmen der Backend-Modellierung werden die verfügbaren IT Services zu 
einer Geschäftsprozesssteuerung orchestriert. Innerhalb eines Backend-Netzes können belie-
big viele IT Services genutzt werden. Jeder Transition eines Backend-Netzes ist hierzu genau 
ein IT Service zugeordnet. Ein IT Service kann wiederum in beliebig vielen Backend-Netzen 
verwendet werden. Im Rahmen des Frontend-Modells können mehrere IT Services bei einer 
Transition eines Interaktionsnetzes zugeordnet werden. Bei den technischen Aktionsnetzen 
erfolgt eine Detaillierung der Verwendung der IT Services. Hierbei kann einer Transition dann 
jeweils maximal ein IT Service zugeordnet werden. Rollen werden in allen drei aufgeführten 
Modellierungsbereichen verwendet. Sie sind den Transitionen im Geschäftsprozessmodell 
und den Transitionen in den Backend-Netzen zugeordnet. Beim Frontend-Modell sind sie auf 
den verschiedenen Ebenen Seite, Bereich und Element zugeordnet, um Berechtigungen inklu-
sive Personalisierungsmöglichkeiten abbilden zu können. 
Die Beziehungstypen zwischen den Entitätstypen innerhalb der einzelnen Modellierungsbe-
reiche ergeben sich aus den in Kapitel 5 beschriebenen Zusammenhängen der einzelnen Teil-
modelle. Auf die Darstellung von Entitätstypen für Kanten wurde im abgebildeten Objektmo-
dell generell bei allen XML-Netz-Varianten verzichtet, da diese bei den Beziehungen zu 
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anderen Teilmodellen im Informationsnetz nicht relevant sind. Die folgenden Beziehungen 
sind innerhalb der jeweiligen Teilmodelle vorhanden:  
 Geschäftsprozessnetze (GPN) können beliebig viele GPN-Stellen und GPN-Transitionen 
besitzen. Die zweite Beziehung zwischen Geschäftsprozessnetz und GPN-Transition stellt 
die Möglichkeit der Definition von Verfeinerungen zum Aufbau von Geschäftsprozesshie-
rarchien dar. Weiterhin können Geschäftsprozessnetze mit anderen Geschäftsprozessnet-
zen über Vorgänger/Nachfolger-Beziehungen aus übergeordneten Netzen miteinander ver-
knüpft sein, d.h. die Endstellen eines Geschäftsprozessnetzes können Anfangsstellen von 
nachfolgenden Geschäftsprozessnetzen sein. 
 Backend-Netze (BEN) können beliebig viele BEN-Stellen und BEN-Transitionen besitzen. 
Darüber hinaus können Backend-Netze mit anderen Backend-Netzen – analog wie bei Ge-
schäftsprozessnetzen über Prozessketten hinweg – miteinander verknüpft sein, d.h. die 
Endstellen eines Backend-Netzes können Anfangsstellen von Nachfolger-Backend-Netzen 
sein. 
 Frontend-Netze (FEN) umfassen in der Regel mehrere Seiten und beinhalten mehrere 
Interaktionsnetze (IAN). Ein Interaktionsnetz kann beliebig viele IAN-Stellen und IAN-
Transitionen besitzen. Jedes Interaktionsnetz bezieht sich auf genau einen Bereich. Seiten 
bestehen aus beliebig vielen Bereichen, die wiederum aus beliebig vielen Elementen be-
stehen. Bereiche können in beliebig vielen Seiten verwendet werden und Elemente kön-
nen in beliebig vielen Bereichen verwendet werden. Einem Bereich ist genau eine Front-
end-Datenobjektstruktur zugeordnet. Eine Frontend-Datenobjektstruktur beinhaltet be-
liebig viele Frontend-Datenobjekttypen. Ein Element kann auf einem Frontend-
Datenobjekttyp basieren. Den IAN-Stellen ist eine Frontend-Datenobjektstruktur zuge-
ordnet, die bei jeder Stelle eines Interaktionsnetzes vom Aufbau her identisch ist. Bei einer 
IAN-Transition des Typs User Input Action oder Display Action wird genau ein zugeord-
netes Element verarbeitet. Eine IAN-Transition des Typs User Control Action oder System 
Action hat genau ein technisches Aktionsnetz (TAN) als Verfeinerung. Ein technisches Ak-
tionsnetz wird von mindestens einer IAN-Transition genutzt, d.h. ein bestimmtes techni-
sches Aktionsnetz kann auch von unterschiedlichen IAN-Transitionen genutzt werden. 
Technische Aktionsnetze können beliebig viele TAN-Stellen und TAN-Transitionen besit-
zen. Layout-Attribute oder sonstige Layout-Vorgaben können nahezu allen Entitätstypen 
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und Beziehungstypen des Frontend-Modells sinnvoll zugeordnet werden und sind deshalb 
nicht als separater Entitätstyp aufgeführt. 
Nachfolgend werden die Zusammenhänge zwischen den drei Modellierungsbereichen Ge-
schäftsprozessmodell, Backend-Modell, Frontend-Modell und die Zusammenhänge zwischen 
diesen technologieunabhängigen Modellierungsbereichen und dem technologiespezifischen 
Bereich erläutert. 
7.2.2 Zusammenhang Geschäftsprozessmodell / Backend-Modell 
Das Backend-Modell beschreibt die Geschäftsprozesssteuerung, die durch meist automatisiert 
im Hintergrund ablaufende IT-basierte Prozesse umgesetzt wird. Das Geschäftsprozessmodell 
beschreibt hingegen die fachlichen Abläufe von Geschäftsprozessen. Ein Geschäftsprozess-
netz kann dadurch fast nie 1:1 auf ein Backend-Netz abgebildet werden. Für ein Geschäfts-
prozessnetz kann es somit mehrere Backend-Netze geben, welche die Umsetzung der Steue-
rung des Geschäftsprozesses durch IT Services modellieren. Umgekehrt kann ein Backend-
Netz gegebenenfalls bei der Steuerung unterschiedlicher Geschäftsprozesse genutzt werden, 
d.h. ein Backend-Netz kann zu mehreren Geschäftsprozessnetzen gehören. Backend-Netze 
werden aus diesem Grund als Verfeinerungen einzelner Transitionen von Geschäftsprozess-
netzen abgebildet. 
In dem in Abbildung 77 gezeigten Beispiel ist der Transition Bonität prüfen & Ergebnis 
übermitteln des dargestellten Geschäftsprozessnetzes, das einen CRM-Geschäftsprozess zur 
Angebotserstellung beschreibt, der entsprechende IT-basierte Ablauf in der Geschäftsprozess-
steuerung durch das Backend-Netz Bonitätsprüfung & Ergebnisübermittlung zugeordnet. Die 
IT-technische Umsetzung der dargestellten Geschäftsprozesssteuerung erfolgt durch die im 
Backend-Netz zugeordneten IT Services CheckBonitaet, EMailVersandAngebot und EMail-
VersandAblehnung. Die darstellten IT Services werden im Hintergrund automatisiert nach der 
Genehmigung durch den Vertriebsleiter abgearbeitet. 
Im Gegensatz zum dargestellten prinzipiellen Ablauf des Geschäftsprozesses im Geschäfts-
prozessnetz können die IT Services des Backend-Netzes auch als Batch-Job verarbeitet wer-
den, d.h. dass beispielsweise die Bonitätsprüfung und das Versenden der Ergebnisse in einem 
Schritt für alle an einem Tag aufgelaufenen Angebote durchgeführt werden. In welcher Form 
dies tatsächlich erfolgt, wird durch die Funktionalität des zugewiesenen IT Services bestimmt. 
Voraussetzung für die Durchführung des im Backend-Netz dargestellten technischen Prozess 
ist das Vorhandensein von genehmigten Angeboten. Diese werden durch einen manuellen 
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Schritt des Vertriebsleiters über eine Aktion in einem Frontend erzeugt, bei der dann über 
einen weiteren IT Service im Backend der Status von Angeboten auf Genehmigt umgesetzt 
wird. 
 
Abbildung 77: Zusammenhang Geschäftsprozessnetz / Backend-Netz 
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7.2.3 Zusammenhang Geschäftsprozessmodell / Frontend-Modell 
Das Frontend-Modell beschreibt das bereitzustellende Frontend zur Interaktion der Benutzer 
mit einem Softwaresystem, um die durch das Geschäftsprozessmodell beschriebenen fachli-
chen Abläufe zu unterstützen. Eine Transition eines Geschäftsprozessnetzes, welche die Be-
dienung eines Frontends darstellt, ist einem oder mehreren Frontend-Netzen zugeordnet. In 
dem in Abbildung 78 gezeigten Beispiel wird der Transition Angebot erstellen des Geschäfts-
prozessnetzes Angebotserstellungsprozess das Frontend-Netz Angebotserstellung & -bearbei-
tung zugeordnet. Dadurch wird die Beschreibung des Geschäftsprozesses direkt mit der for-
malen Definition der möglichen Abläufe in einem entsprechenden Frontend verknüpft. Das im 
Beispiel dargestellte zugeordnete Frontend-Netz beschreibt, dass das Frontend zur Erstellung 
und Bearbeitung eines Angebots auf die drei Seiten Angebote bearbeiten, Artikel suchen und 
Fehler anzeigen verteilt ist. Auf jeder Seite ist im Beispiel genau ein Bereich angeordnet, zu 
dem wiederum genau ein Interaktionsnetz gehört. Die dargestellten Transitionen zwischen den 
Bereichen stellen die Interaktionen im Frontend dar, die zu einem Bereichswechsel führen. 
Dies ist ausgehend vom Bereich Angebotskopf & -positionen einerseits die User Control Ac-
tion Artikel suchen, die durch einen Navigationsschritt zum Bereich Artikel führt. Andererseits 
führt die System Action Fehler anzeigen durch das Auftreten einer Exception automatisch 
zum Bereich Fehler.  
Interaktionsnetze sind Verfeinerungen der Bereiche aus den Frontend-Netzen. Im abgebilde-
ten Beispiel wird das Interaktionsnetz des Bereichs Angebotskopf & -positionen dargestellt. 
Darin werden zunächst die Kundendaten und die für den Kunden bereits angelegten Angebote 
in der System Action Angebotskopf- & -positionsbearbeitung initialisieren ermittelt und in der 
Frontend-Datenobjektstruktur dem Bereich zur Verfügung gestellt. Dann werden durch die 
beiden Display Actions Kunde anzeigen und Angebote anzeigen die entsprechenden Inhalte 
aus der Frontend-Datenobjektstruktur angezeigt. Die Display Action Angebote anzeigen ist als 
Multi-Instanzen-Element gekennzeichnet, d.h. es werden alle gefundenen Datensätze zu An-
geboten des Kunden dynamisch angezeigt. Im Anschluss an die Display Actions sind vier 
verschiedene mögliche Interaktionen modelliert. Der Benutzer kann, dargestellt durch die 
User Control Action Neues Angebot anlegen, ein neues Angebot mit einem auf den bekannten 
Kundendaten basierenden Angebotskopf erstellen. Für die Suche nach einem Artikel kann der 
Benutzer durch die User Control Action Artikel suchen eine separate Suchmaske starten.  
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Abbildung 78: Zusammenhang Geschäftsprozessnetz / Frontend-Netz / Interaktionsnetz 
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Abbildung 79: Zusammenhang Interaktionsnetz / Technisches Aktionsnetz 
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die System Action Fehler anzeigen automatisch eine separate Maske gestartet, in der die De-
tails zu aufgetretenen Fehlern angezeigt werden.  
Technische Aktionsnetze sind Verfeinerungen von Transitionen des Typs User Control Action 
und System Action der Interaktionsnetze, da sie den technischen Detailablauf darstellen, der 
durch die entsprechende Interaktion des Benutzers oder das entsprechende Systemereignis 
ausgelöst wurde. In Abbildung 79 wird die Verfeinerung der User Control Action Neues An-
gebot anlegen dargestellt. Sie beschreibt den technischen Detailablauf im Frontend, der bei 
der Anlage eines Angebots durchgeführt wird. Hierbei wird auf Basis einer im Rahmen der 
Initialisierung des Bereichs, d.h. der ersten System Action des Interaktionsnetzes, hinterlegten 
Session-Variablen Aktueller_Kunde, welche die Kundennummer des aktuell in Bearbeitung 
befindlichen Kunden enthält, eine Zuweisung dieser Nummer zu einer lokalen Variablen 
durchgeführt. Weiterhin wird das aktuelle Datum in einer Variablen gespeichert. Die Variablen 
werden im Anschluss als Parameter beim Aufruf des IT Services AnlegenAngebot genutzt. Mit 
dem Ergebnis dieses Serviceaufrufs wird der Wert der Session-Variable Aktuelles_Angebot 
auf den Rückgabewert Nummer gesetzt, der dann von weiteren Interaktionen genutzt werden 
kann. 
7.2.4 Zusammenhänge mit technologiespezifischen Teilmodellen und 
Softwarekomponenten 
Backend-Modell und Frontend-Modell werden beide durch Teilmodelle, welche die technolo-
giespezifischen Aspekte abbilden, für den Einsatz von Softwaregeneratoren ergänzt. Für diese 
technologiespezifischen Aspekte gibt es jeweils Verknüpfungen zum Backend-Modell bzw. 
zum Frontend-Modell. Diese sind jedoch abhängig von den eingesetzten Technologien und 
können nicht pauschal angegeben werden. 
Im Fall der Verwendung von BPEL und Webservices zur Implementierung der Geschäftspro-
zesssteuerung können bspw. die in Abschnitt 5.4.2 beschriebenen Webservice-Netze verwen-
det werden. Die Verknüpfung ist in diesem Fall eine 1:1-Beziehung zu Backend-Netzen, da 
ein Webservice-Netz eine Erweiterung eines Backend-Netzes darstellt, welches das allgemei-
ne Backend-Netz um die spezifischen Parameter von Webservices und BPEL erweitert. Zu 
jedem Backend-Netz gibt es demnach genau ein Webservice-Netz und für jede Transition des 
Backend-Netzes gibt es mindestens eine entsprechende Transition des Webservice-Netzes. Für 
Webservice-Netze kann die in Abschnitt 6.1 beschriebene Transformation in BPEL angewen-
det werden. Bei anderen Technologien müssen hier gegebenenfalls weitere Teilmodelle ent-
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wickelt werden, welche die technologiespezifischen Aspekte der jeweiligen Geschäftspro-
zesssteuerungstechnologie und SOA-Technologie berücksichtigen. 
Bei der Verknüpfung technologiespezifischer Aspekte mit dem Frontend-Modell sind die 
Möglichkeiten noch vielschichtiger. Auf den verschiedenen Ebenen wie Applikation, Interak-
tionssteuerung, Berechtigung inklusive Personalisierungsmöglichkeiten, Seiten, Bereiche und 
Elemente müssen gegebenenfalls je nach verwendeter Technologie andere technologiespezifi-
sche Teilmodelle entwickelt und mit dem allgemeinen Frontend-Modell verknüpft werden. 
Bei den technologiespezifischen Aspekten des Frontend-Modells sind dies meist Verknüpfun-
gen mit XML-Dateien oder mit deren Inhalt. Diese technologiespezifischen Teilmodelle und 
deren konkrete Verknüpfung zu anderen technologieunabhängigen Teilmodellen des integrier-
ten Modells können dann bei der Realisierung eines entsprechenden Frontend-Generators auf 
Basis des in Abschnitt 6.2 vorgestellten Frontend-Generator-Frameworks durch Implementie-
rung der darin vorgegebenen Schnittstellen verwendet werden. 
7.3 Erweiterungen für Artefaktmanagement und 
Kollaborationsunterstützung 
Das in Abschnitt 7.2 entwickelte Objektmodell beschreibt die Zusammenhänge zwischen den 
Teilmodellen des in Kapitel 5 eingeführten integrierten Modells. Um das Modell für Kollabo-
ration nutzen zu können, müssen zusätzliche Entitätstypen zum bisher vorgestellten Objekt-
modell des Informationsnetzes in Abbildung 76 hinzugefügt werden. Einerseits müssen neben 
den Teilmodellen und ihren Teilmodellkomponenten weitere Artefakte in das Modell aufge-
nommen werden, um Softwarekomponenten, Dokumente und andere zu erstellende Artefakte 
zu verwalten. Andererseits müssen zusätzliche Entitätstypen zur Abbildung der Kollaboration 
ergänzt werden. 
7.3.1 Entitätstypen zum Artefaktmanagement 
Abbildung 80 zeigt eine entsprechende Erweiterung des Objektmodells für das 
Artefaktmanagement. Die Entitätstypen Teilmodell und Teilmodellkomponente, welche die im 
Objektmodell aus Abbildung 76 dargestellten Entitätstypen verallgemeinern, sind hier als 
Spezialisierungen des Entitätstyps Artefakt dargestellt. Als weitere Spezialisierungen von Ar-
tefakten sind die Entitätstypen Softwarekomponente, Dokument und sonstiges Artefakt aufge-
führt. Artefakte jeder Art können im dargestellten Modell untereinander über die beim Enti-
tätstyp Artefakt dargestellte m:n-Beziehung miteinander verbunden werden. Einer 
Modellkomponente können dadurch beliebig viele Softwarekomponenten zugeordnet werden, 
278 7 Unterstützung von Kollaboration durch das integrierte Modell 
 
denen dann wiederum bspw. beliebig viele Dokumente zugeordnet werden können. Für die 
Artefaktspezialisierungen Teilmodell und Teilmodellkomponente stellen die in Abbildung 76 
aufgeführten spezifischen Beziehungen zwischen den darin dargestellten Artefakttypen eine 
Detaillierung dieser allgemeinen m:n-Beziehung dar. Der Artefakttyp beschreibt den Detailtyp 
eines Artefakts. Dieser gibt an, ob es sich bei einem Artefakt zum Beispiel um ein Backend-
Netz oder eine Interaktionsnetz-Transition handelt. Für die Hinterlegung der für eine Trans-
formation benötigten Regeln, wie etwa der Algorithmus zur Transformation eines Webser-
vice-Netzes in BPEL, steht der Entitätstyp Transformationsregel zur Verfügung. Der Entitäts-
typ Artefaktversion stellt die Möglichkeit der Verwaltung von Versionen einzelner Artefakte 
bereit. 
 
Abbildung 80: Objektmodell – Artefaktmanagement 
Die im Objektmodell in Abbildung 80 dargestellte Struktur für das Management von Artefak-
ten liefert die Basis für die Umsetzung des Informationsnetzes in einem Repository einer inte-
grierten kollaborativen Softwareentwicklungsumgebung. 
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7.3.2 Entitätstypen zur Kollaborationsunterstützung 
Zur Unterstützung von Kollaboration müssen weitere Entitätstypen ergänzt werden. Abbil-
dung 81 zeigt eine entsprechende Erweiterung der Objektmodelle aus Abbildung 76 und Ab-
bildung 80. Die in Abbildung 81 links oben dargestellte Generalisierung der Entitätstypen des 
Kollaborationsmodells wird benötigt, um Beziehungen einzelner Entitätstypen des Kollabora-
tionsmodells zu allen anderen Entitätstypen des Kollaborationsmodells übersichtlich darzu-
stellen.  
 
Abbildung 81: Objektmodell – Kollaborationsunterstützung 
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Im Folgenden werden die einzelnen Entitätstypen des Kollaborationsmodells und deren Zu-
sammenhänge erläutert: 
 Der Wurzelentitätstyp des Kollaborationsmodells ist das Kollaborationsprojekt, das ein 
Projekt, in dem unterschiedliche Partner gemeinsam Artefakte realisieren, als Kollaborati-
onsprojekt auszeichnet. Das Kollaborationsprojekt ist generell jedem anderen Entitätstyp 
des Kollaborationsmodells zugeordnet. Durch den Entitätstyp kann ein Projekt im ge-
meinsamen Repository identifiziert und beschrieben werden, so dass es sich von anderen 
Kollaborationsprojekten eindeutig unterscheiden lässt. 
 Einem Kollaborationsprojekt sind mindestens zwei Kollaborationspartner zugeordnet. 
Der Entitätstyp Kollaborationspartner beschreibt einen an der kollaborativen Arbeit im 
Projekt beteiligten Partner. Dies können Unternehmen, Organisationen, Organisationsein-
heiten, Mitarbeiter oder Ähnliches sein, die an einem gemeinsamen Kollaborationsprojekt 
beteiligt sind und über verschiedenen Beziehungen miteinander verknüpft sind. 
 Für die Kollaborationspartner müssen im Rahmen eines Kollaborationsprojekts Regeln 
zur Kooperation, Koordination und zur Kommunikation definiert werden. Diese werden 
durch den Entitätstyp Kollaborationsregel mit den drei Spezialisierungen Kooperations-
regel, Koordinationsregel und Kommunikationsregel abgebildet. Diese Regeln beschrei-
ben die jeweiligen organisatorischen Prozesse, einzusetzenden Tools und sonstigen Ver-
einbarungen zur Durchführung von Kooperation, Koordination und Kommunikation. Bei 
einer Kooperation kann bspw. festgelegt werden, wie gemeinsame Abnahmeprozesse zwi-
schen den Kollaborationspartnern erfolgen. Bei der Koordination kann zum Beispiel gere-
gelt werden, wie der Zugriff auf gemeinsame Ressourcen erfolgt und mit welcher Vorge-
hensweise Ergebnisse zusammengeführt werden sollen. Bei der Kommunikation können 
Regeln benötigt werden, durch die für unterschiedliche Fälle definiert wird, wer in wel-
cher Form informiert werden muss. 
 Kollaborationspartner besitzen jeweils mehrere Ressourcen bzw. können jeweils mehrere 
Ressourcen verwenden. Dies wird durch den Entitätstyp Ressource und dessen Beziehun-
gen dargestellt. Das Modell lässt auch gemeinsame Ressourcen zu. Als Spezialisierungen 
von Ressourcen sind Person, Gruppe und technische Ressource im Modell vorgesehen. 
Person identifiziert alle am Kollaborationsprojekt beteiligten Personen. Diese können 
durch den Entitätstyp Gruppe nach im Kollaborationsprojekt festzulegenden relevanten 
Kriterien zusammengefasst werden. Die Gruppe stellt eine weitere Ressource dar, da eine 
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Gruppe in Form eines eingespielten Teams für ein Kollaborationsprojekt separat zu be-
werten und zu betrachten ist. Das vorhandene Gruppenwissen kann bei genauerer Betrach-
tung ggf. umfangreicher sein, als die Summe des Wissens der einzelnen beteiligten Perso-
nen. Die technische Ressource repräsentiert Systeme, Hardware, Tools etc., die im 
Rahmen des Projekts benötigt werden. 
 Die Entitätstypen Ziel und Plan dienen dazu, im Rahmen des Kollaborationsprojekts ge-
meinsame Ziele und Pläne zu entwickeln. Diese Ziele und Pläne werden mit Aufgaben 
gekoppelt und den Ressourcen zur Verfügung gestellt. 
 Durch den Entitätstyp Rolle können unterschiedliche Rollen für Ressourcen und Kollabo-
rationspartner definiert werden. Eine Rolle bei einem Kollaborationspartner könnte bei-
spielsweise die eines General Unternehmers sein. Bei einer Person könnte die Rolle zum 
Beispiel Projektleiter oder Frontend-Entwickler sein. 
 Der Entitätstyp Tätigkeit beschreibt die im Rahmen einer Rolle angesiedelten durchzufüh-
renden Tätigkeiten. Dies ist beispielsweise bei einem Frontend-Entwickler neben der Rea-
lisierung von Softwarekomponenten für das Frontend auch das Durchführen von Funkti-
onstests. 
 Für die Koordination sind die Entitätstypen Plan und Aufgabe vorgesehen. Eine Aufgabe 
kann sich auf mehrere Artefakte beziehen und wird gegebenenfalls unter Beteiligung meh-
rerer Ressourcen durchgeführt. Aufgaben beziehen sich auf genau eine Tätigkeit einer aus-
führenden Rolle und sind mindestens einem Ziel innerhalb des Kollaborationsprojekts zu-
geordnet, um dieses zu erreichen. 
 Der Entitätstyp Kommunikation und ihre Beziehungen bildet prinzipiell die Kommunika-
tion zwischen Ressourcen ab. Die Kommunikation kann sich auf bestimmte Artefakte 
oder Kollaborationsentitäten beziehen. Kommunikation steht hier neben der direkten 
Kommunikation auch für die indirekte automatisierte Information von Personen auf Basis 
von Bearbeitungsoperationen an einem Artefakt.  
 Der Entitätstyp Wissen stellt das einer Ressource zugeordnete Wissen dar. Dies kann das 
Wissen einzelner Personen, das kollektive Wissen einer Gruppe oder das in einem System 
hinterlegte Wissen einer technischen Ressource repräsentieren. Durch den Wissensenti-
tätstyp ist eine Zuordnungsmöglichkeit zu Artefakten und Kollaborationsentitäten gege-
ben. 
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 Die Zugriffskontrolle auf die Artefakte wird durch den im Modell dargestellten Entitätstyp 
Zugriffsberechtigung abgebildet. Für Kombinationen Ressource/Artefakt können entspre-
chende Zugriffsberechtigungen definiert werden. 
Erst die im Objektmodell in Abbildung 81 dargestellte Struktur zur Kollaborationsunterstüt-
zung vervollständigt das Informationsnetz, so dass alle benötigten Informationen zum Aufbau 
eines Repositorys gemäß der Anforderungen in Abschnitt 4.2 für eine integrierte kollaborative 
Softwareentwicklungsumgebung berücksichtigt sind. 
7.4 Nutzung des Informationsnetzes zur Unterstützung von 
Kollaboration 
Das beschriebene Informationsnetz mit seinen Entitätstypen und Verbindungstypen stellt die 
Basisstruktur für die Umsetzung eines Repositorys einer integrierten kollaborativen Software-
entwicklungsumgebung bereit. Auf Basis dieses Repositorys lassen sich nun die für eine sol-
che Umgebung benötigten Funktionen umsetzen. Nachfolgend werden verschiedene Mög-
lichkeiten der Nutzung eines entsprechenden Informationsnetz-Repositorys im Rahmen einer 
integrierten kollaborativen Softwareentwicklungsumgebung beschrieben. 
7.4.1 Informationsnetzbasierte Mehrbenutzerkontrolle 
Für Kooperation und Koordination bei der Realisierung von Geschäftsprozessen durch web- 
und SOA-basierte Anwendungssysteme ist ein feingranulares Konfigurations- und Zugriffs-
management erforderlich. Das entwickelte Informationsnetz kann als Grundlage für das Zu-
griffsmanagement und die Steuerung von nebenläufigen Änderungsprozessen dienen. Wird 
beispielsweise eine Geschäftsobjektstruktur geändert oder gelöscht, dann kann diese Ände-
rungsinformation automatisiert an die Frontend-Entwickler gesendet werden, die aktuell Mas-
ken entwickeln, in denen die IT Services genutzt werden, welche genau diese Geschäftsob-
jektstruktur verwenden. Darüber hinaus können diese Abhängigkeiten genutzt werden, um 
Mechanismen für eine Mehrbenutzerkontrolle umzusetzen. Hierbei sind sowohl optimistische 
als auch pessimistische Verfahren möglich. Bei einem pessimistischen Verfahren wird bei 
einer Bearbeitung das jeweilige Artefakt für eine Bearbeitung anderer beteiligter Personen 
und technischer Realisierungsprozesse, bspw. Generierungsläufe, gesperrt. Über die Verknüp-
fungen im Informationsnetz könnten jedoch auch weiterführende Sperren auf verbundene 
abhängige Artefakte gesetzt werden. Beispielsweise könnte dadurch bei der Änderung eines 
BPEL-Prozesses auch das zugeordnete Webservice-Netz gesperrt werden, auf dessen Basis 
der BPEL-Prozess erstellt wurde. Erst nach Freigabe des Artefakts werden dann auch die 
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Sperren der abhängigen Artefakte wieder gelöst. Bei einem optimistischen Verfahren lässt 
man bewusst Änderungen auch von abhängigen Artefakten auf den verschiedenen Ebenen zu 
und prüft erst beim jeweiligen Zurückschreiben auf Konflikte. Die Konflikte müssen dann, 
falls diese nicht regelbasiert gelöst werden können, durch weitere Kollaborationsmechanis-
men wie der Aufbau einer direkten oder indirekten Kommunikation oder der Koordination 
anhand weiterer Aufgaben zwischen den Beteiligten beseitigt werden. 
7.4.2 Automatisierte informationsnetzbasierte Änderungen 
Durch ein Regelsystem können Änderungen an bestimmten Artefakten auf Basis der Abhän-
gigkeiten automatisiert an verknüpften Artefakten durchgeführt werden. Diese Transformati-
onsregeln definieren einerseits, wie auf Basis der Teilmodelle die entsprechenden Software-
komponenten generiert werden. So können beispielsweise bei Änderungen der Interaktionen 
von Frontends neue Versionen der zugeordneten JavaServer Faces generiert werden. Anderer-
seits können auch Regeln definiert werden, um umgekehrt bei Änderungen an Softwarekom-
ponenten oder Detailmodellen entsprechende Änderungen an abstrakteren übergeordneten 
Teilmodellen durchzuführen. Beispielsweise kann beim Einfügen eines weiteren Prozess-
schritts in BPEL direkt ein entsprechender Prozessschritt im zugeordneten Webservice-Netz 
eingefügt werden. Dieser kann wiederum in das übergeordnete allgemeinere Backend-Netz 
übernommen werden. Voraussetzung hierfür ist die Hinterlegung eines Regelmodells, auf 
dessen Basis diese Änderungen vorgenommen werden. Dies ist trotz der Abhängigkeiten im 
Informationsnetz für viele Änderungsfälle nicht automatisiert möglich. Beispielsweise bedeu-
tet eine Änderung in einem Backend-Netz nicht immer, dass auch übergeordnete Geschäfts-
prozessnetze geändert werden müssen. Dies ist etwa beim Einfügen eines weiteren Schritts in 
dem in Abbildung 77 dargestellten Backend-Netz der Fall, falls die Bonitätsprüfung weiter 
ausgebaut werden soll. Wenn hier ein zusätzlicher Schritt in Form des Aufrufs eines weiteren 
IT Services im Webservice-Netz und im Backend-Netz eingebaut wird, der zusätzlich den 
aktuellen Zahlungsstand im ERP-System und das bisherige Zahlungsverhalten des Kunden 
prüft und bewertet, dann bleibt der allgemeinere Prozessschritt Bonitätsprüfung im Ge-
schäftsprozess bestehen. Nur die technische Umsetzung dieses Prozessschrittes würde sich in 
diesem Fall verändern. 
7.4.3 Direkte und indirekte informationsnetzbasierte Kommunikation 
Bei Änderungen und Erweiterungen können Zusammenhänge auf Basis des Informationsnet-
zes erkannt und für eine direkte und indirekte Kommunikation genutzt werden. Durch die 
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Zusammenhänge können Ansprechpartner für Diskussionen gefunden werden oder automa-
tisch Informationen an entsprechende Mitarbeiter geschickt werden, wenn Artefakte erweitert, 
geändert oder gelöscht wurden. Beispielsweise können bei Änderung eines Frontends die für 
den Geschäftsprozess verantwortlichen Personen informiert werden, da gegebenenfalls Ände-
rungen am Geschäftsprozessmodell durchgeführt werden müssen, die nicht direkt aus der 
durchgeführten Änderung am Frontend durch Regeln abgeleitet werden können. In diesem 
Fall kann ein für den Geschäftsprozess verantwortlicher Modellierer auf Basis der automa-
tisch übermittelten Information entscheiden, ob eine Anpassung des Geschäftsprozessnetzes 
oder von hinterlegten Beschreibungen der Prozessschritte erforderlich ist. Informationen kön-
nen hierzu gezielt an den Artefakten innerhalb des Modells, für die der jeweils ändernde Mit-
arbeiter verantwortlich ist, hinterlegt werden und über die Verknüpfungen im Informations-
netz anderen beteiligten Personen zur Verfügung gestellt werden.  
Das Modell kann als Basis für eine Navigation zu den zu bearbeitenden Artefakten genutzt 
werden. Dem Benutzer können über einen solchen graphischen Zugang bereits Informationen 
über aktuelle Sperren, durchgeführte Änderungen, verbundene Artefakte, Bemerkungen ande-
rer Teammitglieder, Termine oder weitere relevante Informationen angezeigt werden. 
7.4.4 Informationsnetzbasiertes Wissensmanagement 
Das Informationsnetz bietet die Möglichkeit zum Aufbau eines Wissensmanagementsystems 
als Teil der integrierten kollaborativen Softwareentwicklungsumgebung. Auf Basis des Infor-
mationsnetzes können Artefakte mit Dokumenten und sonstigen Artefakten verknüpft werden. 
Darüber hinaus können den einzelnen Ressourcen Wissensbereiche zugeordnet werden. Das 
Informationsnetz erlaubt auf Basis der in Abbildung 81 dargestellten Beziehungen eine Wis-
sensverknüpfung zwischen Ressourcen, konkreten Artefakten und Kollaborationsentitäten. 
Der größte Mehrwert in der Verwendung des hier entwickelten Informationsnetzes liegt in 
dem automatisch generierten Wissen durch die Speicherung der Zusammenhänge während der 
Modellierungs-, Entwicklungs-, Test, Dokumentations- und sonstigen Arbeiten an den Arte-
fakten. Über das Informationsnetz lässt sich durch die einem Artefakt zugeordneten Aufgaben 
bereits ermitteln, wer über entsprechendes Wissen bezüglich des Artefakts verfügt. Die in 
Abbildung 76 dargestellten Verknüpfungen zwischen den in unterschiedlichen Phasen erstell-
ten Modellen im Informationsnetz ermöglichen ausgehend von den verschiedenen Rollen zu 
dem im gemeinsamen Repository hinterlegten Wissen zu navigieren und es zu nutzen. Bei-
spielsweise kann sich ein Entwickler über diese Zusammenhänge im Informationsnetz fachli-
7.4 Nutzung des Informationsnetzes zur Unterstützung von Kollaboration 285 
  
che Informationen beschaffen, die in Geschäftsprozessmodellen und gegebenenfalls ange-
hängten Dokumenten zur Verfügung stehen. 
7.4.5 Informationsnetzbasierte Koordination 
Im Rahmen des Projektmanagements können basierend auf dem Informationsnetz Informatio-
nen über den aktuellen Stand der Realisierung von Geschäftsprozessen automatisch ermittelt 
und angezeigt werden. Hierzu können über die Zusammenhänge aus den einzelnen Fertigstel-
lungsgraden der einzelnen Komponenten auf Basis von zu definierenden Regeln entsprechen-
de Gesamtfertigstellungsgrade errechnet werden. So kann beispielsweise der Fertigstellungs-
grad eines kompletten Geschäftsprozesses ermittelt werden. Durch die Zusammenhänge eines 
Geschäftsprozessnetzes mit den zugehörigen Frontend-Netzen, Backend-Netzen und dadurch 
mit den jeweiligen Detail-Netzen, die wiederum mit den zu implementierenden Software-
komponenten verknüpft sind, ist eine Aggregation der jeweiligen Zustände über die verschie-
denen Ebenen hinweg möglich. 
Eine Unterstützung von Koordination kann durch eine Automatisierung bei der Aufgabener-
stellung und Aufgabenzuweisung auf Basis von in der integrierten kollaborativen Software-
entwicklungsumgebung aufgetretenen Ereignissen erfolgen. Auf Basis von Regeln können 
hierbei Aufgaben generiert und einem Mitarbeiter zugeordnet werden. Die Regeln setzen sich 
aus Ereignissen, Bedingungen und Aktionen zusammen. Ereignisse definieren, wann bestimm-
te Regeln anzuwenden sind, Bedingungen legen für das eingetroffene Ereignis fest, ob Aktio-
nen durchgeführt werden sollen und Aktionen beschreiben die bei eingetretenen Ereignissen 
und erfüllten Bedingungen durchzuführenden Aktionen. So kann beispielsweise aufgrund 
einer Änderung der Funktion und der Schnittstelle eines IT Service eine Aufgabe für einen 
Frontend-Entwickler generiert werden, der seine Modelle und Masken in denen der IT Service 
verwendet wird, ebenfalls anpassen muss. Das Ereignis wäre in diesem Fall der geänderte IT 
Service. Die Bedingung wäre, dass der IT Service in einem Interaktionsnetz und einer ent-
sprechend generierten Maske genutzt wird. Die Aktionen wären das Ändern des Aufrufs des 
IT Service im Interaktionsnetz und die Neugenerierung der Maske auf Basis der Änderungen 
im Modell. Die Regeln sollten vom Projektleiter oder den Teilprojektleitern definiert werden. 
7.4.6 Informationsnetzbasierte Awareness 
Bei der Unterstützung von Awareness ist das Wahrnehmen von Aktivitäten anderer Kollabora-
tionspartner zu unterstützen. Die benötigten Informationen hierzu können mit Hilfe des In-
formationsnetzes ermittelt werden. Da alle Aufgaben und Artefakte eines Kollaborationspro-
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jekts inklusive deren Verknüpfungen in einem Repository bereitgestellt werden, können diese 
Informationen im Rahmen der integrierten kollaborativen Softwareentwicklungsumgebung 
zur Verfügung gestellt werden. Zusätzlich zu den zugeordneten Aufgaben können bei einer 
weiter gefassten Definition des Begriffs Awareness auch Zustände von beteiligten technischen 
Ressourcen, Fertigstellungsgrade von Artefakten, Informationen über die Kollaborationsre-
geln, Informationen über Transformationsregeln etc. ermittelt und auch hier auf Basis der 
Abhängigkeiten gezielt bei den ggf. betroffenen Personen angezeigt werden. 
7.4.7 Nutzung des Informationsnetzes an den Kollaborationspunkten 
Die in Abschnitt 4.2.3.3 aufgeführten Kollaborationspunkte können durch das Informations-
netz folgendermaßen unterstützt werden: 
1. Fachbereich  Fachbereich (Zwischen verschiedenen Gruppen von Fachbereichen bzw. 
den jeweils entsprechenden Prozessanalysten): Das bei den Anforderungen zu diesem Kol-
laborationspunkt in Abschnitt 4.2.3.3 dargestellte Szenario beschreibt die gemeinsame De-
finition und die Abstimmung von fachlichen Details eines umzusetzenden übergreifenden 
Geschäftsprozesses, der zwei unterschiedliche Abteilungen betrifft. Für eine diesbezügli-
che Kollaboration müssen als Voraussetzung eine Zuordnung der Personen zu den jeweili-
gen Gruppen und eine Zuordnung von Zugriffsberechtigungen zu Geschäftsprozessnetz-
Artefakten gegeben sein. Beispielsweise können so einem Order2Cash-Prozess, der den 
bereichsübergreifenden Ablauf vom Auftragseingang bis hin zum Zahlungseingang be-
schreibt, eine Logistik- und eine Finance-Gruppe mit entsprechenden Zugriffsrechten zu-
gewiesen werden. Die Kommunikation zur Abstimmung der Schnittstellen innerhalb dieses 
übergreifenden Geschäftsprozesses kann zwischen den Mitgliedern der zugeordneten 
Gruppen auf Basis der Geschäftsprozessnetz-Artefakte und deren Verknüpfungen technisch 
unterstützt werden. Dies kann durch gemeinsame Anzeige- und Bearbeitungsmöglichkeiten 
der Modelle per Videokonferenz, per Desktop-Konferenz oder auf Basis anderer in Ab-
schnitt 4.1.2.1 aufgeführten Kommunikationsmittel erfolgen. Darüber hinaus kann eine ex-
plizite Koordination durch die im Rahmen der Videokonferenz verteilten Aufgaben durch-
geführt werden, die direkt vom Konferenzleiter im gemeinsamen Repository hinterlegt 
werden. Der Zugriff auf Wissen ist durch die Verknüpfungen mit anderen Artefakten gege-
ben und kann im Rahmen der Videokonferenz bei Nutzung einer integrierten kollaborati-
ven Softwareentwicklungsumgebung auf Basis des vorgestellten Informationsnetzes direkt 
genutzt werden. Von den beiden Bereichen zunächst getrennt entwickelte Prozesse für den 
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Logistikteil und den Finanzteil können in der Videokonferenz dann durch einen übergeord-
neten Prozess zusammengeführt werden. Die zu diskutierenden Schnittstellen zwischen 
den Bereichen stellen die Endstellen des Logistikprozesses und die Anfangsstellen des Fi-
nanzprozesses dar. 
2. Fachbereich  IT (Zwischen einem Fachbereich bzw. den jeweils entsprechenden Pro-
zessanalysten und der IT): Bei den in Abschnitt 4.2.3.3 dargestellten Anforderungen kön-
nen Änderungen von Geschäftsprozessen gegebenenfalls zu Änderungen bei der IT-
technischen Unterstützung führen, die abgestimmt werden müssen. Auf der anderen Seite 
können technische Restriktionen, aber auch neue Möglichkeiten durch Weiterentwicklun-
gen verwendeter Umsetzungstechnologien bei der IT-technischen Unterstützung zu Ände-
rungen bei Anforderungsumsetzungen führen, die ebenfalls abgestimmt werden müssen. 
Für eine entsprechende Kollaboration können bei geplanten Änderungen von Geschäfts-
prozessnetzen auf Basis des Informationsnetzes die zugehörigen Frontend-Netze und die 
Backend-Netze ermittelt werden, die wiederum mit ihren Details die entsprechenden IT 
Services und die auf Basis der Teilmodelle erstellten Softwarekomponenten bereitstellen. 
Mit diesen Informationen können einerseits automatisiert Nachrichten an die Personen ge-
schickt werden, die für die Realisierung der entsprechenden Softwarekomponenten ver-
antwortlich sind und dadurch bei Änderungen betroffen sind. Andererseits können an den 
betroffenen Artefakten Vermerke angezeigt werden, die auf die vom Fachbereich geplante 
Änderung hinweisen. Gegebenenfalls können auch aufgrund der geplanten Änderung Sper-
ren bei den abhängigen Artefakten gesetzt werden, die diese bis zu einer endgültigen Fest-
legung und Freigabe der fachlichen Anforderungen zunächst gegen Änderungen schützen. 
Ein betroffener Entwickler kann aufgrund dieser Informationen bspw. direkt einen Instant-
Messaging-Dialog mit dem fachlichen Ansprechpartner initiieren oder es können andere 
Kommunikationsmittel genutzt werden, um offene Punkte gemeinsam zu klären. Nach 
Festlegung der endgültigen fachlichen Anforderungen und Definition der dazu passenden 
IT-technischen Umsetzung in Form der entsprechenden Teilmodelle, können diese durch 
die IT umgesetzt werden. 
3. IT  IT (Zwischen den verschiedenen Teilgruppen der IT): Bei den diesbezüglich in Ab-
schnitt 4.2.3.3 dargestellten Anforderungen müssen im Rahmen der technischen Zusam-
menhänge zwischen den verschiedenen Schichten und Technologien einer SOA Abstim-
mungen zwischen den jeweiligen Teilgruppen der IT stattfinden. Ein solches 
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Kollaborationsszenario kann hier in ähnlicher Form erfolgen wie beim zweiten Kollabora-
tionspunkt. Bei geplanten Änderungen beispielsweise von IT Services können auf Basis 
des Informationsnetzes die zugehörigen Frontend-Netze und die Backend-Netze ermittelt 
werden, die wiederum mit den auf deren Basis generierten Softwarekomponenten ver-
knüpft sind. Mit diesen Informationen können analog zum zweiten Kollaborationspunkt 
automatisiert Nachrichten an die IT-Mitarbeiter geschickt werden, die für die Realisierung 
der abhängigen Artefakte verantwortlich sind, Vermerke an den abhängigen Artefakten an-
gebracht werden oder gegebenenfalls Sperren bei den Artefakten gesetzt werden, bis die 
Änderung am Ausgangsartefakt der Abhängigkeitskette, im Beispielfall die Änderung am 
IT Service, abgeschlossen ist. 
4. Projektleiter  Team: In Abschnitt 4.2.3.3 wird zu diesem Kollaborationspunkt die Unter-
stützung inhaltlicher und organisatorischer Abstimmungen zwischen einem Projektleiter 
oder einem Teilprojektleiter und den beteiligten anderen Gruppen eines Projekts gefordert. 
Aus Sicht des Projektleiters bzw. Teilprojektleiters können durch die der ihm als Verant-
wortlicher zugeordneten Artefakte Informationen über Fertigstellungsgrade, Restaufwände 
und weitere Projektmanagement-Informationen auf Basis der zugeordneten Aufgaben er-
mittelt werden. Auf Basis der Zusammenhänge aus den Artefaktbeziehungen können diese 
Informationen nach einem festzulegenden Regelwerk aggregiert werden. Auf Basis dieser 
Informationen kann ein Projektleiter bzw. Teilprojektleiter ggf. Maßnahmen bei Problemen 
einleiten. Hierzu können Aufgabenzuordnungen im Rahmen der Koordination geändert 
werden, weitere Ressourcen zugeordnet werden oder fachliche Konferenzen mit den an ei-
nem Artefakt bzw. an verknüpften Artefakten beteiligten Personen auf Basis der zugeord-
neten Ressourcen einberufen werden. Neben den implizit übermittelten Rückmeldungen 
über den Stand der Bearbeitung bei den einzelnen Aufgaben kann auch eine explizite 
Kommunikation der Projektmitarbeiter mit dem Projektleiter und umgekehrt über die be-
reitgestellten Kommunikationsmechanismen der integrierten kollaborativen Softwareent-
wicklungsumgebung erfolgen. Die Kommunikation kann auf Basis des vorgestellten In-
formationsnetzes artefakt- und ressourcenbezogen dokumentiert werden. 
 
  
  
8 Zusammenfassung und Ausblick 
In der vorliegenden Arbeit wurde ein neuer XML-Netz-basierter Ansatz zur Unterstützung 
einer kollaborativen Realisierung von SOA-basierter Unternehmenssoftware vorgestellt. 
Hierzu wurde eine integrierte formale Modellierung der Geschäftsprozesse, der IT-technisch 
umzusetzenden Geschäftsprozesssteuerung und der für die Interaktion der Benutzer mit der 
Unternehmenssoftware benötigten Frontends entwickelt. Zur Beschreibung dynamischer As-
pekte wurden in dem integrierten Modell durchgängig XML-Netze verwendet. Für die zur 
Unterstützung von Kollaboration benötigte Vernetzung der Teilmodelle wurde ein Informati-
onsnetz definiert. Dieses Informationsnetz beschreibt die Zusammenhänge in komplexen 
Unternehmenssoftware-Lösungen und ermöglicht die zusätzliche Anreicherung mit weiteren 
Artefakten und Informationen, welche die Zusammenarbeit unterstützen. Das Informations-
netz wurde auf Basis der Teilmodelle und ihrer Komponenten entwickelt. Es wurden die Ab-
hängigkeiten zwischen den verschiedenen modellierten Aspekten und die für ein 
Artefaktmanagement und ein kollaboratives Bearbeiten der Artefakte benötigten Informatio-
nen berücksichtigt. In Systemen zur Unterstützung von Kollaboration für die Realisierung von 
SOA-basierter Unternehmenssoftware wird ein Repository mit einem entsprechenden Konfi-
gurations- und Zugriffsmanagement als Basis für die zu verwaltenden Modelle, Dokumente, 
Softwarekomponenten und sonstigen Informationen benötigt. Auf Basis des Informationsnet-
zes können Funktionen für kollaboratives Arbeiten realisiert werden, die aufgrund der hinter-
legten Zusammenhänge gesteuert und teilweise auch automatisiert werden können. Der we-
sentliche Vorteil eines auf XML-Netzen basierenden Ansatzes besteht in der Verwendung 
einer auf der gleichen Modellierungsmethode beruhenden formalen Beschreibung von Ge-
schäftsprozessen und deren IT-technischen Umsetzungen, bei der auch die Zusammenhänge 
zwischen den Geschäftsprozessmodellen und den verschiedenen Schichten eines entsprechend 
den modellierten Anforderungen umzusetzenden Anwendungssystems berücksichtigt werden. 
Durch die Orientierung an XML-Strukturen wird eine geeignete Ausgangsbasis für Transfor-
mationen in verschiedene Technologien durch die mögliche Realisierung von Softwaregenera-
toren bereitgestellt. Das Informationsnetz, das die einzelnen Teilmodelle, Teilmodellkompo-
nenten, Softwarekomponenten, Dokumente, sonstige Artefakte und Kollaborationsentitäten 
miteinander verknüpft, kann für die Erstellung eines Repositorys zur Unterstützung von Kol-
laboration im Rahmen der Realisierung SOA-basierter Unternehmenssoftware genutzt wer-
den. 
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Nachfolgend werden die vorangegangenen Kapitel zusammengefasst. Im Anschluss daran 
werden die einzelnen Ergebnisse der Arbeit kritisch betrachtet und darauf aufbauend wird ein 
Ausblick auf weiterführende Forschungsfragen und Implementierungsarbeiten gegeben. 
8.1 Zusammenfassung 
Im Rahmen der Beschreibung der für die Arbeit benötigten Grundlagen wurde zunächst eine 
Einführung in modellbasiertes Geschäftsprozessmanagement und Serviceorientierung gege-
ben. Als konkrete Umsetzungstechnologie für eine serviceorientierte Architektur wurden 
Webservices anhand ihrer grundlegenden Konzepte erläutert. Im Anschluss daran wurden zum 
einen die Implementierung einer Geschäftsprozesssteuerung auf Basis einer SOA und zum 
anderen die Implementierung von Frontends für SOA-basierte Systeme beschrieben. Als mög-
liche Technologien wurden hier BPEL für die Umsetzung der Geschäftsprozesssteuerung und 
JavaServer Faces als Frontend-Technologie detailliert behandelt. Für die Realisierung von 
Frontends wurden weitere mögliche Technologien wie Microsofts .NET-Framework und 
Adobe Flex für die Realisierung von webbasierten Frontends aufgeführt. Als weitere Alterna-
tive für die Realisierung von Frontends wurden noch sogenannte Rich Client Applications auf 
Basis der Eclipse Rich Client Platform (RCP) kurz vorgestellt. 
Weiterhin wurden verschiedene verfügbare Methoden und Werkzeuge für eine modellbasierte 
Realisierung von Geschäftsprozessen beschrieben und gegenübergestellt. Dies umfasste Me-
thoden und Werkzeuge zur Modellierung von Geschäftsprozessen, Geschäftsobjekten und 
Abläufen in Frontends. Als allgemeiner Ansatz für eine modellgetriebene Realisierung von 
Softwarekomponenten wurde die Model Driven Architecture untersucht. 
Nach einer Einführung in die Grundlagen kollaborativer Arbeit wurden die speziellen Anfor-
derungen an Kollaboration bei der Softwareentwicklung auf Basis serviceorientierter Archi-
tekturen erläutert. Hierbei wurden insbesondere die Rahmenbedingungen bei verteilten Soft-
wareprojekten betrachtet. Auf Basis der gewonnenen Erkenntnisse wurden umzusetzende 
Anforderungen an eine kollaborative Softwareentwicklungsumgebung abgeleitet. Hierbei 
wurde festgestellt, dass der Einsatz formaler Beschreibungsmethoden und die Verwendung 
von Prototypen erforderlich sind, um durch eine möglichst exakte Beschreibung der Anforde-
rungen eine Unabhängigkeit von kulturellen und sprachlichen Unterschieden zu erreichen. 
Des Weiteren müssen die durch die räumliche Verteilung stark eingeschränkten natürlichen 
Kommunikations-, Koordinations- und Kooperationsmöglichkeiten durch eine kollaborative 
Softwareentwicklungsumgebung weitgehend kompensiert werden, indem den Benutzern – 
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möglichst aktiv – die im Kontext ihrer Aufgaben benötigten Informationen zur Verfügung 
gestellt werden. Eine kollaborative Softwareentwicklungsumgebung muss einerseits den ge-
nerellen Softwareentwicklungsprozess von der Analyse bis hin zum Betrieb und zur Wartung 
unterstützen. Andererseits müssen hierzu Querschnittsfunktionen wie Projektmanagement, 
Konfigurationsmanagement und Qualitätsmanagement durch die Umgebung bereitgestellt 
werden. Im Rahmen der diesbezüglich in der Arbeit durchgeführten Anforderungsevaluierung 
wurden sogenannte Kollaborationspunkte ermittelt, die Abhängigkeiten bei der Zusammenar-
beit verschiedener Gruppen im Rahmen der Realisierung von SOA-basierter Unternehmens-
software darstellen. 
Den Hauptteil der Arbeit bildet die Konzeption eines integrierten Modells, das alle für eine 
Modellierung eines umzusetzenden Anwendungssystems benötigten Aspekte in verschiedenen 
Teilmodellen für die abzubildenden Geschäftsprozesse, die zugehörige IT-basierte Geschäfts-
prozesssteuerung, die für die Interaktion mit den Benutzern benötigten Frontends und die 
Zusammenhänge dieser Teilmodelle für eine Unterstützung kollaborativer Softwareentwick-
lung beschreibt. Für die Beschreibung dynamischer Aspekte wurden durchgehend in allen 
Teilmodellen des Gesamtmodells XML-Netze verwendet. XML-Netze stellen als Variante von 
Petri-Netzen eine formale Beschreibungssprache dar und ermöglichen die Verarbeitung von 
XML-basierten Datenstrukturen. Dadurch sind sie für eine exakte Beschreibung von dynami-
schen Sachverhalten in umzusetzenden SOA-basierten Anwendungssystemen gut geeignet, da 
bereits bei der Modellierung existierende Services oder Beschreibungen von Services zuge-
ordnet werden können. Für die Beschreibung von Geschäftsprozessen wurden Geschäftspro-
zessnetze definiert. Die Geschäftsobjektmodellierung erfolgt durch eine Notation auf Basis 
einer Kombination von Konzepten aus verschiedenen Modellierungsansätzen, die als Ergän-
zung für XML-Netze zur Definition der zu verarbeitenden Geschäftsobjekte verwendet wer-
den kann. Zur Beschreibung einer IT-basierten Geschäftsprozesssteuerung wurden sogenannte 
Backend-Netze definiert, die eine plattformunabhängige Orchestrierung von IT Services er-
möglichen. Als technologiespezifisches Modell für die Geschäftsprozesssteuerung wurde die 
Ergänzung der Backend-Netze zu Webservice-Netzen beschrieben. Ein besonderer Fokus 
wurde in der vorliegenden Arbeit auf die Beschreibung der Frontends für die umzusetzenden 
Geschäftsprozesse gelegt, für die ein umfangreiches Frontend-Modell entwickelt wurde. Das 
vorgestellte Frontend-Modell enthält verschiedene Teilmodelle. Die Basis stellt hierzu das 
Teilmodell zur Definition der in den Frontends verwendeten Datenstrukturen bereit. Den Kern 
des Frontend-Modells bilden die Interaktionsnetze, mit denen die in Frontends umzusetzende 
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Interaktion zwischen Mensch und System in sogenannten Bereichen modelliert werden kann. 
Zur Berücksichtigung unterschiedlicher Arten von Endgeräten und der Festlegung einer be-
reichsübergreifenden Navigation wurden sogenannte Frontend-Netze definiert. Für die Defini-
tion technischer, jedoch nicht technologiespezifischer Abläufe in Frontends, wurden die Tech-
nischen Aktionsnetze eingeführt. Weitere Teilmodelle ermöglichen die Definition der Struktur 
der Bereiche und Seiten eines umzusetzenden Frontends. Teilmodelle zu Styles, Berechtigun-
gen und Personalisierung decken diese ebenfalls für Frontends zu definierenden Aspekte ab. 
Auch die technologiespezifischen Aspekte werden in separaten Teilmodellen behandelt, die 
sich in Abhängigkeit der verwendeten Technologie deutlich unterscheiden können. 
Im Anschluss an die Konzeption des integrierten Modells zur Definition einer auf Basis einer 
SOA umzusetzenden Unternehmenssoftware wurden Möglichkeiten beschrieben, wie die 
Teilmodelle zur Transformation in entsprechende Softwarekomponenten durch die Realisie-
rung von Softwaregeneratoren genutzt werden können. Diesbezüglich wurden die Regeln für 
die Transformation von Webservice-Netzen in BPEL zur Umsetzung einer technischen Reali-
sierung der Geschäftsprozesssteuerung beschrieben. Weiterhin wurden die Konzepte und die 
Architektur eines Frontend-Generator-Frameworks für die Transformation des Frontend-
Modells entwickelt. Am Beispiel von JavaServer Faces als konkrete technische Umsetzung 
von Frontends wurde der technologiespezifische Teil des Frontend-Generator-Frameworks 
erläutert. 
Zur Unterstützung von Kollaboration im Rahmen der Realisierung von Geschäftsprozessen 
wurde ein Informationsnetz entwickelt, das für die Umsetzung eines Repositorys einer kolla-
borativen Softwareentwicklungsumgebung genutzt werden kann. Hierzu wurde das in dieser 
Arbeit entwickelte integrierte Modell zur Definition einer umzusetzenden SOA-basierten 
Unternehmenssoftware zunächst als zusammenhängendes Objektmodell dargestellt und dann 
um ein allgemeines Artefaktmanagement ergänzt. In einem weiteren Schritt wurde das Infor-
mationsnetz um Entitätstypen zur Kollaboration erweitert, welche die formale Beschreibung 
der umzusetzenden SOA-basierten Unternehmenssoftware und das Artefaktmanagement mit 
den für Kooperation, Koordination, Kommunikation und Awareness benötigen Informationen 
anreichert. Abschließend wurden die verschiedenen Nutzungsmöglichkeiten auf Basis des 
Informationsnetzes beschrieben. Dies umfasste Sperrmechanismen, automatisierte Änderun-
gen, direkte und indirekte Kommunikation, Wissensmanagement, Koordination und 
Awareness. An den im Rahmen der Arbeit identifizierten Kollaborationspunkten wurde die 
konkrete Nutzung des Informationsnetzes anhand von Szenarien erläutert. 
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8.2 Kritische Betrachtung der Ergebnisse 
Im Rahmen des entwickelten Ansatzes wurden verschiedene Ergebnisse erzielt. Nachfolgend 
werden diese Ergebnisse bzgl. Einsatzmöglichkeiten und Grenzen kritisch betrachtet: 
 Es wurde ein Objektmodell zur Modellierung von Geschäftsobjektstrukturen für XML-
Netze durch eine Kombination spezieller Konzepte der bestehenden Ansätze AOM, ER- 
bzw. EER-Modellierung und UML beschrieben. Für die Modellierung von Geschäftsob-
jektstrukturen für XML-Netze ist die Definition komplexer hierarchischer Objekte erfor-
derlich, die in XML Schema abgebildet werden können. Das auf Basis der kombinierten 
Konzepte entwickelte Objektmodell stellt für eine XML-Netz-basierte Geschäftsprozess-
modellierung eine geeignete Form dar, da neben der Definition einfacher Objekte in Form 
von Entitätstypen auch die hierarchische Definition von komplexen Objekten in Form von 
Aggregationstypen ermöglicht wird. Durch die Nutzung bekannter Darstellungsformen 
aus ER-Modellierung, EER-Modellierung und UML können Beziehungen mit 
Kardinalitäten und Vererbungen modelliert werden. Trotz der engen Anlehnung an XML 
Schema und der direkten Abbildungsmöglichkeiten ist das Objektmodell aufgrund der 
überschaubaren Anzahl an Konzepten und der anschaulichen graphischen Darstellung 
auch für Key User aus dem Fachbereich geeignet. Das Objektmodell stellt zwar eine ein-
geschränkte graphische Notation für XML Schema dar, ermöglicht jedoch die Definition 
von Objektstrukturen in einer für einen Fachbereich verständlichen Form, die in XML 
Schema transformiert und mit XML-Schema-Editoren weiter bearbeitet werden können. 
Ein entsprechender Editor für die Objektmodellierung wurde prototypisch im Rahmen von 
[Web09] umgesetzt. Die hierbei realisierten Funktionen wurden in das BPM-Werkzeug 
Horus [Hor11] eingebunden. 
 Weiterhin wurde ein Konzept zur Modellierung von Anforderungen für die Umsetzung 
von Geschäftsprozessen auf Basis einer SOA erstellt. Hierbei wird die technologieunab-
hängige Definition von Geschäftsprozessen aufgeteilt in ein Geschäftsprozessmodell zur 
Definition der fachlichen Geschäftsprozesse, ein Backend-Modell zur Definition der Ge-
schäftsprozesssteuerung und ein Frontend-Modell zur Definition der für die 
Mensch/System-Interaktion benötigten Frontends. Für technologiespezifische Aspekte 
sind separate Modelle – angelehnt an die jeweilige Technologie – vorgesehen. Ein Bei-
spiel für ein technologiespezifisches Modell stellen die in der Arbeit beschriebenen Web-
service-Netze dar. Ein zentraler Vorteil dieser Aufteilung liegt in der Zuordnungsmöglich-
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keit der Modelltypen zu speziellen Gruppen, die über entsprechendes Know-how verfü-
gen, um die einzelnen Modelle zu erstellen. Durch die Aufteilung zwischen Geschäftspro-
zessmodell und Backend-Modell wird einerseits klar zwischen fachlichem Ablauf und 
technischem Hintergrundprozess getrennt. Dadurch können die verschiedenen Aspekte für 
eine Bearbeitung durch eine Fachbereichsgruppe und eine IT-Gruppe getrennt zugewiesen 
und bearbeitet werden. Andererseits sind Verknüpfungen zwischen den Modelltypen durch 
die Vorgaben des integrierten Modells vorhanden, so dass diese Abhängigkeiten für eine 
kollaborative Arbeit genutzt werden können. Dasselbe gilt für die Betrachtung von Ge-
schäftsprozessmodell und Frontend-Modell, die zwar zusammenhängen, jedoch separat 
modelliert werden können. 
 Zur Definition der Frontends wurde im Rahmen der Arbeit ein XML-Netz-basiertes Mo-
dell entwickelt. Hierbei wurden mehrere Teilmodelle definiert, die es ermöglichen, ein 
Frontend auf Basis der Teilmodelle so zu beschreiben, dass ein entsprechend funktionales 
Frontend auf Basis dieses Modells generiert werden kann. Das Frontend-Modell stellt um-
fassende Modellierungsmöglichkeiten zur Verfügung, um die Anforderungen an umzuset-
zende Frontends für Geschäftsprozesse zu definieren. Die Modellierung von Dynamik er-
folgt hier – wie auch bei den Geschäftsprozessmodellen und den Backend-Modellen – mit 
XML-Netzen, so dass hier ein durchgängiges Grundkonzept genutzt wird. Innerhalb des 
Frontend-Modells wurden Interaktionsnetze, Frontend-Netze und Technische Aktionsnet-
ze auf Basis von XML-Netzen mit den jeweils entsprechenden Erweiterungen definiert. 
Für die benötigten strukturellen Beschreibungen wurden entsprechende Strukturmodelle 
konzipiert, die auf dem eingeführten Objektmodell basieren oder in XML-Dokumenten 
abgelegt werden können. Konzepte für die Definition von Berechtigungen, Personalisie-
rung und Layout wurden ebenfalls in Form von entsprechenden Teilmodellen berücksich-
tigt. Auch beim Frontend-Modell wurde – wie beim Backend-Modell – eine Trennung in 
technologieunabhängige Aspekte und technologiespezifische Aspekte durch separate 
Teilmodelle vorgenommen.  
 Neben der Beschreibung der Transformation von Webservice-Netzen in BPEL zur Reali-
sierung der Geschäftsprozesssteuerung wurden eine Konzeption und ein Entwurf für ein 
Frontend-Generator-Framework auf Basis des Frontend-Modells durchgeführt. Der An-
spruch ist hierbei nicht die Umsetzung eines zu 100% generierten Anwendungssystems, 
sondern zum einen die Generierung von Prototypen zu einem möglichst frühen Zeitpunkt 
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im Projekt, um dem Fachbereich bereits im Rahmen einer Anforderungsanalyse Teile ei-
nes Systems prototypisch präsentieren zu können. Zum anderen soll die Generierung für 
die Realisierung der tatsächlich umzusetzenden Softwarekomponenten durch die Entwick-
ler die Struktur des Anwendungssystems und die Funktionen, die aus den Modellen 
ermittelbar sind, möglichst vollständig erzeugen. Dies reduziert Fehlerquellen und ge-
währleistet durch die Einheitlichkeit von generiertem Programmcode eine bessere Wart-
barkeit. Da die Transformationen jedoch nahezu immer mit einem Informationsverlust 
verbunden sind, werden diese im vorgestellten Ansatz als Mechanismus zur Beschleuni-
gung der Realisierung von Softwarekomponenten in einer kollaborativen Umgebung ver-
wendet. Die Transformationen können jedoch nicht die kompletten Entwicklungstätigkei-
ten bei der Erstellung von Unternehmenssoftware ersetzen.  
 Die Konzeption eines Informationsnetzes zur Unterstützung kollaborativer Softwareent-
wicklung stellt neben der Entwicklung des integrierten Modells ein weiteres zentrales Er-
gebnis dar. Hierzu wurde das integrierte Modell zur Definition von Anforderungen für die 
Umsetzung von Geschäftsprozessen auf Basis einer SOA um Entitätstypen für ein 
Artefaktmanagement und die für Kollaboration benötigte Informationsstruktur erweitert. 
Durch die Berücksichtigung aller Teilmodelle mit ihren jeweiligen Modellkomponenten 
können auch deren Beziehungen zu Artefaktentitäten und Kollaborationsentitäten abgebil-
det werden. Das Informationsnetz wurde als Objektmodell in der im Rahmen dieser Arbeit 
definierten Notation beschrieben und kann durch die vorgenommene Strukturierung zum 
Aufbau eines Repositorys für eine integrierte kollaborative Softwareentwicklungsumge-
bung genutzt werden. 
Durch die verschiedenen Teilmodelle zur Definition von Anforderungen für die Umsetzung 
von Geschäftsprozessen auf Basis einer SOA und der Berücksichtigung der Zusammenhänge 
zwischen den Teilmodellen bereits während der Modellierung wurde ein integrierter Ansatz 
entwickelt. Die durchgängige Nutzung von XML-Netzen für die dynamischen Aspekte und 
die Nutzung von XML-basierten Formaten für die Ablage von statischen Aspekten ermöglicht 
eine exakte Beschreibung eines umzusetzenden Systems entsprechend der in den Teilmodel-
len definierten Anforderungen. Der Ansatz setzt jedoch das Vorhandensein oder die separate 
Realisierung und Bereitstellung von IT Services voraus, die in die einzelnen Teilmodelle ent-
sprechend der Definitionen in dieser Arbeit eingebunden werden müssen. Im Gegensatz zu 
einem rein modellgetriebenen Ansatz wird hier auch die Entwicklung von Softwarekompo-
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nenten berücksichtigt, die dann jedoch auf Basis des zugrundeliegenden Modells kollaborativ 
unterstützt erfolgen kann. Da durch die Verwendung von XML-Netzen für alle dynamischen 
Aspekte im integrierten Modell eine einheitliche Ausführungsregel – die Schaltregel von hö-
heren Petri-Netzen – auf allen Ebenen bereitgestellt wird, können auf Basis des Modells 
durchgängige Simulationen mit den gleichen Basiskonzepten definiert und durchgeführt wer-
den. Durch diese Eigenschaft des Ansatzes ist das Modell auch für die Generierung von inte-
grierten Tests, d.h. der Erstellung und Ausführung von Testszenarien geeignet, welche die 
Abläufe in den Frontends mit den Abläufen in der Geschäftsprozesssteuerung im Zusammen-
hang betrachten. 
Ein zentraler Unterschied zu herkömmlichen Ansätzen liegt darin, dass ausgehend von der 
Geschäftsprozessmodellierung alle weiteren relevanten Aspekte zur Umsetzung einer SOA-
basierte Unternehmenssoftware inklusive der Frontends durch ein zusammenhängendes Mo-
dell beschrieben werden können. Darüber hinaus wird durch das Informationsnetz eine Basis 
für kollaboratives Arbeiten bereitgestellt, bei der alle Informationen, die im Rahmen des kol-
laborativen Arbeitens anfallen, dem jeweiligen Artefakt zugeordnet werden können. Hierbei 
ergeben sich durch die beschriebenen Zusammenhänge unterschiedlichste Möglichkeiten der 
Kollaborationsunterstützung, die ohne das Gesamtmodell nicht in der in Kapitel 7 beschriebe-
nen teilweise automatisierten Art und Weise möglich wären. Die hierzu benötigten Zusam-
menhänge zwischen den Teilmodellen ergeben sich größtenteils direkt aus der Vorgehenswei-
se bei der Modellierung. Im vorgestellten Ansatz werden die Modellierung von 
umzusetzender Unternehmenssoftware, die Transformation von Modellen bzw. die Generie-
rung und Entwicklung von Softwarekomponenten und die Unterstützung kollaborativer Arbeit 
in integrierter Form betrachtet. 
Der Ansatz – bestehend aus integriertem Gesamtmodell, Transformationsmechanismen bzw. 
Softwaregeneratoren und dem Informationsnetz – hat jedoch auch Einschränkungen. So kann 
durch den bei den Transformationen auftretenden Informationsverlust eine Komplettgenerie-
rung einer Unternehmenssoftware auf Basis des vorgestellten Modells nicht erreicht werden. 
Weiterhin ist durch die Vielzahl an verschiedenen Frontend-Technologien und Typen von 
Endgeräten auch die Realisierung entsprechend vieler Transformationsmechanismen erforder-
lich. Bezüglich der Analyse des Gesamtmodells müssen noch Forschungsarbeiten durchge-
führt werden. Für die einzelnen Netze können zwar die Analysemethoden für XML-Netze 
[Len03] angewandt werden, jedoch sind noch übergreifende Analysemethoden zur Untersu-
chung der Zusammenhänge zu entwickeln. 
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8.3 Ausblick 
Bei den in der vorliegenden Arbeit entwickelten Grundlagen für eine integrierte Modellierung 
von Anforderungen für die Umsetzung von Geschäftsprozessen auf Basis einer SOA sind 
noch die folgenden weiterführenden Problemstellungen zu betrachten:  
 Beim Frontend-Modell wurde ein grobes Berechtigungs- und Personalisierungskonzept 
skizziert. Hierzu sollten entsprechende Detailkonzepte für mögliche Berechtigungen und 
Personalisierungsfunktionen entwickelt werden. 
 Für weitere Frontend-Technologien wie .NET, Adobe Flex oder Eclipse Rich Client sind 
entsprechende technologiespezifische Teilmodelle inklusive der Verbindung zu den tech-
nologieunabhängigen Teilmodellen zu erarbeiten. Auf Basis dieser weiteren technologie-
spezifischen Teilmodelle könnten – der jeweiligen Technologie entsprechend – zusätzliche 
Generatoren konzipiert und entwickelt werden. 
 Der vorgestellte Ansatz enthält die Beschreibung und die prototypische Umsetzung einer 
Transformation der Geschäftsprozesssteuerung in BPEL. Für das Geschäftsprozessmodell 
und das Backend-Modell wäre auch eine Transformation in BPMN sinnvoll. Dies kann 
zum einen dazu dienen, die mit Geschäftsprozessnetzen und Backend-Netzen modellierten 
Sachverhalte Anwendern zur Verfügung zu stellen, die mit BPMN vertraut sind. Zum an-
deren ist die zunehmende Bedeutung von BPMN als Ausführungssprache ein weiterer As-
pekt, der in Form von entsprechenden Transformationen berücksichtigt werden sollte. 
Auf Basis der in der Arbeit beschriebenen Nutzungsmöglichkeiten des für die Kollaboration 
entwickelten Informationsnetzes ergeben sich noch die folgenden weiterführenden Problem-
stellungen: 
 Es wurden Modellierungskonzepte, Prototypen für Softwaregeneratoren und ein zusam-
menhängendes Informationsnetz für die Unterstützung einer kollaborativen Realisierung 
von Geschäftsprozessen auf SOA-Basis bereitgestellt. Auf Basis dieser Ergebnisse sollte 
in einem weiteren Schritt eine integrierte kollaborative Modellierungs- und Entwicklungs-
umgebung für Unternehmenssoftware realisiert werden. 
 Die Konzeption und Umsetzung automatisierter Tests auf Basis des integrierten Modells 
und des Informationsnetzes stellt ein weiteres Forschungsthema dar. Hierbei sollten einer-
seits die durch die Teilmodelle und deren Verknüpfungen bereitgestellten Mechanismen, 
wie z.B. die Schaltregeln für die entsprechenden XML-Netze, berücksichtigt werden. An-
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dererseits sollten auch die Möglichkeiten der Kollaborationsunterstützung bei der Test-
durchführung durch das Informationsnetz untersucht werden.  
 Ein weiteres Thema stellt die Konzeption und Implementierung von Regeln für eine Au-
tomatisierung von Kollaborationsfunktionen auf Basis des Informationsnetzes dar. Eine 
wesentliche Voraussetzung ist hierzu jedoch, dass Analysemethoden für das gesamte In-
formationsnetz konzipiert und entwickelt werden. 
Viele Funktionen der im Rahmen dieser Arbeit realisierten Softwareprototypen wurden bei 
der Entwicklung des BPM-Werkzeugs Horus verwendet und weiterentwickelt. Horus wird in 
Zusammenarbeit des Instituts für Angewandte Informatik des Karlsruher Instituts für Techno-
logie (KIT) mit dem Forschungszentrums für Informatik (FZI) und der PROMATIS software 
GmbH entwickelt [Hor11]. Ein weiterer Ausbau auf Basis der in der Arbeit entwickelten Kon-
zepte ist geplant. 
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Die Realisierung von Geschäftsprozessen erfolgt im Rahmen moderner Unterneh­
menssoftware in der Regel auf Basis serviceorientierter Architekturen. Hierzu 
müssen Anforderungen von den Fachbereichen aufgenommen, die einzelnen 
Services bereitgestellt und die Geschäftsprozesse durch Implementierung einer 
Prozesssteuerung und den dazugehörigen Frontends, d.h. den Benutzerschnitt­
stellen, systemtechnisch umgesetzt werden. Bei einer solchen umfassenden Rea ­
lisierung sind Teammitglieder in unterschiedlichen Bereichen und Ebenen mit 
speziellen Kenntnissen erforderlich, welche die jeweils erforderlichen Artefakte 
erstellen. Die Arbeit beschreibt einen neuen XML­Netz­basierten Ansatz zur Un­
terstützung einer kollaborativen Realisierung von SOA­basierter Unternehmens­
software. Dieser enthält eine integrierte formale Modellierung der verschiedenen 
Aspekte und ermöglicht durch die Orientierung an XML­Strukturen eine Transfor­
mation in verschiedene Zieltechnologien. In einem Informationsnetz zur Unter­
stützung von Kollaboration werden insbesondere die Abhängigkeiten zwischen 
den modellierten Aspekten und die für ein kollaboratives Bearbeiten der in einem 
SOA­Entwicklungsprojekt anfallenden Artefakte benötigten Informationen be­
rücksichtigt.
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