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Abstrakt
Cílem mé bakalárˇské práce bylo navrhnout a implementovat univerzální rozhraní pro
RGB LED panel, založené na pocˇítacˇi Raspberry Pi, a jeho integrovaném rozhraní SPI.
Tato práce popisuje LED panel, jeho ovládání pomocí multiplexovaného rozhraní SPI
a zpu˚sob kterým jsem vybral pro zobrazování standardních datových formátu˚.
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Abstract
The aim of my thesis was to design and implement a universal interface for RGB LED
board, using computer Raspberry Pi, and his integrated SPI interface. This paper de-
scribes the LED board, control it using multiplexed SPI interface and the way we’ve cho-
sen to display standard data formats.
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Seznam použitých zkratek a symbolu˚
SPI – Serial Peripheral Interface
CLK,CK – Clock
SD – Serial Data
LED – Light-Emitting Diode
RGB – Red Blue Green
BGR – Green Blue Red
PNG – Portable Network Graphics
MPEG – Moving Picture Experts Group
IO – Integrovaný Obvod
GPIO – General-Purpose Input/Output
RAM – Random-Access Memory
UART – Universal Asynchronous Receiver/Transmitter
MOSI – Master Out Slave In
MISO – Master In Slave Out
CS – Chip Select
LAN – Local Area Network
HDMI – High-Definition Multimedia Interface
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51 Úvod
V dnešní dobeˇ je reklama všude tam, kam se jen podíváme. Neˇkterˇí lidé ji obdivují, neˇ-
kterˇí zase nesnášejí. Pravdou ale zu˚stává, že je velice du˚ležitá. Všichni obchodníci stále
hledají nové zpu˚soby, jak upozornit na své produkty nebo služby. Poslední dobou zacˇí-
nají nahrazovat ve meˇstech klasické veliké plakátovací plochy práveˇ reklamní LED pa-
nely.
A tak tedy v rámci propagace Fakulty elektroniky a informatiky, na dny otevrˇených
dverˇí ve škole a ru˚zné další prˇíležitosti se rozhodl pan Ing. David Seidl, Ph.D. a pan
Ing. Petr Olivka, Ph.D. sestrojit prˇenosnou verzi reklamního panelu.
Cílem mé práce je popsat tento LED panel, princip ovládání jednotlivých pixelu po-
mocí multiplexovaného rozhraní SPI, sestrojit a oveˇrˇit funkcˇnost hardwarového modulu
jehož princip navrhl pan Ing. David Seidl, Ph.D., dále vytvorˇení programu pro zobrazo-
vání multimediálních dat na panelu pomocí tohoto modulu a jednodeskového pocˇítacˇe
Raspberry Pi.
62 Popis LED panelu a principu ovládání
V této kapitole je popsáno standardní SPI rozhraní a beˇžné principy komunikace na této
sbeˇrnici, popis využití SPI prˇi ovládání RGB LED pásku a princip funkce hardwarového
modulu a zpu˚sob konstrukce panelu a jeho napájení el. energií.
2.1 Popis rozhraní SPI
SPI je standardní sériové periferní rozhraní. Používá se beˇžneˇ k full-duplex synchronní
komunikaci mezi rˇídícími mikroprocesory a dalšími IO (A/D prˇevodníky, digitální dis-
pleje, EEPROM pameˇti,... ). Rozhraní je schopné pracovat na pomeˇrneˇ vysokých frekven-
cích, rˇádoveˇ desítky MHz.
Full-duplex komunikace znamená, že vysílat data na sbeˇrnici mu˚žou v jeden cˇa-
sový interval obeˇ strany zárovenˇ, jednu stranu nazýváme jako SPI Master (nejcˇasteˇji tuto
stranu zastupuje mikroprocesor) a druhou SPI Slave (display, pameˇt’, atd.).
2.1.1 Zarˇízení SPI Master
Pokud je zarˇízení ve funkci SPI Master, znamená to pro neˇj:
• rˇídí komunikaci pomocí hodinového signálu (CLK, neˇkdy oznacˇován také jako
SCLK)
• urcˇuje pomocí Chip Select, se kterým zarˇízení na sbeˇrnici bude komunikovat v prˇí-
padeˇ, že máme na sbeˇrnici více zarˇízení
2.1.2 Zarˇízení SPI Slave
Pokud je zarˇízení ve funkci SPI Slave, znamená to pro neˇj:
• podrˇizuje se straneˇ Master
• vysílá data podle hodinového signálu, pokud je aktivován pomocí výstupu CS
2.1.3 Pru˚beˇh beˇžné komunikace na sbeˇrnici
Používají se zde ke komunikaci pouze cˇtyrˇi vodicˇe, a to:
• CLK - (Clock) hodinový signál pro komunikaci
• MOSI (Master Out Slave In) - Master zde vysílá data, Slave je prˇijímá
• MISO (Master In Slave Out) - Master zde prˇijímá data, Slave je vysílá
• CS (Chip Select, výrobce Raspberry Pi jej nazývá jako CE - Chip Enable) - pro vý-
beˇr/aktivaci zarˇízení, se kterým chceme komunikovat
7Obrázek 1: Signály SPI sbeˇrnice
Pro zacˇátek komunikace nastaví Master na svém CS výstupu logickou 0 na zarˇízení,
se kterým chce komunikovat, cˇímž vlastneˇ provede výbeˇr zarˇízení, pokud je jich prˇi-
pojeno více na jednu sbeˇrnici. Poté zacˇne generovat na výstupu hodinový signál CLK
a v té chvíli zacˇnou obeˇ zarˇízení vysílat svá data, prˇicˇemž MOSI pu˚sobí vždy jako Master
výstup, který data vysílá na sbeˇrnici, a Slave je prˇijímá. MISO je pak práveˇ naopak, tedy
Master in, ten data prˇijímá a Slave out odesílá.
Po vyslání dat zarˇízení Master mu˚že komunikace dále pokracˇovat:
• bud’ Master dále dodává hodinový signál a hodnota CS se nemeˇní
• nebo mu˚že být komunikace ukoncˇena, tedy Master prˇestane vysílat hodinový sig-
nál a nastaví CS do logické 1
Délka vysílaných dat na sbeˇrnici je typicky 8-bitové slovo. V programovacím jazyku
C a C++ mu˚žeme pro toto slovo využít deklarace promeˇnné jako char nebo poprˇípadeˇ
u_int8.
Mimo full-duplex jsou další typy komunikace half-duplex a simplex. Half-duplex
znamená, že na sbeˇrnici mu˚že data vysílat pouze jedno zarˇízení, v jeden cˇasový inter-
val, a tedy až po dokoncˇení prˇenosu mu˚že data vysílat druhé zarˇízení. Komunikace typu
simplex znamená, že data vysílá pouze jedno zarˇízení a ostatní pouze naslouchají a nikdy
žádná data nevysílají.
V našem prˇípadeˇ budeme používat pouze simplex komunikaci. Raspberry Pi bude
data vysílat na sbeˇrnici, ale prˇijímat již nic nebude potrˇeba.
Velikou výhodou této sbeˇrnice je její pomeˇrneˇ snadná implementace, a to jak hardwa-
rová, tak i softwarová.
82.2 Popis a ovládání RGB LED pásku
LED pásky, ze kterých je sestaven panel, se prodávají po metrech prˇípadneˇ po 5 metrech
namotaných na cívce. Na délku jednoho metru pásku vychází 32 pixelu˚. Pásek tedy lze
prodlužovat, nebo zkracovat podle potrˇeby. Pro zkracování postacˇí prˇestrˇihnout pásek
na cˇerné deˇlící cˇárˇe, která je mezi pájecími body. Pro prodloužení pásku je pak potrˇeba
propojit kontakty, tedy prohrˇát pájecí body a prolít cínem.
Obrázek 2: Pixel LED pásku
Pájecí body jsou na jedné straneˇ oznacˇeny IN, to je vstupní strana. Do vstupní strany
vždy musí prˇicházet na bod CK (Clock) hodinový signál a na SD (Serial Data) datový
signál. Je tedy du˚ležité prˇi napojování pásku zachovávat, aby vždy strana oznacˇená jako
IN byla prˇipojena na stranu oznacˇenou OUT, jinak zapojení nebude fungovat. Jednotlivé
pájecí body jsou pak oznacˇeny jako:
• 5V - slouží k napájení IO a LED a je prˇechody mezi pájecími body propojen v celé
délce pásku
• CK (Clock) - slouží pro vstup hodinového signálu
• SD (Serial Data) - slouží jako datový vstup do pixelu
• GND - slouží jako zem pro napájení a je také propojen v celé délce pásku
Jednotlivé pixely jsou mezi sebou na pásku propojeny sérioveˇ. Každý jednotlivý pixel
se pak skládá ze šesti soucˇástek:
• Integrovaného obvodu WS2801
• Trˇíbarevné LED 5050
• 3x rezistoru˚
• 1x kondenzátoru
A samotné zapojení teˇchto soucˇástek pak vychází ze schéma navrženého od výrobce
IO WS2801. Je zde použita trˇíbarevná LED 5050 v zapojení se spolecˇnou anodou a IO
WS2801 pak podle dat, které obdrží na svém vstupu, rˇídí stmívání jednotlivých složek
barev RGB pomocí 3-kanálové PWM (pulzneˇ-šírˇkové modulace).
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Integrovaný obvod WS2801 na svu˚j vstup obdrží z SPI sbeˇrnice trˇi slova, tedy sek-
vence logických stavu˚ 0 a 1. Každá tato sekvence má délku osmi bitu˚, každé slovo tak
mu˚že nabývat hodnotu 0 až 255. Podle teˇchto trˇí slov nastaví IO pomocí svého výstupu
intenzitu svitu pro jednotlivé složky RGB barvy. První obdržené slovo je tedy intenzita
svitu modré barvy, druhé slovo urcˇuje intenzitu svitu zelené barvy a trˇetí slovo je pro
cˇervenou barvu.
Tyto integrované obvody jsou pak na pásku propojeny sérioveˇ. Jakmile první obvod
v rˇadeˇ prˇíjme trˇi slova, tak na další již nereaguje, pouze je prˇeposílá dále až do toho oka-
mžiku, dokud se neprˇeruší hodinový signál. Po prˇerušení hodinového signálu zu˚stává na
výstupu IO nastavená intenzita svitu pro pixel, ale integrovaný obvod je opeˇt ve stavu,
kdy prˇijme trˇi slova a další prˇeposílá dále.
2.3 Popis panelu
Konstrukce panelu byla uzpu˚sobena k tomu, aby byl panel bez veˇtších obtíží skladný
a prˇenosný. 1
2.3.1 Konstrukce panelu
Jako plátno bylo použito silneˇjší linoleum, které je cˇástecˇneˇ ohebné, ale hlavneˇ dosta-
tecˇneˇ pevné a odolné. Pro uchycení je na vrchní straneˇ prˇichycen hliníkový profil, a ten
je uchycen na obou koncích šrouby k nastavitelným stojanu˚m na reproduktory, které za-
jišt’ují dostatecˇnou stabilitu.
Na plátno jsou již pak horizontálneˇ prˇilepeny pásky s RGB LED. Na výšku je na pa-
nelu 36 rˇad pásku˚ a na každém pásku je 64 LED. Ve výsledku máme tedy 2 304 pixelu
a rozlišení 64 x 36.
1Konstrukce panelu byla dodána vedoucím práce.
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Obrázek 4: Panel se stojany
Vzhledem k využití panelu pro zobrazování multimediálních dat byl zvolen dnešní
pomyslný standard pomeˇru stran, a to 16:9. Tento pomeˇr byl rozšírˇen na výšku i na šírˇku
4 krát a z neˇj vyplývá rozlišení 64 x 36. Roztecˇ jednotlivých LED je pak 3 cm v horizon-
tálním i vertikálním smeˇru.
2.3.2 Propojení pásku˚ LED
Poznámka 2.1 V prvním návrhu zapojení bylo tedy všech 36 rˇad pásku˚ propojeno séri-
oveˇ, zapojení bylo v porˇádku a funkcˇní, avšak prˇi nastavení vyšší prˇenosové rychlosti
na sbeˇrnici docházelo k výpadku˚m u posledních rˇad. Poslední rˇady zobrazovaly ná-
hodná nebo žádná data. Docházelo vlivem nedokonalosti soucˇástek a vodicˇu˚ k fázovému
posuvu mezi signály hodin a dat. Rˇešením tedy bylo ponechat nižší rychlost na sbeˇrnici,
a tím tedy zpomalit vykreslování obrazcu˚, což ale není vhodné pro animace. Další mož-
ností bylo rozdeˇlit rˇady na pomyslné segmenty.
Aby na sbeˇrnici bylo dosaženo vyšší prˇenosové rychlosti, je tedy nutné pásky rozdeˇlit do
skupin neboli segmentu˚. Na plátnu jsou tudíž pásky zapojeny po cˇtyrˇech rˇadách a roz-
deˇleny do devíti segmentu˚. Signálové vodicˇe ze vstupu dat jednotlivých segmentu˚ jsou
pak již prˇipojeny k hardwarovému modulu, který rˇeší práveˇ výbeˇr segmentu, do neˇhož
se mají data posílat.
K prˇenosu informace po sbeˇrnici se zde využívají dva vodicˇe, jeden datový a druhý
pro signál hodin. U zapojení jednotlivých segmentu˚ se využívá vlastnosti, že pokud
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na pixel prˇichází pouze data a nikoliv hodinový signál, tak integrovaný obvod WS2801
nereaguje, tedy nemeˇní žádným zpu˚sobem svu˚j výstup. Datový vodicˇ je proto propo-
jen mezi všemi segmenty na panelu a hodinový signál se posílá pomocí hardwarového
prˇepínacˇe pouze do segmentu, který má být prˇekreslen.
Obrázek 5: Ukázka zapojení dvou segmentu a hardwarového modulu
2.4 Hardwarový modul prˇepínání
Principiální funkcˇnost modulu pro multiplexované rozhraní SPI byla navržena panem
Ing. Davidem Seidlem, Ph,D., my jsme pak s kolegou Josefem Holišem nakreslili schéma
zapojení, navrhli desku plošných spoju˚ a následneˇ celou funkci oveˇrˇili v praxi na LED
panelu.
Multiplexování je název pro proces, kdy se sdružuje více ru˚znorodých signálu˚ do jed-
noho. V tomto zapojení dochází k demultiplexování, tedy rozdeˇlení multiplexovaného
hodinového signálu sbeˇrnice pro jednotlivé segmenty panelu.
V navrženém zapojení hardwarového modulu na prˇepínání vykreslovaného segmentu
využíváme cˇást sbeˇrnice SPI. Jde o cˇást z toho du˚vodu, že panel neprovádí žádnou signa-
lizaci, tudíž odpadá využití signálu MISO (Master In Slave Out). K rˇízení celého panelu
tedy postacˇí pouze datový výstup (MOSI), hodinový výstup (CLK) a signál Chip Select
(CS).
Modul má výhodu, že pro jeho použití není zapotrˇebí žádný pomocný signál a vystacˇí
si pouze se standardní sbeˇrnici SPI. Pro samotné prˇepínání segmentu˚ se využívá signálu
Chip Select, který prˇi každém zápisu dat na sbeˇrnici vykoná impuls, tedy zmeˇní svu˚j
stav prˇi zacˇátku prˇenosu na logickou 0. Po dokoncˇení komunikace na sbeˇrnici svu˚j stav
nastaví zpátky na logickou 1.
Díky této vlastnosti sbeˇrnice mohl vzniknout jednoduchý modul pro ovládání panelu
za pomocí 3 integrovaných obvodu a páru dalších soucˇástek.
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2.4.1 Soucˇástky, ze kterých je modul sestaven:
• IC1 - cˇasovacˇ NE555
• IC2 - 4-bitový binární cˇítacˇ 74HC93
• IC3 - dekodér 1 z 16 74HCT5414N
• tranzistory pro zesílení a invertování vstupních signálu˚
• další pomocné a kondenzátory, usmeˇrnˇovací diody a rezistory
Na desce plošných spoju˚ jsou pak k dispozici dva konektory, jeden slouží jako vstupní
(oznacˇen jako PI, FTDI) a druhý jako výstupní (OUT). Vstupní konektor tedy slouží
pro prˇipojení na SPI sbeˇrnici pocˇítacˇe Raspberry Pi. Druhý, výstupní konektor je urcˇen
pro prˇipojení LED panelu.
Poznámka 2.2 Beˇhem vývoje prˇibyla mezi LED panel a hardwarový prˇepínacˇ ješteˇ jedna
DPS.1 Na ní se nachází dva integrované obvody 74HCT541, které mají integrované ope-
racˇní zesilovacˇe v neinvertujícím zapojení. Jejich funkcí je posílení signálu sbeˇrnice a cˇás-
tecˇná ochrana proti zkratu a možnému vyššímu napeˇtí na panelu nebo na DPS prˇepínacˇe.
2.4.2 Popis vstupního konektoru modulu
Vstupní konektor se skládá z peˇti pinu˚:
• +5V pro napájení (tento vývod využívám k napájení pocˇítacˇe Raspberry Pi)
• CLK vstup pro hodinový signál sbeˇrnice SPI
• GND pro uzemneˇní
• CS vstup pro signálu Chip Select sbeˇrnice SPI
• DATA pro vstup dat sbeˇrnice SPI
Poznámka 2.3 Prˇi použití pinu +5V k napájení Raspberry Pi je nutné, aby výstupní na-
peˇtí na zdrojích bylo nastaveno co nejblíž hodnoteˇ 5V. Pokud je nastaveno nižší napeˇtí,
mohou prˇestat fungovat periferie prˇipojené do USB portu pocˇítacˇe Raspberry Pi. V mém
prˇípadeˇ tak prˇestávala reagovat optická USB myš.
1Tato DPS byla navržena panem Ing. Petrem Olivkou, Ph.D.
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2.4.3 Popis výstupního konektoru modulu
Výstupní konektor se pak skládá z 13 pinu˚ a prˇipojuje se již k ochranné desce plošných
spoju˚ na panelu:
• zdvojená zem (GND) pro propojení a vzájemné uzemneˇní
• +5V pro napájení DPS z panelu
• 9 pinu˚ C8 až C0 jako výstupy hodin pro každý jednotlivý segment
• DATA pro výstup dat na panel
2.4.4 Popis funkce zapojení
Bezprostrˇedneˇ za vstupním konektorem jsou za piny pro hodinový, datový, a Chip Se-
lect signál umísteˇny rezistory R5, R6 a R7 v rámci jednoduché ochrany. Slouží k ochraneˇ
výstupu sbeˇrnice pocˇítacˇe Raspberry Pi prˇed prˇípadným zkratem na DPS a následným
poškozením, prˇípadneˇ znicˇením výstupu sbeˇrnice SPI na pocˇítacˇi Raspberry Pi.
Vzhledem k tomu, že datový signál sbeˇrnice mu˚žeme posílat do všech segmentu˚ pa-
nelu zárovenˇ, nemusíme jej dále rˇešit a mu˚žeme jej poslat ze vstupního konektoru prˇímo
na výstupní konektor na panel.
Integrovaný obvod IC3 je dekodér 1 z 16. Do dekodéru prˇivádíme na vstup oznacˇen
jako IHN invertovaný hodinový signál. Dekodér podle cˇíselné hodnoty na svém vstupu
(D1 - D4) posílá hodinový signál dále na odpovídající výstupní pin (S0 - S8). Ostatní
výstupy jsou nevyužity, máme pouze 9 segmentu˚. Hodinový signál je invertován pomocí
tranzistoru T1, bezprostrˇedneˇ za vstupním konektorem. Tranzistor T1 je tedy zapojen
jako jednoduchý invertor, obrací logiku signálu.
Integrovaný obvod IC2 je 4-bitový binární cˇítacˇ, umí tedy na svu˚j výstup nastavit
cˇíselnou hodnotu od 0 do 15. Tento cˇítacˇ má na svu˚j vstup oznacˇený CKA prˇiveden signál
Chip Select ze vstupního konektoru. Pocˇítá pocˇet impulsu˚, tedy s každým ukoncˇením
zápisu na sbeˇrnici, kdy zmeˇní signál CS svu˚j stav, inkrementuje cˇítacˇ hodnotu o jednicˇku
a nastaví ji na svu˚j výstup v binární podobeˇ. Nulovací vstup (reset) cˇítacˇe je prˇipojen
prˇes invertor sestavený z tranzistoru T2 na výstup integrovaného obvodu IC1. Pokud
na nulovací vstup prˇijde logická úrovenˇ 1, tak cˇítacˇ svu˚j výstup nastaví na logickou 0.
Integrovaný obvod IC1 je cˇasovacˇ NE555 a je v zapojení jako monostabilní klopný ob-
vod. Má jeden stabilní logický stav, ve kterém mu˚že setrvávat libovolneˇ dlouhou dobu. V
tomto zapojení je to stav, kdy na svém výstupu (OUT) má hodnotu logické 0 a cˇítacˇ je ve
stavu vynulování. V tomto stavu je kondenzátor C2 plneˇ nabitý prˇes rezistor R1. V mo-
mentu, kdy na sbeˇrnici zacˇne probíhat komunikace, vstupem oznacˇeným CLK zacˇne prˇi-
cházet hodinový signál a kondenzátor se pomocí diody D2, D1 a tranzistoru T1 vybije.
Po vybití kondenzátoru C2 dojde k prˇeklopení obvodu do nestabilního stavu, ve kterém
setrvává, dokud prˇichází hodinový signál CLK. Výstup integrovaného obvodu IC1 OUT
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je nyní ve stavu logické 1 a cˇítacˇ je ve stavu, kdy pocˇítá impulsy signálu CS. Pokud prˇe-
stane na sbeˇrnici probíhat komunikace, tedy prˇestane prˇicházet hodinový signál, zacˇne
se opeˇt nabíjet kondenzátor C2 pomocí rezistoru R1.
Doba nabíjení kondenzátoru C2 je nastavena pomocí vzorce pro výpocˇet kombinace
kapacity použitého kondenzátoru a velikosti použitého rezistoru R2.
t = ln(3) ∗ CR ≈ 1, 099 ∗ CR (1)
V rámci domluvy byla nastavena doba nabíjení kondenzátoru na 1ms. To znamená, že po-
kud bude mezi komunikací na sbeˇrnici cˇasová mezera více než 1ms, dojde k vynulování
cˇítacˇe a další prˇíchozí hodinový signál pu˚jde opeˇt do prvního segmentu.
Obrázek 7: Fotografie DPS hardwarového prˇepínacˇe
Poznámka 2.4 Ve standardním zapojení NE555 jako monostabilního klopného obvodu
cˇasovacˇ nereaguje na impulsy, které prˇijdou, pokud je prˇeklopen v nestabilním stavu.
Pouze první impuls by obvod prˇeklopil a ihned by se zacˇal nabíjet kondenzátor C2,
po nabití by se obvod opeˇt prˇeklopil do stabilního stavu a resetoval by hodnotu na cˇítacˇi.
Z toho du˚vodu jsme upravili zapojení a to tím, že jsme prˇidali do zapojení dveˇ diody
D1 a D2.1 Díky jim nemá kondenzátor dostatecˇný cˇas k nabití prˇes rezistor R1. Dokud
prˇichází hodinový signál CLK a tranzistor T1 obvod uzavírá, klopný obvod setrvává
v nestabilním stavu.
2.5 Popis napájení panelu
Prˇi konstrukci LED panelu bylo navrženo napájení pomocí dvou pru˚myslových spína-
ných zdroju˚ z du˚vodu˚ vyššího odbeˇru elektrického proudu. 2 Napájecí zdroje mají pro-
pojené GND výstupy, které vedou z obou zdroju˚ do všech pásku˚ na panelu kvu˚li správ-
nému uzemneˇní.
1Spolupráce s kolegou Josefem Holišem
2Konstrukce LED panelu vcˇetneˇ napájení byla dodána vedoucím práce.
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Liché pásky v celé jejich délce pak napájí jeden zdroj 5 V a sudé pásky napájí zdroj
druhý. Toto zapojení bylo zvoleno, aby došlo k rovnomeˇrnému rozložení záteˇže mezi
zdroje, které je možné od panelu jednoduše odpojit pro pohodlneˇjší prˇenášení.
Výkonová rˇada 320 W
Skutecˇný výstupní výkon 275 W
Výstupní proud 55 A
Regulace výstupního napeˇtí 4,5..5,5 V
Vstupní napeˇtí AC 88..370 V
Vstupní napeˇtí DC 124..370 V
Úcˇinnost 79 %
Integrované ochrany Prˇetížení, zkrat, prˇepeˇtí, prˇehrˇátí
Váha 1,1 Kg
Rozmeˇry 215 x 115 x 50 mm
Tabulka 1: Technické parametry zdroju˚
Obrázek 8: Napájení panelu
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2.6 Raspberry Pi
Pro ovládání panelu v této práci využívám jednodeskový pocˇítacˇ Raspberry Pi. Jedná
se o malý plnohodnotný pocˇítacˇ s DPS velikostí prˇibližneˇ platební karty. O jeho vývoj
se stará britská nadace Raspberry Pi Foundation a tento jejich projekt vznikl s úcˇelem
podpory výuky informatiky na školách. Pocˇítacˇ docela rychle získal velikou oblíbenost
i u ru˚zných kutilu˚ a vývojárˇu˚, stal se základem nejru˚zneˇjších projektu˚ pro svou relativneˇ
nízkou cenu a možnosti instalace operacˇního systému s mnoha podpu˚rnými softwary.
Obrázek 9: Raspberry Pi model B rev. 2.0
2.6.1 Specifikace pocˇítacˇe
Základní parametry a specifikace modelu „B“:
• procesor ARM1176JZF-S z rodiny ARM11 taktovaný na frekvenci 700 MHz
• grafický procesor VideoCore IV podporující OpenGL ES 2.0, 1080p30, MPEG-4
• 512 MB RAM sdílených s grafickou kartou
• GPIO port s podporou rozhraní UART, sbeˇrnice I2C / SPI
18
• Porty: 2x USB 2.0, HDMI, LAN, audio výstup, RCA video výstup, konektory pro prˇi-
pojení kamery a displaye, slot pro SD kartu a micro USB, který slouží standardneˇ
k napájení
• Cena od výrobce je uvádeˇna $35
Aktuálneˇ se pocˇítacˇ vyrábí ve dvou modelech. Model A je levneˇjší verze a je ochuzená
o jeden USB port a také o LAN konektor. Dále má pak sníženou velikost pameˇti RAM
na pouhých 256 MB.
Pro mou práci je k dispozici model B rev. 2.0. Na pameˇt’ové SD karteˇ je pak nainstalo-
ván operacˇní system Raspbian, který vychází z opensource distribuce Debian pro AMR
procesory, a je prˇímo optimalizován pro Raspberry Pi.
Poznámka 2.5 Pro tento pocˇítacˇ se upravují stále další a nové operacˇní systémy. Jedním
z dalších OS je naprˇíklad RaspBMC, který slouží pro použití pocˇítacˇe jako multimediál-
ního centra.
Menší nevýhodou u tohoto pocˇítacˇe je, že kvu˚li zachování nejnižší možné ceny zde chybí
jakákoliv ochrana GPIO portu. Piny jsou vyvedeny prˇímo z procesoru, a tudíž vzniká
riziko nevratného poškození procesoru. Všechna vstupneˇ-výstupní logika GPIO portu je
v napeˇtí 3,3V. Pokud by došlo ke zkratu a na port se dostalo vyšší napeˇtí, mu˚že ho nená-
vratneˇ ponicˇit.
Obrázek 10: Raspberry Pi: popis konektoru GPIO
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3 Konfigurace Raspberry Pi a testovací obrazce
3.1 Konfigurace sbeˇrnice SPI na OS Raspbian
Jádro operacˇního systému Raspbian, tedy kernel ve verzi Linux 3.10.25+ #armv6l, má
již plneˇ integrovaný modul pro ovládání SPI sbeˇrnice. Po instalaci systému je však tento
modul zakázán a pro funkci SPI sbeˇrnice je nutné nejprve povolit jeho nacˇtení.
Pro povolení modulu za beˇhu systému slouží program „modprobe“. Pokud modul
nacˇteme pomocí tohoto programu, zu˚stane nacˇtený pouze do restartu systému .
$ sudo modprobe spi−bcm2708
Výpis 1: Prˇíkaz pro povolení modulu SPI.
Pro povolení automatického nacˇtení modulu prˇi zavádeˇní operacˇního systému je po-
trˇeba upravit konfiguracˇní soubor /etc/modprobe.d/raspi-blacklist.conf. Tento
soubor obsahuje seznam modulu˚, které jsou zakázány z du˚vodu, že je veˇtšina uživatelu˚
nevyužije, poprˇípadeˇ mohou kolidovat s jinou funkcí.
$ sudo nano /etc/modprobe.d/raspi−blacklist.conf
Výpis 2: Prˇíkaz pro editaci souboru k automatickému zavedení modulu SPI.
V konfiguracˇním souboru postacˇí nalézt a zakomentovat rˇádek s modulem SPI. Po zako-
mentování bude tedy na rˇádku napsáno „#blacklist spi-bcm2708“. Nyní je již povoleno
zavedení modulu prˇi startu systému.
Po úspeˇšném zavedení modulu vzniknou ve složce /dev dva soubory zarˇízení, a to
/dev/spidev0.0 a /dev/spidev0.1. Prˇi používání spidev0.0 se bude na GPIO
konektoru Raspberry Pi využívat pro výstup pin cˇíslo 24 (SPI 0 CS0) jako signál Chip
Select a prˇi použití spidev0.1 se pak bude používat pin cˇíslo 26 (SPI 0 CS1). Zápis
do teˇchto souboru˚ pak znamená zápis prˇímo na sbeˇrnici SPI.
3.1.1 První zápis na sbeˇrnici
Pro první test jestli funguje zápis na sbeˇrnici, jsem využil jednoduchého prˇíkazu v kon-
zoli pro zápis do souboru, což je prˇesmeˇrování výstupu programu „echo“ do souboru
zarˇízení sbeˇrnice SPI.
$ echo −ne "\xFF\xFF\xFF" > /dev/spidev0.0
Výpis 3: Jednoduchý zápis na sbeˇrnici SPI
Program „echo“ vytiskne string, který dostane na svém standardním vstupu na svu˚j
standardní výstup. Použitý parametr -n znamená, že na konci výstupu nebude zalomení
rˇádku, a parametr -e znamená, že program bude reagovat na zpeˇtné lomítko ve vstup-
ním textu. Povolí pak tedy zapsat na výstup bajt pomocí hexadecimální hodnoty tedy
xFF. Tato hodnota je pak jedno slovo zapsané na sbeˇrnici. Na panelu se v okamžiku
spušteˇní tohoto prˇíkazu rozsvítí první pixel bílou barvou.
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3.1.2 Testovací program spi.c
Prˇi vývoji ovladacˇe, tedy modulu SPI pro jádro operacˇního systému, vznikl jednodu-
chý program v jazyku C pro testování a nastavení komunikace na sbeˇrnici SPI.1 Tento
program byl uvolneˇn jako opensource, tedy s otevrˇeným zdrojovým kódem a byl pu-
blikován pod licencí General Public Licence (GPL). Tímto programem je možné nasta-
vit parametry komunikace, jako jsou naprˇíklad prˇenosová rychlost na sbeˇrnici, polarita
hodinového signálu a další. Kompletní seznam parametru˚, které program akceptuje prˇi
spušteˇní, je uveden v tabulce cˇíslo 2.
-D –device cesta k zarˇízení (výchozí: /dev/spidev0.0)
-s –speed rychlost sbeˇrnice (Hz)
-d –delay zpoždeˇní (µs)
-b –bpw pocˇet bitu˚ na slovo
-l –loop zpeˇtná smycˇka
-H –CPHA fáze CLK signálu
-O –CPOL polarita CLK signálu
-L –lsb bit s nejmenší hodnotou jako první
-C –cs-high signál CS je aktivní v log. 1
-3 –3wire SI/SO sdílený signál
Tabulka 2: Prˇehled parametru˚ programu spi.c
Tento program využívám ke zmeˇneˇ nastavení vlastností sbeˇrnice. Pokud v neˇm vlast-
nost sbeˇrnice nastavím, tak se nastavení promítne do systému a další komunikace na sbeˇr-
nici již bude probíhat s tímto novým nastavením.
Pro mou práci je podstatné práveˇ nastavení frekvence sbeˇrnice, tedy parametru -s
na tu hodnotu, kdy data po sbeˇrnici dorazí do všech pixelu˚ na panelu a nebude docházet
k chybám zobrazování. Na koncích sériového propojení pixelu v segmentech nedojde
k prˇeslechu˚m nebo fázovému posunu datového signálu a signálu hodin.
Pomocí pokusu˚ jsem oveˇrˇil, že navržené zapojení spolehliveˇ funguje prˇi frekvenci
sbeˇrnice 800 kHz.
3.1.3 Výpocˇet cˇasu potrˇebného pro vykreslení celého panelu
Prˇi zjišteˇní maximální frekvence jsem vypocˇítal maximální pocˇet vykreslených snímku˚
za vterˇinu. Nejdrˇíve za pomocí vzorce a nastavené frekvence sbeˇrnice 800 kHz jsem vy-
pocˇítal dobu, která je potrˇebná pro zápis jednoho bitu na sbeˇrnici (tbit).
tbit =
1
f
=
1
800000
= 0, 00000125s = 1, 25µs
1Modul jádra a testovací program vyvíjí komunita pocˇítacˇe Raspberry Pi.
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Poté jsem vypocˇítal, kolik bitu˚ je potrˇeba na sbeˇrnici zapsat. Což znamená nejdrˇíve
vypocˇítat pocˇet pixelu˚ v segmentu, tedy vynásobením šírˇky (s) a výšky (vseg) segmentu.
pseg = s ∗ vseg = 64 ∗ 4 = 256pixel
Poté jsem vypocˇítal pocˇet pixelu˚ na celém panelu (ppanel) vynásobením pocˇtu pixelu
v segmentu (pseg) pocˇtem segmentu˚ (s) na panelu.
ppanel = pseg ∗ s = 265 ∗ 9 = 2304pixel
Dále stacˇí vypocˇítat pocˇet slov a následneˇ pocˇet bitu˚ (pbit) potrˇebných pro vykreslení
celého panelu, tedy pocˇet slov (pslov) vynásobím pocˇtem bitu˚ ve sloveˇ (b) a to celé vyná-
sobím pocˇtem pixelu˚ na panelu (ppanel).
pbit = pslov ∗ b ∗ ppanel = 3 ∗ 8 ∗ 2304 = 55296bit
Výpocˇet doby trvání jednoho bitu (tbit) vynásobím pocˇtem bitu˚ (pbit) a získám dobu vy-
kreslení jednoho snímku na celý panel (tpanel).
tpanel = pbit ∗ tbit = 55296 ∗ 0, 00000125 = 0, 06912s = 69, 12ms
Po vykreslení celého panelu je potrˇeba vytvorˇit zpoždeˇní minimálneˇ 1 ms, aby došlo
k vynulování cˇítacˇe a aby další vykreslovaní zacˇalo opeˇt od prvního segmentu. Musím
tedy 1ms prˇicˇíst k potrˇebné dobeˇ.
69, 12 + 1 = 70, 12ms
Po dosazení do vzorce zjistím maximální možný pocˇet snímku˚ vykreslených za vterˇinu
(FPS).
f =
1
t
=
1
0, 07012
≈ 14, 3FPS
Teoreticky podle výpocˇtu˚ mohu zobrazit na panelu prˇi nastavení frekvence sbeˇrnice 800
kHz prˇibližneˇ 14 snímku za vterˇinu.
Prakticky je tato hodnota nižší, prˇi výpocˇtech totiž dochází k zanedbání doby nutné
pro prˇípravu dat, která je ru˚zná podle složitosti úkonu prˇípravy a dostupného výkonu.
3.2 Testovací obrazce pro LED panel
V rámci oveˇrˇení zapojení jsem napsal neˇkolik jednoduchých programu˚ v programova-
cím jazyku C++. Výhodou tohoto jazyku mimo jiné je také rychlejší vykonávání kódu
než u jazyku˚, jako jsou naprˇíklad PYTHON nebo Java. Zdrojové kódy jsem kompiloval
pomocí kompilátoru CC.
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3.2.1 Rozsvícení panelu bílou barvou
Jako základní testovací obrazec jsem vybral rozsvícení panelu bílou barvou. Vzhledem
k tomu, že u pocˇítacˇe Raspberry Pi je prˇi použití operacˇního systému Raspbian prˇístupná
sbeˇrnice SPI pomocí souboru zarˇízení /dev/spidev0.0, postacˇí zapsat data do tohoto
souboru.
#include <fcntl .h> // open(), O_RDWR
#include <stdlib.h> // write () , close()
static int PIXELU_NA_SEGMENT = 4∗16∗4;
static int POCET_SEGMENTU = 9;
int main(void)
{
char buffer [PIXELU_NA_SEGMENT ∗ 3] ;
for ( int d = 0 ; d < PIXELU_NA_SEGMENT ∗ 3 ; d++)
{
buffer [d] = 0xFF;
}
for ( int seg = 0; seg < POCET_SEGMENTU ; seg++ )
{
int fd = open("/dev/spidev0.0",O_RDWR);
write (fd , buffer ,PIXELU_NA_SEGMENT ∗ 3);
close(fd) ;
}
return 0;
}
Výpis 4: Zdrojový kód programu bila.cpp.
Pro manipulaci se soubory je v jazyku C++ potrˇeba nacˇíst hlavicˇkové soubory fcntl.h a std-
lib.h. Po té inicializuji promeˇnné PIXELU_NA_SEGMENT a POCET_SEGMENTU a na-
stavím do nich údaje o velikosti LED panelu.
Jako další krok vytvorˇím pole znaku˚, jehož velikost získám vynásobením pocˇtu pi-
xelu˚ x 3. Je nutné vynásobit pocˇet pixelu˚ 3x z toho du˚vodu, že každý pixel potrˇebuje
k jeho rˇízení práveˇ trˇi 8-bitová slova.
První cyklus for pak naplní celé pole znaku˚ hodnotami 0xFF. Tato hodnota je hexa-
decimální zápis decimální hodnoty cˇísla 255. Každá RGB složka barvy pixelu pak bude
svítit maximální intenzitou a výsledná barva pixelu bude pak bílá. Pro nastavení inten-
zity svitu bílé barvy postacˇí snížit hodnotu, kterou vkládám do pole buffer.
Druhý cyklus for otevrˇe pomocí funkce open() zarˇízení pro zápis a zapíše pomocí
funkce write(). Ta prˇijímá jako své parametry otevrˇené zarˇízení, potom buffer, který
obsahuje hodnoty prˇipravené pro zápis, a velikost bufferu, který obsahuje data pro zá-
pis. Po dokoncˇení zápisu dojde již pouze k uzavrˇení zarˇízení pomocí funkce write().
Uzavrˇení zápisu zajistí uvolneˇní sbeˇrnice a signalizuje na ní ukoncˇení komunikace. Tímto
je dokoncˇeno vykreslení jednoho segmentu na LED panelu a další pru˚beˇh cyklu for již
vykresluje druhý segment.
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3.2.2 Rozsvícení panelu libovolnou barvou
Jako další testovací obrazec jsem použil rozsvícení celého LED panelu libovolnou bar-
vou, kterou nastavím pomocí parametru˚ prˇi spušteˇní programu. Zdrojový kód vychází
z programu pro vykreslení bílé barvy.
#include <stdio.h> // printf ()
#include <sstream> // write () , close() , istringstream ()
...
int main(int argc, char argv[])
...
r = ReadInt(argv[1]);
g = ReadInt(argv[2]);
b = ReadInt(argv[3]);
...
for ( int d = 0 ; d < PIXELU_NA_SEGMENT ∗ 3 ; d++)
{
buffer [d++] = r ; // (R)
buffer [d++] = g; // (G)
buffer [d] = b; // (B)
}
...
Výpis 5: Cˇást kódu programu barva.cpp
V tomto programu je nutné nacˇíst hlavicˇkové soubory stdio.h a sstream pro použití
funkcí, které umožnˇují komunikaci programu s uživatelem.
Pro prˇevod vstupních parametru˚ programu na datový typ integer jsem použil funkci
istringstream(), která prˇijímá jako parametr rˇeteˇzec znaku˚. Pokud se povede prˇe-
vod znaku˚ na integer, tak navrátí cˇíselnou hodnotu. Pokud prˇevod selže, funkce navrátí
hodnotu 0.
int ReadInt(char∗ arg)
{
int ret ;
istringstream ss(arg);
if (!( ss >> ret) )
printf ( "Chyba: Zadanou hodnotu ’%s’ nelze prevest na cislo. \n", arg);
if ( ret > 256)
{
printf ( "Chyba: Hodnota ’%d’ je prilis velika, zadejte cislo od 0 do 255\n", ret);
exit (1) ;
}
return ret ;
}
Výpis 6: Funkce ReadInt()
Moje funkce ReadInt() prˇevede textovou hodnotu, kterou jí prˇedám jako parametr
na integer. Pokud je výsledná hodnota cˇísla vyšší než 256, program vypíše chybovou
hlášku a ukoncˇí se s chybovým stavem. V prˇípadeˇ, že hodnotu nelze prˇevést na datový
typ integer, navrátí funkce cˇíslo 0 a vypíše chybovou hlášku.
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3.2.3 Vykreslení jednotlivých segmentu˚
Pro vykreslení každého segmentu jinou barvou jsem upravil zdrojový kód programu
bila.cpp.
První cyklus prochází segmenty, v druhém cyklu pak již pouze nastavuji intenzitu
svitu RGB barev pro pixely v aktuálneˇ vykreslovaném segmentu.
...
for ( int seg = 0; seg < POCET_SEGMENTU ; seg++ )
{
for ( int d = 0 ; d < PIXELU_NA_SEGMENT ∗ 3 ; d++)
{
if (seg == 0) // pokud je segment 1
{
buffer [d++] = 0x00; // (B)
buffer [d++] = 0x00; // (G)
buffer [d] = 0xFF; // (R)
}
if (seg == 1) // pro segment 2
{
buffer [d++] = 0x00; // (B)
buffer [d++] = 0xFF; // (G)
buffer [d] = 0x00; // (R)
}
...
if (seg == 8) // pro segment 9
{
...
}
}
int fd = open("/dev/spidev0.0",O_RDWR);
write (fd , buffer ,PIXELU_NA_SEGMENT ∗ 3);
close(fd) ;
}
...
Výpis 7: Cˇást kódu programu segmenty.cpp
Volba jednotlivých segmentu˚ zde probíhá pomocí výše uvedených podmínek. Po spuš-
teˇní tohoto programu se každý segment LED panelu rozsvítí jinou barvou.
Obrázek 11: Vykreslení jednotlivých segmentu˚ programem segmenty.cpp
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4 Rozhraní pro zobrazování multimediálních dat
V této kapitole popíši knihovnu trˇíd, kterou jsem vytvorˇil za úcˇelem prˇípravy dat pro vy-
kreslení na LED panel. Tuto knihovnu poté využiji prˇi vykreslování multimediálních dat.
4.1 Knihovna trˇíd Panel
Knihovnu jsem napsal tak, aby bylo možné její využití i s jinými rozmeˇry panelu a prˇí-
padneˇ i s jiným rozhraním pro prˇipojení panelu.
Obrázek 12: Diagram trˇíd knihovny Panel
4.1.1 Trˇída Panel
Tato trˇída prˇedstavuje LED panel, má tedy jeho základní parametry jako své statické
atributy:
• height - pocˇet rˇad na výšku
• width - pocˇet pixelu˚ na rˇádku
• segmentRows - pocˇet rˇádku˚ v 1 segmentu
• segmentCout - pocˇet segmentu˚ vypocˇítaný z prˇedešlých hodnot atributu˚
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Datová struktura Pixel reprezentuje jeden pixel na LED panelu. Uchovává v sobeˇ ulo-
ženy hodnoty cˇervené, zelené a modré barvy s cˇíselnou hodnotou 0 - 255, kterou repre-
zentuje datový typ unsigned char.
struct Pixel
{
unsigned char red;
unsigned char green;
unsigned char blue;
};
Výpis 8: Datová struktura Pixel prˇedstavující jeden LED pixel panelu
Dalším atributem je dvourozmeˇrné pole struktury Pixel pojmenované img. Pole má
stejné rozmeˇry jako je rozlišení LED panelu. Toto pole slouží pro vkládání hodnot jed-
notlivých barev každého pixelu z obrázku, který má již rozmeˇry shodné, jako je rozlišení
LED panelu.
Jako privátní atribut je definováno pole array, které slouží jako odkládací prostor
pro hodnoty, které jsou již prˇipraveny prˇímo pro zápis na sbeˇrnici. Velikost pole je rovna
množství zapisovaných dat.
4.1.1.1 Metoda getRGBArray(int,int) Tato metoda prˇijímá 2 parametry. První je cˇíslo,
které ukazuje segment, pro který má metoda vrátit pole dat. Druhým parametrem je po-
cˇet rˇádku˚ na jeden segment. Pole dat, které funkce vrátí, je pak prˇipravené pro odeslání
prˇímo na sbeˇrnici SPI. Použité promeˇnné height a width jsou trˇídní konstanty, které urcˇují
rozmeˇry panelu.
char∗ Panel::getBGRArray(int segment, int segRows)
{
index = 0;
int from = segment ∗ segRows;
int to = from + segRows;
for ( int h = from; h < to ; h++) {
int row = height − h − 1; // begin from bottom
for ( int w = 0; w < width; w++)
{
if (row % 2)
{
int coll = width − w − 1; // read pixels from right
array[index++] = img[row][ coll ]. blue;
array[index++] = img[row][ coll ]. green;
array[index++] = img[row][ coll ]. red;
}
else
{
int coll = w; // read pixels from left
array[index++] = img[row][ coll ]. blue;
array[index++] = img[row][ coll ]. green;
array[index++] = img[row][ coll ]. red;
}
}
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}
return array;
}
Výpis 9: Metoda getBGRarray(int)
V tomto mém algoritmu dojde nejdrˇíve k výpocˇtu, na kterém rˇádku zacˇínají data pro seg-
ment. Dále se vypocˇítá, kterým rˇádkem segment koncˇí. První cyklus for zacˇne procházet
rˇádky vykreslovaného segmentu. Promeˇnná row je prˇepocˇet, který zajišt’uje, že rˇádky
patrˇící do segmentu se budou procházet od spodního.
Druhy cyklus for zajišt’uje prˇevod dat ze struktury dvourozmeˇrného pole Pixelu do jed-
noduchého pole, které již obsahuje hodnoty ve správném formátu pro zapsání do seg-
mentu LED panelu. Z konstrukce panelu vyplývá, že je nutné sudé rˇádky vykreslovat
z levé strany a liché rˇádky ze strany pravé. Tento problém jsem vyrˇešil pomocí konstrukce
podmínek.
4.1.1.2 Metoda Draw() Metoda slouží k vykreslení dat na LED panel. Za pomoci roz-
hraní pojmenovaného IRozhrani vytvorˇí již prˇímo instanci trˇídy, která má na starosti zá-
pis dat do panelu.
void Panel::Draw()
{
# ifdef LAN
IRozhrani ∗lan_dev = new Ethernet(segmentRows ∗ segmentCount ∗ width ∗ 3);
lan_dev−>WriteToDevice(getBGRArray( 0, segmentRows ∗ segmentCount ));
delete lan_dev;
#else
IRozhrani ∗spi_dev = new SPI(segmentRows ∗ width ∗ 3);
for ( int i = 0 ; i < segmentCount ; i++ )
{
spi_dev−>WriteToDevice(getBGRArray(i,segmentRows));
}
delete spi_dev;
#endif
}
Výpis 10: Metoda Draw()
V této metodeˇ jsem za pomocí makra vytvorˇil 2 zpu˚soby zápisu dat do panelu. Pokud
prˇi kompilaci zdrojového kódu prˇidám identifikátor -DLAN, tak preprocesor prˇipraví kód
tak, že se bude kompilovat blok kódu, který je oznacˇen #ifdef LAN. Pokud preprocesor
nenalezne identifikátor -DLAN, tak se bude kompilovat kód, který je v bloku #else.
Trˇídy IRozhraní, SPI, a Ethernet a jejich metody popíši dále.
4.1.2 Trˇída IRozhrani
Tato trˇída je pouze rozhraní a má jednu virtuální metodu WriteToDevice(char*),
kterou pak implementují trˇídy SPI a Ethernet.
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4.1.3 Trˇída SPI
Tato trˇída se stará o zápis dat do LED panelu, má konstruktor s jedním parametrem, který
urcˇuje pocˇet bajtu˚ k zápisu. Obsahuje implementaci metody WriteToDevice(char*).
Algoritmus této metody je primitivní zápis do souboru, tímto zápisem pak už pomocí
modulu jádra operacˇního systému probíhá zápis prˇímo na sbeˇrnici.
void SPI::WriteToDevice(char∗ pole)
{
int fd = open("/dev/spidev0.0",O_RDWR);
write (fd ,pole,segmentSize);
close(fd) ;
}
Výpis 11: výpis funkce SPI::WriteToDevice()
4.1.4 Trˇída Ethernet
Tato trˇída slouží pro odeslání balíku dat urcˇenych pro zobrazení na LED panelu pomocí
UDP protokolu prˇes sít’ové rozhraní. Slouží k tomu standardní soketové API, které po-
užívá Linux. Data se neodesílají po jednotlivých segmentech, ale jako jeden balík, proto
také do konstruktoru prˇedávám celkový pocˇet bajtu˚ pro celý panel.
Tuto trˇídu jsem naprogramoval, aby bylo možné data prˇipravit na jiném, výkonneˇjším
pocˇítacˇi. Na pocˇítacˇi Raspberry Pi je spušteˇna moje serverová aplikace, která cˇeká na prˇí-
chozí data. Jakmile data po síti dorazí, aplikace je pouze rozdeˇlí a zapíše do jednotlivých
segmentu˚ LED panelu.
Prˇi prˇenosu po síti nejsou data šifrována, nedochází k oveˇrˇení jejich odesílatele a ani se
neoveˇrˇuje dorucˇení. Cˇekání na oveˇrˇení prˇijetí dat totiž zpu˚sobovalo další zpomalení prˇe-
nosu a pokles snímku˚ vykreslených za vterˇinu.
Pro použití této trˇídy jsem k pocˇítacˇi Raspberry Pi do USB portu prˇipojil USB WiFi
sít’ový modul a nakonfiguroval jsem ho jako prˇístupový bod (AP). Nastavil jsem na po-
cˇítacˇi Raspberry Pi na rozhraní wlan0 statickou IP adresu. Pro použití modulu v režimu
AP jsem do systému Raspbian nainstaloval aplikaci hostapd a nakonfiguroval parame-
try vysílané síteˇ. Název vysílané síteˇ(SSID) je „Panel“ a šifrování jsem nastavil na WPA2
PSK a dále heslo: „malinamalina“
Pro prˇideˇlování IP adres pocˇítacˇu˚m, prˇipojujícím se k této WiFi síti jsem použil apli-
kaci udhcpd(DHCP server), která je tak jako hostapd dostupná v repozitárˇi.
IP adresu pocˇítacˇe Raspberry Pi na rozhraní wlan0 jsem pak nastavil na 192.168.0.1/24
a server naslouchá na portu 1234. Pocˇítacˇ, který se prˇipojí k bezdrátové síti Panel, obdrží
od DHCP serveru IP adresu z rozsahu 192.168.0.20 - 192.168.0.254.
4.2 Zobrazení statického obrazu
Pro zobrazování statických obrázku˚ je potrˇeba, aby meˇl obrázek stejné rozlišení jako LED
panel, prˇípadneˇ je nutné pomocí funkcí upravit jeho rozmeˇry. Pokud již má správné roz-
lišení, postacˇí z obrázku vycˇíst hodnoty barev pro jednotlivé sourˇadnice.
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4.2.1 Knihovna OpenCV
Tato knihovna (Open Computer Vision) je projekt s otevrˇeným zdrojovým kódem a je
volneˇ dostupná pro akademické i komercˇní využiti. Knihovna je napsaná v programova-
cím jazyku C++, ale obsahuje rozhraní i pro jazyky Python, Java, MATLAB. Podporuje
operacˇní systémy Windows, Linux, Androi, Mac OS a zameˇrˇuje se na grafické operace
v reálném cˇase.
Po instalaci knihovny v operacˇním systému Raspbian je možné knihovnu zacˇít vyu-
žívat. Pro použití metod z knihovny je pak nutné nacˇíst hlavicˇkové soubory knihovny.
#include <opencv2/opencv.hpp>
#include <opencv2/core/core.hpp>
#include <opencv2/highgui/highgui.hpp>
Výpis 12: Hlavicˇkové soubory OpenCV pro jazyk C++
4.2.2 Program cvled.cpp
Tento program využívá knihovnu Open CV a slouží k vykreslení obrázku, který je ve for-
mátu *.bmp, *.jpg, *.jpeg, *.png nebo *.tif, na LED panel. Prˇi spoušteˇní programu prˇedá-
vám jako parametr cestu k obrázku, který potrˇebuji vykreslit.
$ ./ cvled kostka.png
Výpis 13: Spušteˇní programu cvled.cpp
V tomto programu již využívám i mou knihovnu Panel, a je tedy nutné ji pomocí #include
nacˇíst.
...
#include "Panel/panel.h"
Panel ∗vystup = new Panel();
CvScalar s;
int main(int argc, char ∗argv[])
{
IplImage ∗image, ∗simage;
image = cvLoadImage(argv[1]);
if (! image) printf ( "Picture load: fail \n") ;
simage = cvCreateImage(cvSize(vystup−>width,vystup−>height),image−>depth,image−>
nChannels);
cvResize(image,simage,CV_INTER_LANCZOS4) ;
for ( int y=0 ; y< vystup−>height ; y++ )
{
for ( int x=0; x < vystup−>width ; x++ )
{
s=cvGet2D(simage,y,x);
vystup−>img[y][x].blue = (char)s.val [0];
vystup−>img[y][x].green = (char)s.val [1];
vystup−>img[y][x].red = (char)s.val [2];
}
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}
vystup−>Draw();
delete vystup;
return 0;
}
Výpis 14: Cˇást zdrojového kódu programu cvled.cpp
Nejdrˇíve vytvorˇím instanci trˇídy Panel pojmenovanou „vystup“ a inicializuji promeˇn-
nou „s“ s datovým typem CvScalar, tento datový typ pochází z knihovny OpenCV a prˇed-
stavuje jeden pixel na obrázku.
Promeˇnné image a simage jsou datového typu IplImage. Do promeˇnné image se na-
cˇte pomocí funkce cvLoadImage() obrázek ze vstupního souboru. Promeˇnná simage je
prázdný obrázek o rozlišení shodném s LED panelem, s barevnou hloubkou a pocˇtem
kanálu˚ shodným s vstupním obrázkem.
Metoda cvResize() slouží k transformování velikosti obrázku, jako své parametry prˇi-
jímá pu˚vodní nacˇtený obrázek , druhý obrázek do kterého se má provést transformace
a algoritmus pro transformaci. Jako tento algoritmus využívám již implementovanou me-
todu Lanczosovy interpolace pomocí pixelu˚ v okolí 8 x 8 (CV_INTER_LANCZOS4)1.
Jako další krok již jen pomocí dvou cyklu˚ procházím celý transformovaný obraz a vy-
cˇítám hodnoty barev pro jednotlivé pixely do promeˇnné, a to s pomocí funkce cvGet2D().
Po nacˇtení hodnot jednoho pixelu, již stacˇí prˇetypovat a prˇekopírovat hodnoty do odpo-
vídajícího pixelu v atributu img objektu „vystup“.
Poté, co atribut img objektu „vystup“ obsahuje hodnoty pro každý pixel, zavolá
se na objekt „vystup“ metoda Draw() a dojde k vykreslení prˇipravených dat na LED
panel.
4.3 Dynamické zobrazení pracovní plochy
Pro zobrazování ostatních multimediálních formátu˚ jsem zvolil možnost zrcadlení pra-
covní plochy na LED panel.
Snímek obrazovky je možné získat pomocí ru˚zných knihoven, urcˇenych pro práci
s grafickým rozhraním.
4.3.1 Vykreslení plochy pocˇítacˇe Raspberry Pi
V operacˇním systému Raspbian lze pro získání obrázku obrazovky pocˇítacˇe využít Li-
nux Framebuffer. Jedná se o nejnižší grafickou, hardwaroveˇ nezávislou abstraktní vrstvu
pro vykreslování pocˇítacˇové grafiky na této obrazovce. Slovem framebuffer(fb) je tedy
myšlena cˇást videopameˇti, která obsahuje vždy aktuální obraz.
Nejprve je tedy du˚ležité otevrˇít framebuffer a získat z neˇj pevné a promeˇnné infor-
mace o rozlišení vykreslované obrazovky, dále pocˇet bitu˚ na pixel, atd.
// path to fb dev
char fbdevice[] = " /dev/fb0";
1Využití této metody mi bylo doporucˇeno odbornými grafiky ve škole
31
// open fb dev
int fbfd = open(fbdevice, O_RDWR);
// Get fix info from fb
struct fb_fix_screeninfo finfo ;
ioctl ( fbfd , FBIOGET_FSCREENINFO, &finfo)
// Get variable info from fb
struct fb_var_screeninfo vinfo ;
ioctl ( fbfd , FBIOGET_VSCREENINFO, &vinfo)
Výpis 15: Cˇást kódu pro získání informací z framebufferu
Všechny tyto funkce jsou ve výsledném kódu ochráneˇny proti chybeˇ cˇtení a prˇístupu.
Do výpisu jsem dal pouze podstatné konstrukce.
Když mám k dispozici informace o fb, mohu již vypocˇítat masky pro cˇtení jednotli-
vých barev a pocˇet bajtu˚ na pixel. Vytvorˇim s pomocí knihovny OpenCV prázdný obrá-
zek o velikosti rozlišení obrazovky (image) a druhý obrázek o velikosti rozlišení panelu
(simage).
V dalším kroku již namapuji videopameˇt’ funkcí mmap() a pomocí dvou cyklu˚, masky
pro každou barvu a bitového posunu po namapované cˇásti pameˇti, vycˇtu hodnoty barev
pro jednotlivé pixely, zapíši je pomocí funkce cvSet2D() do prázdného obrázku (image).
Po prˇekopírování hodnot odstraním namapovanou cˇást pameˇti a provedu pomocí funkce
cvRezize() transformaci obrazu s rozlišením obrazovky (image) na obraz s rozlišením pa-
nelu (simage).
Na záveˇr hodnoty prˇekopíruji hodnoty zmenšeného obrazu do atributu img objektu
„vystup“ a zavolám metodu objektu Draw(). Po vykreslení uspím proces na dobu 50 µs
a poté namapuji nový snímek z framebufferu a pokracˇuji namapováním nového snímku
do pameˇti a dalšími výše zmíneˇnými kroky v nekonecˇné smycˇce. Program lze ukoncˇit
stiskem kontrolních kláves CTRL + C.
4.3.2 Vykreslení plochy vzdáleného pocˇítacˇe pomocí knihovny Xlib
Pro zobrazení plochy vzdáleného pocˇítacˇe jsem použil sadu knihoven Xlib, která imple-
mentuje protokoly pro komunikaci mezi aplikacemi (klienty) a X serverem v grafickém
prostrˇedí (GUI).
V programu screen_x11.cpp používám tuto knihovnu k získání aktuálního snímku
obrazovky z X serveru operacˇního systému. Nejdrˇíve inicializuji promeˇnnou display
a získám informace o rozlišení obrazovky. Poté za pomoci knihovny OpenCV vytvorˇím
prázdný obrázek s rozlišením displaye (image) a druhý obrázek opeˇt s rozlišením panelu
(simage).
V hlavní smycˇce programu pak zašlu pomocí knihovny Xlib požadavek pro získání
snímku obrazovky. Z neˇj pomocí masky pro každou barvu a dvou cyklu˚ for, které pro-
cházejí všechny pixely snímku obrazovky, vycˇtu hodnoty jednotlivých barev pro každý
pixel. Hodnoty pak již opeˇt pouze uložím do prázdného obrázku (image) a za pomoci
knihovny OpenCV jej transformuji do rozmeˇru˚ obrázku simage.
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Hodnoty zmenšeného obrázku (simage), prˇekopíruji pomocí 2 cyklu˚ for do atributu
img objektu „vystup“ a zavolám na objekt „vystup“ metodu Draw();
Tento program jsem napsal hlavneˇ pro využití zobrazování plochy vzdáleného po-
cˇítacˇe, a tedy pro použití trˇídy Ethernet k zaslání balíku dat na LED panel po LAN síti.
Do kódu jsem prˇidal meˇrˇení cˇasu, jak dlouho trvá prˇíprava dat a odeslání po síti LAN.
Základní parametry pocˇítacˇe, který jsem využíval k odesílání data pro panel:
• procesor: Intel Core2 Duo T5870 taktovaný na 2.00 GHz
• grafická karta: integrovaná Mobile Intel GM45 Express Chipset
• rozlišení displaye: 1200 x 800 pixelu˚
• OS: Linux Ubuntu 14.04 LTS
Pocˇítacˇ s teˇmito parametry zvládá prˇípravu a odeslání dat pru˚meˇrneˇ za 150 ms. Vy-
kreslení panelu mou serverovou aplikací probíhá rychleji, není nutné prˇidávat zpoždeˇní
prˇed další odeslání dat.
Výsledná obnovovací frekvence panelu za použití výše uvedeného pocˇítacˇe je pru˚-
meˇrneˇ okolo 7 snímku za vterˇinu (FPS).
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5 Animace urcˇené k propagaci projektu
Naprogramoval jsem 2 animace pro propagaci projektu. Další animace je pak ve formátu
videa uložena na CD.
5.1 Animace Had
Animace zobrazuje barevné „hady“, kterˇí putují po rˇádcích LED panelu a meˇní svou
barvu. Program využívá zmeˇny parametru barvy, a to odstínu, který je technicky de-
finován v CIECAM02 barevném modelu. Tento model definuje pro vykreslování barev
vlastnosti jako jas, barevnost, sytost, odstín a další. Vlastnost odstín má pak základní
barvy cˇervenou, zelenou, modrou a žlutou.
Obrázek 13: Kolo odstínu˚ (HUE)
Každý had, který putuje po panelu, meˇní svou barvu podle kola odstínu (HUE).
Tento algoritmus jsem prˇevzal z jiného projektu, prˇepsal jsem jej do programovacího
jazyka C a upravil jsem jej pro své použití. Zdrojový kód programu je na CD pod názvem
had.c
5.2 Animace Hodiny
Tato animace vykresluje na LED panel analogové hodiny, které jsou synchronizovány
se systémovým cˇasem. Pro vykreslení hodin využívám funkce knihovny OpenCV pro kres-
lení do obrázku.
Nejdrˇíve vykreslím do obrázku imgClk kružnice, které budou tvorˇit ohranicˇení ho-
din, pomocí funkce circle(). Po vykreslení obrázek duplikuji do promeˇnné faceBackUp,
abych nemusel pokaždé znovu vykreslovat kružnice.
V dalším kroku získám systémový cˇas a prˇevedu jej na úhly pro vykreslení úsecˇek,
které budou prˇedstavovat trˇi rucˇicˇky hodin. Poté vypocˇítám pomocí funkci sin() a cosin()
sourˇadnice jednotlivých úsecˇek a ty pomocí funkce line() pro každou rucˇicˇku vykreslím.
Poté výsledek zobrazím na obrazovce a opeˇt pomocí 2 cyklu˚ for projdu všechny pi-
xely obrázku imgClk a prˇekopíruji je do struktury img objektu „vystup“ a na objekt
samotný zavolám jeho metodu Draw(); Vymažu obrázek v promeˇnné imgClk a duplikuji
do neˇj obrázek faceBackUp, který obsahuje pouze vykreslené kružnice. Beˇh programu
lze prˇerušit pomocí klávesy Esc.
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Obrázek 14: Animace Had
Obrázek 15: Analogové hodiny
35
6 Záveˇr
Prvním krokem mé práce bylo detailneˇ popsat konstrukci LED panelu, principy sbeˇrnice
SPI a princip ovládání LED pásku˚. S kolegou Josefem Holišem, který pracuje na ovládání
LED panelu pomocí USB FTDI kabelu, jsme vyrobili hardwarový modul pro multiplexo-
vané rozhraní SPI, který je nezbytneˇ nutný pro další vývoj této práce.
Hlavní podstatou bylo vytvorˇení knihovny trˇíd Panel, která usnadnˇuje programáto-
ru˚m použití LED panelu a umožnˇuje napsat vlastní rozhraní pro zápis dat na LED panel.
Dále pak jsem vyvinul sérii aplikací, které umožnˇují na LED panelu zobrazovat zá-
kladní testovací obrazce, obrázky uložené v souborech typu *.jpg, *.png a dalších. Pro
univerzálneˇjší využití jsem napsal aplikaci pro zobrazovaní plochy pocˇítacˇe Raspberry
Pi a pro zobrazování plochy ze vzdáleného pocˇítacˇe.
V rámci dalšího vývoje tohoto projektu by mohlo dojít naprˇíklad ke kalibraci barev,
konkrétneˇ prˇi zobrazování obrazcu˚, které obsahují sveˇtlá místa. Tato místa jsou pak prˇe-
sveˇtlena a ruší celkový dojem vykreslovaného obrazce.
Vývoj probíhal na pocˇítacˇi Raspberry Pi a také na notebooku s operacˇním systémem
Linux Ubuntu 14.04 LTS.
Prˇi práci na tomto projektu jsem si prˇipomneˇl návrh desky plošných spoju˚ a rozšírˇil
své znalosti programovacích jazyku˚ C a C++. Tato práce byla pro mne velmi zajímavá a
v mnoha ohledech prˇínosná.
Tomáš Štrbacˇka
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8 Prˇílohy
K práci je prˇiloženo CD které obsahuje:
• Složku AP která obsahuje konfiguracˇní soubory pro použití WiFi modulu
• Složku img obsahující testovací obrázek pro použití programu cvled
• Složku src která obsahuje zdrojové kódy programu˚ bílá, barva, segmenty, cvled,
screen_fb, screen_x11, server, had, hodiny a ve složce Panel zdrojové kódy knihovny
trˇíd Panel
• Složku video která obsahuje krátkou animaci ve video formátu, která slouží k pro-
pagaci LED panelu
