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Ob koncu prejšnjega desetletja je število v internet povezanih naprav preseglo 
število ljudi na zemlji. Danes je takih naprav že okrog 25 milijard, obsegajo pa vse od 
pametnih telefonov, ur in zapestnic, z množico vgrajenih senzorjev, do pametnih 
termostatov, ključavnic in domofonov, ki so dostopni od kjerkoli in delajo naše 
domove pametne. Do konca desetletja se bo ta številka še podvojila, s pomočjo širitve 
na področja kot so zdravstvo, kjer bodo te naprave omogočile oddaljeno sledenje 
zdravstvenega stanja bolnikov; distribucija električne energije, kjer bodo s pametnimi 
omrežji pomagale k učinkovitejši proizvodnji in rabi električne energije; pametna 
mesta, kjer bodo s spremljanjem in prilagajanjem različnih parametrov pripomogle k 
učinkovitejšemu in prijetnejšemu sobivanju in soustvarjanju meščanov; navsezadnje 
pa bodo kot gradniki pametnih tovarn postale gonilo četrte industrijske revolucije. 
Zgoraj naštete naprave predstavljajo posamezne delčke Interneta stvari, ki se 
pogosto povezujejo v brezžična senzorska omrežja. Ta zajemajo množico meritev 
različnih senzorjev, s pomočjo IoT-platform pa zajete podatke zbirajo, analizirajo in 
razširjajo, s čimer iz njih ustvarjajo informacije in zagotavljajo storitve. 
V diplomskem delu smo predstavili zahteve, implementacijo in ovrednotenje 
zmogljivosti programskega vmesnika (API) IoT-platforme, ki podpira spreminjanje 
podatkovne baze z uporabo operacij CRUD, iskanje po bazi podatkov z iskalnimi 
parametri, ima strojno in človeško berljivo arhitekturo, omogoča dostavo podatkov v 
realnem času in varen dostop do podatkovne baze. Predlagan programski vmesnik je 
bil razvit kot del platforme Videk, z uporabo arhitekturnega stila REST in protokola 
WebSocket pa zadosti zahtevam, ki jih postavljajo sodobne IoT-platforme. 
Ovrednotenje zmogljivosti predlaganega programskega vmesnika nam je pokazalo, da 
je primeren za zbiranje meritev v hitro spreminjajočem se okolju z dinamično 
konfiguracijo priključenih naprav. 
 
Ključne besede: programski vmesnik, API, REST, WebSocket, objavi/naroči, 








At the end of the last decade, number of internet connected devices surpassed 
the number of people on earth. Today, there are more than 25 billion internet connected 
deviced, ranging from smartphones, smartwatches and activity trackers, with a 
plethora of embedded sensors, to smart thermometers, door locks and intercoms, 
accessible from anywhere, making our homes smart. By the end of this decade, this 
number is about to double by spreading to areas such as health care, enabling remote 
monitoring of patient's medical condition; electrical energy distribution, providing 
smart grids for efficient production and distribution of electricity; smart city, creating 
more efficient and comfortable living and working environment for citizens by 
monitoring and adjusting various parameters; providing building blocks for smart 
factories and thus driving the fourth industrial revolution. 
This devices helped create a phenomenon called the Internet of things and often 
form wireless sensor networs. This networks generate data from sensor measurements, 
which are gathered, analysed and distributed by IoT-platforms, creating information 
and providing services. 
In the thesis we presented requirements for, implementation and performance 
evaluation of an IoT platform API supporting database manipulation using CRUD 
operations, database querying with parameters, machine and human readable 
architecture, real-time data delivery and secure access to the database. The proposed 
API was developed as a part of Videk platform that conforms to identified IoT platform 
requirements by following REST architecture style and supporting the WebSocket 
protocol. Performance evaluation of the proposed API confirmed its suitability also 
for collecting measurements in fast changing environment and dynamically 
configurable connected devices. 
 
Key words: API, REST, WebSocket, publish/subscribe, Internet of Things 





Internet stvari (angl. Internet of Things) [1] je koncept, pri katerem se fizični 
objekti (stvari), obogateni z elektroniko, senzorji in programsko opremo, povezujejo 
in/ali so dostopni prek interneta in s tem zagotavljajo storitve in dostop do omrežja, z 
namenom izmenjevanja podatkov z drugimi napravami. Vsaka stvar znotraj interneta 
stvari ima svoj unikatni identifikator (npr. naslov IPv6 [5]) in je sposobna prenašati 
podatke prek omrežja brez posredovanja človeka. Del interneta stvari so tudi brezžična 
senzorska omrežja (angl. wireless sensor networks) [2], sestavljena iz majhnih 
razpršenih naprav, ki opravljajo tri naloge: nadzor fizičnih in okoljskih parametrov, 
kot sta temperatura in vlaga; nadzor naprav, kot so stikala, motorji in aktuatorji, ki 
lahko vplivajo na te parametre; in možnost zagotavljanja učinkovite in zanesljive 
brezžične komunikacije. Tem napravam pravimo vozlišča. Tipično lahko 
komunicirajo med sabo, prek prehodnega vozlišča (angl. gateway node) pa prek 
interneta usklajeno pošiljajo zajete podatke na skupno lokacijo. Vozlišče, ki se lahko 
povezuje v internet, tako predstavlja napravo, ki je del interneta stvari. 
Podatki, ki jih vozlišča generirajo (npr. meritve senzorjev), sami po sebi ne 
nosijo veliko informacij, zato jih moramo najprej obdelati ali predstaviti v kontekstu. 
Za to skrbijo platforme za procesiranje, analizo in vizualizacijo podatkov, kjer se ti 
podatki shranjujejo, obdelujejo in predstavijo na razumljiv in reprezentativen način. 
Iščemo način, kako podatke spraviti iz naprav, ki jih generirajo, v platforme, kjer se ti 
podatki shranjujejo in obdelujejo, za kar potrebujemo programski vmesnik (API). Ta 
ponudi nekatere funkcionalnosti programske opreme v uporabo drugi programski 
opremi, na primer omenjenim platformam ali drugim storitvam. V diplomi predlagamo 
rešitev za učinkovito in varno upravljanje s senzorskimi viri in dostop do podatkov 
meritev na primeru platforme Videk s kombinacijo široko razširjene arhitekture 
programskih vmesnikov REST [3] in protokola za komuniciranje v realnem času 
WebSocket [4]. 
V diplomi bomo najprej predstavili zgodovino razvoja, področja in platforme, ki 
jih zajema pojem interneta stvari. Nato bomo definirali pojem programskega vmesnika 
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in si pogledali nekaj primerov protokolov in arhitekturnih stilov za njihovo gradnjo. 
Predstavili bomo zahteve za programski vmesnik na podlagi obstoječih platform in 
predlagali rešitev za platformo Videk.1 V nadaljevanju si bomo ogledali razvoj 
programskega vmesnika na platformi Videk in ovrednotili ustreznost predlagane 
rešitve glede na podane zahteve. 




2  Internet stvari 
»Trenutek, ko v internet povezan računalnik postane del vsake stvari – in tako 
običajen, da ga sploh ne opazimo več« (Mark Weiser, 1991). 
2.1  Začetki interneta stvari 
Leta 1926 je Nikola Tesla v intervjuju za revijo Colliers izjavil: 
»Z razširitvijo brezžične povezljivosti bo svet funkcioniral kot ogromni možgani, 
kar pravzaprav tudi je. Vsaka stvar bo predstavljala delček resnične, ritmične celote. 
Med seboj bomo lahko komunicirali kadarkoli in (od) kjerkoli, pri tem pa se bomo 
slišali in videli, kot da se pogovarjamo na štiri oči. Orodja, ki jih bomo pri tem 
uporabljali, bodo presenetljivo preprosta v primerjavi s sedanjim telefonom. Človek 
ga bo lahko nosil kar v žepu suknjiča« [8]. 
Dogodki in razvoj na področju interneta in umetne inteligence v šestdesetih in 
sedemdesetih letih 20. stoletja, kot sta ARPANET [10] leta 1969 in objava članka 
»Specification of internet transmission control program« [11] leta 1974, ki je postal 
osnova za protokolni sklad TCP/IP [12], so pripeljali do novih premikov v smeri 
interneta stvari. 
Koncept omrežja pametnih naprav se je prvič pojavil leta 1982, ko so na 
Univerzi Carnegie Mellon predelali kokakolino napravo za serviranje napitkov [13], 
tako da je bila povezana z računalnikom in je lahko poročala zalogo in hladnost 
napitkov. Leta 1990 je John Romkey ustvaril prvo internetno »napravo«, opekač, ki 
ga je lahko vklopil prek povezave TCP/IP [14]. 
Naslednjega leta je Mark Weiser objavil članek o računalniku 21. stoletja [15], 
v katerem je zapisal (na začetku poglavja) navedeni stavek o vseprisotnosti 
računalnika. V letu 1996 Mark Weiser nadaljuje svoje raziskovanje vseprisotnosti 
računalnika z izjavo: 
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»Vseprisoten računalnik je skoraj nasprotje virtualne resničnosti. Če virtualna 
resničnost postavi človeka v svet, ustvarjen s strani računalnika, je vseprisoten 
računalnik prisiljen živeti v svetu skupaj z ljudmi« [16]. 
Sledila je komercializacija interneta s pojavom spletnega trgovanja (Amazon, 
Ebay), pojavita se tudi Google in Yahoo. Izraz »Internet Of Things« je prvič uporabil 
Kevin Ashton leta 1999 v predstavitvi, ki jo je pripravil podjetju Procter & Gamble, o 
uporabi radio-frekvenčne identifikacije (RFID) v dobavni verigi izdelkov [17]. 
Po mnenju skupine »Cisco Internet Bussiness Solution Group« je bil internet 
stvari »rojen« nekje med letoma 2008 in 2009, ko je število v internet povezanih 
naprav preseglo število ljudi [18]. 
2.2  Kaj je internet stvari 
Prej omenjeni Mark Weiser, ki je deloval kot glavni raziskovalec svetovno 
znanega raziskovalnega centra Xerox Palo Alto Research Center, je predvidel pojav 
tretjega vala računalništva, kjer bi nas v vsaki pisarni obkrožalo na stotine brezžično 
povezanih računalnikov, vse to ob pomoči nižanja cen elektronike: 
»Vseprisoten računalnik predstavlja tretji val računalništva, ki se ravno sedaj 
začenja. Prvi so bili veliki, centralizirani računalniki, ki jih je uporabljala množica 
ljudi. Sedaj smo v obdobju osebnega računalnika, ko si človek in stroj nemirno zreta 
iz oči v oči. Prihaja pa vseprisoten računalnik ali obdobje mirne tehnologije, ko se 
tehnologija zlije z našim vsakdanjim življenjem« [19]. 
Razvoj računalništva v treh valih je imel direkten vpliv na tri revolucije v razvoju 
interneta. V začetku so se med seboj povezovali in si izmenjevali podatke le 
računalniki. V naslednji revoluciji smo se z uporabo osebnih računalnikov prek 
interneta povezali ljudje. Tretja revolucija pa nam prinaša internet, prek katerega lahko 
človek komunicira s človekom, računalnikom ali katero koli stvarjo, ki je povezana v 
internet in poseduje možnost, da jo prek interneta naslovimo, si z njo izmenjujemo 
podatke ali jo prek interneta upravljamo. Tej revoluciji interneta pravimo »internet 
stvari« [20]. 
Definicija interneta stvari, ki so jo uporabili italijanski raziskovalci s tega 
področja, se glasi: 
»Osnovna ideja koncepta je vse večja prisotnost različnih »stvari« ali 
»objektov« okoli nas, kot so radio-frekvenčna identifikacija (RFID), značke, senzorji, 
aktuatorji, mobilni telefoni in podobno, ki lahko s pomočjo unikatnega naslavljanja 
komunicirajo med sabo in s sosedi zasledujejo skupne cilje« [21]. 
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Najpreprosteje se pojem »internet stvari« opiše že sam, to so »stvari«, povezane 
v internet. Na Wikipediji je v uporabi naslednja definicija: 
»Internet stvari je omrežje fizičnih objektov ali »stvari« z vgrajeno elektroniko, 
programsko opremo, senzorji in povezljivostjo, ki ji omogočajo doseganje večje 
vrednosti in boljših storitev z izmenjevanjem podatkov s proizvajalcem, operaterjem 
in/ali drugimi povezanimi napravami. Vsaka »stvar« je unikatno naslovljiva skozi 
njeno vgrajeno računalniško opremo, zmožna pa je tudi komunikacije z obstoječo 
internetno infrastrukturo« [22]. 
Nekatere definicije poudarjajo avtonomnost interneta stvari: 
»To je scenarij, v katerem imajo objekti, živali ali ljudje unikatne identifikatorje 
in možnost prenašanja podatkov preko omrežja brez interakcije človek–človek ali 
človek–računalnik« [23]. 
Povzamemo lahko, da internet stvari nastopi takrat, ko se virtualni svet 
informacijskih tehnologij integrira s stvarmi realnega sveta. Pri tem postanejo stvari 
realnega sveta dostopne prek interneta, s čimer dosežemo zlitje računalniške 
tehnologije z okolico, ki nam s tem nudi udobnejše življenje. 
2.3  Področja interneta stvari 
Če je med letoma 2008 in 2009 število v internet povezanih naprav preseglo 
število ljudi, Cisco [18] predvideva, da je število v internet povezanih naprav v letu 
2015 doseglo 25 milijard, ta številka pa naj bi do leta 2020 narasla na kar 50 milijard.  
Slika 2.1: Število ljudi in število v internet povezanih naprav skozi čas [18] 
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Za integracijo z internetom vsaka naprava potrebuje unikaten IP-naslov. Zaradi 
potrebe po velikem številu unikatnih naslovov uporaba IPv4 ne pride v poštev, zato se 
v internetu stvari uporabljajo naslovi IPv6 [18, 22]. 
Internet stvari se širi v različna področja našega življenja [18, 22], hkrati pa 
omogoča nove poslovne modele. Tako na primer mediji uporabljajo podatke interneta 
stvari, da prilagajajo vsebino vsakemu uporabniku posebej, pri tem pa uporabljajo 
ciljano oglaševanje. Z uporabo senzorjev lahko spremljamo stanje okolja (kakovost 
vode, zraka, premike divjih živali) in se pravočasno odzovemo na bližajoče naravne 
nesreče (potres, cunami, požar). Prav tako lahko spremljamo stanje infrastrukture, 
proizvodnih procesov, dobavnih verig in transporta. Učinkovito lahko upravljamo z 
viri energije (pametna omrežja), stavbami in domovi. Na področju zdravstva lahko 
povečamo oddaljene preventivne preglede, predvsem kroničnim bolnikom in 
bolnikom na oddaljenih krajih in s tem pridobimo koristne podatke, s katerimi lahko 
rešujemo življena. 
Za zagotovitev skupnega delovanja večjih skupin senzorjev z namenom 
doseganja katerega od prej omenjenih ciljev se uporabljajo brezžična senzorska 
omrežja, ki jih bomo opisali v naslednjem poglavju. 
2.4  Brezžična senzorska omrežja 
»Brezžična senzorska omrežja (Wireless Sensor Networks – WSN) so prostorsko 
razporejeni avtonomni senzorji, ki nadzorujejo fizične ali okoljske pogoje, kot so 
temperatura, zvok, pritisk, vibracije, gibanje in plini, zajete podatke pa usklajeno 
pošiljajo skozi omrežje na skupno lokacijo« [24]. 
Takšno omrežje sestavljajo senzorska vozlišča, ki jih poleg enega ali več 
senzorjev sestavljajo še trije glavni deli: radijski oddajnik in sprejemnik, 
mikrokontroler za obdelavo zajetih signalov in vir napajanja, ki je navadno baterijski. 
V enem omrežju se lahko nahaja od nekaj deset do nekaj sto ali celo nekaj tisoč 
senzorskih vozlišč. Senzorska vozlišča zagotavljajo tri osnovne funkcije [2]: nadzor 
fizičnih in okoljskih parametrov, navadno v realnem času, kot sta temperatura in vlaga; 
nadzor naprav, kot so stikala, motorji in aktuatorji, ki lahko vplivajo na te parametre; 
možnost učinkovite in zanesljive brezžične komunikacije. Tipično lahko komunicirajo 
med sabo, prek prehodnega vozlišča (angl. gateway node) pa prek interneta usklajeno 
pošiljajo zajete podatke na skupno lokacijo. Vozlišče, ki se lahko povezuje v internet, 
tako predstavlja napravo, ki je del interneta stvari. Slika 2.2 predstavlja najbolj 
obetavne komunikacijske tehnologije za to področje. 
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Slika 2.2: Najbolj obetavne komunikacijske tehnologije za IoT, razvrščene glede na protokolni sklad 
IP [26] 
2.5  IoT-platforme 
Z večanjem števila naprav, ki so priključene v internet, se povečuje potreba po 
učinkovitih platformah za upravljanje, sledenje in beleženje podatkov, ki jih te naprave 
generirajo. Za podporo bodočega komercialnega uspeha rešitve na področju interneta 
stvari potrebujejo razširljive in prilagodljive platforme za zbiranje podatkov tudi v 
realnem času [27]. Te platforme morajo omogočiti shranjevanje, obdelavo, upravljanje 
in deljenje podatkov različnih podatkovnih tipov prek širokega spektra naprav in 
aplikacij. Prav tako morajo ob vse večji količini informacij zagotoviti algoritme in 
metode za hitro in učinkovito procesiranje podatkov. Platforme se največkrat 
pojavljajo v obliki oblačnih storitev, tako da lahko uporabnik na eni strani prek 
programskega vmesnika (API) platformi zagotovi ustrezne podatke, platforma pa te 
podatke obdela in jih prikaže v obliki vizualizacije. 
2.6  Prihodnost 
Kot smo že prej omenili, Cisco za leto 2020 predvideva 50 milijard v internet 
povezanih naprav. Pri upravljanju take količine naprav in podatkov, ki jih te naprave 
generirajo, se pojavlja vrsto priložnosti in izzivov, s katerimi se bomo morali spoprijeti 
[18]. Če problem unikatnega naslavljanja rešuje IPv6, so tu še vedno področja, na 
katerih bo potrebno veliko dela: cena naprav, energijski viri za zagotavljanje 
dolgotrajnega avtonomnega delovanja, zasebnost in varnost podatkov, standardi, ki 
definirajo arhitekturo in protokole, predpisi in zakonodaja, ki celovito in učinkovito 
rešujejo predvsem problem zasebnosti in varnosti podatkov ter s tem zmanjšajo skrbi 
ljudi ob vseprisotnosti v internet povezanih naprav. Poleg tega morajo za splošno 
sprejetje ideje interneta stvari proizvajalci in ponudniki storitev zagotoviti produkte in 
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storitve, ki ne le znižajo stroške proizvodnje in poslovanja, temveč končnemu 




3  Programski vmesniki 
Programski vmesnik [28, 29] je programska komponenta, ki vsebuje zbirko 
rutin, protokolov in funkcij, ki jih lahko ponovno uporabimo v drugih aplikacijah. 
Namen programskega vmesnika je priskrbeti gradnike, ki jih lahko vključujemo v 
večje in kompleksnejše programe ter si s tem olajšamo postopek razvoja. Pri tem 
govorimo o priključnih programskih vmesnikih (angl. plug-in API). Poznamo pa tudi 
programske vmesnike, ki samo pomagajo zunanjim programom z deljenjem podatkov 
in tako izboljšajo njihovo funkcionalnost. Poleg dostopa do podatkovne baze lahko 
programski vmesniki omogočajo dostop do strojne opreme ali zagotovijo gradnike 
grafičnih uporabniških vmesnikov. 
Programski vmesniki so lahko na voljo [28] v obliki knjižic, ki vsebujejo 
specifikacije za postopke, podatkovne strukture, razrede objektov in spremenljivke. V 
primeru spletnih programskih vmesnikov (SOAP- in REST-storitve) pa so ti 
predstavljeni v obliki seznama oddaljenih klicev (angl. remote call), ki so na voljo 
odjemalcem. Ti oddaljeni klici predstavljajo HTTP-zahteve na določene internetne 
naslove, hkrati z njimi pa je določena struktura odzivov, ki so običajno predstavljeni 
v formatih XML (eXtensive Markup Language) [31] ali JSON (JavaScript Object 
Notation). 
Na prvi pogled se zdi, da so programski vmesniki namenjeni le programerju in 
ima od njih korist le on. Vendar imajo programi, ki uporabljajo iste programske 
vmesnike, podobno, uporabniku znano zgradbo in podobne uporabniške vmesnike, 
tako da se jih je lažje naučiti uporabljati. Kljub vsemu so za končnega uporabnika 
programski vmesniki skriti v zakulisju in se z njihovo uporabo in prisotnostjo ne 
ukvarjajo. 
3.1  Protokol SOAP 
Protokol SOAP [30, 31] predstavlja prvi razviti standard spletnih storitev. Sprva 
je bil predstavljen kot tehnologija za izmenjavo strukturiranih podatkov med 
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porazdeljenimi sistemi, ki procesirajo sporočila prek različnih transportnih protokolov. 
Namenjen je torej bil premoščanju vrzeli med različnimi platformami, prerastel pa je 
v najširše podprt sporočilni format in protokol za uporabo s spletnimi storitvami, ki 
temeljijo na označevalnem jeziku XML. Okrajšava SOAP je pomenila »Simple Object 
Access Protocol« (slov. »Preprost Protokol za Dostop do Objektov«), z verzijo 1.2 pa 
so kratico opustili, saj protokol ni niti preprost niti nima veliko skupnega z objektnim 
dostopom. 
Komunikacija pri protokolu SOAP temelji na serializaciji prvotnega klica v 
XML-dokument. Za prenos podatkov v XML-obliki se protokol opira na druge 
protokole aplikacijskega sloja, najpogosteje HTTP [33] in SMTP [34]. Na strani 
prejemnika se sporočilo deserializira v prvotno obliko. Protokol SOAP lahko z 
zagotovitvijo okvirja za sporočanje oblikuje temeljni protokol za protokolni sklad 
spletnih storitev. 
Sporočilo, ki ga uvaja SOAP, vsebuje ovojnico (angl. header), ki je korenski 
element sporočila SOAP in vsebuje opcijski element glava (angl. header) in telo 
sporočila (angl. body). V glavi se lahko nahajajo dopolnilni metapodatki sporočila, ki 
se lahko nanašajo na prejemnika med prenosom sporočila. Podelement AuthHeader se 
na primer uporablja za avtentikacijo uporabnika, ki dostopa do spletne storitve. Telo 
sporočila predstavlja vsebnik, ki prenaša podatke naslovniku SOAP-sporočila in 
vsebnik Fault, ki se uporablja za diagnostiko in opisuje napake sporočila. 
3.2  Arhitekturni stil REST 
REST je kratica za Representational State Transfer (slov. prenos stanj kot 
predstavitev) [3, 35], ki predstavlja arhitekturni stil za načrtovanje distribuiranih 
informacijskih sistemov. Opisuje lastnosti in omejitve, ki jim arhitekturni stil sledi, 
njihov glavni namen pa je izdelava enostavnih, razširljivih in šibko sklopljenih 
porazdeljenih sistemov. Arhitekturni stil REST je definiral in opisal Roy Fielding v 
svoji doktorski dizertaciji leta 2000. Čeprav je bil arhitekturni stil REST definiran že 
leta 2000, je širšo sprejetost doživel šele v zadnjih letih. Predstavlja glavnega 
konkurenta spletnim storitvam SOAP, ki jih je v določenih področjih po uporabi že 
prehitel [36]. Zaradi svoje enostavnosti se arhitekturni stil REST uporablja predvsem 
v podjetjih, ki ponujajo javno dostopne programske vmesnike ali pa so ti namenjeni 
končnim uporabnikom, protokol SOAP pa se bolj uporablja za B2B-komunikacijo. 
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Slika 3.1: Priljubljenost iskalnih parametrov skozi čas. Ključni besedi "rest api", označeni z modro, in 
"soap api", označeni z rdečo [35] 
Spletni storitvi, ki je zgrajena tako, da sledi arhitekturnemu stilu REST, pravimo 
spletna storitev RESTful. Te uporabljajo protokol HTTP kot vmesnik in za operacije 
CRUD nad podatkovno bazo uporabljajo iste HTTP-metode (GET, POST, PUT, 
DELETE), kot jih uporabljajo spletni brskalniki za pridobivanje spletnih strani in 
pošiljanje podatkov do oddaljenih strežnikov [35]. Protokol HTTP ni edini možen 
protokol, ki ga lahko uporabljamo z arhitekturnim stilom REST, vendar je zaradi 
primernosti postal »de-facto« standard [38]. 
3.2.1  Arhitekturne omejitve 
Roy Fielding je z analizo razširljivosti spleta ugotovil, da je le-ta omejena z 
naborom omejitev. Ker so tudi spletne storitve RESTful del spleta, se moramo pri 
njihovi gradnji držati šestih omejitev [3, 35]: 
1. odjemalec/strežnik: predstavlja ločitev nalog, ki jih opravljata odjemalec in 
strežnik. Njun razvoj lahko zato poteka ločeno, z uporabo različnih 
programskih jezikov, kar pomeni lažjo razširljivost in dodajanje novih 
funkcionalnosti. Tako se odjemalec ukvarja s predstavitvijo podatkov, pri 
tem pa se ne obremenjuje s tem, kako so podatki shranjeni na strežniku. Ta 
omejitev predstavlja temelj interneta; 
2. enoten vmesnik: pri ločitvi nalog odjemalca in strežnika moramo poskrbeti, 
da je vmesnik, prek katerega komunicirata, enoten. Če katera od komponent 
preneha slediti dogovorjenim standardom, se komunikacija onemogoči. 
Enoten vmesnik vsebuje štiri omejitve: 
 identifikacija virov: posamezni koncepti v internetu (npr. zbirka 
podatkov v podatkovni bazi) se imenujejo viri in so dostopni z uporabo 
identifikatorjev URI. Konceptualno so ločeni od svojih predstavitev, tako 
spletni naslov http://www.fe.uni-lj.si vrne podatke v HTML-obliki, nek 
vnos v podatkovni zbirki pa je lahko predstavljen v formatu JSON; 
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 spreminjanje virov prek predstavitve: odjemalci prek identifikacije 
vira lahko dostopajo do njegovih podatkov, če imajo dovolj pravic, pa 
lahko vir tudi spreminjajo. Različnim odjemalcem so viri lahko različno 
predstavljeni: spletnemu brskalniku v obliki HTML, programskemu 
vmesniku pa v formatu JSON; 
 samoopisljiva sporočila: odjemalec v odgovoru strežnika poleg 
podatkov vira prejme podatke o njegovem stanju, formatu in velikosti 
(metadata). Ti podatki se pošiljajo v glavi odgovora strežnika; 
 hipermedija kot pogon stanj aplikacije: sporočila strežnika ne 
vsebujejo samo zahtevanih informacij, ampak tudi dodatne povezave na 
sorodne informacije in akcije, ki jih odjemalec lahko izvede (podobno 
kot povezave na spletni strani); 
3. večplastni sistem: omejitev omogoča nevidno postavitev posredniških 
strežnikov med odjemalcem in strežnikom. To pomeni, da odjemalec ne 
more z gotovostjo trditi, ali komunikacija poteka direktno med njim in 
strežnikom, ali je vmes še posredniški strežnik. Posredniški strežniki se 
uporabljajo za zagotavljanje večje varnosti, predpomnjenje odzivov in 
razporejanje prometa; 
4. predpomnilnik: ta omejitev naroča spletnim strežnikom, da določijo, ali so 
podatki, poslani v odzivu, pripravljeni za predpomnjenje ali ne. Uporaba 
predpomnilnika zmanjša število interakcij med odjemalcem in strežnikom, 
zmanjša zamik, ki ga dojema odjemalec pri interakciji s strežnikom, poveča 
dosegljivost in zanesljivost strežnika in zmanjša njegovo obremenjenost; 
5. komunikacija brez stanj: strežnik si med posameznimi zahtevami 
odjemalcev ne shranjuje njihovih podatkov, zato morajo biti vse zahteve, ki 
pridejo na strežnik, samozadostne; 
6. koda na zahtevo: predstavlja edino neobvezno omejitev, pri kateri lahko 
strežnik začasno prilagodi ali doda funkcionalnosti odjemalcu s pomočjo 
kode v obliki skript ali vtičnikov. 
3.2.2  Arhitekturne lastnosti 
Arhitekturne omejitve, predstavljene v prejšnjem poglavju, imajo vpliv na 
arhitekturne lastnosti spletnih storitev, ki sledijo tem omejitvam [3]. Te lastnosti so: 
 zmogljivost: interakcije med komponentami so lahko glavni faktor 
omrežne učinkovitosti in zmogljivosti, ki jo zazna uporabnik; 
 razširljivost: omogoča veliko število komponent in interakcij med njimi; 
 enostavnost vmesnikov; 
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 možnost spreminjana komponent za zadostitev trenutnih potreb tudi 
medtem, ko aplikacija teče; 
 vidnost komunikacije med komponentami; 
 prenosljivost komponent s prenosom programske kode s podatki; 
 zanesljivost: odpornost na napake na sistemskem nivoju v primeru okvar 
na komponentah, povezovalcih ali podatkih. 
3.3  Protokol HTTP 
HTTP je kratica za »HyperText Transfer Protocol« ali slovensko »protokol za 
prenos hiperteksta«. Je protokol aplikacijskega nivoja in predstavlja osnovo 
podatkovne komunikacije na svetovnem spletu [33, 39]. Hipertekst je izraz za 
strukturiran tekst, ki uporablja logične povezave (hiperpovezave) med različnimi 
tekstovnimi vozlišči, HTTP pa je protokol za prenašanje ali izmenjevanje hiperteksta. 
Deluje na principu zahteve in odziva v računalniškem modelu odjemalca in 
strežnika. Odjemalec je lahko preprost spletni brskalnik, strežnik pa računalniški 
program, ki gostuje spletno stran. Če si odjemalec želi ogledati gostujočo spletno stran, 
mora strežniku poslati HTTP-zahtevo. Strežnik, ki lahko odjemalcu zagotovi spletno 
stran v formatu HTML ali pa mu posreduje predstavitev kakšnega drugega vira, pošlje 
odzivno sporočilo odjemalcu. To sporočilo vsebuje odzivno kodo, ki odjemalca 
obvešča o statusu zahtevka, in zahtevano vsebino v telesu sporočila. 
Prvi del HTTP-zahtevka je najpomembnejši, saj vsebuje URI-identifikator vira 
in HTTP-metodo zahtevka, ki definira, kaj odjemalec želi narediti na viru. Poznamo 
več vrst HTTP-metod: 
 metoda GET v odzivu zahteva predstavitev vira, navedenega v URI. Ta 
metoda se lahko uporablja samo za pridobitev podatkov in se ne sme 
uporabljati za izvajanje drugih operacij nad virom; 
 metoda HEAD je podobna metodi GET, le da se tu v odzivu nahaja le 
glava odziva, telo odziva pa je prazno. Ta metoda je uporabna, če nas 
zanimajo samo metapodatki v glavi in ne želimo prenašati nobenih 
drugih podatkov; 
 metoda POST od strežnika zahteva vključitev podatkov, vključenih v 
telesu zahtevka v nov dokument vira, ki je določen v URI; 
 metoda PUT od strežnika zahteva vključitev podatkov, vključenih v 
telesu zahtevka, v vir, ki je določen v URI; 
 metoda DELETE od strežnika zahteva brisanje vira, navedenega v URI; 
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 metoda TRACE vrne poslan zahtevek nazaj odjemalcu, s čimer lahko 
sledimo spremembam, dodanim na posredniških strežnikih; 
 metoda OPTIONS vrne metode, ki jih lahko izvajamo nad virom, ki se 
nahaja na podanem URI; 
 metoda CONNECT se uporablja pri spletnih posrednikih za 
vzpostavitev SSL-tunela; 
 metoda PATCH delno modificira vir. 
 
Odziv strežnika vsebuje odzivno kodo, ki vsebuje strojno berljivo statusno kodo 
(npr. »404«) in tekstoven, človeško berljiv opis vzroka (»Not found«). Statusne kode 
so glede na vrsto razdeljene v pet skupin: 
 1XX – informacija, 
 2XX – uspeh, 
 3XX – preusmeritev, 
 4XX – napaka odjemalca, 
 5XX – napaka strežnika. 
3.3.1  HTTP long polling 
HTTP long polling je rešitev protokola HTTP za primer, ko želi odjemalec 
dostopati do virov, ki se hitro spreminjajo in dopolnjujejo, pri tem pa želi, da ga 
strežnik obvešča o novo prispelih podatkih. Deluje tako, da odjemalec pošlje zahtevek 
na strežnik in kadar strežnik nima na voljo novih podatkov, zahtevo zadrži. Ko se 
pojavijo novi podatki, strežnik pošlje odziv skupaj z novimi podatki. Ko odjemalec 
prejme odziv, nemudoma pošlje novo zahtevo in postopek se ponovi. S to rešitvijo 
posnemamo zamenjavo vlog med odjemalcem in strežnikom (potisni mehanizem) 
[40]. 
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3.4  Protokol WebSocket 
Protokol WebSocket [4] omogoča vzpostavitev dvosmerne povezave med 
odjemalcem in strežnikom nad protokolom TCP. Cilj protokola je zagotovitev 
mehanizma za aplikacije, ki tečejo v spletnih brskalnikih in potrebujejo dvosmerno 
povezavo s strežnikom, ki se ne zanaša na odprtje več HTTP-povezav. Protokol 
prinaša veliko zmanjšanje omrežnega prometa in zakasnitev v primerjavi z 
nerazširljivima metodama »polling« in »long polling«, ki s pomočjo vzdrževanja dveh 
povezav posnemata dvosmerno povezavo.  
Povezava WebSocket se začne kot HTTP-povezava, s čimer se zagotovi 
združljivost s sistemi, ki protokola ne podpirajo. Prehod iz protokola HTTP se imenuje 
dogovor WebSocket (WebSocket handshake). Spletni brskalnik pošlje zahtevo GET z 
glavo »Upgrade«: 





Sec-WebSocket-Protocol: chat, superchat 
Sec-WebSocket-Version: 13 
Origin: http://example.com 
V primeru, da strežnik zahtevo razume, privoli v spremembo protokola skozi 
glavo »Upgrade«: 





Na tej točki se povezava HTTP poruši in nadomesti s povezavo WebSocket, ki 
uporablja isto TCP/IP-povezavo. Povezava WebSocket uporablja ista vrata kot HTTP 
(80) in HTTPS (443), s čimer se izognemo težavam z vmesnimi strežniki in požarnimi 
zidovi. Od tu naprej lahko odjemalec in strežnik pošiljata WebSocket podatkovne in 
tekstovne okvirje po dvosmernem komunikacijskem kanalu, naenkrat, neodvisno drug 
od drugega. 
3.4.1  Vzorec objavi/naroči (publish/subscribe) 
Vzorec objavi/naroči (angl. publish/subscribe pattern) [41] je asinhroni 
sporočilni vzorec, kjer pošiljatelji (publishers) ne pošiljajo sporočil neposredno 
določenim prejemnikom (subscribers), temveč so sporočila objavljena na kanale, brez 
vednosti o morebitnih (naročnikih) prejemnikih sporočil. Prejemniki se tako naročijo 
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na sporočila iz določenega kanala, brez vednosti o morebitnih pošiljateljih sporočil. 
Pošiljatelji objavijo sporočila posredniku, ta pa jih posreduje zainteresiranim 
naročnikom. Pri tem se opravi filtriranje in razporejanje sporočil na ustrezne kanale, 
tako da naročniki prejmejo le sporočila, objavljena na kanalih, na katere so naročeni.  
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4  Iskanje rešitve programskega vmesnika IoT-platforme 
Videk 
Vsaka povezana naprava ali »stvar« znotraj interneta stvari, na primer senzorsko 
vozlišče, zajema podatke iz vgrajenih senzorjev. Te podatke želimo shraniti v 
podatkovni bazi IoT-platforme, ki jih lahko posreduje v procesiranje, analizo ali 
vizualizacijo. Za ta namen potrebujemo primeren programski vmesnik za 
komunikacijo s podatkovno bazo, pri tem pa imajo platforme različne zahteve. 
Primer platforme za analizo podatkov je ParCom Analytics Platform,2 ki 
obdeluje zgodovinske podatke, filtrirane glede na neke kriterije. Podobno analitična 
platforma Qminer obdeluje podatke, shranjene v platformi Videk (več o tem v 
poglavju 4.2), zato nas zanimajo njene zahteve. Za pridobitev točno določenih meritev 
iz podatkovne baze potrebujemo programski vmesnik, ki lahko na primer dostopa do 
podatkov znotraj nekega časovnega okvira. Programski vmesnik mora tako zagotoviti 
uporabo poizvedbenih parametrov (angl. query parameters). 
Pri vizualizaciji podatkov v realnem času mora imeti platforma možnost 
posodabljanja z novimi vnosi v podatkovno bazo. Programski vmesnik mora to 
zagotoviti z nizko latenco in majhno porabo pasovne širine (angl. overhead). 
SeeControl3 je primer platforme, ki podpira upravljanje priključenih naprav. 
Beleži stanje povezave, porabo podatkov, stanje naprave, konfiguracijo in oddaljene 
nastavitve/navodila priključenih naprav, kar od programskega vmesnika zahteva, da 
zagotovi metode za spreminjanje teh podatkov in nastavitev. 
V kolikor se želimo uspešno soočati z izzivi, ki jih prinašajo hitro spreminjajoče 
se okolje in dinamična konfiguracija priključenih naprav, mora IoT-platforma 
združevati funkcionalnosti shranjevanja podatkov in upravljanja naprav ter omrežja. 
Programski vmesnik za tako platformo mora zadoščati vsem naštetim zahtevam, ob 
tem pa zagotoviti razširljivo arhitekturo z URI-shemo, ki predstavlja vire podatkovne 
                                               
2 http://www.parstream.com. 
3 http://www.seecontrol.com. 
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baze. Viri morajo biti predstavljeni v strojno in človeško berljivem formatu, dostop do 
njih pa mora biti omogočen samo avtoriziranim uporabnikom. 
4.1  Predlagana rešitev 
Za zadostitev zgoraj naštetim zahtevam predlagamo rešitev [42], ki temelji na 
dveh programskih vmesnikih. Prvi sledi arhitekturnim smernicam REST, ki ugodi 
vsem podanim zahtevam, razen zahteve po zagotavljanju podatkov v realnem času, za 
kar poskrbi drugi programski vmesnik, ki temelji na protokolu WebSocket: 
 RESTful API priskrbi URI-je do virov v podatkovni bazi, nad katerimi 
lahko izvajamo CRUD-operacije (Ustvari, Preberi, Posodobi, Izbriši). 
Dostop je omogočen samo avtoriziranim uporabnikom z veljavnim 
avtorizacijskim žetonom. Arhitekturni stil REST je predstavljen v 
poglavju 3.2, njegova implementacija na platformi Videk pa v poglavju 
5.1; 
 WebSocket API je zadolžen za dostavo novih vnosov iz podatkovne baze 
do uporabnikov. Uporablja protokol WebSocket in vzorec objavi/naroči 
(angl. publish/subscribe), ki sta opisana v poglavju 3.4. Implementaciji 
slednjih sta predstavljeni v poglavju 5.2. 
Za dostavo novih vnosov v podatkovno bazo bi lahko uporabljali tudi tehniko 
long-polling protokola HTTP, vendar smo predpostavili, da je ta rešitev počasnejša in 
porabi več pasovne širine v primerjavi s protokolom WebSocket. Rešitvi smo 
primerjali v poglavju 5.3. 
Da bi lažje predstavili rešitev, ki ustreza naštetim zahtevam, smo kot primer 
razvili programski vmesnik za Videk IoT-platformo. Opis platforme se nahaja v 
naslednjem poglavju, razvoj programskega vmesnika pa je predstavljen v poglavju 5. 
4.2  IoT-platforma Videk 
Na trgu je veliko platform za upravljanje in sledenje naprav interneta stvari in 
shranjevanja podatkov, ki jih te naprave generirajo. Te so večinoma plačljive ali se 
prodajajo v kompletu s senzorskimi napravami, redkejše so odprtokodne 
decentralizirane rešitve, zgrajene v pomoč raziskovalcem in podjetjem. Odgovor na te 
potrebe je platforma Videk, razvita v okviru laboratorija SensorLab na Inštitutu Jožef 
Stefan. V svojem primarnem namenu je Videk odprtokodna rešitev za upravljanje 
naprav in zamenjuje preglednice podatkov, v katerih so bili ti podatki shranjeni. 
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Videk je aplikacija, napisana v programskem jeziku JavaScript, ki teče na 
platformi NodeJS. Vključuje sistem za upravljanje naprav, ki beleži senzorska vozlišča 
na terenu, shranjuje podatke o tem, kako se vozlišča povezujejo v gruče ter katere 
komponente in senzorji so vključeni v posamezna vozlišča. Platforma prav tako zbira 
in hrani podatke meritev in metapodatke priključenih vozlišč. Arhitektura platforme 
Videk je predstavljena na Sliki 4.1 in je sestavljena iz 5 blokov: 
 podatkovna baza: podatki so shranjeni v dokumentih, podobnih JSON-
obliki (pari polje-vrednost), znotraj podatkovne baze MongoDB, ki je 
NoSQL/dokumentno orientirana podatkovna baza. Dokumenti so 
združeni v zbirke, za potrebe razvoja programskega vmesnika pa bomo 
uporabljali dokumente, shranjene v zbirkah vozlišča (nodes), gruče 
(clusters), senzorji (sensors) in meritve (measurements); 
 upravljanje: se naprej deli na upravljanje inventarja, naprav, meritev in 
uporabnikov. Vsi deli upravljanja so dosegljivi prek spletnega vmesnika. 
Pri tem poznamo dva tipa uporabnikov: tisti z upraviteljskimi pravicami 
lahko upravljajo vse entitete (spreminjanje nastavitev naprav, podatkov 
meritev, uporabniških podatkov), običajni uporabniki pa lahko le 
dostopajo do teh podatkov in spreminjajo nastavitve lastnega računa; 
 nadzor: funkcije nadzora so prav tako dosegljive prek spletnega 
vmesnika, na voljo pa so uporabnikom z upraviteljskimi pravicami. 
Obsegajo ročno in načrtovano skeniranje naprav, naročanje platform in 
storitev na pošiljanje podatkov in nastavitev formata izhodnih podatkov; 
 komunikacija: za prenos podatkov prek omrežja je zadolžen 
komunikacijski blok. Podatki se hranijo v platformi, nato pa se pošljejo 
zunanjim odjemalcem prek komunikacijskega bloka. Ta je razdeljen na 
dva programska vmesnika. Prvi se imenuje IOT proxy in omogoča 
uporabo platforme Videk kot prehod (gateway) za M2M-komunikacijo. 
Drugi je naš predlagani programski vmesnik in omogoča varno 
dvosmerno komunikacijo. Sestavljata ga spletni vmesnik RESTful, ki 
omogoča operacije nad štirimi ključnimi zbirkami obstoječih podatkov v 
podatkovni bazi, in programski vmesnik s protokolom WebSocket, ki je 
namenjen pretakanju novih vnosov v realnem času; 
 spletni vmesnik: vsi funkcijski bloki platforme so dostopni prek 
spletnega grafičnega vmesnika, prek katerega jih lahko tudi 
konfiguriramo. 














































Slika 4.1: Arhitektura platforme Videk 
Del platforme Videk so tudi brezžična senzorska omrežja. Ta so navadno 
sestavljena iz senzorskih vozlišč, ki temeljijo na senzorski platformi VESNA [43]. Ta 
platforma vsebuje mikroprocesor ARM Cortex M3 in lahko gosti različne module za 
zaznavanje in radijsko komunikacijo. 
Poleg platforme VESNA se za meritve plinov na terenu uporabljajo prenosna 
senzorska vozlišča – AQA-enote, ki svoje meritve shranjujejo lokalno, nato pa jih prek 
aplikacije na pametnem telefonu pošljejo v podatkovno bazo platforme Videk. 




5  Razvoj programskega vmesnika na platformi Videk 
5.1  Programski vmesnik RESTful 
Spletni vmesnik RESTful smo razvili kot del platforme Videk. Pri tem smo 
upoštevali dejstvo, da platforma teče v okolju NodeJS, ki omogoča uporabo 
programskega jezika JavaScript na strežniku. Za razvoj spletnega vmesnika RESTful 
smo uporabili modul Express,4 ki poenostavi izdelavo strežniških programskih 
vmesnikov s tem, da zagotovi funkcionalnosti, kot so: usmerjevalni mehanizem, 
razčlenjevanje (angl. parsing) HTTP-zahtev, parametrov zahtev (angl. request 
parameters) in teles zahtev (angl. request bodies), razčlenjevanje piškotkov itd. 
5.1.1  Predstavitev virov z enoličnimi identifikatorji virov (URI) 
Spletni vmesnik je dostopen prek HTTP-metod POST, GET, PUT in DELETE, 
ki se na strežniku pretvarjajo v CRUD-operacije nad viri v podatkovni bazi. Poti do 
teh virov predstavljajo enolični identifikatorji virov (angl. URI), ki so skupaj z 
razpoložljivimi HTTP-metodami predstavljeni v Tabeli 5.1. 
 
URI HTTP metode 
/api GET 
/api/nodes GET, POST 
/api/nodes/:node_id GET, PUT, DELETE 
/api/clusters GET, POST 
/api/clusters/:cluster_id GET, PUT, DELETE 
/api/sensors GET, POST 
/api/sensors/:sensors_id GET, PUT, DELETE 
/api/measurements GET, POST 
/api/measurements/:measurements_id GET, PUT, DELETE 
Tabela 5.1: Predstavitev virov z enoličnimi identifikatorji virov (URI) 
                                               
4 http://expressjs.com. 
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Imena virov so enaka imenom zbirk dokumentov v podatkovni bazi, kar hkrati 
zadosti zahtevam REST o uporabi unikatnih imen in množinskih samostalnikov za 
predstavitev virov. Nad zbirkami podatkov lahko izvajamo operacije branja in 
ustvarjanja vsebujočih dokumentov, do posameznega dokumenta pa lahko dostopamo 
z navedbo unikatnega ID-ja, ki je vsem dokumentom določen s strani podatkovne baze 
MongoDB. ID podamo za poševnico, ki sledi URI-ju vira. Posamezen dokument v 
zbirki lahko preberemo, ga posodobimo ali izbrišemo. 
5.1.2  Operacije nad zbirkami podatkov 
Vstopno točko programskega vmesnika predstavlja URI »/api«. Ko nanj 
pošljemo zahtevo GET, prejmemo odziv, v katerem so navedene poti do vseh virov, 
do katerih lahko prek programskega vmesnika dostopamo: 
{ 
 "collections": [ 
  { 
   "name": "nodes", 
   "href": "/nodes" 
  }, 
  { 
   "name": "clusters", 
   "href": "/clusters" 
  }, 
  { 
   "name": "sensors", 
   "href": "/sensors" 
  }, 
  { 
   "name": "measurements", 
   "href": "/measurements" 
  } 
 ] 
} 
Če želimo prejeti vse dokumente znotraj ene izmed naštetih zbirk podatkov, 
moramo na njen URI poslati zahtevo GET. Odziv na zahtevo GET na URI 
»api/measurements« tako vrne vse zabeležene meritve: 
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[ 
    { 
        "_id": "553b6c2bc1f3b6c50dafe508", 
        "value": 20, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-24T15:53:34.233Z" 
    }, 
    { 
        "_id": "553b6cc7c1f3b6c50dafe509", 
        "value": 22, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-19T12:11:55.548Z" 
    }, 
    { 
        "_id": "553b6ce7c1f3b6c50dafe50a", 
        "value": 25, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-15T08:20:23.132Z" 
    }, 
    { 
        "_id": "553b6e29c1f3b6c50dafe50d", 
        "value": 23, 
        "node_id": "5491756ae95c5f70261a6e92", 
        "sensor_id": "54da3608f683562dc21e25f0", 
        "ts": "2015-04-14T14:33:12.058Z" 
    }, 
    { 
        "_id": "553b6d68c1f3b6c50dafe50b", 
        "value": 19, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-09T21:16:02.853Z" 
    } 
] 
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Druga operacija, ki jo lahko izvajamo nad viri, je dodajanje novih dokumentov. 
Na URI vira pošljemo zahtevo POST, v telesu zahteve pa vključimo podatke, za katere 
želimo, da se shranijo v nov dokument. Tako kot so podatki, vsebovani v odzivu na 
zahteve, v JSON-formatu, morajo biti tudi podatki, posredovani programskemu 
vmesniku, v tem formatu. Če želimo dodati podatke nove meritve v podatkovno bazo, 
tako pošljemo POST-zahtevo na URI »api/measurements«, v telesu zahteve pa 






Odziv na zahtevo se glasi: 
"Measurement successfully added!" 
 
Če sedaj ponovimo pošiljanje zahteve GET na »api/measurements«, opazimo 
nov vnos v zbirki: 
[ 
    { 
        "_id": "553b6dd5c1f3b6c50dafe50c", 
        "value": 12, 
        "node_id": "5491756ae95c5f70261a6e92", 
        "sensor_id": "54da3608f683562dc21e25f0", 
        "ts": "2015-04-25T10:35:01.288Z" 
    }, 
    { 
        "_id": "553b6c2bc1f3b6c50dafe508", 
        "value": 20, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-24T15:53:34.233Z" 
    }, 
    { 
        "_id": "553b6cc7c1f3b6c50dafe509", 
        "value": 22, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
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        "ts": "2015-04-19T12:11:55.548Z" 
    }, 
    { 
        "_id": "553b6ce7c1f3b6c50dafe50a", 
        "value": 25, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-15T08:20:23.132Z" 
    }, 
    { 
        "_id": "553b6e29c1f3b6c50dafe50d", 
        "value": 23, 
        "node_id": "5491756ae95c5f70261a6e92", 
        "sensor_id": "54da3608f683562dc21e25f0", 
        "ts": "2015-04-14T14:33:12.058Z" 
    }, 
    { 
        "_id": "553b6d68c1f3b6c50dafe50b", 
        "value": 19, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-09T21:16:02.853Z" 
    } 
] 
Opazimo lahko, da se je pri podatkih meritve pojavilo polje »ts« (timestamp). 
To polje predstavlja čas, ob katerem se je meritev izvedla. Idealno je ta podatek podan 
skupaj z ostalimi podatki meritve. Ker v zahtevi tega podatka nismo navedli, je 
programski vmesnik to polje dodal, za vrednost pa vstavil čas vnosa podatka. 
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5.1.3  Operacije nad dokumenti v zbirkah podatkov 
Do dokumentov znotraj zbirk lahko dostopamo tako, da podamo njegov unikaten 
ID za poševnico, ki sledi URI zbirke. Če želimo prejeti dokument, ki vsebuje podatke 
prej vstavljene meritve, pošljemo zahtevo GET na 
»api/measurements/553b6dd5c1f3b6c50dafe50c«. V odzivu prejmemo podatke 
meritve: 
{ 
       "_id": "553b6dd5c1f3b6c50dafe50c", 
       "value": 12, 
       "node_id": "5491756ae95c5f70261a6e92", 
       "sensor_id": "54da3608f683562dc21e25f0", 
       "ts": "2015-04-25T10:35:01.288Z" 
 } 
Podatke meritve lahko spreminjamo s tem, da na isti URI pošljemo zahtevo PUT, 
v telesu zahteve pa pošljemo podatke, s katerimi želimo posodobiti meritev. Če želimo 




Odziv programskega vmesnika na to zahtevo: 
"Measurement successfully updated!" 
 
Ponovna zahteva GET na »api/measurements/553b6dd5c1f3b6c50dafe50c« 
potrdi spremembo vrednosti: 
{ 
       "_id": "553b6dd5c1f3b6c50dafe50c", 
       "value": 20, 
       "node_id": "5491756ae95c5f70261a6e92", 
       "sensor_id": "54da3608f683562dc21e25f0", 
       "ts": "2015-04-25T10:35:01.288Z" 
 } 
Zadnja operacija, ki jo programski vmesnik omogoča nad dokumenti, je brisanje. 
Dokument izbrišemo z zahtevo DELETE, odziv: 
"Measurement successfully deleted!" 
Ponovna zahteva GET potrdi izbris: 
"Measurement ID not found." 
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5.1.4  Odzivne kode HTTP 
Arhitekturni stil REST predvideva uporabo odzivnih kod HTTP [38] (angl. 
response codes) v odzivih na zahteve uporabnikov. Te so, kot smo videli v poglavju 
3.3, enolično določene s strani protokola HTTP, njihova uporaba pa omogoča 
nedvoumno in hitro razumevanje pravilnosti zahteve ali stanja strežnika. 
Modul Express, na katerega smo se opirali pri razvoju programskega vmesnika 
RESTful, omogoča enostavno implementacijo. Predstavili bomo nekaj primerov 
uporabe programskega vmesnika in opazovali odzivne kode: 
 želimo prejeti vse dokumente v zbirki »measurements«. Zbirka je prazna, zato 






Odzivna koda 404 Not Found 
Telo odziva »No measurements found.« 
Tabela 5.2: Odziv zahteve GET na URI prazne zbirke "measurements" 
 Želimo dodati podatke meritve v zbirko »measurements«. V odzivu prejmemo 






Telo zahteve {"value": 12, "node_id": "5491756ae95c5f70261a6e6d", 
"sensor_id": "54e74ad253873c8d2ba3e382"} 
Odzivna koda 201 Created 
Telo odziva »Measurement successfully added!« 
Tabela 5.3: Odziv zahteve POST 
  
32 5  Razvoj programskega vmesnika na platformi Videk 
 
 Želimo dodati podatke meritve, vendar v telesu zahteve ne navedemo dovolj 






Telo zahteve {"value": 20,"node_id": "5491756ae95c5f70261a6e6d"} 
Odzivna koda 400 Bad Request 
Telo odziva »Incomplete request body. Must include 'sensor_id', 'node_id' and 
'value' fields.« 
Tabela 5.4: Odziv na nepopolno zahtevo POST 
 Namesto metode POST uporabimo PUT. Programski vmesnik nas obvesti, da 







Telo zahteve {"value": 20,"node_id": "5491756ae95c5f70261a6e6d"} 
Odzivna koda 405 Method Not Allowed 
Telo odziva »PUT method is not supported.« 
Glava odziva Access-Control-Allow-Methods → GET,POST 
Tabela 5.5: Odziv na neprimerno izbiro metode PUT 
 Želimo posodobiti obstoječo meritev z ID-jem »553b6c2bc1f3b6c50dafe508«, 
vendar namesto metode PUT uporabimo POST. Programski vmesnik nas obvesti, da 







Telo zahteve {"value": 21} 
Odzivna koda 405 Method Not Allowed 
Telo odziva »POST method is not supported.« 
Glava odziva Access-Control-Allow-Methods → GET,PUT,DELETE 
Tabela 5.6: Odziv na neprimerno izbiro metode POST 
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Telo zahteve {"value": 21} 
Odzivna koda 200 OK 
Telo odziva »Measurement successfully updated.« 
Tabela 5.7: Odziv na uspešno zahtevo PUT 






Odzivna koda 200 OK 
Telo odziva »Measurement successfully deleted.« 
Tabela 5.8: Odziv na uspešno zahtevo DELETE 
 Želimo dostopati do meritve z ID-jem »553b6d68c1f3b6c50dafe50b«. V 
primeru, da pri ID-ju meritve pozabimo zadnji znak, smo o prekratkem ID-ju 






Odzivna koda 404 Not Found 
Telo odziva »Measurement ID passed in must be a single String of 12 bytes or 
a string of 24 hex characters! 
Tabela 5.9: Odziv na zahtevo GET, prekratek ID 
 Če vpišemo neobstoječ ID prave dolžine, nas programski vmesnik obvesti, da 






Telo zahteve / 
Odzivna koda 404 Not Found 
Telo odziva »Measurement ID not found.« 
Tabela 5.10: Odziv na zahtevo GET, neobstoječ ID 
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5.1.5  Iskalni parametri 
V poglavju 5.1.2 smo videli, da zahteva GET na URI zbirke vrne vse dokumente, 
ki jih zbirka vsebuje. Za potrebe vizualizacijskih ali analitičnih platform moramo 
dokumente filtrirati glede na določene kriterije. Ko želimo prikazati le podatke meritev 
med 15. in 25. aprilom 2015, URI dodamo iskalne parametre, ki določajo začetni in 
končni datum: 
»/api/measurements?from=2015-04-15&to=2015-04-25« 
Na URI z iskalnimi parametri pošljemo zahtevo GET, v odzivu pa prejmemo: 
[ 
    { 
        "_id": "553b6c2bc1f3b6c50dafe508", 
        "value": 20, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-24T15:53:34.233Z" 
    }, 
    { 
        "_id": "553b6cc7c1f3b6c50dafe509", 
        "value": 22, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-19T12:11:55.548Z" 
    }, 
    { 
        "_id": "553b6ce7c1f3b6c50dafe50a", 
        "value": 25, 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "sensor_id": "54e74ad253873c8d2ba3e382", 
        "ts": "2015-04-15T08:20:23.132Z" 
    } 
] 
Zbirka »measurements« omogoča še iskalne parametre »sensor_id« in 
»node_id«, s katerima lahko na podoben način filtriramo meritve. Zahteva GET na 
URI »/api/measurements?sensor_id=54da3608f683562dc21e25f0« nam vrne: 
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[ 
    { 
        "_id": "553b6dd5c1f3b6c50dafe50c", 
        "value": 12, 
        "node_id": "5491756ae95c5f70261a6e92", 
        "sensor_id": "54da3608f683562dc21e25f0", 
        "ts": "2015-04-25T10:35:01.288Z" 
    }, 
    { 
        "_id": "553b6e29c1f3b6c50dafe50d", 
        "value": 23, 
        "node_id": "5491756ae95c5f70261a6e92", 
        "sensor_id": "54da3608f683562dc21e25f0", 
        "ts": "2015-04-14T14:33:12.058Z" 
    } 
] 
Iskalne parametre lahko tudi združujemo. Z združitvijo prejšnjih dveh 
parametrov dobimo URI »/api/measurements?from=2015-04-15&to=2015-04-
25&sensor_id=54da3608f683562dc21e25f0«. Zahteva GET nam vrne odziv: 
[ 
    { 
        "_id": "553b6e29c1f3b6c50dafe50d", 
        "value": 23, 
        "node_id": "5491756ae95c5f70261a6e92", 
        "sensor_id": "54da3608f683562dc21e25f0", 
        "ts": "2015-04-14T14:33:12.058Z" 
    } 
] 
Poleg zbirke »measurements« iskalne parametre podpirata še zbirki »sensors« in 
»nodes«. 
Zbirka »nodes« podpira iskanje vozlišč glede na to, kateri gruči vozlišč so 
priključena. Če želimo seznam vseh vozlišč, ki so del gruče »IJS«, dopolnimo URI 
vira »nodes« z ID-jem gruče. Zahteva GET na 
»/api/nodes?cluster_id=5491756ae95c5f70261a6e5a« nam vrne: 
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[ 
    { 
        "_id": "5491756ae95c5f70261a6e92", 
        "name": "Node 56", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    }, 
    { 
        "_id": "5491756ae95c5f70261a6e93", 
        "name": "Node 57", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    }, 
    { 
        "_id": "5491756ae95c5f70261a6e94", 
        "name": "Node 58", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    }, 
    { 
        "_id": "5491756ae95c5f70261a6e95", 
        "name": "Node 59", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    }, 
    { 
        "_id": "5491756ae95c5f70261a6e96", 
        "name": "Node 60", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    }, 
    { 
        "_id": "5491756ae95c5f70261a6e97", 
        "name": "Node 61", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    }, 
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    { 
        "_id": "5491756ae95c5f70261a6e98", 
        "name": "Node 62", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    }, 
    { 
        "_id": "5491756ae95c5f70261a6e91", 
        "name": "Node 55", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    }, 
    { 
        "_id": "5492c8a5ca022e741c9c50d4", 
        "name": "Node 63", 
        "cluster_id": "5491756ae95c5f70261a6e5a", 
        "cluster": "JSI" 
    } 
] 
Znotraj zbirke »sensors« lahko iščemo glede na iskalni parameter »node_id«. 
URI zbirke dopolnimo z ID-jem iskanega vozlišča. Zahteva GET na 
»api/sensors?node_id=5491756ae95c5f70261a6e6d« vrne senzorje, ki so pritrjeni na 
vozlišče s tem ID-jem: 
[ 
    { 
        "_id": "54e74ad253873c8d2ba3e382", 
        "node_id": "5491756ae95c5f70261a6e6d", 
        "id": "SHT21-temperature", 
        "type": "SHT21", 
        "description": "", 
        "node": 19, 
        "unit": "degrees celsius", 
        "name": "temperature" 
    }, 
    { 
        "_id": "54e74ab053873c8d2ba3e381", 
        "node_id": "5491756ae95c5f70261a6e6d", 
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        "id": "SHT21-humidity", 
        "type": "SHT21", 
        "description": "", 
        "node": 19, 
        "quantity": "humidity", 
        "unit": "percent" 
    } 
] 
5.1.6  Varnost 
Med omejitve arhitekturnega stila REST spada tudi strežnik brez stanja, kar 
pomeni, da se med posameznimi zahtevami odjemalcev na strežniku ne shranjujejo 
njihovi podatki. To onemogoča ustvarjanje seje med odjemalcem in strežnikom. Pri 
dostopanju do zaščitenega programskega vmesnika moramo z vsako zahtevo poslati 
tudi uporabniške poverilnice. 
Za ta namen smo v platformo Videk vpeljali uporabo žetonov. Vsak uporabnik 
ob registraciji prejme žeton, ki vsebuje 24 naključno izbranih znakov. V primeru, da 
žeton (in s tem dostop do programskega vmesnika) pridobi tretja oseba, se lahko žeton 
prekliče, uporabniku pa se dodeli nov žeton. Uporabnik lahko do svojega žetona 
dostopa prek uporabniške strani spletnega vmesnika platforme Videk. Primer 
uporabniške strani je prikazan na sliki 5.1. Žeton se nahaja pod »API token«, opazimo 
pa tudi gumb »Regenerate token«, ki prekliče uporabnikov obstoječi žeton in mu 
dodeli novega. 
 
Slika 5.1: Uporabniška stran z žetonom 
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Pri dostopanju do programskega vmesnika RESTful v glavo zahteve dodamo 
avtorizacijsko polje »Authorization«, katerega vrednost predstavlja naš uporabniški 
žeton. Ker za predstavitev virov uporabljamo format JSON, glava zahteve vključuje 
še polje, ki ta format definira: 
{ 
    "Content-Type": "application/json", 
    "Authorization": "tRH5Gz5rjs5SS2hS9IpOOdn4xX+h4BjK" 
} 
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5.1.7  HTTP long polling 
Spletne storitve so bile prvotno razvite ob predpostavki, da so odjemalci 
pobudniki komunikacije s strežnikom s tem, ko nanj pošiljajo podatkovne zahteve. 
Kasneje se je pojavila potreba po zamenjavi vlog, kar je tudi ena od zahtev za naš 
programski vmesnik. 
Ena od možnih rešitev zahteve je HTTP long-polling, kjer odjemalec strežniku 
pošlje povpraševanje po novih podatkih, strežnik pa zahtevo zadrži, dokler nima na 
voljo novih podatkov. Ko odjemalec podatke prejme ali pa se izteče vnaprej določen 
čas, nadaljuje s pošiljanjem povpraševanj. S tem posnema strežniške zahteve, vendar 
pri tem porablja veliko pasovne širine in procesorskega časa. 
HTTP long polling s programskim vmesnikom RESTful se uporablja za potrebe 
primerjave s protokolom WebSocket, za katerega trdimo, da je učinkovitejši. Rešitvi 
primerjamo v poglavju 5.3. 
5.2  Programski vmesnik WebSocket 
Tako kot programski vmesnik RESTful, smo tudi vmesnik s protokolom 
WebSocket razvili kot razširitev platforme Videk. Pri razvoju smo se opirali na 
knjižico Socket.IO, ki vsebuje dva dela: odjemalski del, ki teče v brskalniku, in 
strežniški del za NodeJS. Knjižica uporablja protokol WebSocket in vzorec 
objavi/naroči, ki smo ju opisali v poglavju o programskih vmesnikih. 
5.2.1  Primer uporabe na platformi za vizualizacijo 
Najbolj reprezentativen primer uporabe programskega vmesnika WebSocket je 
platforma za vizualizacijo. Pri takih platformah lahko navadno izbiramo katero 
časovno obdobje nas zanima. Za potrebe predstavitve delovanja se lahko omejimo na 
primer, ko prikazujemo podatke meritev senzorja, ki meri temperaturo na vozlišču 19 
in ima ID »54e74ad253873c8d2ba3e382«.  Ko prikazujemo le pretekle meritve, ki se 
že nahajajo v podatkovni bazi, uporabimo RESTful programski vmesnik. Kako prek 
programskega vmesnika RESTful pridobiti pretekle meritve določenega senzorja v 
določenem časovnem obdobju, smo v poglavju 5.1.5 že spoznali. 
Kadar pa želimo, da se obstoječa vizualizacija, ki že vsebuje pretekle meritve iz 
podatkovne baze, dopolnjuje z novimi meritvami v realnem času, ali želimo 
vizualizirati samo nove meritve v realnem času, se obrnemo na programski vmesnik z 
WebSocket. 
var socket = io.connect('http://localhost:3000'); 
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S zgornjo vrstico JavaScript kode, ki teče na odjemalcu v brskalniku, poskrbimo 
za vzpostavitev povezave s strežnikom prek protokola WebSocket. Tako kot je bilo 
opisano v poglavju o protokolu WebSocket, spletni brskalnik ob izvedbi zgornje kode 
na strežnik pošlje zahtevo GET z glavo »Upgrade«. Strežnik v spodnji vrstici kode 
posluša zahteve odjemalcev po spremembi protokola: 
io = io.listen(server); 
Strežnik privoli v spremembo protokola s pomočjo glave »Upgrade«. HTTP 
povezava se poruši in nadomesti s povezavo WebSocket. 
Na odjemalcu se preko vzorca objavi/naroči naročimo na kanal, ki pripada 
senzorju z ID »54e74ad253873c8d2ba3e382«: 
socket.on(»54e74ad253873c8d2ba3e382«, function (data) { 
// tu dodamo kodo za obdelavo prejetih podatkov 
} 
Ker je programski jezik JavaScript po definiciji asinhron, se zgornja koda izvede 
in odjemalec se naroči na podatke s senzorja, nato pa čakamo na podatke in jih ob 
njihovem pojavu uporabimo v kodi, ki jo dodamo v zgornjo funkcijo. Na to mesto v 
našem primeru dodamo kodo, v kateri s prejetimi podatki posodabljamo graf. 
Kanali v programskem vmesniku WebSocket predstavljajo ID-je posameznega 
senzorja, sporočila, ki smo jih omenjali v poglavju 3.4, pa vsebujejo podatke meritev 
teh senzorjev v obliki JSON. Ko se meritev s senzorja, na katerega podatke smo 
naročeni, prek zahteve POST na programski vmesnik RESTful dodaja v podatkovno 
bazo, se podatki meritve prek protokola WebSocket dostavijo vsem morebitnim 
naslovnikom, naročenim na podatke tega senzorja. To zagotovi spodnja koda, ki teče 
na strežniku: 
io.emit(req.body[0].sensor_id, req.body); 
Funkcija »emit« se uporablja za objavo sporočil na določen kanal in sprejme dva 
parametra. Prvi parameter predstavlja kanal v vzorcu objavi/naroči, drugi pa sporočilo. 
»req.body« iz zahteve POST razčleni telo, ki predstavlja novo meritev senzorja v 
formatu JSON, »req.body[0].sensor_id« pa iz telesa zahteve razčleni ID senzorja. 
S pomočjo skripte na programski vmesnik RESTful pošljemo 10 zaporednih 
zahtev POST. V telesu zahtev pošiljamo podatke v obliki JSON, ki se razlikujejo le v 
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Zahteve povzročijo, da strežnik prek vzorca objavi/naroči na kanal 
»54e74ad253873c8d2ba3e382« objavi 10 sporočil, od katerih vsako nosi podatke 
posamezne meritve v formatu JSON. Ta sporočila prejme naš spletni brskalnik, prek 
katerega smo se prej naročili na podatke kanala »54e74ad253873c8d2ba3e382«. 
Podatke meritev, ki jih vsebujejo sporočila, uporabi za njihovo vizualizacijo. 
 
Slika 5.2:  Prikazovanje meritev v realnem času na platformi za vizualizacijo 
Pred programskim vmesnikom z WebSocket bi bila edina rešitev za pridobivanje 
novih meritev kontinuirano pošiljano zahtev GET na RESTful programski vmesnik s 
katerimi bi preverjali, ali so se v podatkovni bazi pojavile nove meritve. To bi 
predstavljalo večjo potrato časa in pasovne širine.  
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5.3  Primerjava tehnologije HTTP long polling in protokola 
WebSocket za pridobivanje podatkov novih meritev v realnem 
času 
V poglavju 4.1 smo predlagali rešitev za zahteve IoT-platform, v kateri smo 
predpostavili, da je uporaba protokola WebSocket in vzorca objavi/naroči za dostavo 
novih vnosov v podatkovno bazo v realnem času bolj smiselna od uporabe tehnologije 
HTTP long polling. 
Da bi preverili pravilnost naše predpostavke in preizkusili ustreznost razvitega 
programskega vmesnika, smo pripravili preizkus, v katerem smo ovrednotili njegovo 
zmogljivost s stališča platforme za vizualizacijo. To je tipična spletna aplikacija, ki 
potrebuje dostop do podatkov določenega senzorja v realnem času. Za namen 
preizkusa smo pripravili dve spletni aplikaciji, ki posnemata potrebe vizualizacijske 
platforme po hitri dostavi meritev. Prva za pridobitev novih meritev uporablja HTTP 
long polling, druga pa protokol WebSocket. 
Ko je bila nova meritev prek POST-zahteve poslana na programski vmesnik 
RESTful, je bil podatkom meritve dodan časovni žig (timestamp, polje »ts«, vrednost 
je trenutni čas), podatki so bili dodani v podatkovno bazo in objavljeni na kanal tega 
senzorja. 
Preizkus je potekal tako, da smo odprli dve okni brskalnika, v vsakem pognali 
eno izmed omenjenih spletnih aplikacij in začeli z dodajanjem novih meritev. Ko je 
nova meritev prispela v brskalnik, smo časovni žig meritve primerjali s trenutnim 
sistemskim časom (platforma Videk in spletni aplikaciji sta tekli na istem sistemu). 
Tako smo dobili čas, ki je pretekel med vstavitvijo nove meritve v podatkovno bazo 
in prejemom njenih podatkov v brskalnik. Temu času pravimo »pretečen čas«. 
Preizkus smo ponovili za različno število vstavljenih meritev in seštevali 
pretečene čase meritev. Za vsako število vnesenih meritev n smo preizkus ponovili 10-
krat, nato pa izračunali srednjo povprečno vrednost vsote pretečenih časov. Podatki 






Srednje povprečne vrednosti vsot pretečenih časov (v milisekundah) za različna 
števila vstavljenih meritev so predstavljene v Tabeli 5.11 in grafično predstavljene v 
grafu na Sliki 5.2. 








1 75,4 6,7 11,253731 
10 221,8 23,6 9,3983051 
100 1288,4 179,7 7,1697273 
500 4769,3 915,8 5,2077965 
1000 8738,6 1442,3 6,058795 
5000 55134,8 7427,9 7,4226632 
10000 139603,2 14467,8 9,6492349 
Tabela 5.11: Srednje povprečne vrednosti vsot pretečenih časov 
Rezultati preizkusa pokažejo, da je protokol WebSocket hitrejši od HTTP long 
pollinga za faktor 5 do 11. 
 
Slika 5.3: Srednje povprečne vrednosti vsot pretečenih časov (ms) 
Če podatke v Tabeli 5.11 delimo s številom meritev, dobimo srednjo povprečno 







1 75,4 6,7 11,25373 
10 22,18 2,36 9,398305 
100 12,884 1,797 7,169727 
500 9,5386 1,8316 5,207796 
1000 8,7386 1,4423 6,058795 
5000 11,02696 1,48558 7,422663 
10000 13,96032 1,44678 9,649235 
Tabela 5.12: Srednja povprečna vrednost pretečenega časa posamezne meritve 
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Opazimo lahko, da se do določenega števila vstavljenih meritev srednja 
povprečna vrednost pretečenega časa posamezne meritve zmanjšuje v obeh primerih, 
v primeru HTTP long polling celo nekoliko hitreje, kar se opazi v zmanjšanju razmerja 
med obema na 5 pri 500 vstavljenih meritvah. Za večjo količino vstavljenih meritev 
se ta čas v primeru protokola WebSocket še vedno zmanjšuje, pri long pollingu pa se 
začne zopet povečevati. 
 
Slika 5.4: Srednja povprečna vrednost pretečenega časa posamezne meritve (ms) 
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6  Zaključek 
Internet stvari je pojem, ki zajema različne naprave, povezane in dosegljive prek 
interneta. Te naprave imajo vgrajene senzorje, s katerimi zajemajo meritve okolja, ali 
aktuatorje, s katerimi vplivajo na okolje. Da bi omogočili dostop IoT-platform ali 
drugih storitev do naprav in podatkov, ki jih te naprave generirajo, moramo zagotoviti 
primeren programski vmesnik. 
V diplomskem delu smo naredili pregled razvoja interneta stvari in področij, ki 
jih pojem zajema. Nato smo si ogledali pojem programskega vmesnika in opisali 
trende na tem področju. Ogledali smo si, kakšne zahteve za programski vmesnik imajo 
razširjene IoT-platforme, in na podlagi teh zahtev predlagali rešitev. Kot primer smo 
razvili dva programska vmesnika, ki zadostujeta potrebam platforme Videk: prvi sledi 
arhitekturnemu stilu REST, drugi pa uporablja protokol WebSocket. Primerjava 
zmogljivosti je pokazala, da je pri pridobivanju podatkov v realnem času protokol 
WebSocket hitrejši od uporabe tehnologije HTTP long polling. S tem so bila naša 
predvidevanja o večji primernosti uporabe protokola WebSocket za ta namen potrjena. 
Kadar torej želimo zadostiti zahtevam za programske vmesnike, ki vključujejo: 
operacije CRUD nad podatkovno bazo, podporo za iskalne parametre, nadgradljivo 
arhitekturo, strojno in človeško berljivo predstavitev virov, se poslužimo 
arhitekturnega stila REST, za omogočanje dostave novih podatkov v realnem času pa 
podpremo protokol WebSocket. To nam omogoča enostavno uvajanje podpore novih 
storitev, dodajanje funkcionalnosti in dinamično konfiguracijo priključenih naprav, ki 
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