We study the computational complexity of the following two-player game. The instance is a graph G = (V, E), an initial vertex s ∈ V, and a target set T ⊆ V. A "cat" is initially placed on s. Player 1 chooses a vertex in the graph and removes it and its incident edges from the graph. Player 2 moves the cat from the current vertex to one of the adjacent vertices. Players 1 and 2 alternate removing a vertex and moving the cat, respectively. The game continues until either the cat reaches a vertex of T or the cat cannot be moved. Player 1 wins if and only if the cat cannot be moved before it reaches a vertex of T . It is shown that deciding whether player 1 has a forced win on the game on G is PSPACE-complete.
Introduction
Chat Noir is a cat capture game on a particular graph having a regular board-like structure (see Fig. 1 ). The graph is composed of n × n vertices, and all vertices except boundary vertices have degree six. There are 4(n − 1) boundary vertices in an (n × n)-graph (You can play a (11 × 11)-Chat Noir at the web site [1] . The French word "Chat Noir" means "Black Cat").
Initially, the cat is on a non-boundary vertex, and several vertices are colored grey. Grey vertices are regarded as removed vertices, and the cat cannot be moved to them. Alternately, (i) player 1 chooses a vertex in the graph and removes it and its incident edges from the graph, and (ii) player 2 moves the cat from the current vertex to one of the adjacent vertices. Here, player 1 must not remove the vertex on which the cat is currently placed. The game continues until either the cat reaches a boundary vertex or the cat cannot be moved. Player 1 wins if and only if the cat cannot be moved before it reaches a boundary vertex.
In this paper, we study the computational complexity of the generalized version of Chat Noir. 
GENERALIZED CHAT NOIR
INSTANCE: An undirected graph G = (V, E), an initial vertex s ∈ V, and a target set T ⊆ V. QUESTION: Does player 1 have a forced win in the following game played on G? A cat is initially placed on s. Player 1 chooses a vertex and removes it and its incident edges from the graph. Here, the vertex on which the cat is currently placed must not be chosen or removed. Player 2 moves the cat from the current vertex to one of the adjacent vertices. Players 1 and 2 alternate removing a vertex and moving the cat, respectively. The game continues until either the cat reaches a vertex of T or the cat cannot be moved. Player 1 wins if and only if the cat cannot be moved before it reaches a vertex of T .
From the definition, one can see that the player 1 wins if he leaves the cat on a connected component which does not contain any vertex of T . The problem is in PSPACE because a game can last at most |V| − 1 removals of vertices. We will prove that the problem is PSPACE-complete.
A lot of two-player games have been shown to be PSPACE-complete. In Garey and Johnson's survey book [6] , the following PSPACE-complete games are listed: Generalized HEX [3] ; Generalized Geography and Kayles, Variable Partition Truth Assignment, Sift, Alternating Hitting Set [8] ; and Sequential Truth Assignment [9] .
As for games on the (n × n)-extension of a square grid, Othello [7] , Rush Hour [4] , and Amazons [5] are known to be PSPACE-hard.
HEX is a game on an (n × n)-hexagonal grid (see [2] [3] . Their generalized HEX is played on an arbitrary graph (and not a regular board-like hexagonal grid). The instance is a graph G = (V, E) and two specified vertices s, t ∈ V. Players 1 and 2 alternate choosing a vertex from V − {s, t}, with those chosen by player 1 being colored blue and those chosen by player 2 being colored red. The game continues until all such vertices have been colored, and player 1 wins if and only if there is a path from s to t in G that passes through only blue vertices. (This description of the HEX rule is from [6] ). The question is to decide whether player 1 has a forced win on the game on G.
In this paper, we also define the generalized Chat Noir as a game on an arbitrary graph. 
Reduction from Quantified 3SAT to Chat Noir

Transformation from a Quantified Boolean Formula to a Graph
The following definition of QUANTIFIED 3SAT is mostly from [LO11] in [6] . This is a well-known PSPACEcomplete problem. Without loss of generality, we can assume that Q 1 is ∀ and the quantifiers are alternately ∀ and ∃. For example, let
QUANTIFIED 3SAT
It is easy to verify that
is true. However, F 2 = ∀x 1 ∃x 2 ∀x 3 ∃x 4 (c 1 ∧ c 2 ∧ c 3 ∧ c 4 ) is false, since there are no assignment values for x 2 and x 4 that simultaneously satisfy c 1 , c 2 , c 3 , and c 4 when x 1 = 1 and
We present a transformation from an arbitrary quantified Boolean formula F in conjunctive normal form with three literals per clause to a graph G = (V, E), an initial vertex s ∈ V, and a target set T ⊆ V, such that F is true if and only if player 1 has a forced win on the game on G.
Let n and m be the numbers of variables and clauses of F, respectively. Without loss of generality, we assume that n is an even number. The graph G has 9n/2 + 3m + 3 vertices given as follows (see Fig. 2 ): 
Here, s is the initial vertex, and T = {t 0 , t 0 , t 1 , t 1 , . . . , t n , t n } is the target set of G.
For each i ∈ {1, 2, . . . , n}, vertices t i and t i are labeled with x i and x i , respectively (see Fig. 2 ). Later, one can see that vertex t i (resp. t i ) is removed by player 1 if x i = 1 (resp. x i = 1).
The connections among s, u 1 , u 1 , u 2 , u 3 , u 3 , u 4 , . . . , u n are as follows. For every l ∈ {1, 2, . . . , n/2}, vertex u 2l−2 is connected to u 2l−1 and u 2l−1 by two edges, and vertices u 2l−1 and u 2l−1 are connected to u 2l by two edges, where the initial vertex s is regarded as u 0 .
For every l ∈ {1, 2, . . . , n/2}, vertices t 2l−1 and t 2l−1 are connected to u 2l−1 and u 2l−1 , respectively. Also, vertices t 2l and t 2l are connected to v 2l and v 2l by 2 × 2 edges. Furthermore, v 2l and v 2l are connected to u 2l by two edges. Vertex s is connected to t 0 .
For every j ∈ {1, 2, . . . , m}, vertex c j is connected to a j and b j . Vertices a j and b j are connected to four vertices in T such that two of the four are connected to a j , and the remain- ing two are connected to b j . (Connection between T and {a j , b j } is given in the next paragraph.) Vertices c j , a j , b j , and those four vertices in T compose a seven-vertex binary tree, which corresponds to a clause (see Fig. 3 ).
Connection between T and {a 1 , b 1 , a 2 , b 2 , . . . , a m , b m } is constructed as follows. For example, suppose that c 1 = (x 1 ∨ x 2 ∨ x 3 ) (see Figs. 2 and 4 ). Then, a 1 is connected to t 1 (labeled with x 1 ), and b 1 is connected to t 2 and t 3 (labeled with x 2 and x 3 , respectively). Furthermore, a 1 is also connected to vertex t 0 in some technical reason. In the same manner, for every clause c j , we add two edges between vertex c j and {a j , b j }, and add four edges between {a j , b j } and T .
Finally, vertex u n (see u 4 of Fig. 2 ) is connected to c 1 , c 2 , . . . , c m by m edges. This completes the construction of the graph G = (V, E), vertex s ∈ V, and set T ⊆ V.
Char Noir on the Constructed Graph
In the following, we will show that F is true if and only if player 1 has a forced win on the game on G.
Initially, the cat is placed on the initial vertex s, and the first move is player 1. (Recall that players 1 and 2 are a vertex remover and a cat mover, respectively.)
The first move of player 1 is to remove the vertex t 0 ∈ T . (If player 1 does not remove t 0 , then player 2 moves the cat to t 0 ∈ T , and player 2 wins immediately.) The first move of player 1 is forced.
The first move of player 2 is to move the cat to one of the two vertices u 1 and u 1 . If player 2 moves the cat to u 1 (resp. u 1 ), then the player 1's next move is to remove vertex t 1 ∈ T (resp. t 1 ∈ T ) by the same reason as the previous paragraph. The second move of player 1 is also forced. (Removing t i (resp. t i ) corresponds to the assignment x i = 1 (resp. x i = 1). See x 2 of Fig. 4 later.) For the second move of player 2, there seem to be two choices: (i) He moves the cat back to s, or (ii) he moves the cat to u 2 . If player 2 moves the cat to s from u 1 (resp. from u 1 ), then player 1 wins by removing u 1 and u 2 (resp. u 1 and u 2 ) in that order. Hence, player 2 is forced to choose (ii) as his second move.
When the cat is on the vertex u 2 , player 1 is forced to remove one of vertices t 2 and t 2 . This is because if player 1 remove a vertex, say, v 2 (which is not t 2 or t 2 ), then player 2 moves the cat to v 2 , and player 2 wins in his next move (since v 2 is connected to t 2 , t 2 ∈ T ).
For the third move of player 2, there seem to be six Vertex t 2 has been removed, which implies x 2 = 1.
choices: u 1 , u 1 , v 2 , v 2 , u 3 , or u 3 . For a reason similar to the second move of player 2, the cat is forced to be moved to one of u 3 and u 3 . By continuing this observation, one can see that player 2 will move the cat to u n (see u 4 in Fig. 2) , and player 1 removes one of t n and t n . Again, in the same reason as the previous paragraph, player 2 is forced to move the cat to one of the m vertices c 1 , c 2 , . . . , c m .
In the following, for simplicity of exposition, we suppose that player 2 has moved the cat on the path s, u 1 , u 2 , u 3 , u 4 , and player 1 has removed vertices t 1 , t 2 , t 3 , t 4 (where t 1 and t 3 were forcedly removed), which correspond to assignment (x 1 , x 2 , x 3 , x 4 ) = (1, 1, 0, 1).
Suppose that player 2 moves the cat from u 4 to c 4 (see Fig. 3 ). In this case, player 2 reaches one of the four vertices t 0 , t 2 , t 3 , and t 4 in four steps, and he wins. (The trivial verification is left to the reader.)
Consider a different case from the previous paragraph. Suppose that player 2 moves the cat from u 4 to c 1 (see Fig. 4 ). In this case, one of the four vertices t 0 , t 1 , t 2 , and t 3 has been removed (see t 2 in the figure). In general, if at least one of the four leaves is removed in the seven-vertex binary tree, then player 2 cannot move the cat from the root to any of the remaining leaves (i.e., t 0 , t 1 , and t 3 ). Namely, (i) player 1 removes a 1 , (ii) player 2 moves the cat to b 1 or u 4 , and then (iii) player 1 removes t 3 .
Assume that player 1 has a winning strategy. Recall that, in the first 2n + 1 moves, player 1 removed n + 1 vertices from T , and player 2 moved the cat from s to u n . Note that, when the cat was on vertex u 2l , player 1 had two choices (removal of t 2l or t 2l ) for each l ∈ {1, 2, . . . , n/2}. This corresponds that variable x 2l is quantified by ∃ for each l ∈ {1, 2, . . . , n/2}.
At the (2n + 2)nd move, player 2 moves the cat from u n to one of the m vertices c 1 , c 2 , . . . , c m . The assumption that player 1 has a winning strategy implies that at least one of the four leaves of the seven-vertex binary tree rooted at c j has been removed for all j ∈ {1, 2, . . . , m} (see Fig. 4 ). If t i (resp. t i ) is a removed vertex of a seven-vertex binary tree rooted at c j , then clause c j is satisfied by literal x i (resp. x i ). Hence, if player 1 has a winning strategy, then F is true.
Assume that player 1 has no winning strategy. This implies that, at the (2n + 2)nd move, there is a seven-vertex binary tree such that none of its four leaves have been removed (see Fig. 3 ). Let c j be the clause which corresponds to such a binary tree. The clause c j is satisfied by none of its three literals (see x 2 , x 3 , x 4 of Fig. 3) . Hence, if player 1 has no winning strategy, then F is false.
Conclusion
In this paper, we proved that the generalized Chat Noir played on an arbitrary graph is PSPACE-complete. The complexity of Chat Noir played on the (n × n)-extension of a regular hexagonal grid is an interesting open problem.
