Abstract-It is inevitable that the response time of a message is delayed in a CAN network where multiple ECUs share a single bus. However, delays of response time should be minimized for messages related to the safety of a driver or a vehicle. If the response time exceeds the deadline, the safety of the driver and the whole of the vehicle system may be impaired. Therefore, it is essential to verify the CAN database in advance so that the response time of a message does not exceed the deadline. In this paper, we propose a framework composed of UPPAAL and a DBC2XML component, which automatically generates a UPPAAL model from a CAN database and show how to verify the CAN database using this framework.
I. INTRODUCTION
CAN (Controller Area Network) is a serial communication protocol that supports distributed real-time control and multiplexing, and is widely used as an automotive communication protocol globally [1] . There are several ECUs (Electronic Control Units) connected to one CAN bus, and each ECU periodically or aperiodically transmits various messages to the CAN bus. If multiple ECUs try to transmit a message at the same time, only one message with the highest priority is successfully transmitted through the arbitration process, and the others that fail to be transmitted are retransmitted. Due to this nature of CAN protocol, the response time of low priority messages is delayed. By setting an offset for each message, the CAN bus bandwidth can be utilized to the maximum, reducing the response time delay. However, using a large number of messages or allocating offsets inefficiently still results in a delay of response time.
In the case of messages containing information related to airbags or brakes, delay of response time can have a serious impact on the safety of the driver and the vehicle. That is, the delay of response time can damage the safety of the driver and the whole of the vehicle system. When designing a CAN network, these messages are given relatively higher priority than other messages, but there may be other messages in the same CAN network that should not be delayed. Therefore, the Beomyeon Cho and Taewook Kim are with the Department of Automotive Convergence, Korea University, Seoul, Korea (e-mail: bycho@ formal.korea.ac.kr, twkim@formal.korea.ac.kr).
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messages of the CAN network used in the vehicle, which is a safety-critical system, must be verified to ensure that the response time meets the given deadline.
There are studies on the delay of message response time [2] - [6] . Ken Tindell et al. use equations of the scheduling theory [2] . On the other hand, [3] and [4] are studies that verify various properties of a CAN network based on model checking using timed automata and temporal logic [7] - [9] .
In [3] , Jan Krakora et al. model the CAN network using UPPAAL, a formal specification and verification tool, and verify logical and timing properties for the model. However, because of the complicated model with low abstraction level, it takes a long time to verify one property, and verification is performed with only four messages in the paper. That is, there is a limit to verifying a real CAN database using many messages.
In [4] , Can Pan et al. model the CAN network using UPPAAL and verify 11 given properties. In order to satisfy more properties, they propose a way to dynamically change the message IDs to raise the priority. However, in order to change the priority dynamically, the application layer's algorithm must be involved in MAC (Media Access Control), which is the role of the data link layer. Also, dynamically changing message IDs make other ECUs difficult to interpret the messages and require additional mechanisms to solve it.
In this paper, we propose a framework to automatically generate UPPAAL model from real CAN database which contains a large number of messages, and to verify logical properties and timing properties using the generated UPPAAL model. By using this framework, it is possible to verify the safety of the CAN database at the vehicle design stage, and to find counter examples which violate the properties in advance. We can design a safer vehicle by redesigning the CAN network to reflect these cases.
The paper is organized as follows: in Section II, we introduce the components that make up the framework. In Section III, by using the framework we demonstrate verifying a given DBC file, which is a CAN database and show the verification results. Section IV concludes the paper.
II. CAN DATABASE VERIFICATION FRAMEWORK
The proposed framework consists of DBC2XML component and UPPAAL as shown in the Fig. 1 . DBC2XML accepts a CAN database file (.DBC) as input, and generates an UPPAAL model (.XML). The DBC file contains various information about the CAN network, and DBC2XML extracts only information about the message. DBC2XML generates an UPPAAL model based on the extracted information. UPPAAL CAN Database Verification Framework Using UPPAAL Beomyeon Cho, Taewook Kim, and Jin-Young Choi performs model checking by inputting the UPPAAL model generated by DBC2XML and properties to be verified. The logical properties and timing properties used in this paper are included in the library, and can be added manually in UPPAAL if users want to further verify other properties. If the UPPAAL model satisfies the given property, it results in 'satisfied', and if not, it results in 'not satisfied' with a counter example. 
A. CAN Database
The CAN database is an ASCII file containing information about the CAN network and can include information about the ECUs, the messages, and signals used by each ECU. There are many kinds of CAN database, and the DBC format designed by Vector is the most widely used.
Among the information contained in the CAN database, information on a message generally includes a message name, an ID, a DLC (Data Length Code), and a cycle time, etc. If necessary, users can define and use message attributes additionally. The message information included in the DBC file to be used in this paper is shown in Fig. 2 , and it is assumed that the deadline and the offset are not included in the DBC file. 
B. DBC2XML
DBC2XML is a component that automatically generates an UPPAAL model (.XML) from a CAN database file (.DBC) to verify logical properties and timing properties. DBC2XML is executed in the following three steps, and they are repeatedly executed for all DBCs in the specified folder: 1) In the parsing step, DBC2XML extracts information about messages such as message name, ID, DLC, and cycle time from the DBC file and stores it in memory in the form of map data structure. 2) In the processing step, DBC2XML assigns deadlines and offsets, which are not defined in the DBC file but are necessary for verifying the properties, to each message and stores them in the map data structure. In this paper, we assume that the deadline of all messages is 1 ms, and the offsets are arbitrarily assigned in units of 1 ms. The message information after the processing step is shown in Fig. 3 . 3) In the making XML step, DBC2XML generates a UPPAAL model using the information contained in the map data structure and libraries located in the specified folder. The libraries include common contents for generating UPPAAL model independent of a given DBC file. Fig. 4 is a part of the DBC2XML source code that copies a library into an XML file and writes message ID information to the XML file. Fig. 5 is a part of the libraries necessary to generate Transceiver model. If UPPAAL model is too complicated, a state explosion problem may occur or a verification time may become excessively long when performing model checking. To prevent this situation, DBC2XML generates an abstract UPPAAL model considering the following: 1) 25 μs is set to UPPAAL clock 1. It is preferable to set the nominal bit-time 2 μs to UPPAAL clock 1 when the bit rate of the CAN network is 500 kbps, but using a small unit of UPPAAL clock can lead to impractically long verification times. 2) A 3-bit IFS (Interframe space) field is included in the message frame. 3) All messages are transmitted by different ECUs, and aperiodic messages are not considered. The UPPAAL model that DBC2XML automatically generated from DBC file of Fig. 2 is shown in the Fig. 6 , and the comprehensive overview is shown in the Fig. 7 In the Application model, non-periodic messages are transitioned to the not_periodic state and are no longer considered. In the case of a periodic message, the Application model sets an offset as determined in the processing step, and generates a transmission signal of the message at fixed cycle time. Before the message transmission starts, the Application model transitions to the ready state and consumes time as much as jitter. Jitter includes the time the control logic is processed and the time the message waits in the transmit queue. In this paper, jitter is set to 100 μs as WCET (Worst Case Execution Time). When the transmission is completed, the Application model transitions to the idle state and waits for the next cycle.
The Transceiver model receives the transmission signal from the Application model and performs the arbitration process. The highest priority message among the messages participating in the arbitration process is transmitted successfully (transmitting state of Transceiver model in Fig. 6 ), and the other messages perform the arbitration process again for retransmission (failed state of Transceiver model in Fig. 6 ). Since the length of the arbitration field is 12 bits, 12 bit-time is consumed to perform the arbitration process (ArbTime). The message occupying the CAN bus through the arbitration process transmits the remaining bits of the frame, and the time corresponding to the number of bits is consumed (AfterArb). 
C. UPPAAL
UPPAAL is a tool for modeling, simulating, and verifying a real-time system and specifies the behavior of the system with the network of automata with UPPAAL clock and variables [10] . Models specified through UPPAAL consist of templates, locations, edges, labels, etc. and are represented in XML format.
Model checking is performed by inputting the UPPAAL model automatically generated from DBC2XML and properties to be verified into UPPAAL. Model checking is a method to automatically explore all the state space of the model and check whether the properties are satisfied, and the properties are expressed in simplified TCTL (Timed Computation Tree Logic). If the UPPAAL model satisfies the property, the result is 'satisfied'. If the UPPAAL model does not satisfy the property, it returns 'not satisfied' with a counter example.
III. VERIFICATION WITH MODEL CHECKING
We verify the logical and timing properties of the model generated using DBC2XML. The verification was carried out on Intel Xeon E5-2680 2.7GHz with 256GB RAM, running Ubuntu 16.04 LTS.
A. Verifying Logical Properties of the Model
The UPPAAL model generated using DBC2XML should be formally verified to satisfy the logical properties of Table I . Properties can be expressed in simplified TCTL and we confirmed that the model satisfied all the logical properties as a result of performing model checking. 2. In the arbitration process, the situation that the higher priority message fails due to the lower priority message should not happen.
3. If the message is being transmitted, the CAN bus must be in busy state. 
B. Verifying Timing Properties of the Model
Through the proposed framework, we can verify the timing properties of a given DBC file. The given DBC file is as shown in the Fig. 2 , assuming that the deadline for all messages is 1 ms as a requirement. That is, if the response time of the message is less than 1 ms, the message is successfully transmitted according to the requirement. If the response time exceeds 1 ms, the predetermined requirement is not satisfied and the transmission is delayed.
The results of the verification of the DBC file of the Fig. 2 using the proposed framework are shown in the Table II. The three messages with IDs 0x106, 0x109, and 0x10E were found to have the worst case response times of 1.025 ms, 1.250, and 1.650 ms, respectively. That is, the load on the CAN bus is very low at 28.5%, but the specific messages have been transmitted exceeding the deadline. If these messages were messages containing information directly related to the safety of the driver and the vehicle, delay of response time would have undermined the safety of the driver and the entire vehicle. 
IV. CONCLUSION
We propose a framework that can easily verify logical and timing properties using UPPAAL and DBC2XML which automatically generate UPPAAL model from CAN database. CAN network designers can use this framework to easily verify the safety of the CAN database at the vehicle design stage. It will also help reduce vehicle development costs.
However, there is a limitation that the CAN network is abstracted and modeled to prevent the state explosion problem and to minimize the verification time. In order to obtain more accurate results, the degree of abstraction should be lowered, and research on this will be left as future research.
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