Abstract-the field of DNA Computing has attracted many biologists and computer scientists as it has a biological interface, small size and substantial parallelism. DNA computing depends on DNA molecules' biochemical reactions which they can randomly anneal and they might accidentally cause improper or unattractive computations. This will inspire opportunities to use evolutionary computation via DNA. Evolutionary Computation emphasizes on probabilistic search and optimization methods which are mimicking the organic evolution models. The research work aims at offering a simulated evolutionary DNA computing model which incorporates DNA computing with an evolutionary algorithm. This evolutionary approach provides the likelihood for increasing dimensionality through replacing the typical filtering method by an evolutionary one. Thus, via iteratively increasing and recombination a population of strands, eliminating incorrect solutions from the population, and choosing the best solutions via gel electrophoresis, an optimal or nearoptimal solution can be evolved rather than extracted from the initial population.
INTRODUCTION
Leonard Adleman was the first person to demonstrate that DNA computing could be utilized for computing in a laboratory environment and without using conventional computing devices. As a paradigm for his novel approach, he selected the Hamiltonian Path Problem (HPP) to obtain solutions via experimental DNA tests [1] . It is of interest to mention that further or more rapid progress would have been achieved if he had selected an easier problem. Subsequently, he selected the HPP on the use of conventional computers [2] .This choice opened stimulating avenues and allowed other researchers to think more favorably of DNA computing. In doing so, he considered that the power of this technique was great and involved substantial prospects for parallel computing, as is feasible via operations with DNA. Adelman is now considered the founding father of DNA computing [3] .
Currently, DNA computing is an interdisciplinary area in which ecologists, biologists, computer scientists, physical scientists, mathematicians, chemists, and other related specialists identify interesting problems that may be useful for the theoretical and practical sides of DNA computing [4] . DNA computers are essentially assortments of chosen DNA strands. The combinations of these strands imply solutions to a given problem that is to be solved. Tools are currently available to select the preliminary components and winnow candidate solutions.
The potential of parallel processing algorithms is substantial. DNA computing on large problems can involve parallel processing, given a preliminary arrangement and ample DNA. These challenging tasks are easily and effectively accomplished using DNA computing. In contrast, standard computers would require substantial parallelism and more hardware [2] . On the other hand, DNA computing is determined by DNA molecules' biochemical reactions, which they can unsystematically anneal and they might yield unsuitable computations. Therefore, the use evolutionary computation via DNA might be a good solution. Evolutionary computation emphasizes on optimization method and a search which is probabilistic. It mimics the organic evolution models via using operators such as recombination and randomized mutation or so called the progression of interaction between the formation of fresh generations and their assessments and the choice wherever a sole individual in a populace is affected by the surroundings and also by other individuals. It is considered that individuals that can perform better in such circumstances, they will have greater chances for surviving [5, 6] .
The contribution of this work is to propose an evolutionary DNA algorithm based on the standard DNA algorithm as it is presented in this paper to solve the shortest path to increase the possibility of having an optimum solution and to improve the average cost of the final paths. In the next section, some of the techniques and approaches that have been used in the area of DNA computing are reviewed and outlined.
II. RELATED WORKS
DNA computing was primarily conceived by Leonard Adleman; in 1994, Adleman developed the idea of using DNA computing to address the HPP [1] . From the primary investigations and early tests by Adleman, innovations and progress emerged, e.g., a number of Turing machine devices were systematically developed and tested. Although the primary efforts to exploit this fresh methodology unveiled computationally complex problems, it was rapidly and conclusively shown that the methods were clearly inapplicable to this type of computational algorithm [3, 4, 7, 8] .
In 1997, a research team led by Ogihara and Ray recommended the analysis of Boolean circuits, it is clear that Nand Boolean circuits cover only Nand gates. The research (IJACSA) International Journal of Advanced Computer Science and Applications, Vol. 7, No. 3, 2016 110 | P a g e www.ijacsa.thesai.org team showed that the relationship between the logarithm of the maximum fan-out of the Boolean circuit and the runtime slowdown is proportionate, also they showed that the relationship among the product of the size and the maximum fan-out and the space complexity is proportionate [ 9, 10, 11, 7, 12, 13] .
In 2002, researchers from Israel announced a computing device based on molecular programming. This computing device was constructed from DNA molecules and enzymes in contrast to the silicon materials of microchips and integrated circuits [14, 12] . Shapiro and his research team wrote in Nature that they had created a deoxyribonucleic acid computer [14] . The device was able to locate tumor-related entities within a cell, and the team was able to produce drugs that conferred cancer resistance whenever the disease was detected [14, 15] .
Another study was conducted to determine SSCP sensitivity in detecting factor IX mutation [16] . The study investigated the blood of hemophilia B patients in Iran. Phenol, chloroform and other reagents were used to extract DNA. The gene regions were amplified using primer pairs and PCR. PCR fragments with improved flexibility were obtained. The study concluded that SSCP sensitivity was high in the system investigated [16] .
In 2006, Dimitrova outlined and summarized examples for various DNA computing applications such as aqueous computing, molecular computing, DNA Turing machines, and the nascent field of synthetic biology [15] . In 2008, Abdulla successfully inserted a heuristic search in a DNA computing algorithm to generate better efficiency and flexibility. That study improved the DNA search technique by increasing the number of solutions and reducing the running time and memory capacity. The modifications of A* and alpha beta using DNA produced better results than ordinary A* and alpha beta algorithms [17] .
Hari and his research team have suggested an advanced and efficient technique for addressing the problem of minimum vertex cover using a DNA computing algorithm. They suggested that a DNA computing algorithm could make it possible to address problems that are intractable on silicon computers. Nevertheless, the study stated that DNA computing algorithms are not feasible for solving simple problems due to their high degree of parallelism. Thus, computer scientists are required to design and elaborate more DNA computing algorithms [18] . The same research team has suggested that appropriate enzymes and legitimate approaches will dynamically shape biology to address more subtle problems and reduce the amount of error associated with the use of the algorithm.
The focus of this research paper is to incorporate an evolution strategy into DNA computing based only on the crossover operator and strategy parameter. This approach is expected to enhance or optimize the quality of the final solutions by increasing the size of the final solutions and also by evolving the most correct solutions to obtain an optimum or near optimum solution(s). This optimization could take place regardless of the increase in the time and memory capacity of the modified algorithm.
The structure of this paper is as follows. In the next section, DNA computing algorithms and operations are described. Then, a DNA interpretation for the problem of the shortest path is described in detail. Then after, the proposed evolutionary DNA computing method is established. Next, experimental results are described in detail. Finally, the conclusions are outlined. A glossary or list of terminology is presented in appendix A at the end of this paper.
III. DNA COMPUTING ALGORITHM AND OPERATIONS
Bioinformatics is now viewed as the study of information stored in DNA. The strings of letters correspond to combinations of the four bases A (adenine), T (thymine), G (guanine) and C (cytosine). These strings transmute information via convolution operations on the unit cell [18, 15] . DNA polymerase is the key enzyme. With a specified strand of DNA under suitable circumstances, this enzyme generates the complementary strand, another Watson-Crick DNA sequence in which the letter C stands opposite G, G stands opposite C, A stands opposite T and T stands opposite A. From the molecular sequence CATGTC, for example, the new molecular sequence GTACAG is created by DNA polymerase. DNA is regenerated by DNA polymerase. This capability allows cells to regenerate and eventually permits the investigator to make a replica of the original object of study or analysis. The replication of DNA via DNA polymerase is the most important life process. DNA polymerase is, in essence, a nano-machine. It links to DNA strands, it reads each base, and, as it passes, it writes the complementary information as a fresh, lengthening strand of DNA [18, 15] .
The resemblance between the Turing machine and DNA polymerase is striking. It is known that Alan Turing created and designed a computer in the shape of a toy, which was later called the Turing machine. Originally, the device was intended to be conceptual and appropriate for precise mathematical examination.
Thus, it was meant to be truly simple, and Alan Turing fully succeeded. In one account, the Turing machine is described as a limited control device consisting of pairs of tapes. The limited control device moves sideways through the tape input, reading information. It moves sideways through the output of the tape, which reads and writes other data. It is noted that the limited control device is programmed with basic instructions; it would be easy to code programs for reading the letter strings (A, T, C, G) on the input of the tape and produce the complementary Watson-Crick string as the tape output. Thus, a Turing device can be used for coding different programs, e.g., to produce the complementary Watson-Crick strings or to play Chess. The key operations of DNA computing used in a DNA algorithm are defined below [19, 20, 17, 21, 15, 22, 23, 24, 25] [2, 8, 25, 16] . The path length can obviously be calculated by adding up every edge weight in the path. Of course, considering walking from a specific source to a specific destination, the shortest simple path is the path that has the least weight among all of the paths in the graph. The objective is to minimize the total cost in the directed path. This is, of course, the simple shortest path going all the way from the key source to the destination. The shortest path problem is a network of several nodes and edges that are used to link all of the nodes, and the problem can be solved using the standard DNA algorithm. The standard DNA algorithm aims to handle the key DNA operation stages; these stages include the coding of the problem, which is performed in DNA, the production of random solutions, the amplification of the random DNA solutions using PCR, the elimination of repeated nodes using SSCP, and finally the sorting of the final solutions using electrophoresis (see Fig. 2 ). The key stages of the standard DNA algorithm can be described below [2, 16, 15, 26] :-
a) DNA problem representation (Coding)
It is obvious that in the graph, each vertex Veri must be linked to a specific palindromic 10-mer DNA sequence, which is represented via Veri. Therefore, every single edge Veri  Verj (in the directed graph, a complementary oligonucleotide sequence of a 3' 5-mer of Veri is tracked via a complimentary sequence of a 5' 5-mer of Verj) can be combined.
b) Building of random pathways (Construction)
It can be said that every oligonucleotide coding vertex and every oligonucleotide coding edge must be combined to build random paths in the graph; tweaks or a tweak for each of the various sequences can be selected and are kept inside test tubes.
c) DNA path intensification using PCR (Amplification)
In this stage, the process of intensification is performed. It would begin with the source of the vertex and would end at the destination of the vertex. Note that 2 specific primers can be designed to target the source of the vertex and destination of the vertex, which will further amplify the PCR response.
d) Dismissal of repetitive vertices (Elimination)
SSCP is a simple and common practice of mutation detection. This process prevents nodes from reappearing within the strands of DNA. Basically, the PCR serves to proliferate and aggregate the region of interest. The subsequent DNA would be separated via electrophoresis to produce singlestranded molecules.
e) Sequencing of the DNA strands At this stage, the strands achieved in stage 4 are sequenced. By reading the sequence, the weight of each strand is defined. www.ijacsa.thesai.org
The desired solution is considered to be the path that has the least weight.
Applying the normal DNA algorithm to solve the shortest path problem, the above key operational stages can be expressed as follows:
a) DNA problem representation (Coding)
This can be performed via random synthesis of a palindromic 10-base strand of DNA for every single vertex, keeping in mind that Veri signifies the ith vertex (See Table 1 ).
Thus, to represent every edge, Veri  Verj, a palindromic 10-base strand of DNA can be synthesized, which is a sequence consisting of the 3' 5-mer complement of Veri and the 5' 5-mer sequence complement of Verj. The result of the graph (see Fig.  1 ) is shown in Table 2 .
b) Building of random pathways (Construction)
In this stage, all sequences that correspond to both vertices Veri and edges Veri  Vj, as synthesized in stage 1, must be stored in test tubes to allow ligation. Subsequently, ligation will occur when both sequences of the DNA Ver1 (GCGAGATCTG) and DNA Edge Ver1Ver2 (TAGACCTTCA) accidentally come into contact with each other.
The fact that the earlier sequence ended via ATCTG and the latter sequence started via TAGAC is important because these two sequences are complementary. Thus, the annealing process will occur. If the resultant composite encounters a sequence that matches Ver2 (GAAGTCAGTC), at that point, it may also be able to join the composite, as the earlier sequence complements the later starting sequence. It can be observed that composites can grow lengthwise when edges of DNA sequences are joined together via a vertex of DNA sequences. Accordingly, the paths can be expressed as follows:-
c) DNA path intensification using PCR (Amplification) The generation of all paths that can hold both source and destinations (Vers and Verd) can be accomplished via DNA path intensification using PCR. This process occurs as follows:
I. If the source Ver1 and the destination Ver6 are selected, at that point, both primers that correspond to the source and destination (Ver1 (GCGAGATCTG) and Ver6 (GATGAGAGTA)) are added to the resulting solution. Then, the PCR can occur.
II. Additionally, the GCGAGATCTG primer would anneal to its target sequence that is established in the Ver1 Ver6 path; a similar phenomenon will occur with the other primers.
Consequently, immediately after the accomplishment of PCR, every path from the Ver1 source to the Ver6 destination can be expressed as follows:-
of repetitive vertices (Elimination)
In this stage, the rule is obviously not to allow the vertices to reappear. In other words, repetition is not allowed; thus, nodes that are repeated for the second time will be dismissed.
The process of elimination can be performed via a singlestranded conformation polymorphism approach (SSCP). A hairpin structure can be formed via the series. It can hold reappearing nodes that can be connected to their corresponding split ends. The strands that hold hairpin loops will eventually be eliminated via the SSCP approach. Thus, the representation for all paths that have vertex repetition can be expressed as follows:-www.ijacsa.thesai.org
It can be observed that with a path Ver1  Ver2 Ver5  Ver1  Ver3 Ver5 Ver6, the vertices Ver1 and Ver5 are repeated. Thus, subsequently disregarding strands with loops, the achieved paths are expressed as follows: Overall weight for path is 15
Overall weight for path is 13
Overall weight for path is 19
Ver1 Ver3 Ver5 Ver6
Overall weight for path is 12
Ver1 Ver3 Ver5  Ver4 Ver6
Overall weight for path is 18
Note that Ver1  Ver3  Ver5  Ver6 path produces 12; this is the least weight cost. Therefore, Ver1  Ver3  Ver5  Ver6 is our solution to the problem path, which holds an equivalent DNA sequence that can be described as follows:
GCGAGATCTGGTCACGACGAGTTCGTTTAGGATGAGAG TA

V. PROPOSED EVOLUTIONARY DNA COMPUTING
The Java programming language is used to design a simulation of DNA computing to solve the problem of the simple shortest path. The standard DNA algorithm is implemented; then, the cleaning stage is used to obtain the desired solutions randomly. However, the produced solutions that are not desirable are discarded through this stage. The shortest path is established; however, there are some restrictions that must be addressed:- 3) The random generation solution size can be amplified; thus, the number of potential solutions could also be amplified. This process will allow us to obtain more final solutions; however, the downsides are that the search process will take more time and there is a greater need for memory capacity. Still, the best solution is not assured.
There must be other ways to enhance the standard normal DNA computing algorithm to obtain more diversity in the scope of the produced solutions, to create more correct solutions and also to obtain the best solution. In this regard, a method is suggested to conglomerate DNA computing with an evolutionary algorithm (Evolutionary DNA Computing). Evolutionary algorithm features are used in this research to produce solutions through progress within substantial sequence populations arising from the DNA. This evolutionary algorithm will increase the dimensionality of the system by replacing the customary filtering approach with an evolutionary approach. Thus, the best solutions might be obtained through iterative intensification, recombining strand populations, eliminating inappropriate solutions included in the population, and selecting the best solutions through gel electrophoresis instead of mining them from the preliminary population.
This proposed improvement of the algorithm has four modifying operations (See Fig. 3) . Each operation has an effect on the algorithm, while they all share the same representation of the knowledge. The four operations are the following:-
1) Adding/Replacing the start/end of the PCR-dropped strands
The normal DNA algorithm is modified by adding/replacing the start/end of the PCR-dropped strands. The first level of enhancement is finished by obtaining all of the dropped PCR solutions, adding a start node to the beginning of the solution strand, and adding an end node to the end of the solution strand. By performing this operation, the PCRdropped solution can address PCR solutions in such a manner that the chance of obtaining more final solutions will increase. Another level that is accomplished using the same function is to switch the start and end nodes of the dropped PCR solution strand by the desired start/end nodes. This step can add diversity to the solution space by increasing the number of PCR solutions and consequently increasing the chance of obtaining many solutions in the end. These 2 modifications are solely applicable to the Shortest Path problem. Details of the pseudo code snippet are shown below. 
Replace and
2) Crossovers Dropped in the PCR Solutions
Modifying the normal DNA algorithm by adding semicrossovers of the dropped PCR strands involves applying another modification in the algorithm. The process works by obtaining the dropped PCR solutions and randomly selecting two nodes in the solution strand to be replaced by two random nodes obtained from the set of original nodes. This step is similar to a semi-crossover operation for increasing the possibility of obtaining more solutions. The output of this function is sent to the PCR function to obtain the correct PCR solutions and to send them to the next function, which is the SSCP function. The details of the pseudo code snippet are shown below. 
PCR
3) Crossovers Dropped in SCCP Solutions
Modifying the normal DNA algorithm with semi crossovers of the dropped SSCP strands proceeds as follows:-This modification is the same as the PCR Semi-Crossover but is applied on dropped SSCP solutions, and the difference is that the two random nodes are semi-crossed over, but not the start/end node, because there are already correct nodes in the solutions strand. The output of this function is sent to the SSCP function to obtain the correct SSCP solution from within the set. Details of the pseudo code snippet are shown below. The following is the real evolutionary improvement to the algorithm: the best SSCP solution and 10% of the other SSCP solutions (not the best ones) are taken from the SSCP solution list. A new generation is made from these selected solutions by crossing over one node of the solution randomly and checking if any solution is generated with a lower cost; it is used if no better solution is generated. The strategy parameter is tuned, and instead of crossing over only one node, two nodes are crossed over, and the evolution of the algorithm is evaluated. The generation of a new population from an initial population is continued until either a better solution is obtained or the termination criterion is met. Details of the pseudo code snippet are shown below. 
SSCP
SSCP Evolution
VI. EXPERIMENTAL RESULTS
It is clear that the evolutionary SSCP improves the algorithm by evolving the solution into a better solution. In the next first, second or third generation, a better solution is generated by semi-crossovers of the nodes in the current generation; occasionally, this occurs in later generations. A better indication of the evolutionary improvement is that in some iteration, a solution is given even when there is no solution found in the normal algorithm.
An improved DNA computing algorithm for solving complex optimization problems is presented in this research study. The algorithm not only shows whether a solution exists but also provides more possible solutions; hence, the likelihood of obtaining the optimum solution is increased. The proposed algorithm might be extended to solve other optimization problems. This will be shown in the test result tables. To improve the algorithm, the focus is on the generation of more solutions rather than decreasing the running time or memory capacity, as current computers have sufficient CPU speed and memory capacity. The variables to be used are defined in the results of the Shortest Path Problem; all of the results in this section are supported by tables and charts to display the intermediate and final results, with statistical curves that represent the comparison between the standard DNA and improved DNA algorithms. The data tables of the results of the DNA Algorithm and Evolutionary DNA Algorithm for solving the Shortest Path problem are found below. Table 3 shows the solution of the standard DNA algorithm for SPP, which is the basic result to be compared with the results generated by the improved DNA algorithm. Table 4 shows the first improved solution of SPP by the DNA algorithm. As explained in the previous sections, the algorithm is improved by working on the dropped solution at the PCR operation; the first step's desired start node will be added to the beginning of the strand, and the end node is added to the end of the strand. At the second step, the beginning node and end node of the strand will be replaced by the desired start and end nodes. It is clear in the table and by comparing with the previous table that the number of PCR solutions is dramatically increased (which increases the SSCP solutions automatically), which results in having more final solutions and a better average cost for the final paths.
By embedding the crossover operation in the PCR operation, as observed below the table, the number of PCR and SSCP is increased, which again results in an increased number of final solutions and the improvement of the average cost of the final paths, but the percentage of improvement is less than that of the previous modification. By embedding the SSCP crossover in the SSCP operation, the percent increase in the SSCP solution is even lower; hence, it has a smaller number of final solutions and therefore does not have good improvement in the average cost of the final paths. Until now, replacing Start/End in the PCR operation generates better results than the PCR and SSCP crossover operations. Even combining the PCR and SSCP does not yield good results (Tables 5, 6 and 7) .
As is shown in Tables 8, 9 and 10, by Replacing Start/End in the PCR Operation with the PCR and SSCP crossover, the number of final solutions and the average cost of the final paths is improved. Thus, replacing Start/End in the PCR operation improves the standard DNA algorithm much more than the PCR and SSCP crossover. Tables 11 and 12 show the results of the evolutionary SSCP, evolving the resulting SSCP solution through several generations until the best SSCP solution is obtained. Although the number of PCRs, SSCPs and final solutions is low, the average cost of the final route is good; this finding indicates that the performance of the algorithm can be increased by evolving the final solution rather than increasing the search space of the problem. By adding the supportive operations to the evolutionary SSCP operation, the result is improved. There are more solutions in the end; therefore, the possibility of having the optimum or near-optimum solution is increased, and the average cost of the final paths is improved as well (See Tables 13, 14, 15 and 16 ).
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VII. CONCLUSIONS
In this paper, the fundamental ideas of DNA computing and evolutionary strategies are presented and elaborated. DNA computing is employed to resolve the shortest path problem. The results of the DNA computing algorithm are obtained and the performance of the algorithm is evaluated. Better results are thereby verified. Thus, a suggested Evolutionary DNA Algorithm was considered to take advantage of the Evolutionary Strategies by being embedded in the normal DNA Algorithm to optimize it and hence obtain better results. The optimization produces better results; this means that the number of solutions is increased; thus, the possibility of obtaining optimum solutions is increased as well. Additionally, because the evolutionary technique is used, the initial resulting solutions are evolved; hence, the average quality of the solution generation after generation is increased.
