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Abstrakt
Cílem bakalárˇské práce je vytvorˇit elektronickou verzi hry Financˇní svoboda, kterou
bude možné spustit jak na platformeˇ Android, tak na platformeˇ Java SE na beˇžném pocˇí-
tacˇi. Práce je rozdeˇlená do trˇí cˇástí. V první cˇásti se veˇnuji pravidlu˚m dané hry, ve druhé
použitým technologiím prˇi vývoji aplikace a ve trˇetí cˇásti se veˇnuji samotnému rˇešení a
tvorbeˇ aplikace.
Klícˇová slova: Java, Android, JAXB, finance, LWJGL, grafická knihovna, cashflow, po-
jišteˇní, investice, pu˚jcˇka
Abstract
Goal of this Bachelor Thesis is to create a virtual version of the Financial Freedom desk
game for both Java Desktop and Android platforms. My thesis is divided into three sep-
arate parts. The first one explains the rules of the game, second part is dedicated to tech-
nologies used to develop the application and the last part describes the actual develop-
ment of the application.
Keywords: Java, Android, JAXB, finances, LWJGL, graphics library, cashflow, insurance,
investment, loan
Seznam použitých zkratek a symbolu˚
XML – eXtensible Markup Language
HTML – Hypertext Markup Language
OpenGL – Open Graphics Library
OpenCL – Open Computing Language
OpenAL – Open Audio Library
LWJGL – LightWeight Java Game Library
GUI – Graphical User Interface
WORA – Write Once, Run Anywhere
JVM – Java Vritual Machine
TCP – Transmission Control Protocol
UDP – Universal Datagram Protocol
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61 Úvod
Cílem této bakalárˇské práce je navrhnout a implementovat elektronickou verzi deskové
hry Financˇní svoboda.
Praktická cˇást se skládá ze cˇtyrˇ cˇástí. V první cˇásti je cílem vytvorˇit obecnou knihovnu,
která bude obsahovat všechny potrˇebné trˇídy a funkce pro napojení na GUI daného kli-
enta, bude obsahovat veškerou logiku a pravidla hry a rozhraní pro napojení Event Lis-
teneru˚ pro komunikaci knihovny s grafickým rozhraním aplikace. Dále bude knihovna
obsahovat všechny typy karet aktivit a událostí. Knihovna bude podporovat jak hru jed-
noho hrácˇe s umeˇlou inteligencí, tak hru prˇes internet. Hru bude možné rozšírˇit o další
prvky, které budou ovlivnˇovat množství karet ve hrˇe nebo chování hry v ru˚zných sta-
vech.
Druhou cˇástí práce je implementace již zmíneˇné knihovny a vytvorˇení herního in-
ternetového serveru. Pro vytvorˇení hry bude potrˇeba poslat požadovaný název hry a
požadovanou úrovenˇ obtížnosti.
Trˇetí cˇástí práce je vytvorˇení desktopové aplikace, která bude podporovat hraní v módu
Single Player s umeˇlou inteligencí a bude se schopna prˇipojit na již zmíneˇný server. Gra-
fické rozhraní bude zobrazovat všechny du˚ležité informace o stavu hry, jakými jsou na-
prˇíklad aktuální kolo hry, cˇas do konce kola, informace o všech hrácˇích, informace o da-
ném klientovi, jeho cashflow, aktuální financˇní situace vcˇetneˇ situace na financˇním trhu.
Dále bude možné v grafické rozhraní nakupovat a prodávat karty, prˇípadneˇ hru prˇed-
cˇasneˇ ukoncˇit.
Cˇtvrtou cˇásti práce je vytvorˇení portu této aplikace pro mobilní zarˇízení. Cílem této
cˇásti je zachování co nejvíce podobného grafického rozhraní s du˚razem na zachování
komfortu prˇi hraní hry na menší obrazovce. Na display mobilního telefonu nebudou
zobrazeny všechny informace o stavu aktuální hry.
Textová cˇást práce je rozdeˇlena do trˇí cˇástí. První cˇást je veˇnována pravidlu˚m hry Fi-
nancˇní svobody. Vysveˇtluje potrˇebná pravidla hry, její zacˇátek, pru˚beˇh celé hry i jednoho
kola hry vcˇetneˇ popisu chování jednotlivých karet aktivit a karet událostí. Druhá cˇást je
veˇnována popisu použitých technologií a ukazuje na jednoduchých prˇíkladech, jakým
zpu˚sobem lze jednotlivé technologie implementovat v jazyce Java. V poslední cˇásti bude
popis implementace všech již zmíneˇných cˇástí aplikace, popis grafických rozhraní apli-
kací a dokumentace k rozšírˇení hry o další prvky.
72 Pravidla hry
V následující kapitole si popíšeme pravidla online hry Financˇní svoboda, která vychází
ze stejnojmenné deskové hry, avšak v urcˇitých oblastech chování hry upravuje.
2.1 Zacˇátek hry
Hrácˇ dostane na zacˇátku hry prˇideˇleného klienta a jeho rodinu, kterou má za úkol vyvést
z financˇních obtíží. Každý klient má své specifické financˇní problémy a ru˚zné rodinné
zázemí a životní cíle. Rodina se skládá z otce, matky a jednoho díteˇte. Financˇní situace
klienta je charakterizována množstvím úspor, financˇním prˇíjmem rodiny, jejich výdaji,
aktuálními dluhy a životními cíli.
Na zacˇátku hry je klientovi 30 let. První kolo má sloužit k seznámení se s klientem a
prozkoumání jeho životní situace. Hrácˇ vytvorˇí strategii, jak vyvést klienta z jeho tíživé
situace a zajistit mu financˇní stabilitu. První z cílu˚ musí být splneˇn do 39. roku života va-
šeho klienta, tedy trˇetího kola hry. Druhý z cílu˚ musí být splneˇn do 48. roku života vašeho
klienta, tedy šestého kola hry. Pokud na splneˇní cíle nemá klient dostatecˇné množství fi-
nancí, bude nucen si vzít pu˚jcˇku.
2.2 Pru˚beˇh hry
Hra se skládá z 10 kol. V každém kole mu˚že hrácˇ provádeˇt transakce s majtekem svého
klienta. K tomu, aby dosáhl cílu˚ svých klientu˚ mu˚že využít všech možných prostrˇedku˚
financˇního trhu, které hra nabízí. V 39. a 48. roku, tedy ve 3. a 6. kole je hrácˇ povinen
splnit svému klientovi jeho životní cíl.
Prvním cílem je porˇídit klientovi vlastní bydlení. Splneˇním tohoto cíle se klientovi
uvolní financˇní prostrˇedky a zvýší cashflow, jelikož nebude muset nadále platit nájemné.
Druhý cíl souvisí se zlepšením životního komfortu klienta a jedná se zejména o nákup
rekreacˇní chaty, nákup automobilu cˇi prožití vysneˇné dovolené. Druhý cíl je jednorázo-
vou investicí klienta a neovlivnˇuje narozdíl od prvního cíle další atributy hry.
V prˇípadeˇ, kdy hrácˇ nemá dostatek peneˇz pro splneˇní cíle se musí zadlužit. Pokud
se jedná o zajišteˇní vlastního bydlení, prˇidá se klientovi karta hypotéka. V druhém prˇí-
padeˇ cˇi obecném nedostatku financí zpu˚sobeným prˇedevším záporným cashflow, bude
klientovi prˇidaná karta pu˚jcˇka.
2.3 Pru˚beˇh kola
Každé kolo se skládá ze trˇí cˇástí. V první cˇásti se vygeneruje pohyb investicˇních prvku˚
pro dané období, který ovlivní jejich nákupní i prodejní cenu. Pohyb podílových listu˚
OPF, dluhopisu˚ i akcií je náhodný, prˇesto závislý jeden na druhém. Nemu˚že se tedy stát,
že prˇi stoupání ceny dluhopisu˚ bude klesat hodnota podílových listu˚.
V další cˇásti hry si každý hrácˇ vytáhne z balíku jednu kartu události. Karta události
pozitivneˇ i negativneˇ upravuje životní situaci klienta.
8Poté má každý hrácˇ 2 minuty na to, aby provedl všechny financˇní operace tak, aby po-
stupneˇ zlepšoval financˇní situaci klienta. Po dvou minutách je kolo ukoncˇeno a probíhá
stejným zpu˚sobem kolo další.
2.4 Prvky financˇního trhu
V následující kapitole si popíšeme jednotlivé financˇní prvky, které ve hrˇe Financˇní Svo-
boda najdeme.
2.4.1 Investicˇní karty
Investicˇní karty jsou vhodným zpu˚sobem investice volných financˇních prostrˇedku˚ ro-
diny. Hodnota teˇchto karet se v každém kole meˇní a jsou ovlivnˇovány náhodnými udá-
lostmi hry. Hra Financˇní svoboda nabízí trˇi druhy možných investic.
Akcie jsou nejvýnosneˇjší možnou investicí peneˇz ve hrˇe, ale narozdíl od dluhopisu˚ a
podílových listu˚ OPF jsou více ovlivnˇovány náhodnými událostmi.
Dluhopisy jsou méneˇ výnosné oproti akciím, nicméneˇ zvyšování jejich hodnoty v cˇase
je stabilneˇjší a méneˇ ovlivnˇováno náhodnými událostmi hry.
Podílové listy jsou méneˇ výnosné než akcie. Jejich hodnota se zpravidla pohybuje
opacˇným smeˇrem oproti dluhopisu˚m a akciím. Nákup podílových listu˚ je tedy vhodný
v dobeˇ, kdy financˇní trh prochází krizí.
2.5 Karty pojišteˇní
Karta pojišteˇní slouží k zajišteˇní stability klienta v nejru˚zneˇjších životních situacích. Tyto
situace jsou blíže popsány v kapitole 2.7.
2.5.1 Rizikové životní pojišteˇní
Rizikové životní pojišteˇní slouží k pojišteˇní proti úrazu s následkem smrti klienta. V ta-
kovém prˇípadeˇ prˇichází rodina o znacˇnou cˇást prˇíjmu˚. Jedna karta prˇedstavuje pojišteˇní
ve výši 500 000 Kcˇ a meˇsícˇní poplatek ve výši 500 Kcˇ. Lze vlastnit více než jednu kartu
tohoto typu.
2.5.2 Kapitálové životní pojišteˇní
Kapitálové životní pojišteˇní také slouží k pojišteˇní proti úrazu s následkem smrti klienta.
Na rozdíl od rizikového životního pojišteˇní je v tomto prˇípadeˇ pojistná hodnota nižší.
Oproti rizikovému živnotnímu pojišteˇní, v prˇípadeˇ nevyužití této karty, se v 60 letech cˇi
prˇi zrušení karty cˇást peneˇz vrací do rodinného rozpocˇtu. Tato karta tedy prˇedstavuje
nejen formu životního pojišteˇní, ale také sporˇení. Výše pojistného vzhledem k veˇku kli-
enta je blíže popsána v tabulce 1. Meˇsícˇní poplatek za tuto kartu cˇiní 500 Kcˇ. Lze vlastnit
více než jednu kartu tohoto typu.
9Veˇk klienta Výše pojistného
30 200 000 Kcˇ
33 174 000 Kcˇ
36 150 000 Kcˇ
39 126 000 Kcˇ
42 105 000 Kcˇ
45 86 000 Kcˇ
48 67 000 Kcˇ
51 50 000 Kcˇ
54 33 000 Kcˇ
57 13 000 Kcˇ
Tabulka 1: Výše pojistného u karty kapitálové životní pojišteˇní v závislosti na veˇku kli-
enta
Veˇk klienta Výše pojistného
30 300 000 Kcˇ
33 262 000 Kcˇ
36 226 000 Kcˇ
39 192 000 Kcˇ
42 160 000 Kcˇ
45 130 000 Kcˇ
48 101 000 Kcˇ
51 74 000 Kcˇ
54 48 000 Kcˇ
57 24 000 Kcˇ
Tabulka 2: Výše pojistného u karty penzijní prˇipojišteˇní v závislosti na veˇku klienta
2.5.3 Penzijní prˇipojišteˇní
Penzijní pojišteˇní je karta, která stojí na rozmezí mezi kartou pojišteˇní a investicˇní kartou.
Penzijní prˇipojišteˇní lze uzavrˇít kdykoliv v pru˚beˇhu hry a je standardneˇ vypláceno v 60
letech. Pojistná cˇástka se liší v závislosti na veˇku klienta prˇi sjednání pojišteˇní. Detailneˇ
je popsána v tabulce 1. Meˇsícˇní poplatek za tuto kartu cˇiní 500 Kcˇ. Lze vlastnit více než
jednu kartu tohoto typu.
2.5.4 Stavební sporˇení
Stavební sporˇení prˇedstavuje formu krátkodobé investice, je sjednáno na 6 let a na rozdíl
od ostatních karet nelze tuto kartu prˇedcˇasneˇ zrušit. Meˇsícˇní poplatek cˇiní 1750 Kcˇ a za 6
let je klientovi vyplcena cˇástka 140 000 Kcˇ. Lze vlastnit více než jednu kartu tohoto typu.
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2.5.5 Pojišteˇní majetku
Pojišteˇní majetku ochranˇuje klienta v prˇípadeˇ, kdy dojde ke škodeˇ na majetku i domác-
nosti, a to vlastním i cizím. Meˇsícˇní poplatek cˇiní 250 Kcˇ a jedna karta kryje 100% škody
na majetku jedné nemovitosti. Lze vlastnit více než jednu kartu.
2.5.6 Pojišteˇní trvalých následku˚ úrazu
Pojišteˇní trvalých následku˚ úrazu ochranˇuje klienta v prˇípadeˇ, kdy klient trvale ztratí
možnost pracovat následky úrazu. Meˇsícˇní poplatek cˇiní 250 Kcˇ za pojistnou cˇástku
1 000 000 Kcˇ. Lze vlastnit více než jednu kartu.
2.6 Karty pu˚jcˇky
2.6.1 Hypotéka
Hypotéka je forma pu˚jcˇky uzavrˇená za úcˇelem stavby cˇi nákupu bytu cˇi domu pro kli-
enta. Hypotéka je uzavírána na 15 let, meˇsícˇní splátka cˇiní 2 000 Kcˇ a je uzavrˇena ve
výši 500 000 Kcˇ. Karty mu˚že být splacene prˇedem. Cena za prˇedcˇasné splacení se meˇní
v závislosti na pocˇtu odehraných kol od nákupu karty. Lze vlastnit více než jednu kartu
tohoto typu
2.6.2 Spotrˇebitelský úveˇr
Spotrˇebitelský úveˇr je forma pu˚jcˇky, jejiž úcˇel nemusí být blíže specifikován. Meˇsícˇní po-
platek za tuto kartu cˇiní 500 Kcˇ, výše úvéru je 50 000 Kcˇ, což odpovídá reálné úrokové
sazbeˇ RPSN 12% p.a.. Karta je hrou využíváná automaticky v prˇípadeˇ nedostatku financí
zpu˚sobené událostmi nebo negativním cashflow.
2.7 Události
V následující kapitole si popíšeme všechny náhodné události, které mohou ve hrˇe nastat.
2.7.1 Škoda na majetku
Karta škoda na majetku prˇedstavuje financˇní výdaje klienta, které musí být uhrazeny
okamžiteˇ. V prˇípadeˇ nedostatku financí je nutné využít kartu spotrˇebitelský úveˇr de-
tailneˇ popsanou v kapitole 2.6.2. Pokud hrácˇ vlastní kartu pojišteˇní majektu popsanou
v kapitole 2.5.5, nemá tato karta žádný úcˇinek.
2.7.2 Narození díteˇte
Vašemu klientovi se narodilo díteˇ, které negativneˇ ovlivní náklady rodiny. Ve výjimecˇ-
ných prˇípadech se mohou narodit dvojcˇata. Pocˇet deˇtí v jedné rodineˇ je omezen na trˇi.
Pokud má rodina již trˇi deˇti a klient si tuto kartu vytáhne, nemá žádný úcˇinek.
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2.7.3 Smrt v rodineˇ
Klientovi zemrˇel jeden z cˇlenu˚ rodiny, což negativneˇ ovlivní jeho meˇsícˇní prˇíjem. V prˇí-
padeˇ, že meˇl klient sjednáno životní pojišteˇní, dojde k vyplacení této cˇástky.
2.7.4 Výhra, ztráta peneˇz
Karta pozitivneˇ i negativneˇ ovlivnˇuje množství peneˇz klienta. Jedná se o jednorázový
zisk cˇi ztrátu peneˇz, který dále nijak neovlivnˇuje cashflow klienta.
2.7.5 Ztráta zameˇstnání
Klient ztratil zameˇstnání a trvalo mu 6 meˇsícu˚ než si našel novou práci. V tomto období
nepobíral žádný plat a to v daném období negativneˇ ovlivnilo cashflow rodiny.
2.7.6 Invalidita
Klient se zranil a v du˚sledku tohoto zraneˇní nemu˚že dále pracovat a pobírat plat. Pokud
klient vlastní kartu pojišteˇní trvalých následku˚ úrazu, popsanou v kapitole 2.5.6, bude
mu vyplacena suma ve výši 100% pojistné cˇástky.
2.8 Konec hry a hodnocení
Hra koncˇí v 60 letech, tedy po 10 herních kolech. V tomto kole jsou automaticky prodány
všechny investicˇní karty klienta a je urcˇeno finální skóre klienta, podle kterého se urcˇí
víteˇz hry.
Víteˇzem se stává hrácˇ s nejvyšším skóre, které je urcˇeno podle splneˇných cílu˚ a do-
sažené financˇní nezávislosti. Za každý splneˇný cíl hrácˇ obdrží 300 bodu˚. Pocˇet bodu˚ za
dosaženou financˇní nezávislost je urcˇen podle dosažení požadované financˇní nezávis-
losti, která je pro každého klienta specifická.
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3 Prˇehled použitých technologií
3.1 Java
Java je hybridní objektoveˇ orientovaný jazyk, jehož pocˇátky spadají do 90. let, konkrétneˇ
do cˇervna 1991. V tomto roce skupina programátoru˚ pod vedením Jamese Goslinga pra-
covala na programovacím jazyku urcˇeném prˇedevším pro televize a ostatní embeded
systémy. Cílem jeho týmu bylo vyvinout jazyk s podobným stylem zápisu jako jazyk
C/C++.
Pu˚vodneˇ se jazyk meˇl jmenovat Oak, podle dubu, který stál poblíž Goslingovy kance-
lárˇe. Jelikož ale takový programovací jazyk už existoval, byl vybrán nejprve název Green
a poté již dnes známý název Java, který oznacˇuje druh kávy, kterou Goslingu˚v tým v dané
dobeˇ ve velkém množství konzumoval.
Uvedení na trh se Java docˇkala v roce 1995. Java se postupneˇ zacˇala stávat popu-
lárneˇjší, jelikož prohlížecˇe brzo implementovaly tento jazyk ve formeˇ spustitelných Java
appletu˚. O trˇi roky pozdeˇji, v roce 1998, vyšla druhá verze Javy oznacˇovaná Java 1.2,
která vyšla oproti svému prˇedchu˚dci v neˇkolika verzích. Jave Enterprise Edition, která
byla zameˇrˇená prˇedevším pro nárocˇné podnikové aplikace, Java Standard Edition, která
sloužila pro vývoj beˇzných aplikací a Java Mobile Edition, která díky použití pouze na
mobilních platformách mohla být minimalizovaná o nepotrˇebné funkce. Další verze po-
stupneˇ rozširˇovaly funkce jazyka.
V letech 2006 až 2007 byla Java postupneˇ uvolnˇována jako open-source až na drobné
cˇásti kódu, ke kterým Sun Microsystems nemeˇl vlastnické právo. V roce 2009 probeˇhla
akvizice firmy Sun spolecˇností Oracle Corporation a v zápeˇtí vývojový tým Javy opustil
její autor James Gosling.
Java dodržuje standard WORA, cˇímž usnadnˇuje práci vývojárˇu˚m, jelikož zdrojový
kód lze spustit na jakémkoliv systému, který má nainstalovaný JVM. Java je objektoveˇ
orientovaný jazyk, ale obsahuje také implementaci primitivních datových typu˚ (Integer,
String, Long, Byte, Double, Float, Short). Na rozdíl od jazyka C/C++ nepodporuje více-
násobnou deˇdicˇnost, ale dovoluje implementovat více rozhraní.
Java je jednoduchý a intuitivní jazyk, který striktneˇ dodržuje své standardy, a tak
je vývoj v Javeˇ pro zacˇínající programátory snadneˇjší v porovnání s ostatními jazyky.
O správu pameˇti se stará Garbage Collector, v Javeˇ tedy nenajdeme funkce pro alokaci
pameˇti a její následné uvolneˇní. Garbage Collector uvolní místo v pameˇti automaticky
v prˇípadeˇ, že na místo již neexistuje v aplikaci žádná reference. Pru˚beˇh kompilace kódu
je videˇt na obrázku 1.
Nevýhodou Javy oproti jazyku C/C++ je jeho menší výkonnost a vyšší datová nárocˇ-
nost, jelikož samotný program se zkompiluje pouze do Java Byte kódu, který je následneˇ
intepretován JVM.
V dobeˇ psaní práce je nejnoveˇjší verzí Javy verze 1.8, pro verˇejnost oznacˇovaná jako
Java Standard Edition 8. Populariteˇ jazyka pomohl také upravený JVM zvaný DalvikVM,
který je podporován na mobilních zarˇízeních s operacˇním systémem Android.
Detailneˇjší informace leze najít v referencích [2, 4].
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Obrázek 1: Pru˚beˇh kompilace zdrojového kódu jazyka Java
3.2 OpenGL
OpenGL [7] je multiplatformní open-source grafická knihovna poskytující aplikacˇní roz-
hraní pro práci s 2D a 3D objekty. OpenGL, nebo jakákoliv její nadstavba, je využívána
pro renderování objektu˚ ve veˇtšineˇ her.
Vývoj OpenGL zacˇal v útrobách spolecˇnosti Silicon Graphics Inc. v roce 1991 a prv-
ního vydání se docˇkal o rok pozdeˇji. V té dobeˇ nebylo žádné ucelené rˇešení pro práci s 2D
a 3D objekty, a tak si každý programátor musel napsat svoji grafickou knihovnu, což bylo
velmi neefektivní. Nejveˇtším konkurentem se od roku 1995 stala knihovna Direct3D spo-
lecˇnosti Microsoft, která je soucˇástí balícˇku DirectX.
3.3 LWJGL
LWJGL [6] je 2D i 3D grafická knihovna, která slouží k tvorbeˇ her. LWJGL obaluje OpenGL,
OpenCL a OpenAL. Poskytuje tenké API a umožnˇuje vývojárˇu˚m prˇistupovat k jazyku
Java nedostupným cˇi špatneˇ implementovaným prostrˇedku˚m. Cílem LWJGL není zjed-
nodušit vývoj aplikací, ale poskytnout prˇístup ke všem prostrˇedku˚m systému. Kvu˚li
tomu vzniklo hodneˇ nadstaveb LWJGL.
3.4 Slick2D
Slick2D je multiplatformní knihovna sloužící k vývoji 2D her a je nadstavbou již zmí-
neˇné knihovny LWJGL. Slick2D zjednodušuje vývoj her a implementaci procesu˚, jakými
je herní smycˇka, renderování cˇi vytvorˇení stavové hry. Knihovna je vhodná pro zacˇínající
vývojárˇe, jelikož její použití je velice jednoduché.
Soucˇástí Slick2D jsou nativní knihovny pro Windows, Mac OS X a Linux.
Slick2D podporuje dva druhy her:
• BasicGame
• StateBaseGame
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BasicGame je typ hry, který podporuje pouze jeden stav, tedy jednu obrazovku. Za-
tímco pro StateBaseGame lze lze definovat více stavu˚, tedy obrazovek, jako naprˇíklad
hlavní menu, nápoveˇdu a samotné herní okno. Mezi stavy se pak lze prˇepínat pomocí
metody enterState(), která jako parametr prˇijímá ID daného stavu. To definujeme
v teˇle dané trˇídy a získává se pomocí metody getStateId().
3.4.1 Vytvorˇení stavové hry
Pro vytvorˇení stavové hry vytvorˇíme trˇídu, která je potomkem trˇídy StateBasedGame.
Uvnitrˇ metody initStatesList() prˇidáme pomocí metody addState() všechny
potrˇebné instance stavu˚.
Ukázkové vytvorˇení instance hry je zobrazeno ve výpisu 1.
public class ExampleStateBasedGame extends StateBasedGame
{
public ExampleStateBasedGame(String name)
{
super(name);
}
@Override
public void initStatesList (GameContainer gc) throws SlickException
{
addState(new SplashState());
addState(new MainMenuState());
addState(new GameState());
}
}
Výpis 1: Vytvorˇení hry s neˇkolika stavy
3.5 NiftyGUI
NiftyGUI je grafická knihovna, která slouží k vytvárˇení uživatelského rozhraní pro hry
cˇi jednoduché aplikace. Nifty spolupracuje s dalšími grafickými knihovnami, naprˇíklad
s LWJGL, LibGDX, JOGL cˇi již zmíneˇným Slick2D.
Rozhraní aplikace se dá vytvárˇet pomocí tzv. BuilderClass, které Nifty obsahuje
nebo pomocí externího XML Souboru [8].
Nifty obaluje cˇást Slick2D, a tak pro vytvorˇení hry je trˇeba použít jednu z následujících
trˇíd.
• NiftyBasicGame
• NiftyStateBasedGame
• NiftyOverlayBasicGame
• NiftyOverlayGame
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Pro vytvorˇení stavu je nutné použít jednu z následujících trˇíd.
• NiftyGameState
• NiftyBasicGameState
• NiftyOverlayGameState
• NiftyOverlayBasicGameState
3.5.1 Nacˇtení dat z XML
protected void prepareNifty(Nifty nifty , StateBasedGame sbg)
{
nifty . loadStyleFile (" nifty−default−styles.xml");
nifty . loadControlFile(" nifty−default−controls.xml");
nifty .fromXml("example/file.xml", "startingScreenId") ;
}
Výpis 2: Ukázka vytvorˇení NiftyGUI ve Slick2D pomocí XML
3.5.2 Tvorba GUI uvnitrˇ programu
@Override
protected void prepareNifty(Nifty nifty , StateBasedGame sbg)
{
nifty . loadStyleFile (" nifty−default−styles.xml");
nifty . loadControlFile(" nifty−default−controls.xml");
nifty .fromXml("example/file.xml", "startingScreenId") ;
Screen s~= nifty.getCurrentScreen();
s~= new ScreenBuilder("lobby") {{
controller (new GameController());
layer (new LayerBuilder(" first " ) {{
childLayoutAbsolute();
panel(new PanelBuilder("topPanel") {{
childLayoutAbsolute();
x("10px");
y("10px");
control (new LabelBuilder(" title ") {{
text (" Title ") ;
color(Color.WHITE);
style (" nifty−label");
marginBottom("10px");
}}) ;
}}) ;
panel(new PanelBuilder("bottomPanel") {{
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x("10px");
y("560px");
childLayoutHorizontal() ;
control (new ButtonBuilder("loanCardButton") {{
label("Buy Loan Card");
width("150px");
marginRight("10px");
height("30px");
interactOnClick("onBuyLoanCardClick()");
}}) ;
}}) ;
}}) ;
}}. build (this . nifty ) ;
nifty .gotoScreen(s.getScreenId());
}
Výpis 3: Ukázka vytvorˇení NiftyGUI ve Slick2D pomocí Class Builderu˚
3.6 Kryonet
Kryonet [10] je open-source knihovnou sloužící k vytvorˇení komunikace mezi serverem
a klienty. Umožnˇuje spojení jak pomocí TCP, tak pomocí UDP. Kryonet je tedy vhodné
rˇešení nejen pro aplikace s du˚razem na kvalitu spojení, ale také real-time aplikace cˇi hry.
Výhodou Kryonetu je jeho vysokoúrovnˇové API, které ulehcˇuje práci vývojárˇu˚m, ale
snižuje flexibilitu programu.
Pro serializace objektu˚ a posílání dat po síti využívá Kryonet serializacˇní knihovnu
Kryo.
3.6.1 Kryo
Kryo [11] je serializacˇní knihovna, která je soucˇástí balícˇku Kryonet.
Kryo již v základu umí serializovat následující objekty:
• boolean, Boolean
• byte, Byte, byte[]
• char, Character
• short, Short
• int, Integer, BigInteger, BigDecimal
• long, Long
• float, Float
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• double, Double
• Collection, Map
• Date, TimeZone, Calendar, Currency
• Enum, EnumSet
• KryoSerializable
3.6.1.1 Vytvorˇení vlastního serializátoru Pokud chceme danou trˇídu serializovat
pomocí vlastního serializátoru, musí tato trˇída implementovat rozhraní KryoSerializable,
tedy metodu read() a write().
public class SomeClass implements KryoSerializable
{
public void write (Kryo kryo, Output output)
{
}
public void read (Kryo kryo, Input input)
{
}
}
Výpis 4: Vlastní serializátor
3.6.2 Ukázka vytvorˇení instance Kryonet Serveru
Pro vytvorˇení instance serveru použijeme trˇídu Server. Pomocí metody getKryo()
získáme objekt serializátoru Kryo a zaregistrujeme všechny trˇídy, které budeme posílat.
Dále je trˇeba nabindovat server na urcˇitý port a zapnout server pomocí metody start().
Pro zpracování prˇíchozí komunikace mu˚žeme pomocí metody addListener() prˇidat
vlastního listenera. Ten je potomkem trˇídy Listener ze stejného balícˇku a implementu-
jeme metody idle(), která definuje chování prˇi necˇinosti spojení, metodu received(),
která definuje chování prˇi prˇijmutí dat, metodu connected(), která definuje chování
prˇi prˇipojení klienta k serveru a metodu disconected(), která definuje chování prˇi
ztráteˇ spojení, která mu˚že nastat neocˇekávanou chybou na straneˇ klienta nebo vyprše-
ním daného cˇasového intervalu.
public class KryonetServerExample
{
private Server server;
private static final int PORT = 54345;
public startServer() throws IOException
{
server = new Server();
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Kryo k~= server.getKryo();
k. register (PlayerGameEnterAttemptPacket.class);
k. register (PlayerGameEnterResponsePacket.class);
k. register (GameCreateAttemptPacket.class);
k. register (GameCreateResponsePacket.class);
k. register (GameListGetPacket.class);
k. register (GameListSendPacket.class);
k. register (GameLevel.class);
k. register (GameLevelEnum.class);
k. register (ArrayList .class);
server.bind(PORT);
server. start () ;
server.addListener(new KryonetExampleListener());
}
}
Výpis 5: Vytvorˇení instance serveru v Kryonetu
public class KryonetClientExample
{
public void startClient () throws IOException
{
private Client client ;
private static int PORT = 54345;
private static String HOST = "127.0.0.1";
private static int TIMEOUT = 60000;
client = new Client();
Kryo k~= client .getKryo();
k. register (PlayerGameEnterAttemptPacket.class);
k. register (PlayerGameEnterResponsePacket.class);
k. register (GameCreateAttemptPacket.class);
k. register (GameCreateResponsePacket.class);
k. register (GameListGetPacket.class);
k. register (GameListSendPacket.class);
k. register (GameLevel.class);
k. register (GameLevelEnum.class);
k. register (ArrayList .class);
client . start () ;
client .connect(TIMEOUT, HOST, PORT);
}
}
Výpis 6: Vytvorˇení instance klienta v Kryonetu
3.7 XML
XML [5] je znacˇkovací jazyk podobný jazyku HTML sloužící pro popis datové struktury
a prˇenos dat. XML je navrženo s du˚razem na strojovou cˇitelnost, ale také prˇehlednost pro
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Obrázek 2: Ukázka XML dokumentu
uživatele.
XML je otevrˇený formát dat, který navrhlo konsorcium W3C již v roce 1996. Své první
verze se docˇkal o rok pozdeˇji v roce 1997, oznacˇované Extensible Markup Language 1.0.
Od té doby je verze 1.0 postupneˇ vyvíjena. Poslední úprava této verze probeˇhla v roce
2008.
V roce 2004 byl publikován popis XML 1.1, který rˇešil drobné nedostatky verze 1.0 a
to prˇedevším podpora pro systémy EBCDIC a zárovenˇ zacˇal podporovat znaky nepatrˇící
do sady Unicode 3.2. Jelikož zmeˇny jsou du˚ležité pouze pro specifická použití, XML 1.1
není velmi rozšírˇen a podporován. Poslední úprava tohoto standardu probeˇhla v roce
2006.
Struktura XML je stromová a skládá se z tagu˚, které mohou nabývat urcˇitých hodnot.
Zárovenˇ každý tag mu˚že mít prˇirˇazeny své atributy a ve svém teˇle obsahovat další tagy.
Tag na nejvyšší úrovni se nazývá korˇen.
Strukturu dokumentu lze nadefinovat pomocí jazyka XSD. Ukázkový XML doku-
ment je vyobrazen na obrázku 2.
20
3.8 Simple XML
Simple [3] je serializacˇní knihovna pro jazyk XML, kterou lze využít jak v desktopové,
tak v Android aplikaci. Zvládá práci s cyklickým grafem objektu˚, a tak dokáže seriali-
zovat i složitou strukturu objektu˚. Na rozdíl od svých konkurentu˚ nepotrˇebuje žádnou
konfiguraci.
Trˇídu, kterou chceme serializovat oznacˇíme anotací @Root, která prˇijímá parametr
name, který ovlivnˇuje název korˇenového prvku XML souboru. Vlastnosti, které chceme
serializovat jako potomky daného prvku oznacˇíme anotací @Element. Pokud chceme
k aktuálnímu prvku prˇidat vlastnost jako atribut, oznacˇíme takovou vlastnost anotací
@Attribute.
@Root
public class Example {
@Element
private String text ;
@Attribute
private int index;
public Example() {
super();
}
public Example(String text, int index) {
this . text = text ;
this . index = index;
}
public String getMessage() {
return text ;
}
public int getId () {
return index;
}
}
Výpis 7: Ukázka serializace objektu pomocí serializátoru Simple
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4 Praktická cˇást
V této cˇásti se budeme zabývat praktickým vývojem aplikace a postupy, které byly pou-
žity prˇi její tvorbeˇ. Celá aplikace se deˇlí na cˇtyrˇi podcˇásti. Herní knihovnu FreedomLib-
rary, implementaci desktop verze FreedomGame, implementaci mobilní verze hry pro
platformu Android FreedomAndroid a implementaci serveru FreedomServer.
4.1 FreedomLibrary
FreedomLibrary je základní knihovnou, která obsahuje všechny potrˇebné trˇídy pro na-
pojení na GUI. Cílem této knihovny je co nejvíce zjednodušit tvorbu grafických rozhraní
pro dekstop a Android platformy.
4.1.1 Game
Instance trˇídy prˇedstavuje aktuální stav každé hry. Jednotlivé stavy jsou popsány v ta-
bulce 3.
Hra obsahuje informaci o jejím názvu, pocˇtu hrácˇu˚, urcˇuje rozmezí generátoru po-
hybu multipleru˚ pro akciové karty, obsahuje pole všech hratelných karet a hrácˇu˚.
Trˇída Game obsahuje pouze informace o stavu hry. Samotné chování je rˇešeno v trˇídeˇ
GameBehavior. Ta umožnˇuje ovlivnit chování aplikace v reakci na ru˚zné události a ob-
sahuje metody pro ovládání stavu hry start(), pause() a stop().
4.1.2 Player
Trˇída hrácˇe obsahuje informace o daném hrácˇi, jeho jméno a prˇideˇleného klienta. Trˇída
Playermá potomky HumanPlayer a ComputerPlayer. Implementují metodu play(),
která je volána každé hrací kolo a obsahuje všechny du˚ležité události, které se musí prˇi
zacˇátku nového kola stát, tedy úprava financˇní hotovosti klienta v závislosti na daném ca-
shflow, kontrola financˇní situace klienta a prˇípadné prˇidání karty pu˚jcˇky, odehrání všech
karet aktivit a táhnutí karty události z balícˇku.
Trˇída ComputerPlayer navíc implementuje základní umeˇlou inteligenci, která im-
plementuje agresivní víteˇznou strategii. Preferováno je splacení dluhu˚ a poté rychlý ná-
kup akcií.
Závislosti jednotlivých trˇíd hloubeˇji popisuje Class diagram na obrázku cˇíslo 3.
4.1.3 Family
Trˇída rodiny obsahuje informace o dané rodineˇ, jméno, cˇleny rodiny, cíle rodiny a poža-
dovanou financˇní nezávislost, aktuální financˇní hotovost, výdaje a dluhy rodiny.
Závislosti této trˇídy podrobneˇji popisuje Class diagram na obrázku cˇíslo 4.
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Stav hry Popis stavu
GAME_INITIATED Základní stav hry, instance byla vytvorˇena
GAME_WAITING_FOR_PLAYERS Do hry není prˇipojen dostatecˇný pocˇet hrácˇu˚
GAME_RUNNING Hra práveˇ probíhá
GAME_PAUSED Hra byla pozastavena vcˇetneˇ cˇasovacˇe kola
GAME_STOPPED Hra byla prˇerušena a již nemu˚že být obnovena
GAME_FINISHED Hra byla odehrána, je znám víteˇz
GAME_WAITING_FOR_RESPONSE Hra cˇeká na odpoveˇd’ serveru nebo klienta
Tabulka 3: Jednotlivé stavy hry
Obrázek 3: Class Diagram trˇídy Game
23
Obrázek 4: Class Diagram trˇídy Family
4.1.4 Activity Card
Trˇída ActivityCard je obecnou implementací karty, kterou mu˚že daný hrácˇ nakoupit cˇi
prodat a ovlivnˇuje financˇní situaci hrácˇe. Potomek trˇídy ovlivnˇuje chování karty pomocí
metod activate(), decativate() a play().
Metoda activate() je volána v dobeˇ nákupu dané karty a jako parametr prˇijímá
objekt rodiny, která kartu kupuje. V této metodeˇ mu˚žeme ovlivnit naprˇíklad snížení fi-
nancˇní hotovosti klienta v závislosti na ceneˇ karty. Pro prˇidání další funkcionality prˇi
nákupu karty lze tuto metodu prˇepsat u potomku˚ této trˇídy.
Metoda deactivate() je volána v dobeˇ prodeje dané karty a jako parametr prˇijímá
objekt rodiny, která kartu prodává. V této metodeˇ mu˚žeme ovlivnit naprˇíklad cenu za
prodej karty, vyporˇádání se s úroky za prˇedcˇasný prodej karty cˇi vyvolat výjimku, která
zabranˇuje kartu prodat.
Metoda play() je volána jednou v každém kole hry. V této metodeˇ mu˚žeme ovlivnit
naprˇíklad snížení financˇní hotovosti klienta v závislosti na pocˇtu splátek. Chování této
metody je dále upravena u potomku˚ této trˇídy.
Metoda canBePlayed() slouží k zjišteˇní, zda je možné v daném okamžiku danou
kartu odehrát. Metoda canBeActivated() slouží k zjišteˇní, zda je možné v daném
okamžiku karta aktivována. Obdobná metoda canBeDeactivated() slouží k zjišteˇní,
zda je možné v daném okamžiku karta deaktivována.
Metoda getActivationPrize() slouží k zjišteˇní množství peneˇz, které jsou po-
trˇeba k aktivaci karty. Metoda getDeactivationPrize() slouží k zjišteˇní množství
peneˇz, které jsou potrˇeba k deaktivaci karty. Metoda getInstallmentPrize() slouží
k zjišteˇní množství peneˇz, které jsou potrˇeba k odehrání karty.
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Všechny metody prˇijímají jako parametr trˇídu Family a jsou abstraktní. Proto je musí
implementovat jeden z potomku˚.
Závislosti trˇídy ActivityCard jsou znázorneˇny na obrázku 5.
4.1.5 Event Card
Trˇída EventCard je obecnou implementací karty, kterou si hrácˇ tahá z balíku karet. Karta
mu˚že ovlivnit jeho financˇní situaci. Metoda play() je volána v dobeˇ, kdy si hrácˇ kartu
vytáhne z balícˇku karet. Tato metoda urcˇuje chování karty, tedy naprˇíklad úmrtí v rodineˇ
nebo narození potomka. Každý potomek trˇídy EventCardmusí tuto metodu implemen-
tovat.
4.1.6 Levely hry
Hra Financˇní Svoboda obsahuje ru˚zné druhy obtížnosti. Ty se líší prˇedevším financˇní si-
tuací klientu˚ a její nárocˇností na vyrˇešení a výbeˇr správného postupu k dosažení financˇní
nezávislosti. Úrovneˇ hry jsou popsány pomocí jazyka XML.
Hra obsahuje v balícˇku freedom.util vlastní serializátor teˇchto úrovní, který obsa-
huje dveˇ statické metody in() a out(). Pomocí teˇchto metod je možné nacˇítat a ukládat
úrovneˇ hry z a do XML. Návratovou hodnotou funkce in() je objekt trˇídy Game.
4.1.7 Rozširˇitelnost hry
Hra je implementována s du˚razem na možnost pozdeˇjšího rozšírˇení obsahu nebo herní
logiky trˇemi zpu˚soby.
Rozšírˇení hry je implementováno pomocí úrovní. Každá úrovenˇ je popsána jako sa-
mostatný XML soubor. Ukázku XML souboru úrovneˇ najdete v prˇíloze B.
<investmentCards>
<investmentCard class="freedom.model.card.activity.FundsCard" />
<investmentCard class="freedom.model.card.activity.SharesCard" />
<!−− vlastni karta −−>
<investmentCard class="freedom.model.card.activity.GoldenCard" />
</investmentCards>
<loanCards>
<loanCard class="freedom.model.card.activity.MordgageCard" />
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard" />
<!−− vlastni karta −−>
<loanCard class="freedom.model.card.activity.BankRobberyCard" />
</loanCards>
<insuranceCards>
<insuranceCard class="freedom.model.card.activity.AssetInsuranceCard" />
<insuranceCard class="freedom.model.card.activity.BuildingSocietyCard" />
<!−− vlastni karta −−>
<insuranceCard class="freedom.model.card.activity.InprisonmentInsuranceCard" />
</insuranceCards>
Výpis 8: Tvorba vlastní úrovneˇ hry
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Mu˚žeme napsat vlastní trˇídu karty aktivity, která musí být potomkem jedné ze trˇíd
InsuranceCard, InvestmentCard nebo LoanCard, které jsou dále potomkem trˇídy
ActivityCard a implementuje metodu play(), která jako atribut prˇijímá instanci trˇídy
Family. Tato karta bude automaticky prˇidána do grafického rozhraní aplikace. Je ale
nutné takovou kartu zaregistrovat do seznamu hratelných karet v XML souboru úrovneˇ.
Prˇidáváme pouze jeden objekt trˇídy Class.
Dále je možné implementovat vlastní kartu události, která musí být potomkem trˇídy
EventCard a implementovat metodu play(), která jako parametr prˇijímá instanci trˇídy
Family. Tato karta bude automaticky prˇidána do balíku karet události, ze kterého si
hrácˇi tahají karty každé kolo hry. Kartu je nutné prˇidat do XML reprezentace úrovneˇ.
Jednu kartu mu˚žete prˇidat i vícekrát.
Pro úpravu chování hry je možné rozšírˇit trˇídy ClientBehavior a ServerBehavior.
Upravit lze veškeré chování hry, vcˇetneˇ délky jednoho kola, techniky generování vývoje
ceny prvku˚ financˇního trhu cˇi tažení karet události. Seznam metod je podrobneˇji roze-
psán v tabulce 4.
4.2 FreedomServer
Freedom Server je server hry Financˇní Svoboda, který v sobeˇ implementuje knihovnu
FreedomLib. Pro komunikaci mezi serverem a klientem využívá knihovnu KryoNet.
4.2.1 Sít’ová komunikace
KryoNet podporuje vytvorˇení sít’ové komunikace pomocí TCP i UDP. Vzhledem k cha-
rakteru hry preferujeme spolehlivý prˇenos informací prˇed rychlostí, a proto byl jako ko-
munikacˇní protokol zvolen TCP.
Prˇipojení v KryoNetu musí mít nastavenou hodnotu TIMEOUT. Po uplynutí této
doby dojde k automatickému ukoncˇení spojení. Dá se ovšem prˇedpokládat, že se neˇkterˇí
hrácˇi do hry pár kol nezapojí, a proto je mezi serverem a klientem pravidelneˇ posílán
PingPacket, který oveˇrˇuje aktivní spojení mezi klientem a serverem a naopak.
Mezi klientem a serverem jsou posílány pakety blíže znázorneˇné v tabulce 5.
Hra je schopna prˇi zjišteˇní nevalidity dat na straneˇ klienta hru znovu synchronizo-
vat posláním celé trˇídy Game. V takovém prˇípadeˇ je na straneˇ klienta vytvorˇen paket
GameSyncRequestPacket a cˇeká se na odpoveˇd’ v podobeˇ paketu GameSyncPacket.
4.2.2 Propojení s FreedomLibrary
Pro vytvorˇení seznamu her využijeme trˇídu Lobby, která obsahuje kolekci trˇíd Game,
která reprezentuje aktuální stav hry. Pro správnou funkcˇnost hry je nutné pomocí me-
tody setBehavior() nastavit chování hry. Soucˇástí herní knihovny FreedomLibrary je
serverové chování hry MultiplayerServerBehavior, potomek trˇídy Behavior.
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Obrázek 6: Návrh grafického rozhraní pro desktop
4.3 FreedomGame
V následující kapitole si popíšeme pru˚beˇh implementace desktopové verze hry Financˇní
svoboda.
4.3.1 Tvorba GUI
Grafické rozhraní ve hrˇe je tvorˇeno pomocí knihovny Nifty-GUI. Prˇi navrhování GUI
byl kladen du˚raz na jednoduchost a prˇehlednost tak, aby se zvyšovala hratelnost hry.
GUI bylo rozdeˇleno do cˇtyrˇ horizontálních zón. V první zóneˇ se nachází informace o
dané hrˇe, aktuální kolo a zbývající cˇas do dalšího kola. Ve druhé cˇásti je zobrazen seznam
hrácˇu˚ a základní informace o stavu jejich klienta a pocˇtu bodu˚, které byli schopni získat.
V levé cˇásti trˇetí zóny jsou vyobrazeny detailní informace o klientovi hrácˇe a vývoj na
financˇním trhu. V pravé cˇásti jsou všechny aktuální karty klienta a možnost karty prodat.
V nejspodneˇjší cˇásti rozhraní jsou vyobrazeny tlacˇítka pro nákup karet a opušteˇní hry.
Návrh GUI je zobrazen na obrázku 6.
4.3.2 Propojení s FreedomLibrary
Pro propojení s FreedomLibrary využijeme prˇipravenou trˇídu Game, která reprezentuje
aktuální stav hry, obsahuje pole všech hrácˇu˚, balícˇek karet událostí. Pro správnou funkcˇ-
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nost trˇídy musíme metodou setBehavior nastavit chování hry. Tato metoda prˇijimá
jako parametr instanci trˇídy Behavior. Soucˇástí knihovny jsou trˇi základní chování hry.
Trˇída SinglePlayerBehavior obsahuje základní chování hry jednoho hrácˇe a je po-
tomkem trˇídy ClientBehavior. Trˇída MultiplayerClientBehavior obsahuje zá-
kladní chování klienta ve hrˇe více hrácˇu˚ a je také potomkem trˇídy ClientBehavior.
Pro správnou funkcˇnost herních událostí, je trˇeba implementovat v aplikaci Event-
Listener [9], který implementuje rozhraní GameEventListener.
Pro vytvorˇení prˇedprˇipravené instance je možné využít statických metod trˇídy Game
getSinglePlayerWithData cˇi getMultiplayerClientWithData. Obeˇ tyto me-
tody prˇijímají jako parametr objekt trˇídy GameEvent.
V prˇípadeˇ hry více her se používá prˇipravená trˇída SingletonClient, která rea-
lizuje návrhový vzor Singleton [1] a zajišt’uje propojení se serverem na dané IP adrese,
dokáže zjistit pomocí metody hasConnectionToServer() zda je definovaný server
aktivní a zajistit základní komunikaci mezi serverem a klientem.
4.4 FreedomAndroid
V následující sekci si popíšeme pru˚beˇh implementace mobilní verze hry Financˇní svo-
boda.
4.4.1 Úprava GUI pro mobilní zarˇízení
Pokusíme se zachovat stejné rozložení zón jako na desktopu, nicméneˇ pocˇet informací
zmenšíme. Z grafického rozhraní nejprve odstraníme nadbytecˇné informace Cashflow by
Year a Cashflow by Era. Z dolní lišty odstraníme tlacˇítko zpeˇt, jelikož to je zakompono-
váno prˇímo v sytému Android a nemá tedy žádnou funkci. Návrh rozhraní pro mobilní
telefony Android je vyobrazen na obrázku 7.
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Obrázek 7: Návrh grafického rozhraní pro Android
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5 Záveˇr
Cílem této bakalárˇské práce bylo navrhnout a implementovat elektronickou verzi des-
kové hry Financˇní svoboda pro desktop a mobilní platformu Android.
Celý systém byl navržen tak, že jeho implementace byla rozdeˇlena do co nejmenších
celku˚, které mezi sebou komunikují. Vyhneme se tak problému˚m s úpravami veˇtšího
množství kódu i prˇi provádeˇní menších zmeˇn.
Bylo nutné volit vhodné technologie, které podporují desktopovou verzi jazyka Java
i mobilní verzi pro systém Android. Nedostupnost neˇkterých balícˇku˚ na platformeˇ An-
droid byla klícˇová prˇi vývoji knihovny. Pu˚vodneˇ zamýšlený serializacˇní balícˇek JAXB
musel být nahrazen balícˇkem Simple XML, jelikož JAXB není pro platformu Android
implementován kvu˚li své pameˇt’ové nárocˇnosti, která pro daná zarˇízení není vhodná.
Prˇi vývoji serverové cˇásti aplikace jsem narazil na problém serializace objektu˚ s cyk-
lickými závislostmi. Serializacˇní knihovna Kryo používaná komunikacˇním framewor-
kem KryoNet ignorovala anotaci @Transient prˇesto, že v dokumentaci frameworku je
uveden prˇesný opak. Problém byl vyrˇešen použitím speciální anotace, kterou používá
serializátor knihovny KryoNet.
Vzhledem k tomu, že Java herní server vyvíjený soucˇasneˇ s touto bakalárˇskou prací
nebyl vyvinut, není v aplikaci implementován.
V Android aplikaci bylo GUI upraveno tak, aby hra byla na zarˇízeních s menší ob-
razovkou co nejlépe hratelná, prˇesto aby si zachovala rysy plnohodnotné desktopové
aplikace. Prˇi synchronizaci veˇtších objektu˚ mobilní klient automaticky uzavírá spojení se
serverem a hra se stává nekonzistentní. U prˇipojení dvou desktopových aplikací tento
problém nenastává.
Vývoj aplikace du˚kladneˇ proveˇrˇil mé programátorské schopnosti a prohloubil zna-
losti jazyka Java a vývoje aplikace her pro mobilní platformu Android a také schopnost
abstrahovat dané problémy.
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A Obsah CD
Prˇiložené CD obsahuje následující soubory:
• Text této bakalárˇské práce ve formátu PDF
• Ukázkový XML soubor úrovneˇ
• Spustitelnou verzi programu
• Zdrojové kódy programu
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B Ukázkový XML soubor úrovneˇ
<game>
<randomMin>7</randomMin>
<randomMax>−3</randomMax>
<playersLimit>4</playersLimit>
<stocksMultipler>0</stocksMultipler>
<sharesMultipler>0</sharesMultipler>
<fundsMultipler>0</fundsMultipler>
<families>
<family>
<name>Brzobohati</name>
<man>
<name>Bedrich</name>
<gender>1</gender>
<salary>13500</salary>
<alive>true</alive>
</man>
<woman>
<name>Bozena</name>
<gender>2</gender>
<salary>10000</salary>
<alive>true</alive>
</woman>
<kids>
<member>
<name>Bara</name>
<gender>4</gender>
<salary>0</salary>
<alive>true</alive>
</member>
</kids>
<goals>
<goal class="freedom.model.goal.FamilyHouseGoal">
<name>Byt</name>
<description>Byt pro celou rodinu</description>
<cost>2500000</cost>
<threshold>3</threshold>
</goal>
<goal class="freedom.model.goal.Goal">
<name>Automobil</name>
<description>Automobil 123</description>
<cost>400000</cost>
<threshold>6</threshold>
</goal>
</goals>
<cash>50000</cash>
<houseRental>6750</houseRental>
<financialIndependence>100000000</financialIndependence>
<expenses>20000</expenses>
<insuranceCards/>
<loanCards>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
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<active>false</active>
<playedCount>0</playedCount>
</loanCard>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
</loanCards>
<investmentCards/>
</family>
<family>
<name>Sporivi</name>
<man>
<name>Sebastian</name>
<gender>1</gender>
<salary>20000</salary>
<alive>true</alive>
</man>
<woman>
<name>Sona</name>
<gender>2</gender>
<salary>15250</salary>
<alive>true</alive>
</woman>
<kids>
<member>
<name>Sara</name>
<gender>4</gender>
<salary>0</salary>
<alive>true</alive>
</member>
</kids>
<goals>
<goal class="freedom.model.goal.FamilyHouseGoal">
<name>Byt</name>
<description>Byt pro celou rodinu</description>
<cost>2500000</cost>
<threshold>3</threshold>
</goal>
<goal class="freedom.model.goal.Goal">
<name>Automobil</name>
<description>Automobil 123</description>
<cost>400000</cost>
<threshold>6</threshold>
</goal>
</goals>
<cash>25000</cash>
<houseRental>9000</houseRental>
<financialIndependence>3500000</financialIndependence>
<expenses>15000</expenses>
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<insuranceCards/>
<loanCards>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
</loanCards>
<investmentCards/>
</family>
<family>
<name>Korunkovi</name>
<man>
<name>Karel</name>
<gender>1</gender>
<salary>20750</salary>
<alive>true</alive>
</man>
<woman>
<name>Kamila</name>
<gender>2</gender>
<salary>11500</salary>
<alive>true</alive>
</woman>
<kids>
<member>
<name>Kristyna</name>
<gender>4</gender>
<salary>0</salary>
<alive>true</alive>
</member>
</kids>
<goals>
<goal class="freedom.model.goal.FamilyHouseGoal">
<name>Byt</name>
<description>Byt pro celou rodinu</description>
<cost>2500000</cost>
<threshold>3</threshold>
</goal>
<goal class="freedom.model.goal.Goal">
<name>Automobil</name>
<description>Automobil 123</description>
<cost>400000</cost>
<threshold>6</threshold>
</goal>
</goals>
<cash>70000</cash>
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<houseRental>9000</houseRental>
<financialIndependence>3000000</financialIndependence>
<expenses>12000</expenses>
<insuranceCards/>
<loanCards>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
</loanCards>
<investmentCards/>
</family>
<family>
<name>Moudri</name>
<man>
<name>Mojmir</name>
<gender>1</gender>
<salary>23000</salary>
<alive>true</alive>
</man>
<woman>
<name>Monika</name>
<gender>2</gender>
<salary>10250</salary>
<alive>true</alive>
</woman>
<kids>
<member>
<name>Marketa</name>
<gender>4</gender>
<salary>0</salary>
<alive>true</alive>
</member>
</kids>
<goals>
<goal class="freedom.model.goal.FamilyHouseGoal">
<name>Byt</name>
<description>Byt pro celou rodinu</description>
<cost>2500000</cost>
<threshold>3</threshold>
</goal>
<goal class="freedom.model.goal.Goal">
<name>Automobil</name>
<description>Automobil 123</description>
<cost>400000</cost>
<threshold>6</threshold>
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</goal>
</goals>
<cash>90000</cash>
<houseRental>8500</houseRental>
<financialIndependence>3000000</financialIndependence>
<expenses>15000</expenses>
<insuranceCards/>
<loanCards>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard">
<active>false</active>
<playedCount>0</playedCount>
</loanCard>
</loanCards>
<investmentCards/>
</family>
</ families>
<investmentCards>
<investmentCard class="freedom.model.card.activity.FundsCard" />
<investmentCard class="freedom.model.card.activity.SharesCard" />
<investmentCard class="freedom.model.card.activity.StocksCard" />
</investmentCards>
<loanCards>
<loanCard class="freedom.model.card.activity.MordgageCard" />
<loanCard class="freedom.model.card.activity.AuthorizedOverdraftCard" />
</loanCards>
<insuranceCards>
<insuranceCard class="freedom.model.card.activity.AssetInsuranceCard" />
<insuranceCard class="freedom.model.card.activity.BuildingSocietyCard" />
<insuranceCard class="freedom.model.card.activity.EndowmentLifeInsuranceCard" />
<insuranceCard class="freedom.model.card.activity.GeneralInsuranceCard" />
<insuranceCard class="freedom.model.card.activity.LifeInsuranceCard" />
<insuranceCard class="freedom.model.card.activity.SupplementaryPensionInsuranceCard"
/>
</insuranceCards>
<eventCards>
<eventCard class="freedom.model.card.event.MoneySpentEventCard">
<id>0</id>
<name>Squash</name>
<description>Vas klient se rozhodl koupit vysavac v~celkove cene 38 000</description>
<cost>38000</cost>
</eventCard>
<eventCard class="freedom.model.card.event.ChildBornEventCard">
<id>0</id>
<name>Dite</name>
<description>Vasim klientum se narodilo dite</description>
</eventCard>
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</eventCards>
</game>
Výpis 9: Ukázkový XML soubor úrovneˇ
