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Abstrakt 
Tato bakalářská práce se zabývá vývojem počítačového systému schopného v reálném čase 
improvizovat hudbu do uživatelem hrané hry na hudební nástroj připojený přes MIDI rozhraní k 
počítači. Na základě mého návrhu je klíčová část systému generující hudbu postavena na výpočetním 







This bachelor’s thesis deals with development of a computer system, which is able to 
improvise music, based on user’s playing a musical instrument connected to a computer via MIDI 
interface. According to my design, the main subsystem that generates music is based on a neural 
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Cílem této bakalářské práce je spojit zálibu v hudbě s profesí informačních technologií. Již od 
dětství se věnuji hudbě, konkrétně hře na piáno, která je pro mě každodenní náplní života, proto jsem 
si vybral toto téma, hudební improvizaci v reálném čase. V praxi se s hudební improvizací setkávám 
často, jelikož jsem aktivním členem dvou hudebních skupin, pětičlenné jazz-rockové hudební kapely 
Passage Of a swingového big-bandu Kyx Orchestra. Ojediněle se účastním i hudebních jam-sessions, 
kde je hudební improvizace základem. Při takových kulturních událostech je prostřednictvím 
jazzových standardů tato kreativní umělecká činnost vyjádřením aktuálních pocitů, nálad, nápadů a 
hudebních vtipů. Hráči se střídají v hraní improvizovaných sól do předem dané harmonie a zde se 
právě objevuje analogie s mým systémem. Navrhuji systém, který se nejprve z MIDI nahrávek naučí 
tvořit sólové party a poté bude schopen v reálném čase improvizovat sóla na harmonii danou hrou na 
klávesy připojené přes MIDI rozraní k počítači. Vznikne tak spojení vědy a umění, které může přispět 
k novým objevům, jak na poli umělé inteligence, tak v oblasti hudební. 
Ve své práci představuji hudební improvizační systém, který umí tvořit hudbu ve stylu jazz a 
blues. Nejen v těchto stylech, ale především v nich, se uplatňuje hudební improvizování. Co znamená 
a jak se taková hudební improvizace provozuje, je popsáno v následující podkapitole. Druhá kapitola 
je věnována poznatkům, které jsem načerpal z odborných prací na obdobné téma. Vzhledem 
k ojedinělosti tohoto tématu ne všechny níže zmíněné práce jsou zaměřeny přímo na danou 
problematiku, avšak určitým způsobem se ji každá v jisté míře dotýká a všechny byly pro mne dobrou 
inspirací. Následující, třetí, kapitola obsahuje specifikaci zadání, analýzu a návrh systému. Jsou 
rozebrány jednotlivé části systému a jejich funkce, a podrobně popsány požadavky na funkčnost, 
stavbu a chod systému. Podkapitoly jsou věnovaný též neuronové síti, trénovacím datům a nástrojům 
použitým při realizaci systému a během jeho nasazení. Jednotlivé fáze implementace jsou podrobně 
popsány v kapitole číslo čtyři a jejích v podkapitolách. Pátá kapitola je věnována experimentům, 
výsledkům a závěrům z nich odvozených. Poslední šestá kapitola je shrnutím dosažené práce, jejích 
výsledků a uvažuje nad přínosem do tohoto specializovaného odvětví informačních technologií i do 
hudební umělecké sféry. Dále se v ní zamýšlím nad další prací do budoucna. 
 
1.1 Hudební improvizace 
 
Hudební improvizace se nejčastěji vyskytuje v hudebních žánrech jazz a blues. Zde rozlišujeme 
dva základní druhy improvizace, a to free jazzovou improvizaci a improvizaci na daný harmonický 
základ. Zatímco free jazzová improvizace nemá předem dané žádné schéma a omezení na tvoření 
hudby, u druhého typu improvizace je improvizovaný hudební materiál přizpůsoben jistým 
pravidlům. Příkladem jsou jazzové standardy, které muzikanti předvádějí na tzv. jam-sessions. 
Jazzové standardy jsou tradiční jazzové písně napsané předními jazzovými umělci během minulého 
století. Jde o notový zápis hlavního tématu skladby, zbytek je dílem improvizace. Při vystoupení 
muzikanti společně zahrají ústřední melodii a poté se střídají v hraní improvizovaných sól právě na 
harmonický základ daný hlavním tématem. Komunikace mezi hudebníky probíhá gestikulací nebo 
hudebním projevem a je důležitá k domluvě, kdo bude kdy hrát sólo a kdy skladba skončí. Před 
závěrem písně ještě obvykle všichni muzikanti dohromady přehrají hlavní téma. 
Tato umělecká činnost znamená tvoření hudby v reálném čase. To obnáší experimentování 
s melodiemi, harmoniemi, postupy, frázemi při hraní hudby a zkoumání a pozorování toho, co zní 
3 
 
dobře a co nezní dobře. Při improvizování jsou důležité především tyto tři věci : klid, naslouchání a 
učení se. Další užitečnou věcí pro úspěšnou improvizaci může být představivost. To znamená, zapojit 
svoji vlastní fantazii a zkusit se vžít do konkrétní situace, se kterou hraná hudba může souviset. 
Například při hraní ragtimu si můžeme představit zakouřený bar s rozladěným piánem, v dáli linoucí 
se cinkot skleniček a vrzot starých parket, stolů a židlí. Takové zasnění může velice pomoci při 
improvizování hudby a dát jí patřičný nádech. Dobrý improvizovaný hudební materiál by měl 
obsahovat jak očekávaný vývoj skladby, tak i prvky neočekávané s jistou mírou příjemného 
překvapení. Díky tomu se improvizace stává pro posluchače zajímavá. Jedna ze základních forem 
improvizace je variování známé melodie. To je přetváření melodie v rámci určitých pravidel se 
zachováním jistých struktur. Pro vytvoření melodické variace na dané téma stačí například změnit 
některé původní noty melodie. Další metodou pro variování může být přidávání a ubírání not 
melodie, nebo rytmické změny. Například zvětšování rozestupu mezi notami a naopak shlukování not 
blíže k sobě. Uplatnit se dají také změny délek not, to znamená zkracování a prodlužování not. 
Improvizování harmonie může být podpořeno hraním basové linky nebo protimelodie. V neposlední 
řadě se využívá změn tempa a časového předznamenání. Když se improvizovaná hudba opakuje stále 
ve stejné formě, stává se z ní hudba komponovaná. Hlavní rozdíl mezi improvizací a kompozicí je, že 
improvizace je utvářená v reálném čase během představení, zatímco kompozice může být realizována 
během dlouhého časového období a je při ní možné měnit kterýkoliv prvek komponovaného díla. 
Hraním stabilní formy hudby se vytváří hudební styl. Ten má obvykle charakteristické tempo, rytmus 
i harmonii. Příkladem je 12-ti taktový blues. Pro základní tóninu C dur je typická takováto 
harmonická posloupnost: CCCC FFCC GFCC. K improvizování na konkrétní harmonickou formu je 
možné použít tóny z akordů. Takováto improvizace zní sice konsonantně, avšak může se zdát příliš 
nudná. Proto je nanejvýš vhodné používat některé další tóny z příslušné stupnice. To improvizaci 
okoření a vznikne tak hudba mnohem zajímavější. Pro provozování hudební improvizace je užitečné 



















2 Předešlé práce 
Při hledání materiálů k tomuto tématu jsem zjistil, že jen několik zahraničních institucí, 
laboratoří a týmů bádá v tomto odvětví hudební vědy a počítačové techniky. U nás se vzájemné 
hudební interakci člověka s počítačem nevěnuje téměř nikdo. Při hledání článků na toto téma, tedy 
hudební improvizaci v reálném čase, jsem se setkal s několika prácemi. Některé zaujaly mou 
pozornost méně, jiné naopak více. Některé se mnou řešené problematiky dotýkají jen okrajově, jiné 
zachycují problém ve značné míře, avšak jsou zase tak rozsáhlé, že jejich studium by vzhledem k této 
práci nebylo přiměřené. Vybral jsem tedy čtyři nejzajímavější články, které měli nejméně nedostatků 
v popisu konkrétního řešení problému a obsahovali nejen teoretickou část, ale také část praktickou. V 
první článku autor přirovnává hudební improvizaci k běžné mluvené konverzaci. Druhý článek je o 
přístupu k improvizačnímu systém hledající podobnost v přírodě. Třetí popisuje systém využívající 
filmových technik k tvoření hudby pro virtuální prostředí. Čtvrtý článek nastiňuje princip systému 
schopného střídat se v improvizování sóla v daném kontextu s hudebním uživatelem. 
 
2.1 Systém založený na konverzační analýze 
 
A Computer Participant in Musical Improvisation 
William F. Walker 
 
Autor ve své práci přirovnává hudební improvizaci k běžné mluvené konverzaci. Popisuje jí 
jako sled spontánních reakcí a projevů všech účastníků v rámci jednoho společného modelu 
(konverzace, hudební produkce). Zkoumáním, jakým způsobem je jazyk používán a jak je 
sestavována struktura konverzace, jsou vytvořena určitá konverzační pravidla popisující chování 
účastníků. Na základě analýzy konverzace je sestaven počítačový systém schopný účastnit se hudební 
improvizace v malé hudební skupině. Základním předpokladem pro běh systému je střídání se v 
poslouchání a hraní. Toto střídání nastává ve vhodných místech skladby a znamená signalizaci 
ostatním účastníkům, že daná role je splněna a může dojít k výměně. Dalším požadavkem na systém 
je modelování vyvíjející se kostry představení. ImprovisationBuilder je představitelem takového 
systému. Skládá se z několika komponentů. Listener přijímá data a rozděluje je na fráze. Composer 
vytváří nové fráze transformováním frází zachycených Listenerem nebo nějakým algoritmem. 
Realizer pomocí hudebního hardware vyjádří tento výstup v reálném čase. Kostra představení je 
realizována pomocí konečného stavového automatu. Každý stav představuje jednu roli (sólování, 
doprovázení). O jakou roli a jaký stav jde, rozhoduje Listener, který přijímá vstupní data. Když se na 
vstupu objeví basová linka, systém je v roli sólisty (uživatel doprovází). Obrázek 2.1 představuje 





Obrázek 2.1 Konečný automat znázorňující dvě klavírní představení, převzato z [2]. 
 
2.2 Přístup inspirovaný přírodou 
 
Swarm Music: Improvised Music with Multi-Swarms 
T. M. Blackwell 
 
Tento přístup k improvizování hudby počítačem nachází inspiraci v přírodě. Improvizační 
hudební systém je založen na simulaci pohyblivosti hmyzích rojů. Hlavní a pro systém nejdůležitější 
schopností rojů je sebeorganizování. Ta je využita ve free-jazzové hudební improvizaci, ve které není 
kladen žádný požadavek na dohodnutou strukturu či formu představení. V tomto systému každý roj 
představuje jednoho hudebníka, který se zároveň stává ovlivňujícím a spolupracujícím předmětem 
pro ostatní hudebníky. Účastnícím se hudebníkem může být jak uživatel, tak systém samotný. V 
důsledku toho je vzájemná interaktivita zřetelná. Jednotlivé částice roje reprezentují hudební události. 
Proces probíhá tak, že jeden roj generuje improvizaci (to znamená, že částice roje se pohybují), která 
může být ovlivňována hudebními událostmi generovanými z jiného roje. Každý roj plní tři základní 
funkce: zachycení událostí, oživení událostí a interpretaci událostí. Funkce zachycení událostí 
monitoruje ostatní roje a jejich částice, provádí jejich rozbor a vzájemné interakce. Díky funkci 
oživení událostí jsou aktualizovány pozice částic. Interpretace událostí spočívá v mapování částic roje 
na hudební události. [3] 
 
2.3 Systém využívající filmových technik 
 
Real-Time Music Generation for a Virtual Environment 
Judy Robertson, Andrew de Quincey, Tom Stapleford, Geraint Wiggins 
 
Tato práce popisuje generování atmosférické hudby pro virtuální prostředí. Jde o automatické 
tvoření hudby ovlivněné uživatelovým počínáním si ve virtuálním prostředí, konkrétně v počítačové 
hře sloužící k vzdělávacím účelům. Tento systém generující hudbu je založen na technikách 
používaných ve filmech. Je samozřejmé, že hudba ovlivňuje lidskou psychiku a mentální reakce. Ve 
filmech rozlišujeme dva druhy hudby: diagetickou a non-diagetickou hudbu. Diagetická hudba je ta, 
kterou slyší postavy ve filmu, naproti tomu hudbu non-diagetickou slyší pouze diváci. Hudba je 
generována dynamicky podle uživatelem stanovených parametrů. Ve filmařské oblasti automaticky 
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generované hudby je důležitá hudba postavená na krátkých harmonických a rytmických konstrukcích 
s minimálním počtem melodických linek. Díky těmto vlastnostem je taková hudba více přijatelná pro 
počítačem řízenou kompozici. Hudba ovlivňuje emoce a mění psychický stav. Existují dva základní 
harmonické módy: durový a mollový, též označovány jako tonalita. Durová tonalita vyvolává 
optimistické pocity, na rozdíl od tonality mollové, která vyvolává náladu smutnou, pesimistickou. 
Napětí v hudbě může být navozené malými intervaly vyskytujícími se v akordu. Dalším dobrým 
aspektem zajímavého hudebního materiálu je jeho předvídatelnost v generování aktivního očekávání. 
Vyvíjející systém sestává ze tří subsystémů: generátor, subsystém pro mapování uživatelského vstupu 
a subsystém pro konfiguraci systému. Generátor obsahuje čtyři moduly, které jsou vzájemně 
propojeny v lineární řetěz. První modul vytváří prázdné hudební datové struktury charm. Ukazatel na 
takovou strukturu je poslán do dalšího modulu, kde jsou do struktury přidány určitým rytmickým 
způsobem elementy představovány jako události reprezentující noty. Rytmus je odvozen od poesie. Je 
zde použito pět základních rytmických stop: jamb, anapest, spondej, trochej, daktyl. Události mohou 
být seskupeny do struktur vyšší úrovně, zvaných složek (akordů). Seskupením složek vznikají fráze. 
Další modul, třetí v pořadí, přiřazuje výšky tónů každé události v celé hudební datové struktuře a 
generuje typy akordů (durový, mollový, zvětšený, zmenšený). Dalším úkolem tohoto modulu je výběr 
hudebního nástroje. Poslední modul se nazývá player, který je zodpovědný za transformování 
datových struktur na MIDI příkazy. Obrázek 2.2 znázorňuje, jak jsou jednotlivé moduly 
v generujícím subsystému sestaveny a navzájem propojeny. [4] 
 
 








2.4 Systém tvořící improvizovaná sóla v reálném 
čase 
 
Machine learning techniques for real-time improvisational solo trading 
Belinda Thom 
 
V této práci autorka usiluje o vytvoření hudebního systému orientovaného na střídání se v 
hraní improvizovaných sól mezi hudebníkem a počítačem. Tento počítačový systém je trénován 
z rozcviček hudebníků a poté je schopen vytvářet svá vlastní sóla odpovídající hudebníkovu způsobu 
hraní. Dvěma hlavními komponentami systému jsou listener a generátor. Rytmická část hudebníkova 
sóla je zachycena do stromu. Jeho listy představují noty. Z výšek not jsou vytvářeny sekvence. Na 
základě těchto sekvencí jsou tvořeny tři histogramy: histogram výšek not, intervalový histogram a 
histogram melodických směrů. Generátor transformuje strom uchovávající rytmické informace, 































Po přečtení článků jsem dostal jasnou představu o řešeném tématu tedy hudebním 
improvizování spojeném s počítačem. Mým úkolem je navrhnout systém, který se nejdříve naučí 
tvořit sólové party z MIDI skladeb, a poté bude schopen v reálném čase improvizovat do hry nástroje 
připojeného přes MIDI rozhraní k počítači. Ve většině nastudovaných přístupů se objevuje podobné 
schéma systému skládající se z modulu zpracovávajícího vstupní data a analyzování jich, a z modulu 
generujícího hudební materiál. Obdobnému schématu bude odpovídat i můj systém. V následujících 
kapitolách je popsán návrh mého systému postaveného na neuronové síti, která je taktéž popsána 
v samostatné kapitole. Dále následuje kapitola věnovaná trénovacím datům a poslední kapitola 
obsahuje přehled použitých nástrojů. 
 
3.1 Návrh systému 
 
V rámci této bakalářské práce budu vyvíjet systém, který improvizuje hudbu v reálném čase do 
uživatelem hrané hry na klávesy. Systém bude nejprve natrénován skladbami z MIDI databáze, kterou 
jsem pro tyto účely vytvořil. Poté budou k počítači připojeny externí klávesy a podle harmonie, hrané 
na klávesy, bude systém generovat melodické noty. 
 
 







Vývoj systému jsem rozdělil na tři fáze: 
 
 analýza trénovacích MIDI souborů a vytvoření trénovacích vektorů 
 vytvoření a trénování systému 
 generování hudby 
 
Prvním úkolem systému bude analyzování a zpracování předložených dat v MIDI formátu a 
získání z nich potřebných informací jako je výška harmonických a melodických tónů, a vytvoření 
trénovacích dat pro následné natrénování modelu, který bude generovat melodické noty. Při analýze 
MIDI souboru bude potřeba vyhledat a separovat stopu obsahující harmonický hudební záznam a 
stopu obsahující melodický hudební záznam. Ve specifikaci pro obsah MIDI souborů je dáno, že 
kanál číslo deset je rezervovaný pro perkusní nástroje. [6] Stopu obsahující nejnižší průměrnou výšku 
tónu lze označit za basovou linku. Z ostatních hudebních stop budu vybírat podle průměrného počtu 
současně znějících not. Stopa s nejvíce průměrně znějícími tóny současně bude harmonická a stopa 
s nejméně současně znějícími tóny bude označena jako melodická. Po určení těchto dvou stop bude 
potřeba vhodně rozdělit časovou osu trvání celé skladby. Pro každý segment bude k melodické notě 
přiřazen odpovídající počet not harmonických, které zní během trvání tónu melodického. Proto 
nejvhodnějším a zároveň i nejjednodušším řešením bude segmentace podle melodických not. Dále 
bude vhodné všechny skladby transponovat do společné tóniny, aby tak vznikl jednotný trénovací 
materiál. Zvolené tónině bude odpovídat základní tónina C dur pro durové skladby a tónina a moll pro 
skladby mollové. Poslední důležitou optimalizací při analýze trénovacích dat bude převedení všech 
tónů do jedné oktávy z důvodů snadnější reprezentace jednotlivých not. Výsledkem analýzy by měly 
být bitové vektory.  
Pro generování dat bude potřeba vytvořit model, který je schopný si vhodně namapovat vstupní 
a výstupní hodnoty trénovacích dat a vytvořit si tak „vlastní inteligenci“ pro následné generování 
výstupních hodnot při předložení pouze vstupních dat. Příkladem takovéhoto algoritmu je neuronová 
síť, která bude použita v mém systému. Po vytvoření vhodné struktury neuronové sítě musí 
následovat její natrénování. To bude realizováno postupným přiváděním vstupních trénovacích dat, 
kterými budou trénovací vektory reprezentující harmonický hudební materiál na vstup modelu a 
výstupních trénovacích dat, kterými budou trénovací vektory reprezentující melodické noty 
odpovídající dané harmonii na výstup modelu. Tím vznikne mapování mezi harmonickými akordy a 
melodickými notami. V tuto chvíli by měl být systém schopný tvořit sólové party k předložené 
harmonii.  
Po natrénování jádra celého systému bude zapotřebí připojit klávesy k počítači přes MIDI 
rozhraní, zpracovávat MIDI zprávy posílané z nástroje, vytvářet na jejich základě bitové vektory, 
přeposílat je na vstup natrénovaného modelu a výstupní data z modelu vhodně převedená na MIDI 
zprávy i data z kláves posílat do zvukového zařízení pro přehrání. 
 
3.2 Neuronová síť 
 
Umělá neuronová síť je jedním z výpočetních modelů používaných v umělé inteligenci. 
Představuje výkonnou metodu k modelování vztahů mezi vícevrstvou vstupní proměnou x a výstupní 
proměnou y.  Jejím vzorem je chování odpovídajících biologických struktur. Umělá neuronová síť je 
určená pro distribuované paralelní zpracování dat realizované pomocí mnoha jednoduchých navzájem 
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propojených procesorů. Slouží například k předvídání vývoje časových řad. Tomu však musí 
předcházet trénování sítě trénovacími daty. Základní stavební jednotkou je umělý neuron. 
 
 
Obrázek 3.2 Schéma umělého neuronu. 
 xi jsou vstupy neuronu 
 wi jsou synaptické váhy 
 Θ je práh 
 S(x) je přenosová funkce neuronu (někdy aktivační 
funkce) 
 Y je výstup neuronu 
Učení neuronů neboli natrénování sítě znamená nastavování synaptických vah. Jednotlivé 
vstupní váhy se v neuronu sčítají. Přesáhne-li hodnota jejich součtu jistý práh, neuron se dostává do 
aktivního stavu a vysílá výstupní impuls. 
Neurony jsou vzájemně propojeny a navzájem si předávají signály a transformují je pomocí 
přenosových neboli aktivačních funkcí, kterých existuje několik druhů: skoková funkce, sigmoidální 
funkce, funkce hyperbolické tangenty, funkce radiální báze, lineární funkce a saturační lineární 







funkce hyperbolické tangenty 
 




lineární funkce  
 
saturační lineární funkce 
 
Neurony jsou organizovány do vrstev (skupin), které mají hierarchické uspořádání. Díky tomu 
mohou obsahovat podskupiny jako své členy. Rozlišujeme tři druhy neuronových vrstev: vstupní 
vrstvu, výstupní vrstvu a skrytou vrstvu. Komunikace s externími daty je udržována prostřednictvím 
proudových objektů v síti, takzvaných streamů. Síť může mít více vstupních i výstupních proudových 
objektů. Vstupní streamy připojeny k vstupní vrstvě provádějí normalizaci vstupních dat na hodnoty 
v rozsahu vhodném pro zpracování neuronovou sítí. Streamy výstupní jsou připojeny k výstupní 
vrstvě. Skrytých vrstev může být v neuronovém systému několik. Způsobují více spojení, která 
ovlivňují výpočet, a tedy přispívají k větší složitosti sítě. Ideální počet neuronů ve skryté vrstvě 
odpovídá desetině množství vstupních trénovacích vektorů. V mém případě, při archivu obsahujícím 
zhruba tři tisíce trénovacích vektorů, je ideální neuronová síť s třemi sty neurony ve skryté vrstvě. [9] 
Podle charakteru propojení neuronů v neuronové síti rozlišujeme dva základní typy sítí: 
dopředné a rekurentní. Neuronová propojení v dopředné síti nevytvářejí žádný cyklus, to znamená, že 
neurony nejsou zpětně propojeny, ani neexistují propojení mezi neurony téže vrstvy. Naopak u 
rekurentních sítí je zpětné propojení neuronů a příčné vazby mezi neurony v rámci jedné vrstvy 
žádoucí. Dokonce může být i výstup jednoho neuronu přiváděn na vstup toho samého neuronu. 
Účelem takovéhoto typu sítě je ovlivňování aktuálního výpočtu daty získanými z předchozích iterací, 
tudíž by se dalo říci, že výpočty jsou prováděny s ohledem na historii.  
Velmi podstatnou vlastností neuronových sítí je schopnost učit se. Jednou z metod jak se může 
neuronová síť trénovat je metoda tzv. Backpropagation, neboli „zpětné šíření chyby“. Smyslem 
tohoto principu je zjištění, které váhy nejvíce přispívají k chybě výpočtu. To se zjistí na výstupu sítě. 
Potom je potřeba šířit tuto informaci zpět a kritické váhy patřičným způsobem upravit. 
Neuronové sítě se používají mimo jiné pro zpracování a kompresi obrazů nebo zvuků. Řeší 
problémy a úkoly nejen v technologické praxi, ale také ve výzkumu, marketingových analýzách, Data 





Obrázek 3.3 Schéma neuronové sítě s 12 neurony ve vstupní vrstvě, 24 neurony ve skryté vrstvě a 12 neurony ve 
vrstvě výstupní. 
 
3.3 Trénovací data 
 
Z výše zmíněné analýzy vyplívá, že vyvíjený systém je potřeba před vlastním nasazením 
nejprve natrénovat. K natrénování poslouží databáze MIDI souborů stažených z internetu. Protože 
hudební improvizace je předností hudebních stylů jazz a blues, i vytvořená databáze obsahuje skladby 
těchto stylů. Vybíral jsem skladby, které obsahují jednu stopu s perkusemi, jednu stopu s basovou 
linkou, jednu harmonickou stopu a jednu melodickou stopu. Díky tomuto specifickému požadavku na 
obsah MIDI skladby byl výběr velmi omezený a náročný. Takové skladby jsou však pro systém 
nejvhodnější, konkrétně při generování trénovacích vektorů jsou nejlépe zpracovatelné. Proto každá 
potenciální MIDI nahrávka byla podrobena ruční analýze a kontrole stop v MIDI editoru. Výsledkem 
této práce je databáze obsahující dvacet pět MIDI skladeb. Jak už jsem zmínil, výstupem analýzy a 
zpracování souborů z MIDI databáze jsou trénovací vektory, které obsahují informaci o výškách tónů. 
Jelikož jedna oktáva, do které jsou všechny analyzované tóny posunuty, sestává z 12 půltónů, 
trénovací vektor představuje 12-ti bitová sekvence obsahující hodnoty nula a jedna. Pro reprezentaci 
jednotlivých tónů se na příslušném místě objevuje jednička, ostatní hodnoty jsou nulové. Příklad 




Obrázek 3.4 12-ti bitová reprezentace noty C. 
Při analýze harmonické stopy se vytvářejí také 12-ti bitové vektory, které ovšem obsahují 
tolik jedničkových bitů, kolik je not v akordu. Jejich pozice odpovídají rozložení půltónů v oktávě. 
Na obrázku 3.5 je znázorněn příklad reprezentace akordu C dur. 
 
Obrázek 3.5 12-ti bitová reprezentace akordu C dur. 
 
3.3.1 Formát MIDI 
MIDI (Musical Instrument Digital Interface) je protokol na nahrávání, zápis, přenos a 
následnou syntézu hudby v počítačovém prostředí. Jeho počátky sahají do začátku 80. let. Umožňuje 
přenos hudby ze syntetizátoru do počítače a její následné zpracování a interpretaci pomocí počítače. 
Pro potřeby ukládání hudby do počítače slouží formát MIDI, přesněji SMF (Standard MIDI File). 
SMF formát, na rozdíl od formátů WAV nebo MP3, neukládá digitalizovanou (případně 
komprimovanou) podobu zvuku. Místo toho ukládá parametry použitých hudebních nástrojů, 
informace o tempu, časovém předznamenání apod. do binárního souboru s příponou mid. Při 
přehrávání v počítači se tyto parametry jednoduše interpretují vestavěným syntetizérem do zvukového 
výstupu. Vestavěný MIDI syntetizér obvykle povoluje 16 nezávislých kanálů, ve kterých může hrát 
až 256 různých nástrojů. Jediným nástrojem, který se nepodařilo nasyntetizovat je pochopitelně 
lidský hlas. Sortiment zvukových nástrojů a jejich zvukové vlastnosti jsou specifické pro každý 
konkrétní systém, proto se zvukový výstup pro stejný SMF soubor může systém od systému lišit. 
Hudební informace v SMF souboru je rozdělená do tzv. datových svazků (data chunks). Každý 
svazek je uvedený hlavičkou identifikující typ svazku a určující počet bytů svazku následujících za 
hlavičkou. Prvním datovým svazkem každého SMF souboru je hlavičkový svazek obsahující 
informaci o typu formátu MIDI, základní délce jedné doby a počtu stop v MIDI souboru. Tento počet 
určuje, kolik datových svazků reprezentujících jednotlivé stopy bude následovat. Každá stopa 
následně obsahuje seznam MIDI událostí, které jsou popsány níže. Základní strukturu SMF souboru 





Obrázek 3.6 Struktura SMF souboru, převzato z [6]. 
 
Důležitým prvkem každého MIDI souboru je seznam událostí, které ovlivňují veškeré detaily 
týkající se MIDI nahrávky. Každá MIDI událost má 3 základní parametry: informaci o čase, ve 
kterém událost nastane, dále číslo kanálu, ve kterém nastane a nakonec informaci o typu MIDI 
události. Každý typ MIDI události má kromě základních parametrů i několik parametrů vlastních. 
Jelikož typů událostí je velmi mnoho, následující přehled obsahuje pouze několik nejpodstatnějších: 
 
 Zapnutí noty (Note On): slouží k signalizaci stlačení MIDI klávesy, má 2 parametry – 
výšku tónu (0 - 127) a sílu úderu tónu (0 - 127). 
 Vypnutí noty (Note Off): signalizuje uvolnění MIDI klávesy, má 2 parametry – výšku 
tónu (0 - 127) a sílu úderu tónu (0 - 127). 
 Časové značení (Time Signature): tato metaudálost nastavuje časové předznamenání 
MIDI skladby, například 4/4, 3/4, 16/8 apod. 
 Značení tóniny (Key Signature): tato metaudálost se používá ke značení tóniny MIDI 
skladby, například C dur, a moll, apod. 
 
3.4 Použité nástroje 
 
Z požadavků výše zmíněné analýzy je patrná potřeba užití některých užitečných nástrojů pro 
realizaci navrženého systému. Existuje velmi mnoho nejrůznějších nástrojů pro práci s MIDI soubory 
a neuronovými sítěmi. V následující kapitole jsou popsány mnou vybrané prostředky, které nejlépe 
vyhovují této práci, a proto jsem je použil pro vývoj systému. 
 
3.4.1 MIDI Toolbox 
Midi Toolbox představuje sbírku funkcí pro analýzu a vizualizaci MIDI souborů ve 
výpočetním prostředí Matlab. Midi Toolbox je volně dostupný nástroj šířený pod licencí GNU GPL, 
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který však předpokládá instalaci Matlabu, který zdarma není. Hlavní předností tohoto nástroje je 
schopnost práce přímo se SMF souborem. Díky jednomu příkazu se soubor načte do struktury zvané 
notematrix. Tato datová struktura obsahuje informace o čase počátku noty, její délce trvání, čísle 





Obrázek 3.7 Notematrix – datová struktura uchovávající informace o SMF souboru, převzato z [7]. 
 
Nad touto maticí program následně vykonává jednotlivé funkce, které můžeme rozdělit do 
několika skupin [8]:  
 
 Konverzní funkce – načítají MIDI soubory do Matlabu a exportují je z Matlabu 
 Generující funkce – vytvářejí MIDI soubory a posílají je do zvukového zařízení  
 Filtrační funkce – editují a upravují hudební materiál 
 Kreslící a statistické funkce – vizualizují hudební struktury, vykreslují tvar melodie, 
distribuční rozložení jednotlivých tónů, intervalů a pravděpodobnostní rozložení přechodů 
mezi dvěma tóny 
 Funkce hledající tóninu 
 Segmentační funkce – rozdělují skladby na segmenty 
 
Tento nástroj jsem zvolil pro vstupní analýzu a zpracování trénovacích MIDI souborů a 
k vytváření trénovacích vektorů. 
 
3.4.2 NICO Toolkit 
 Ačkoli byl NICO Toolkit navržen a optimalizován pro aplikace rozpoznávání řeči, jeho 
hlavním účelem je konstruování umělých neuronových sítí a jejich trénování učícím algoritmem 
zvaným Back-propagation. NICO Toolkit sestává z několika nástrojů, které můžeme rozdělit do tří 
základních tříd podle charakteru jejich použití: 
 
 Stavební nástroje – definují síťovou topologii, specifikují vstupní a výstupní formáty 
 Trénovací nástroje – normalizují vstupní data, trénují síť 




Všechny nástroje jsou příkazy, které mohou být spouštěny z konzole nebo mohou být součástí 
skriptu. Nejběžnějšími podporovanými formáty vstupních a výstupních dat jsou binární soubory a 
textové soubory v ascii formátu. Mezi další podporované formáty patří například wav, au, atd.    
Součástí NICO Toolkitu je také RTSim modul, který umožňuje použití neuronové sítě v C/C++ 
aplikacích. [9] 
Tento nástroj jsem zvolil k vytvoření a natrénování modelu generujícího melodické noty.  
 
3.4.3 Rosegarden 
 Rosegarden je rozsáhlý hudební software umožňující editaci MIDI souborů. Aplikace běžící 
v operačním systému Linux mimo jiné zahrnuje audio a MIDI sekvencer, editor notových zápisů a 
jiné. Program je volně dostupný pod licencí GNU GPL. 
 Aplikaci používám k prostudování stavby MIDI nahrávek stažených z internetu, které je 
zapotřebí k výběru vhodných trénovacích dat. 
 
 
Obrázek 3.8 Práce v programu Rosegarden. 
 
3.4.4 JACK 
JACK (JACK Audio Connection Kit) je profesionální zvukový server, běžící na operačním 
systému Linux, který poskytuje real-timové spojení s nízkou latencí audio a MIDI dat s aplikacemi. 
Jeho prostřednictvím můžeme posílat výstup z jedné hudební aplikace na vstup druhé hudební 






Obrázek 3.9 JACK – propojení jednotlivých součástí systému 
 
Tento nástroj využiji při propojení jednotlivých částí systému. 
 
3.4.5 QSynth 
QSynth je grafické uživatelské rozhraní pro hudební aplikaci FluidSynth běžící na operačním 
systému Linux. Je volně dostupný pod licencí GNU GPL. Jde o syntetizér používající databanky 
zvuků v tzv. Soundfont formátu (soubor s příponou sf2). Jeho hlavní činností je interpretace MIDI 
událostí do výstupního zařízení. [11] 
 
 
Obrázek 3.10 Syntetizér Qsynth. 
 














 ALSA (Advanced Linux Sound Architecture) je soubor ovladačů pro zvukové karty a 
zařízení v prostředí Linux. Poskytuje také uživatelské knihovny pro programování hudebních 
aplikací. [12] 
 
Obrázek 3.11 Schéma závislosti jednotlivých prvků. 
 





Vzhledem k dostupnosti použitých nástrojů na jisté platformě, použil jsem pro vývoj systému 
linuxovou distribuci Ubuntu 9.10 s real-timovým jádrem. Část systému je implementována ve 
výpočetním prostředí MATLAB za použití sady funkcí pracujících s formátem souborů MIDI 
obsažených v MIDI Toolboxu. Výsledkem této dílčí práce je matlabovský skript, který se stará o 
analyzování a zpracování MIDI souborů. Jeho přesná úloha je podrobně popsána v následující 
kapitole. V další kapitole je popsána práce s nástrojem NICO Toolkit, jejímž výsledkem je bashovský 
skript vytvářející požadovanou, pro vyvíjený systém nejvhodnější, strukturu neuronové sítě, a 
trénující ji. V neposlední řadě je použit jazyk C++, společně s uživatelskými knihovnami ALSA 
umožňujícími zpracovávání dat na rozhraní MIDI a RTSim modulem poskytujícím propojení 
s neuronovou sítí, k vytvoření zdrojového kódu obsluhujícího v reálném čase MIDI zprávy přijímané 
z externě připojených kláves, neuronovou síť, a vytvářejícího nové MIDI příkazy posílané do 
syntetizéru k následnému přehrání. To vše je popsáno v kapitole 4.3. Kromě toho jsou vytvořeny dva 
skripty v jazyce Perl, které převádějí trénovací i vygenerované vektory do abc notace. Posledním 
zdrojovým souborem je krátký skript na propojení kláves s hudebním systémem a s výstupním 
zařízením. Jako textový editor pro tvorbu zdrojových kódů byl použit editor Kate. 
 
4.1 Generování trénovacích vektorů 
 
Tento matlabovský skript vytváří trénovací vektory z MIDI nahrávek v databázi. Každý 
soubor je postupně nejprve načten do datové struktury notematrix pomocí funkce readmidi(), která 
předpokládá jeden parametr, a to název souboru. Názvy všech souborů jsou uloženy v datové 
struktuře name prostřednictvím funkce dir2coll. Po odstranění kanálu číslo deset obsahujícího 
perkusní nástroje funkcí dropmidich() následuje zjišťování basového kanálu, které probíhá ve for 
cyklu pro každou zbylou stopu vyskytující se ve skladbě. Funkce, která vybírá jednotlivé stopy je 
getmidich() a předpokládá dva parametry, datovou strukturu notematrix, v níž je kromě kanálu číslo 
deset načtena celá MIDI skladba a číslo označující požadovanou stopu ke zpracování. Vydělením 
součtu výšek všech not zpracovávané stopy počtem not ve stopě je získána průměrná výška noty 
daného kanálu a kanál s nejnižší průměrnou výškou noty je označen za basový a následně odstraněn. 
Další analýza stop se provádí za účelem nalezení kanálu obsahujícího melodický záznam a stopy 
zaznamenaného harmonického hudebního materiálu. V jednotlivých průchodech zbývajícími stopami 
se zjišťuje průměr počtu současně znějících not v rámci jedné stopy. To je zajištěno porovnáváním 
hodnoty, která se rovná součtu času stlačení a délky trvání jednotlivých not ve stopě postupně s časy 
stlačení všech tónů stopy. Součet získaných hodnot po vydělení počtem not ve stopě udá průměrnou 
hodnotu počtu stlačených tónu současně. Stopa s nejmenším počtem současně znějících not je 
označena za melodickou, nejvyšší průměrný počet současně znějících not přísluší stopě harmonické. 
Následné zpracování probíhá pouze s těmito dvěma stopami. Zjištěním tóniny pomocí funkce kkkey() 
je docíleno transponování hudebního záznamu do základní tóniny. Další optimalizací je posunutí 
všech tónů do jediné oktávy využitím zbytku po dělení výšek všech tónů číslem dvanáct. Číslo 
dvanáct je dáno počtem půltónů v oktávě. Poté jsou vytvořeny dvě nulové matice o rozměrech 
odpovídajících počtu tónů v melodické stopě a velikosti trénovacích vektorů. V následujícím for 
cyklu jsou pro každou melodickou notu nalezeny ty harmonické tóny, které se s danou melodickou 
notou překrývají a jsou uloženy do jedné ze dvou nulových matic zaznamenáním jedniček na 
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příslušné indexy odpovídající výškám tónů daného akordu.  Zde se objevuje první optimalizace. Když 
jednu melodickou notu překrývá více než jeden akord, do harmonické matice se uloží maximálně 
sedm tónů reprezentujících harmonický akord. Melodická nota, pro kterou byly akordické tóny 
nalezeny, je zaznamenána do druhé nulové matice na stejný řádek prostřednictvím zapsání jedničky 
na index odpovídající výšce tónu. Druhou optimalizací je, že v případě kdy melodické notě 
neodpovídá žádný harmonický materiál, na odpovídající řádek v harmonické matici se uloží bitová 
reprezentace harmonického akordu, která přísluší melodické notě předcházející. Takto vytvořené 
matice se ukládají do samostatných textových souborů. 
 
4.2 Trénování neuronové sítě 
 
O vytvoření a natrénování sítě se stará bashovský skript neural.sh. Prvním použitým nástrojem 
je CreateNet, který předpokládá dva vstupní parametry, název neuronové sítě a jméno souboru. Jeho 
úkol je jasný, inicializovat neuronovou síť. Poté následuje prostor pro nadefinování topologii sítě. Jak 
je zmíněno v kapitole o analýze, komunikace mezi externími daty a neuronovou sítí probíhá díky 
streamům, které definuje nástroj AddStream. Ten má několik povinných parametrů, i některé 
nepovinné. Do povinných patří velikost, mód, název a název sítě, do které patří. Velikost odráží počet 
hodnot v trénovacích vektorech. V případě použití 12-ti bitových trénovacích vektorů, je velikost 
nastavena na hodnotu dvanáct. Mód říká, zda se jedná o stream pro čtení (u vstupních dat), pro zápis, 
nebo zda jde o stream cílový (u výstupních dat). Volitelnými parametry lze upřesnit, jakou koncovku 
mají soubory, které patří do těchto streamů, v jakém se nacházejí adresáři, atd. Pro můj konkrétní 
případ jsou vytvořeny dva streamy. Jeden vstupní, který načítá soubory v ascii formátu s příponou 
har z adresáře vectors a druhý výstupní, který načítá soubory v ascii formátu s příponou mel ze 
stejného adresáře. Takto nadefinované streamy určují, že vstupem pro neuronovou síť jsou data 
reprezentující harmonii hudebních skladeb a výstupem je odpovídající melodický hudební materiál 
reprezentovaný 12-ti bitovými vektory. Streamy jsou propojeny s neuronovou vrstvou nástrojem 
LinkGroup, který očekává jako povinné dva parametry název streamu a název vstupní či výstupní 
vrstvy, se kterou má být daný stream propojen. Tomu předchází vytvoření vstupní a výstupní vrstvy 
neuronové sítě za použití nástroje AddGroup. Nástrojem AddUnit se v příslušné vrstvě vytvoří 
požadovaný počet neuronů, který musí odpovídat velikosti streamu spojeného s touto vrstvou. 
Povinným parametrem je zde typ neuronů vytvářených ve vrstvě. V mém případě je vytvořena jedna 
vstupní vrstva s typem neuronů označeným jako vstupní a jedna vrstva výstupní s výstupními 
neurony, jejichž aktivační funkcí je funkce hyperbolické tangenty. Jedna skrytá vrstva, která leží mezi 
vrstvou vstupní a výstupní, obsahuje dvacet čtyři neuronů s aktivační funkcí hyperbolické tangenty. 
Vzájemné propojení vrstev sítě je provedeno nástrojem Connect. Ten kromě povinných parametrů 
určujících názvy propojovaných vrstev, umožňuje nastavení několika dalšími nepovinnými 
parametry. V mém případě je použito zpoždění při posílání výstupních signálu mezi neurony 
jednotlivých vrstev, čímž je docíleno, že aktuální stav sítě je ovlivněn stavy předešlými. Dále jsou 
výstupní signály ze skryté vrstvy propojeny se vstupy neuronů ve skryté vrstvě, čímž je docílena 
rekurence. Mluvíme zde tedy o rekurentní neuronové síti s historií. 
Princip trénování je takový, že síti jsou předloženy jak vstupní, tak i výstupní data. O to se 
postará trénovací nástroj Backprop, který provádí natrénování sítě metodou Back propagation. Jeho 
dvěma povinnými parametry jsou název sítě a vstupní soubor, který obsahuje trénovací data. 
Nepovinných parametrů je velká řada. V mém případě je použit parametr na určení počtu iterací, 
které se mají provést. Hodnota je nastavena na sto iterací. Dále jsou použity dva parametry pro 
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vytvoření tzv. log files, které obsahují seznam akcí, které během trénování nastaly. Parametr –S 
způsobuje, že trénovací data se načítají z více souborů. Soubor input.list obsahuje seznam názvů 
těchto souborů, kterými se má síť natrénovat. Je to dvacet pět dvojic souboru v adresáři vectors, které 
byly vytvořeny na základě analýzy MIDI souborů z MIDI databáze. Posledním použitým parametrem 
je –V následovaný souborem obsahujícím názvy souborů s testovacími daty. Tyto soubory jsou také 
vytvořeny během analýzy MIDI souborů z MIDI databáze. Je to pět dvojic souborů, které slouží 
k otestování úspěšnosti sítě. Trénovací a testovací soubory jsou odlišné. 
Po natrénování je síť připravena k používání. K získání výstupních dat ze vstupních slouží 
nástroj Excite, kterému je předán parametr –S s názvem souboru obsahujícím názvy souborů se 
vstupními daty. Vhodným vyhodnocovacím nástrojem je CResult, který ohodnotí úspěšnost sítě na 
základě porovnání vygenerovaných výstupních dat s výstupními daty předloženými, jenž odpovídají 
stejným vstupním datům jako při generování. Úspěšnost je dána v procentech a znamená, v kolika 
případech síť vygenerovala správná výstupní data. 
 
4.3 Zpracování MIDI zpráv v reálném čase 
 
Poslední důležitou částí systému je kód napsaný v jazyce C++, po jehož přeložení a spuštění je 
hudební improvizační systém připraven k produkci. Za použití ALSA uživatelských knihoven a části 
kódu týmu tvořícího ALSA projekt je docíleno zpracování MIDI zpráv z externě připojených kláves. 
Použitá knihovna RTSim umožňuje práci s vytvořenou neuronovou sítí. Po ošetření spuštění se 
správnými parametry je otevřen ALSA sekvencer pojmenovaný MIDI Redirect s jedním vstupním 
portem a dvěma porty výstupními. Vstupní port slouží pro připojení externího nástroje, v mém 
případě jde o klávesy. První z výstupních portů slouží pro odesílání MIDI zpráv z kláves, skrze druhý 
výstupní port odcházejí MIDI zprávy vytvořené na základě vygenerovaných dat neuronovou sítí. 
Schéma zapojení je na obrázku 3.9. Funkcemi LoadNet() a CompileRTSim() je načtena a 
zkompilována neuronová síť, která byla pro tyto účely vytvořena. Pokračuje nekonečná smyčka, 
iterující po každé přijaté MIDI události z kláves, která provádí akce popsané dále. Čeká na příchozí 
MIDI událost z připojených kláves, kterou si uloží do vhodné datové struktury a ihned ji pošle na 
výstupní port. Melodická nota se generuje, až když zní z kláves plný harmonický akord o třech 
různých tónech. Různými tóny se myslí různé tóny v rámci jedné oktávy. Tóny, které jsou od sebe 
vzdáleny o jednu oktávu, se berou jako jeden. Vzhledem k tomu, že není možné stlačit tři různé 
klávesy ve stejný čas, i když se zdá, že mačkáme klávesy naráz, ve skutečnosti jde o nepatrná 
zpoždění mezi stlačeními jednotlivých kláves, melodická nota má charakter poslední, tedy třetí, 
stlačené noty. Konkrétně jde o vytvoření stejné MIDI události, jaká je přijata z kláves s tím, že jsou 
změněny některé její atributy. Těmi jsou výška noty, která je získána z vygenerovaných dat, dále je to 
číslo kanálu, které udává poslání této MIDI zprávy na jiný výstup, než na který jsou posílány MIDI 
události z kláves. Důvodem je potřeba odlišit interpretaci těchto událostí v připojeném syntetizéru 
prostřednictvím přiřazení různých zvuků hudebních nástrojů jednotlivým kanálům. A třetím atributem 
je hlasitost, s jakou má být vygenerovaná melodická nota interpretována. Výška melodické noty se 
získává v těle funkce process_input(), která vrací počet právě stlačených not. Potom, co se uchovají 
informace o třech stlačených tónech, vytvoří se 12-ti bitový vektor obsahující tři jednotky, jinak samé 
nuly, který se pošle na vstup neuronové sítě a v zápětí je vygenerovaný výstupní 12-ti bitový vektor 
obsahující hodnoty v rozsahu nula až jedna. Výška melodické noty je určena indexem, na kterém leží 
nejvyšší hodnota z vygenerovaného vektoru. Tato informace, společně s číslem kanálu a hodnotou 
udávající hlasitost, je uložena do vytvořené MIDI události a tato MIDI událost je ihned poslána na 
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výstup sekvenceru. V tento moment zní v připojeném syntetizéru tři tóny z kláves a jeden tón 
vygenerovaný neuronovou sítí. Při uvolnění jakékoli klávesy se vytvoří a na výstup pošle MIDI 
událost, která ukončí melodický znějící tón. Generování melodických tónů se opakuje s každým 











































5 Experimentování a výsledky 
V následující kapitole jsou popsány experimenty a závěry z nich vyplívající. Experimenty jsem 
provedl se vstupními trénovacími vektory – nejprve je popsána situace s trénovacími vstupními 
vektory obsahujícími reprezentaci harmonického souzvuku a v druhé situaci je popsán experiment 
s použitím trénovacích vstupních vektorů obohacených o reprezentaci melodické noty předcházející 
aktuálnímu harmonickému akordu. V obou výše zmíněných případech jsou provedeny další 
experimenty při vytváření neuronové sítě za použití různých parametrů k vytvoření jejího schématu. 
Vzhledem k tomu, že generovaná melodická nota má charakter třetí stlačené noty vstupního 
harmonického akordu, je nanejvýš vhodné při požadavku na předvedení smysluplného hudebního 
představení opakovaně stláčet jeden stejný akord v libovolném tempu a rytmu během generování 
improvizovaného melodického sóla v požadované harmonii. 
 
5.1 Neuronová síť s dvanácti neurony ve vstupní 
vrstvě 
 
Provedl jsem jedenáct experimentů, kde vstupní vrstva neuronové sítě obsahuje dvanáct 
neuronů  - vstupem do neuronové sítě je jeden harmonický akord. Následující tabulka obsahuje 






1. skrytá vrstva 
 
(počet neuronů / 
aktivační funkce) 
2. skrytá vrstva 
 
(počet neuronů / 
aktivační funkce) 










1 24 / lineární X X X X 612 20,8 
2 24 / hyp. tang. X X X X 612 21,1 
3 24 / hyp. tang. X ano X X 2 340  33,6 
4 24 / hyp. tang. X ano ano X 5 796 38,4 
5 24 / hyp. tang. X X X ano 612 18,7 
6 24 / hyp. tang. X ano ano ano  5 796 15,2 
7 300 / hyp. tang. X ano ano X 486 312 15,9 
8 150 / hyp. tang. 150 / hyp. tang. X X X 26 412 20,6 
9 150 / hyp. tang. 150 / lineární X  X X 26 412 21,2 
10 150 / hyp. tang. 150 / lineární ano X X 93 912 25,7 









V následující tabulce je přehled generovaných melodických not na konkrétní akordy v 
experimentech využívajících dopředné neuronové sítě. 
 
Ex. č. C dur c moll D dur d moll e moll G dur a moll B dur H dur h moll 
1 G C A F E G E G G G 
2 E Es E E E D E D E E 
5 C G E F E E C F G E 
8 E C A F E E E F A E 
9 C Es A F E E G G A F 
 
V těchto případech systém generuje jeden nejpravděpodobnější tón ke každému akordu. 
Pokud je stlačován stále stejný akord, generovaná nota je také stále stejná. Ve většině případů je 
vygenerovaný tón tónem z odpovídajícího akordu, avšak jsou i takové situace, kdy generovaný tón je 
sedmým stupněm odpovídající stupnice, tedy septimou. To je pochopitelné a z pohledu hudební teorie 
správné, protože zejména při mollových akordech se při improvizování v jazzu používají právě 
septimy a také kvarty (čtvrtý stupeň stupnice), které jsou taktéž ojediněle generovány. V durové 
harmonii můžeme zaznamenat generování jak tónů z příslušného akordu, tak i ojediněle druhý a šestý 
stupeň dané stupnice, což taktéž odpovídá teorii jazzové improvizace. 
U experimentů, kde je použita rekurentní síť (3, 4, 6, 7, 10, 11), jsou generované noty na 
opětovné stláčení téhož akordu různé. Následující tabulka znázorňuje nejčastěji generované tóny 
v durových a mollových akordech. Systém není dokonalý, proto jsou některé generované melodické 
tóny disharmonické, avšak vzhledem k tomu, že se jedná o jazzovou improvizaci, je tato vlastnost na 
místě. Při experimentu číslo šest se na opakované stlačení akordu C dur generuje opakující se smyčka 
melodických tónů, což nemusí být na škodu, avšak z mého pohledu není tato neuronová síť 
nejvhodnější. 
 
Ex. č. durové akordy mollové akordy C dur 
























6   stále se opakující posloupnost 
melodický tónů: C, G, D, G, G 
7   C a potom stále E 
10 podobné jako u exp. č. 4, avšak 
generované tóny se tolik nestřídají 
 








5.2 Neuronová síť s dvaceti čtyřmi neurony ve 
vstupní vrstvě 
 
Další experimenty jsou provedeny s neuronovou sítí, která má ve vstupní vrstvě dvacet čtyři 
neuronů  - vstupem do sítě je tedy jeden harmonický akord a melodická nota příslušející akordu 







1. skrytá vrstva 
 
(počet neuronů / 
aktivační funkce) 
2. skrytá vrstva 
 
(počet neuronů / 
aktivační funkce) 










12 150 / hyp. tang. 150 / lineární X X X 28 212 36,5 
13 24 / lineární X X X X 900 40,4 
14 24 / hyp. tang. X ano X X 2 628 60,2 
15 24 / hyp. tang. 24 / lineární ano ano X 8 412 99,8 
16 24 / hyp. tang. 24 / lineární ano ano ano 8 412 13,3 
17 150 / hyp. tang. 150 / lineární ano ano X 165 912 13,3 
18 300 / hyp. tang. X ano ano X 511 512 15,1 
 
Jak je vidět v následující tabulce, opětovné stláčení téhož akordu generuje následující 
melodické noty.  
 
Ex. č. C dur c moll D dur d moll e moll G dur a moll B dur H dur h moll 
12 C, D C, D E, F F, E C, D, E D, C F, E C, B C, D C, D 
13 C, D D, Es E, F E, D D, E D, E F, E F, G D, C D, E 
 
Z tabulky je patrné, že generované melodické tóny už nejsou stejné, jako je tomu 
v předcházející kapitole, avšak střídání dvou až tří tónů na tentýž akord není uspokojivé. 
Experimenty, ve kterých je použita rekurentní neuronová síť, jejíž úspěšnost je značná, dávají 
překvapivě neočekávané výsledky znázorněné v následující tabulce. 
 
Ex. č. durové akordy mollové akordy 
14 v obou případech dominuje nota D  
15 v obou případech dominuje nota H 
16 v obou případech dominuje nota C 
17 v obou případech dominuje nota C 




5.3 Vyhodnocení experimentů 
 
Z experimentů je vidět, že neuronové sítě dopředné, tedy ty, které nevytvářejí žádné zpětné 
vazby, generují škálu melodických not v závislosti na tom, kolik informací je obsaženo ve vstupních 
datech. Při vstupních vektorech s reprezentací pouze harmonického akordu, je po opakovaném 
stlačení téhož akordu generován jeden a ten samý melodický tón. Druhým experimentovaným 
případem jsou vstupní vektory obsahující reprezentaci harmonického akordu spolu s reprezentací 
melodické noty příslušející akordu předcházejícímu. Takto natrénovaný systém již na několikeré 
stlačení stejného harmonického akordu za sebou generuje různé noty. Je to způsobeno tím, že systém 
reaguje v závislosti na předchozím stavu systému. Uchovává si tak určitou krátkou historii 
generované improvizované hudby. Jelikož je tato historie opravdu jen krátká, obsahuje jeden jediný 
předcházející melodický tón, tónové variace na za sebou se opakující harmonický souzvuk jsou 
omezené ve většině případů na dva až tři různé tóny. 
Vzhledem k provedeným experimentům lze soudit, že při přidání do vstupního vektoru 
k reprezentaci harmonického akordu více předcházejících melodických not, dokonce i možná 
předcházejícího harmonického akordu, a vytvořením tak rozsáhlejší a bohatší historie generované 
improvizované hudby, dosáhneme mnohem pestřejšího generovaného improvizovaného hudebního 
materiálu. 
U rekurentních neuronových sítí je ovlivnění aktuálního stavu systému předchozími stavy 
způsobeno zpětnými vazbami a časovým zpožděním mezi neurony jednotlivých vrstev. Díky těmto 
vlastnostem, dávají tyto sítě při stejně velkých vstupních vektorech mnohem lepší výsledky. Při 
experimentování jsem pečlivě pozoroval chování jednotlivých konfigurací neuronové sítě. Na základě 
jejich výstupů je označení jedné jako nejlépe improvizující, vzhledem k subjektivnímu pohledu, 
velmi těžké, protože hodnocení improvizace je otázkou vkusu každého posluchače. Do úvahy jsem 
proto vzal také úspěšnost určenou použitým nástrojem vestavěným v NICO Toolkitu. Přestože 
nejlepší hodnocení získal experiment číslo 15, a i když ideální počet neuronů ve skryté vrstvě by měl 
být desetinou množství trénovacích vektorů, za nejlépe vyhovující konfiguraci neuronové sítě osobně 
označuji tu, která je použita v experimentu číslo 4. Síť s jednou skrytou vrstvou obsahující 24 
neuronů s aktivační funkcí hyperbolické tangenty a zpětné vazby a se zpožděními mezi jednotlivými 
vrstvami se ukázala jako nejlépe improvizující na danou harmonii. Systém postavený na tomto 
výpočetním modelu nejlépe improvizuje na tóniku (akord postavený na prvním stupni stupnice), 














Po několikátém spuštění kompletně hotového improvizačního systému a užití jej při 
improvizování harmonie musím konstatovat, že systém je velmi zdařilý. S výsledkem práce jsem 
velice spokojen i výsledky hudebního systému jsou nadmíru uspokojivé. Podařilo se vytvořit hudební 
systém, který je schopen v reálném čase improvizovat sóla do harmonie hrané na klávesy připojené 
k počítači. Hudební improvizace v reálném čase je tedy realizována úspěšně. Díky tomu, se počítače 
přiblížily k pochopení další lidské vlastnosti, čímž došlo k rozvoji počítačových technologií na poli 
umělé inteligence. Rozšířila se schopnost reprezentování hudby počítačem a jejího zpracování. Mým 
hlavním přínosem bylo seznámení se s danou problematikou, vytvoření si představy o chodu celého 
systému a jeho sestavení. 
Při implementaci jsem se setkal s několika problémy. Když během dlouhé melodické noty 
zazní dva akordy, do reprezentace harmonického doprovodu se zaznamená maximálně sedm tónů, 
avšak ideální by bylo vytvořit dva trénovací vektory, každý s jedním akordem. To je možné 
považovat za užitečné vylepšení v budoucí práci. Dalším nápadem, jak vylepšit systém, je vytvoření 
časového vlákna, díky kterému bude možné na připojené klávesy zahrát akord o více než třech tónech 
a které zároveň umožní generovat více tónů v definovaném rytmu a tempu na jedno stisknutí akordu. 
Ke zlepšení by mohlo přispět i rozšíření vstupních vektorů do neuronové sítě o některé další užitečné 
informace, jako jsou například záznamy o předešlých melodických i harmonických notách, záznamy 
o oktávách, ve kterých se noty vyskytují nebo záznamy o délkách jednotlivých tónů. Úspěšným 
řešením by jistě bylo vytvoření druhé neuronové sítě, která by generovala například sílu úderu 
jednotlivých tónů, čímž by vznikla dynamika improvizované hudby, což by také vedlo ke zkvalitnění 
hudebního vystoupení. 
Na základě experimentů byl sestaven hudební improvizační systém využívající neuronovou síť 
s nejlépe vyhovující konfigurací. K mému překvapení nejvhodnější struktura sítě pro tento konkrétní 
účel byla vzhledem ke konstrukcím zkoumaným při experimentování značně jednoduchá. Zvolená 
neuronová síť generuje výšky melodických tónů na základě hrané harmonie. To, jak má 
improvizovat, je předem naučena pomocí trénovacích dat. V zásadě se dá říci, že i když je hudební 
improvizace předností hudebních stylů jazz a blues, systém bude improvizovat takovou hudbu, jakou 
ho naučíte. Jelikož k mé oblibě jazz patří, můj systém improvizuje v duchu tohoto žánru. Výsledná 
improvizovaná hudba je vzhledem k rozmanitosti tohoto žánru vyhovující a dobře poslouchatelná. 
Známý americký jazzový skladatel a pianista 20. století Duke Ellington kdysi řekl: „If it sounds good, 
it is good.“ Což znamená: „Pokud to zní dobře, je to dobré.“ I když se občas ozve nějaký nelibý tón, 
k improvizaci to patří, v jazzu je to dokonce přípustné. Platí staré známé pravidlo: „Pokud zahraješ 
chybný tón, několikrát ho ve skladbě ještě zopakuj.“ 
Zpracování tohoto tématu pro mě bylo přínosné hned v několika oblastech. Prohloubil jsem si 
znalosti v hudební teorii a seznámil se s různými přístupy k hudební improvizaci. Dále se zlepšili mé 
programátorské znalosti, hlavně v prostředí skriptovacího jazyka Perl a v Matlabu. Zvláště zajímavé a 
přínosné bylo zpracování dat v reálném čase. Naučil jsem se také ovládat některé hudební aplikace. 
Využití hudebního improvizačního systému může být velmi široké. Systém se dá uplatnit při 
živých vystoupeních jako účastník živé jazzové improvizace, dále může mít dobrý inspirující a 
obohacující účinek na ostatní muzikanty. Jeho umělecký výtvor může rozvíjet improvizační 
schopnosti posluchačů. Ve chvílích osamělosti, může sloužit jako dobrý improvizující spoluhráč. 
Díky zpracování tohoto tématu, vytvořený systém čeká prezentace na Janáčkově Akademii 
Múzických Umění, díky čemuž vznikne spolupráce mezi odborníky na umění a odborníky 
výpočetních technologií, která je velmi vítána. Práce na tomto tématu mě velice bavila a byla pro mě 
hodně zajímavá, proto bych se chtěl v budoucnu věnovat vývoji hudebního software. 
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Hudební improvizace je výplodem lidské tvořivosti. Na této lidské činnosti je krásné, že je 
dílem okamžiku, který je ovlivňován spoustou lidských faktorů, jako jsou například nálady, pocity, 
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Příloha 1 
Návod na použití hudebního improvizačního 
systému 
 
 Hudební improvizační systém běží na operačním systému Linux, kde musí být nainstalováno 
výpočetní prostředí Matlab s rozšiřující knihovnou MIDI Toolbox. Dalším požadavkem před 
spuštěním systému jsou připojené klávesy přes MIDI rozhraní, avšak dají se nahradit virtuální MIDI 
piano klávesnicí. Po spuštění aplikace JACK a QSynth (nebo jakéhokoli jiného syntetizéru) lze celý 
systém jednoduše spustit spouštěcím skriptem. 
  
 Synopsis: ./start.sh 
 
Jeho spuštěním se provedou následující kroky: 
 
1. V Matlabu se spustí skript one_chord.m 
2. Vytvoří se dva soubory se seznamy trénovacích a testovacích souborů 
3. Spustí se skript neural.sh 
4. Přeloží se zdrojový kód niko.cpp 
5. Na pozadí se spustí binární soubor niko s příslušným parametrem 
6. Na pozadí se spustí skript aconnect.sh 
 
Příloha 2 
Obsah CD nosiče 
 
/text/bc.pdf   text bakalářské práce 
/text/bc.docx   zdrojový text bakalářské práce 
/program/DB/   databáze MIDI souborů 
/program/start.sh   spouštěcí skript 
/program/one_chord.m  matlabovský skript na vytvoření vektorů 
/program/neural.sh  skript na vytvoření neuronové sítě 
/program/niko.cpp  zdrojový kód systému 
/program/Makefile  makefile 
/program/aconnect.sh  skript na propojení zařízení 
/program/readme.txt  popis spuštění 
/program/vec2abc.pl  skript na převedení vektorů do abc notace 
/program/neu2abc.pl  skript na převedení vektorů do abc notace 
