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Povzetek
Namen diplomske naloge je vgraditi osnovne funkcionalnosti aplikacije NeckVeins
v spletno aplikacijo in pri tem dokazati, da je mozˇno vgraditi enakovredne
funkcionalnosti na spletu. V diplomskem delu je opisan postopek izdelave
spletne aplikacije za vizualizacijo volumetricˇnih podatkov zˇil, pridobljenih
iz naprave CT. Sprva so predstavljene vse uporabljene tehnologije, nato je
predstavljeno predelovanje urejevalnika Three.js za potrebe diplomske na-
loge. Opisan je postopek vgrajevanja funkcionalnosti prikazovanja in upra-
vljanja objektov. Prav tako je predstavljen glavni del diplomskega dela, ki
predstavlja odpiranje in prikazovanje parov datotek Mhd in Raw s pomocˇjo
Marching cubes algoritma s poskusno spletno tehnologijo WebCL. Nazadnje
so predstavljeni rezultati meritve hitrosti obdelave podatkov v spletni aplika-
ciji in namizni aplikaciji NeckVeins ter meritve hitrosti izrisovanja v spletni
in namizni aplikaciji. Pri tem je ugotovljeno, da ni bistvene razlike v hitrosti
obdelovanja podatkov. Pri samem izrisovanju predmeta, ko miruje in ko ga
rotiramo, pa se izkazˇe, da je spletna aplikacija pocˇasnejˇsa.
Kljucˇne besede: OpenGL, OpenCL, WebGL, WebCL, Three.js, Marching
cubes, JavaScript.

Abstract
The main goal of this thesis is to implement the basic functionalities of
the NeckVeins application in to a web application and by that proving that
it’s possible to implement the same functionalities on the web. This thesis
describes the process of developing a web application for visualization of vol-
umetric data of veins from a CT machine. In the beginning of this thesis all
the used technologies are described. The description of editing the Three.js
editor for the purpose of this thesis follows. In it we describe the functional-
ities of displaying and controlling the objects. Then we describe the biggest
part of this thesis which is the support for opening and displaying pairs of
Mhd and Raw data with the algorithm Marching cubes implemented with
the experimental WebCL technology. Lastly we describe our speed mea-
surements of the web and the desktop NeckVeins application in which we
conclude that there is no major difference in speed of processing data, but
there is a big speed gap between the speed of drawing frames. It’s concluded
that the desktop application is much faster when it comes to drawing single
frames.
Keywords: OpenGL, OpenCL, WebGL, WebCL, Three.js, Marching cubes,
JavaScript.

Poglavje 1
Uvod
V danasˇnjem cˇasu ima splet zelo pomembno vlogo v nasˇem zˇivljenju tako
v zasebnem kot tudi v profesionalnem. Spletne aplikacije za shranjevanje,
prikazovanje in obdelovanje podatkov so se usidrale globoko v nasˇe vsakda-
nje zˇivljenje. Uporabljamo jih za komunikacijo s prijatelji, za dostopanje do
nasˇih bancˇnih racˇunov, za shranjevanje pomembnih podatkov in sˇe za veliko
drugih namenov. S predstavitvijo WebGL-a leta 2011 [21] se je zmanjˇsalo
sˇtevilo omejitev za uporabo spletnih aplikacij. Od tedaj se lahko na spletu
prikazujejo tudi interaktivni tridimenzionalni podatki. Naknadno se je raz-
vilo tudi veliko knjizˇnic, ki so olajˇsale delo z WebGL-om, kot sta Three.js
[17] in babylon.js [2]. Pozneje pa se je zacˇel tudi razvoj WebCL-a, ki nam
omogocˇa vzporedno obdelavo podatkov. Z njim lahko izdelamo spletne apli-
kacije, ki nam omogocˇajo obdelovanje zelo velike kolicˇine podatkov, z upo-
rabo racˇunske mocˇi graficˇnih kartic, kar znotraj nasˇega spletnega brskalnika,
cˇe so seveda izracˇuni, ki jih zˇelimo izvajati na teh podatkih, razgradljivi v
veliko manjˇsih neodvisnih delov.
Za prikazovanje sta nam na voljo dve vrsti tridimenzionalnih podatkov.
Tridimenzionalni podatki, ki smo jih sami tvorili in oblikovali (npr. s pomocˇjo
3D modeliranja) ali pa tridimenzionalni podatki, ki smo jih pridobili iz zu-
nanjega sveta s pomocˇjo raznih naprav za zajem 3D oblik. Podatki iz zuna-
njega sveta nam lahko sluzˇijo za analiziranje lastnosti, ki jih v realnem svetu
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ne bi mogli. Primer tega v medicini je racˇunalniˇska tomografija ali krajˇse
CT (angl. Computed tomography). Ta nam omogocˇa prikaz notranjosti
cˇlovesˇkega telesa in podrobnejˇso analizo kosti, ozˇilja in drugih delov telesa
v primeru posˇkodb, tumorjev ali infekcij. Slike so pridobljene z obsevanjem
cˇlovesˇkega telesa z rentgenskimi zˇarki [5]. Podatke, ki jih dobimo iz naprave
za CT slikanje, moramo obdelati in iz njih sestaviti tridimenzionalni model,
ki ga nato lahko gledamo s pomocˇjo aplikacije.
Na trgu je zˇe veliko aplikacij, namenjenih medicinski vizualizaciji, ki
olajˇsajo delo tako zdravnikom pri preiskovanju simptomov bolezni in posledic
raznih posˇkodb, kot tudi sˇtudentom, ki se ucˇijo cˇlovesˇke anatomije ter kako
izgledajo razni simptomi bolezni in posledice posˇkodb v dejanskem cˇlovesˇkem
telesu. Primer taksˇnih programov je aplikacija Bodyviz [3], ki omogocˇa viza-
lizacijo podatkov, pridobljenih iz MRI in naprav CT, prikazovanje podatkov
glede na vrsto (kozˇa, masˇcˇobno tkivo, zˇile, itd.) in kontroliranje pogleda ter
modela s pomocˇjo xbox upravljalnika. Obstaja tudi spletna aplikacija arivis
WebView [1], ki nam omogocˇa ogledovanje 2D slik in 3D slik, pridobljenih z
racˇunalniˇsko tomografijo ali iz mikroskopov. Omogocˇa odpiranje zelo velikih
datotek, ki jih nato predela na strezˇniˇski strani in nam jih prikazˇe znotraj
spletnega brskalnika.
Glavni cilj te diplomske naloge je pokazati, da je z uporabo tehnologij We-
bGL in WebCL mozˇna vizualizacija tridimenzionalnih podatkov, pridobljenih
iz CT naprave znotraj spletnega brskalnika ter algoritma Marching Cubes na
uporabnikovem racˇunalniku. Pri tem bom uporabil dele zˇe napisane OpenCL
C kode iz programa NeckVeins, ki je bil razvit v obliki vecˇ diplomskih nalog
v Laboratoriju za racˇunalniˇsko grafiko in multimedije in jih integriral v sple-
tno aplikacijo. Za razliko od svojih konkurentov je program NeckVeins sˇe v
zgodnjih fazah svojega razvoja in trenutno nima toliko razlicˇnih zmogljivosti
za prikazovanje oziroma urejanje medicinskih podatkov, vendar pa ima veliko
vecˇ mozˇnosti za samo upravljanje kamere in objektov.
Spletna razlicˇica programa bo ponudila vecˇjo prilagodljivost, saj bo do-
stopna z vsakega racˇunalnika z internetno povezavo in ne le dolocˇenega
3racˇunalnika z nalozˇeno aplikacijo. To nam omogocˇa, da jo zaganjamo tudi na
slabsˇih racˇunalnikih, kot so chromebook-i, ki imajo na sebi nalozˇen Googlov
operacijski sistem Chrome OS. V osnovi je namenjen za splet in za delo s
spletnimi aplikacijami. Razvoj na spletu pa ima tudi nekaj slabih lastnosti.
Trenutno je aplikacijo mozˇno razvijati samo na dolocˇenih brskalnikih, saj je
tehnologija v poskusni fazi. JavaScript v primerjavi z Javo velja za pocˇasnejˇsi
jezik, kar pomeni, da je potrebno pri samem razvoju vecˇ cˇasa posvetiti op-
timizaciji. Nekatera podjetja dovoljujejo samo dolocˇene spletne brskalnike,
kot je Interent Explorer, ki ne podpirajo najnovejˇsih tehnologij. V taksˇnem
primeru nam pomaga namizna aplikacija napisana v Javi.
Zacˇel bom s spletnim urejevalnikom tridimenzionalnih podatkov, zgraje-
nim z uporabo spletne knjizˇnice Three.js. Namen je odstraniti vse nepotrebne
funkcionalnosti ter urediti uporabniˇski vmesnik tako, da bo ponujal podobne
funkcionalnosti, kot jih ponuja program NeckVeins. Nato spremeniti sam
prikaz osnovnih tridimenzionalnih modelov v obliki Obj in ga prilagoditi po-
trebam aplikacije. Potrebno bo implementirati tudi navigacijo s kamero in
rotacijo modela tako, da bo uporabniˇska izkusˇnja enaka izkusˇnji aplikacije
NeckVeins. Nazadnje pa bo priˇsla na vrsto implementacija branja Raw tri-
dimenzionalnih podatkov. Te bom obdelal s pomocˇjo tehnologije WebCL in
OpenCL C kodo zˇe napisanega algoritma Marching cubes. Ta bo volume-
tricˇne podatke pretvoril v mnozˇico trikotnikov, ki jih bom nato izrisal.
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Poglavje 2
Pregled orodij in tehnologij
2.1 JavaScript
JavaScript je programski jezik, ki ga je razvilo podjetje Netscape. Je skriptni
jezik, ki se sproti tolmacˇi [8]. Prav tako ni tipiziran jezik, kar pomeni, da
lahko neka spremenljivka hrani sˇtevilo, niz ali kaksˇno drugo vsebino. Nima
dolocˇenega tipa. Je popularen programski jezik, ki je bil sprva namenjen
za programiranje znotraj spletnega brskalnika, zadnje cˇase pa se njegova
uporaba sˇiri tudi na sˇtevilna druga podrocˇja.
2.2 Brackets
Brackets je odprtokodni urejevalnik besedila, ki ga je naredilo podjetje Adobe
Systems, namenjen razvoju spletnih aplikacij [4]. Omogocˇa pregled nad ce-
lotnim projektom in nekaj osnovnih funkcionalnosti, ki olajˇsajo sam razvoj.
Tako kot drugi urejevalniki besedila, namenjeni za razvoj aplikacij, dopusˇcˇa
tudi Brackets uporabo vticˇnikov, ki razsˇirijo njegovo funkcionalnost in raz-
vijalcu olajˇsajo delo. Podpira tudi razvoj v programskih jezikih, ki niso
namenjeni za splet, vendar se v vecˇini primerov ne uporablja za njih.
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2.3 WebGL
WebGL (angl. Web Graphics Library) je ovojnica za JavaScript za progra-
miranje aplikacij, narejena na podlagi OpenGL ES 2 [21]. Sluzˇi za prikaz
interaktivne dvodimenzionalne in tridimenzionalne grafike znotraj spletnega
brskalnika s pomocˇjo graficˇne procesne enote ali GPU [15]. Z njim lahko iz-
delamo dvodimenzionalne in tridimenzionalne igre, programe za obdelovanje
slik in sˇe mnogo vecˇ znotraj nasˇega brskalnika.
2.4 Three.js
Three.js je JavaScript knjizˇnica, ki nam olajˇsa delo z WebGL-om in nam
posledicˇno omogocˇa hitrejˇso ter bolj optimizirano izdelavo spletnih aplikacij
[17]. Omogocˇa dodajanje lucˇi, materialov, objektov, animacijo objektov,
branje vecˇ vrst datotek in sˇe mnogo vecˇ. Delo nam olajˇsa in pohitri, tako da
ovije funkcije WebGL-a, kar pomeni, da potrebujemo manj funkcij za zˇelen
rezultat.
2.5 OpenCL in WebCL
OpenCL (angl. Open Computing Language) je ogrodje za pisanje programov,
ki se izvajajo na heterogenih platformah, ki vsebujejo centralno procesno in
graficˇno procesno enoto. OpenCL definira programski jezik OpenCL C za
programiranje teh naprav in vmesnik za programinaje aplikacij, ki je lahko v
razlicˇnih jezikih in sluzˇi za upravljanje naprav, na katerih se izvajajo OpenCL
C programi. Omogocˇa nam vzporedno obdelavo podatkov, kar pomeni, da
nam omogocˇa socˇasno izvajanje vecˇ izracˇunov [14, 13]. WebCL (angl. Web
Computing Language) je JavaScript ovojnica za OpenCL, ki sluzˇi za hete-
rogeno paralelno racˇunanje znotraj spletnih brskalnikov [20]. Omogocˇa nam
upravljanje naprav, na katerih zaganjamo OpenCL C programe s program-
skim jezikom JavaScript [7].
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2.6 Zapis 3D geometrije v datoteki tipa Obj
V racˇunalniˇski grafiki obstaja veliko razlicˇnih tipov datotek za hranjenje tri-
dimenzionalnih objektov in podatkov povezanih z njimi. Veliko se jih je raz-
vilo kot odprti standardi zaradi potrebe po bolj optimiziranem shranjevanju
dolocˇene vrste podatkov, nekaj pa tudi preprosto zaradi razlicˇnih pristopov
podjetij, ki izdelujejo programsko opremo za delo s tridimenzionalnimi po-
datki. Obj je eden izmed najbolj razsˇirjenih podatkovnih tipov za hranjenje
3D geometrije. Predstavlja polozˇaj vsake 3D tocˇke geometrije v prostoru,
polozˇaj vsake teksturne tocˇke v prostoru, normalo vsake tocˇke in ploskve, ki
sestavljajo poligone definirane s tocˇkami. Privzeto so vse tocˇke zapisane v
nasprotni smeri urinega kazalca. Datoteke Obj nimajo enot, vendar lahko
vsebujejo podatke o sami velikosti modela. Vrstice, ki se zacˇnejo s cˇrko “v”,
vsebujejo koordinate tocˇk v 3D prostoru. Vrstice, ki se zacˇnejo z “vt”, vsebu-
jejo koordinate tocˇk teksture. Vrstice, ki se zacˇnejo z “vn” vsebujejo tocˇkovne
normale, “vp” vsebujejo podatke, namenjene za krivulje ali povrsˇine oz. za
njihovo uravnovesˇanje. Vrstice, ki se zacˇnejo s “f”, sluzˇijo za definiranje plo-
skev poligona, pri tem je vsaka vrstica en poligon [19]. V datoteki 2.1 lahko
vidimo zgradbo datoteke Obj.
1 # To j e t r i k o t n i k
2 # To so tocke
3 v 0 0 0
4 v 1 0 0
5 v 1 1 0
6 # To so normale tock
7 vn 0 0 1
8 vn 0 0 1
9 vn 0 0 1
10 # Pari tocke in normale , k i p r e d s t a v l j a j o p loskev
11 f 1/1 2/2 3/3
Datoteka 2.1: Primer zapisa datoteke Obj
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2.7 Zapis volumetricˇnih podatkov
Podatke, pridobljene iz CT naprav, so zdravniki sˇe pred nekaj leti gledali
na neintuitiven nacˇin v obliki rezin. Z napredovanjem tehnologije pa jim
je bil omogocˇen vpogled v cˇlovesˇko telo v obliki tridimenzonalnih modelov,
ki jih lahko obracˇajo in gledajo iz vseh kotov. CT naprave iz slik tvorijo
tridimenzionalne podatke, ki pa jih mi dobimo v obliki parov datotek Mhd
in datotek Raw. Datoteko Mhd si lahko predstavljamo kot neke vrste nacˇrt
za datoteko Raw. V njej so razni opisni podatki, ki nam povejo lastnosti
podatkov, shranjenih v dolocˇeni datoteki Raw. Vsebuje dimenzije (velikost)
tridimenzionalnega volumna, orientacijo, polozˇaj in podobno. Potrebujemo
jo, zato da lahko v programu obdelamo podatke iz datoteke Raw na pravi
nacˇin. Datoteka Raw vsebuje tridimenzionalen volumen, ki ga obdelujemo.
V datoteki 2.2 je prikazan primer zgradbe datoteke Mhd.
1 ObjectType = Image
2 NDims = 3
3 DimSize = 512 512 390
4 ElementSpacing = 0.463838 0.463838 0.463838
5 Pos i t i on = 0 0 0
6 Or i entat i on = 1 0 0
7 0 1 0
8 0 0 1
9 Anatomica lOr ientat ion = R P I
10 ElementByteOrderMSB = False
11 ElementType = MET SHORT
12 ElementDataFile = Pat2 3D−DSA. raw
Datoteka 2.2: Primer zapisa datoteke Mhd
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2.8 Algoritem Marching cubes
Glavni algoritem, uporabljen za izlusˇcˇenje tridimenzionalnega modela iz da-
toteke Raw, je Marching cubes. Izdelala sta ga William E. Lorensen in
Harvey E. Cline kot del raziskave za podjetje General Electric [23]. Algo-
ritem razdeli prostor na enako velike kocke, ki so definirane z 8 tocˇkami v
prostoru. Nato pregledamo, kje nasˇ tridimenzionalen volumen, definiran v
datoteki Raw, seka vsako od kock in ali je del, ki seka kocko, dejansko del
objekta, ki ga zˇelimo prikazati ali pa je samo mnozˇica nekih podatkov, ki
so del ozadja. Primer osˇtevilcˇevanja ogliˇscˇ kocke lahko vidimo na sliki 2.1.
Volumen lahko sploh ne seka nasˇe kocke, lahko seka eno ogliˇscˇe, lahko pa
seka vecˇ ogliˇscˇ v eni od vnaprej definiranih kombinacij. Glede na to, katera
ogliˇscˇa seka, izracˇunamo indeks. Cˇe nasˇ volumen seka kocko v ogliˇscˇih 1, 5
in 6, to pomeni, da je to na seznamu povrsˇin indeks z binarno vrednostjo
01100010. Na seznamu vseh mozˇnih povrsˇin znotraj kocke izberemo tisto, ki
se nahaja na izracˇunanem indeksu. Ta povrsˇina bo predstavljala del nasˇega
volumna, ki je sekal to kocko. Za to povrsˇino imamo 256 mozˇnosti, ki jih je
mogocˇe zmanjˇsati na 15 mozˇnosti. Vidimo jih na sliki 2.2, cˇe uposˇtevamo to,
da lahko vsako od mozˇnosti rotiramo in zrcalimo [22].
Slika 2.1: Osˇtevilcˇevanje kocke v marching cubes algoritmu [22]
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Slika 2.2: 15 mozˇnosti postavitve povrsˇin v algoritmu Marching cubes [11]
2.9 Aplikacija NeckVeins
Namen aplikacije NeckVeins je omogocˇiti zdravnikom lazˇji in bolj intuitiven
pogled na slike zˇil, pridobljene z napravo CT. Omogocˇa odpiranje datotek
Obj, ki so predstavljene s tocˇkami v prostoru in povezavami med njimi. Od-
pira lahko tudi pare datotek Mhd in Raw. Datoteke Mhd vsebujejo podatke o
sestavi volumetricˇnih podatkov zˇil v datotekah Raw. Branje datotek Mhd in
Raw je bilo implementirano s pomocˇjo algoritma Marching cubes. Omogocˇa
tudi rotacijo in premikanje kamere v vse smeri ter rotacijo tridimenzional-
nega objekta. Uporabnik lahko upravlja kamero in objekt z navadno miˇsko,
s tipkovnico, s tridimenzionalno miˇsko ali pa z napravo Leap Motion, lahko
pa se tudi odlocˇi uporabljati gumbe izrisane na ekranu. Podpira vecˇ resolucij
ekrana ter stereo izris modela. Aplikacijo so razvijali sˇtevilni sˇtudentje v
Laboratoriju za racˇunalniˇsko grafiko in multimedije v obliki diplomskih na-
log. Sprogramirana je bila v programskem jeziku Java in z uporabo knjizˇnice
LWJGL [10]. Osnovno aplikacijo je sprogramiral Simon Zˇagar [25]. Dodatek
za odpiranja datotek Raw pa je dodal Anzˇe Sodja [24]. Aplikacija bo tudi v
kratkem dobila nov izgled, ki pa trenutno sˇe ni vgrajen. Na sliki 2.3 lahko
vidite izgled trenutne namizne aplikacije NeckVeins.
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Slika 2.3: Trenutna NeckVeins aplikacija
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Poglavje 3
Implementacija
3.1 Izbira in namestitev primernega okolja
Za spletni brskalnik sem izbral Firefox, in sicer razlicˇico 34, saj je to za-
dnja razlicˇica, v kateri WebCL vticˇnik sˇe deluje [12]. Pri tem je priˇslo do
zanimivega problema, saj urejevalnik Three.js ni bil narejen z mislijo na
kompatibilnost s starejˇsimi brskalniki. Ob prvem zagonu se je polje za prikaz
tridimenzionalnega sveta vsakicˇ odprlo v majhni obliki. To sem resˇil tako, da
sem vsakicˇ ob zagonu urejevalnika sprozˇil dogodek ”resize”, ki pa je osvezˇil
polje za prikaz in s tem popravil njegovo velikost.
3.2 Prilagajanje urejevalnika Three.js
3.2.1 Urejevalnika Three.js
Urejevalnik Three.js je spletna aplikacija, narejena s knjizˇnico Three.js, ki
omogocˇa osnovne funkcionalnosti orodja za tridimenzionalno oblikovanje.
Omogocˇa dodajanje osnovnih geometrijskih teles v svet, dodajanje lucˇi in
kamer, premikanje in rotiranje objektov, spreminjanje raznih lastnosti objek-
tov, lucˇi, kamer in celotnega sveta ter branje in shranjevanje nekaj osnovnih
formatov za predstavitev tridimenzionalnih objektov in njihovih lastnosti.
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3.2.2 Odstranjevanje funkcionalnosti
Urejevalnik Three.js ima v svoji osnovni obliki veliko vecˇ funkcionalnosti za
oblikovanje in dodajanje novih objektov, kot jih je dejansko potrebno za ogle-
dovanje tridimenzionalnih volumnov, zato sem jih vecˇino odstranil. Sprva
sem odstranil nekaj nepomembnih menijev iz zgornje orodne vrstice, kot so
meni za primere, za spreminjanje samega izgleda urejevalnika in mozˇnost
predvajanja dodatnih skript, ki jih sami napiˇsemo ter vecˇino mozˇnosti doda-
janja in shranjevanja objektov. Odstranil sem tudi spodnjo orodno vrstico
z dodatnimi mozˇnostmi za prikazovanje tridimenzionalne mrezˇe, pripenjanje
objektov na njena presecˇiˇscˇa in rotiranje, skaliranje ter translacijo objektov.
Nazadnje sem odstranil tudi desno orodno vrstico, namenjeno prikazovanju
in spreminjanju lastnosti nacˇina izrisovanja, zgradbe nasˇega trenutnega sveta
in objektov v njem, lastnosti teh objektov, kot so materiali, trenuten polozˇaj,
rotacija in velikost objekta ter dodatne skripte in sˇe nekaj drugih lastnosti.
Ko sem vse odstranil, sem moral dolocˇiti tudi novo velikost in novo razmerje
same izrisovalne povrsˇine, na kateri se izrisuje nasˇ objekt. Vse funkcionalno-
sti sem odstranil tako, da sem jih izbrisal ali zakomentiral. Na sliki 3.1 lahko
vidite prvotno stanje urejevalnika pred odstranjevanjem funkcionalnosti.
Slika 3.1: Stanje urejevalnika Three.js pred odstranjevanjem funkcionalnosi
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3.2.3 Prikaz 3D objektov
Ko sem nalozˇil objekt, sem ga moral sprva postaviti v srediˇscˇe tridimenzio-
nalnega sveta in mu dodati pravilno barvo. Objekt sem postavil v srediˇscˇe,
tako da sem izracˇunal povprecˇje polozˇajev vseh tocˇk. Ko sem to naredil, sem
od vseh tocˇk odsˇtel to povprecˇje in s tem premaknil objekt nazaj v srediˇscˇe.
Nato sem materialu objekta dolocˇil rdecˇo barvo. Zdaj je bil objekt pravilno
postavljen in pravilno obarvan, vendar pa ni bil osvetljen. V tridimenzio-
nalni svet sem dodal sˇe tocˇkasto lucˇ kot izvor svetlobe, ki sveti v vse smeri z
enako mocˇjo. Njena mocˇ upada z oddaljenostjo od izvora. Tocˇkasta lucˇ mi
je omogocˇila, da objekt vidim bolj jasno in ugotovim, da sˇe vedno ni popol-
noma pravilno prikazan. Normale objekta so bile zrcaljene. To je povzrocˇilo,
da se je videlo v notranjost objekta. Vse normale sem negiral in s tem dobil
pravilen prikaz objekta. Za konec sem objekt sˇe rotiral za -45 stopinj po Z
osi in za -132,5 stopinj po Y osi. Koncˇni prikaz tridimenzionalnega modela
je mogocˇe videti na sliki 3.2.
Normale
Vsaka tocˇka na povrsˇini ima vektor imenovan normala, ki je pravokotnica na
povrsˇino. Cˇe se vecˇ povrsˇin stika skupaj, se normale tocˇk, skupnih z vsemi
povrsˇinami, povprecˇijo. Tako dobimo eno samo normalo za vsako tocˇko. Z
njimi dolocˇimo, katera stran tridimenzionalnega modela je zunanja in katera
notranja. Sluzˇijo izracˇunu pri osvetljevanju objektov, racˇunanju fizikalnih
simulacij in sˇe marsicˇemu.
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Slika 3.2: Prikaz tridimenzionalnega modela shranjenega v Obj datoteki
3.2.4 Nadziranje kamere
Kameri sem sprva dodal mozˇnost postavitve v prvotno stanje z gumbom
”reset”. Ko uporabnik klikne gumb, se polozˇaj kamere postavi v prvoten
polozˇaj in pogled kamere postavi v srediˇscˇe sveta. Prav tako pazim na to,
da lucˇ postavim za kamero, saj tako dobim pravo osvetlitev modela. To sem
naredil tako, da sem vzel vrednosti kamerinega vektorja pogleda, ki kazˇe v
smer, v katero kamera trenutno gleda in jih pomnozˇil s skalarjem ter jih odsˇtel
od trenutnega polozˇaja kamere. Lucˇ sem nato postavil na izracˇunan polozˇaj.
Kamera se lahko premika in rotira po vseh oseh. Ko se kamera premika, se
z njo premika tudi lucˇ. Tako lahko dobimo dobro osvetljen objekt iz vseh
vidnih kotov.
3.2.5 Nadziranje objekta
Rotacijo sem prav tako implementiral pri objektu in s tem ponudil uporab-
niko sˇe eno mozˇnost vecˇ za upravljanja svojega pogleda. Pomagal sem si s
kodo iz repozitorija [18]. Pri rotaciji objekta si lahko pomagamo z rotacijsko
matriko.
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Rotacijska matrika
Rotacijska matrika je matrika, v kateri definiramo rotacijo za nasˇe objekte
oziroma za tocˇke nasˇih objektov. Ko izvedemo rotacijo, se tocˇke rotirajo kot
celota in posledicˇno ostanejo razdalje med njimi enake. V rotacijski matriki
definiramo vse rotacije s sinusi in kosinusi.
Pojav kardanska zapora
Tridimenzionalen objekt lahko rotiramo v treh smereh oziroma treh dimenzi-
jah. Postopek rotacije opiˇsemo z rotacijsko matriko. Ta lahko opiˇse rotacijo
v nekem vrstnem redu, kar pomeni, da so rotacijske dimenzije med sabo
odvisne. Bolj natancˇno, druga dimenzija je odvisna od prve, tretja pa je
odvisna od prvih dveh. Torej cˇe predmet zarotiramo za 30 stopinj po X osi,
sta se drugi dve osi zarotirali skupaj s predmetom za 30 stopinj po X osi.
Pri temu lahko pride do poravnave dveh osi oziroma kardanske zapore (angl.
gimbal lock). V takem primeru izgubimo eno os rotacije oz. eno prostostno
stopnjo in lahko objekt rotiramo samo sˇe po dveh oseh. Zaradi tega moramo
za samo rotacijo uporabljati kvaternione [16]. Ti sluzˇijo kot drugacˇna pred-
stavitev orientacije objekta, s katero se izognemo pojavu kardanske zapore.
Na sliki 3.3a lahko vidite normalno stanje, na sliki 3.3b pa je prikazan primer
kardanske zapore.
(a) Normalno stanje (b) Kardanska zapora
Slika 3.3: Prikaz normalnega stanja in stanja kardanske zapore [6]
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3.3 WebCL implementacija Marching Cubes
3.3.1 Osnoven opis WebCL-a
WebCL je sestavljen iz vecˇ osnovnih enot, ki imajo vsaka svoj namen. De-
lovna enota (angl. work item) je najmanjˇsa enota, ki izvaja en sam izracˇun
na enem samem delu nasˇih podatkov. Vecˇ delovnih enot se zdruzˇi v delovno
skupino (angl. work group), kar dejansko pomeni ena skupina delovnih enot,
ki se izvaja skupaj. Teh skupin je vecˇ. Jedro (angl. kernel) predstavlja funk-
cijo s programsko kodo ene same delovne enote. Nasˇ program v OpenCL
C-ju ima lahko vecˇ jeder in drugih funkcij, potrebnih za pravilno delovanje
programa. Kontekst je okolje, v katerem se izvajajo nasˇa jedra oz. nasˇe
delovne enote. Predstavlja vse naprave, spomine naprav, ukazne vrstice in
sˇe mnogo vecˇ.
3.3.2 Zgradba pomnilnika
Gostitelj vsebuje vecˇ naprav za izracˇune (angl. compute devices), kot so
graficˇna procesna enota in centralna procesna enota. Vsaka naprava za
izracˇune vsebuje vecˇ racˇunskih enot (angl. compute units) ali jeder. Vsako
jedro pa vsebuje vecˇ elementov za procesiranje ali niti (angl. hardware thre-
ads). Vsak gostitelj, naprava za izracˇune in nit imajo svoj pomnilnik. Po-
mnilnike delimo na globalni pomnilnik (angl. global memory), pomnilnik za
konstantna sˇtevila (angl. constant memory), lokalni pomnilnik (angl. lo-
cal memory) in zasebni pomnilnik (angl. private memory). Vsaka delovna
enota ima zasebni pomnilnik, vsaka delovna skupina ima lokalni pomnilnik.
Globalni pomnilnik in pomnilnik za konstantna sˇtevila si delijo vse delovne
enote.
3.3.3 JavaScript tipizirana polja
JavaScript v osnovi ni tipiziran jezik. Tipizirana polja (angl. typed arrays) so
objekti, podobni navadnim poljem, ki dovoljujejo dostop do binarnih podat-
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kov. Normalna polja svojo velikost dinamicˇno prilagajajo glede na kolicˇino
podatkov, ki jih shranjujemo, medtem ko za tipizirana polja tega ne moremo
recˇi. Kljub vsem optimizacijam z vecˇanjem velikosti polja in dodajanjem
novih elementov upocˇasnimo aplikacijo. Tipizirana polja so fiksne velikosti
in so namenjena za hitre dostope do binarnih podatkov. Razdeljena so v
medpomnilnike (angl. buffers) in poglede (angl. views). Medpomnilnik je le
kup podatkov in do njihovih vrednosti ne moremo dostopati. Potrebujemo
pogled, ki nam bo dolocˇil tip podatkov v medpomnilniku in nacˇin tolmacˇenja
teh podatkov. Lahko jih tolmacˇimo kot bajte, cela sˇtevila ali sˇtevila s pla-
vajocˇo vejico [9].
3.3.4 Vracˇanje napak v WebCL-u
Vse WebCL funkcije vrnejo izjeme, za razliko od OpenCL funkcij, ki vrnejo
sˇifro napake. To pomeni, da lahko WebCL funkcije vstavimo v try-catch
stavek in ne prekinemo delovanja programa v primeru, da pride do izjeme, ter
jo tam obravnavamo. Zaradi tega vecˇino kriticˇnih WebCL ukazov vstavimo
v try-catch stavek.
3.3.5 Zacˇetek razvoja aplikacije z WebCL
Pred zacˇetkom dejanske javascript kode za inicializacijo vseh potrebnih delov
WebCL-a moramo preveriti, cˇe trenutni brskalnik sploh podpira WebCL, saj
ga trenutno podpira zelo majhen delezˇ brskalnikov. V primeru, da ga ne, o
tem obvestimo uporabnika in prenehamo z izvajanjem. Ko dobimo potrdilo
o podpori, izberemo seznam vseh naprav, primernih za poganjanje WebCL-a
in izberemo zˇeljeno napravo. S to napravo inicializiramo kontekst, ki sluzˇi
kot most med nasˇo WebCL ovojnico in OpenCL C programom. Incializiramo
tudi ukazno vrste. Ukazi se posˇljejo iz gostiteljskega programa v jedro preko
ukazne vrste. Nazadnje prevedemo program. Zdaj imamo vse pripravljeno
za nadaljnje pripravljanje in izvajanje jeder.
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3.3.6 Splosˇni postopek inicializacije in zagona jedra s
tehnologijo WebCL
Inicializiranje in zagon jedra lahko delimo na sˇtiri glavne dele. Na podajanje
vseh podatkov medpomnilniku, zaganjanje samega jedra, pridobivanje po-
datkov iz medpomnilnikov, ki smo jih definirali kot izhodni medpomnilniki
ter brisanje nepotrebnih medpomnilnikov.
Podajaje podatkov medpomnilniku
Sprva moramo podatke pretvoriti v tipizirano polje, saj le tako program
tolmacˇi podatke netipiziranega JavaScripta in poda te informacije OpenCL
C-ju. Nato moramo s pomocˇjo konteksta narediti medpomnilnik. Pri tem
tudi dolocˇimo, kaksˇne pravice dostopa zˇelimo dati jedrom za ta medpomnil-
nik. Lahko dolocˇimo, da jedro samo bere, samo piˇse ali pa bere in piˇse
v medpomnilnik. Iz spletne aplikacije ne moremo direktno dostopati do
WebCL-ovih oziroma OpenCL-ovih pomnilnikov. Nazadnje, s pomocˇjo uka-
zne vrstice, podatek zapiˇsemo iz nasˇega tipiziranega polja v medpomnilnik.
Zaganjanje jedra
Da bi jedro zagnali, ga moramo sprva ustvariti. Ustvarimo jedro, ki mu nato
podamo vse medpomnilnike, definirane za njegovo uporabo. Dolocˇimo jih
kot argumente, podobno kot bi to storili pri normalni funkciji, le da tukaj
vsak argument posebej definiramo s funkcijo setArg. Nato moramo sˇe jedru
povedati, koliksˇen je obseg problema in koliko je vseh delovnih enot, ki jih
zˇelimo uporabiti za resˇevanje tega problema. Lahko dolocˇimo tudi velikost
delovne skupine, vendar se moramo zavedati, da je ta omejena in razlicˇna na
vsaki napravi.
Pridobivanje podatkov iz medpomnilnikov
Tako, kot smo morali za podajanje podatkov medpomnilniku definirati tipi-
zirano polje, moramo to storiti tudi pri pridobivanju teh podatkov. Nato s
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funkcijo te podatke prepiˇsemo iz medpomnilnika v nasˇe polje.
Brisanje nepotrebnih medpomnilnikov
JavaScript ne dovoljuje direktnega posega v podatke, zapisane v pomnilniku.
Sam WebCL pa to za svoje medpomnilnike dovoljuje, zato je potrebno po-
skrbeti za redno cˇiˇscˇenje podatkov iz pomnilnika. Na koncu izvedbe vsakega
jedra je potrebno pocˇistiti vse uporabljene medpomnilnike, ki jih ne bomo
vecˇ uporabljali. Prav tako je potrebno pocˇistiti samo jedro v primeru, da ga
ne bomo ponovno zaganjali.
3.3.7 Branje podatkov
Ker javascript nima dostopa do uporabniˇskih podatkov, shranjenih na upo-
rabnikovem racˇunalniku, moramo prebrati obe datoteki hkrati s pomocˇjo
HTML input elementa. Ko preberemo datoteko Mhd, jo dobimo v obliki
niza podatkov. Ta niz razdelimo po presledkih, nato pa v zanki pregledamo
vse podatke in jih zapiˇsemo v polje. Ob koncˇanem branju preverim, cˇe se
ujemata imeni datoteke Raw, navedene v nasˇi datoteki Mhd in dejanske da-
toteke Raw, ki smo jo prebrali. V primeru ujemanja, zacˇnemo s prenasˇanjem
Raw podatkov v polje, kjer jih preoblikujemo v primerno obliko za jedro.
3.3.8 Predelovanja volumetricˇnih podatkov
Ko podatke preberemo in shranimo v polje, jih najprej razdelimo v vecˇ
manjˇsih polj, ki zavzemajo priblizˇno 50 milijonov elementov ali manj. To
nam bo koristilo pozneje, saj ima WebCL buffer omejitev velikosti in cˇe jo
prekoracˇimo, povzrocˇi napacˇne rezultate izracˇunov. Nato vsak del podatkov
posˇljemo skozi glavno zanko, ki podatke sprva pretvori s pravilom kratkega
konca v 16 bitna sˇtevila, ki se shranijo v 32 bitni zapis s plavajocˇo vejico.
Na novo izracˇunane podatke posˇljemo skozi algoritem Gaussovega glajenja,
ki gladi sprva po dimenziji X nato po dimenziji Y in nazadanje po dimenziji
Z. S tem dosezˇemo manjˇso kompleksnost in posledicˇno hitrejˇse izvajanje Ga-
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ussovega glajenja. Algoritem nam vrne zglajene podatke, ki so primernejˇsi
za prikaz uprabniku. Nato na zglajenih podatkih za potrebe Otsujevega
upragovanja najdemo maksimalno vrednost. Izvedemo prvi del algoritma
Otsujevega upragovanja, ki zgenerira histogram razlicˇnih vrednosti v nasˇih
podatkih. Ob vskem obhodu glavne zanke te histograme shranjujemo v po-
lje. Ko se izvajanje glavne zanke zakljucˇi, sesˇtejemo histograme v enega. Ta
histogram nato posˇljemo skozi drugi del Otsujeve metode, ki izracˇuna de-
jansko mejno vrednost med nasˇim objektom in ostalimi podatki. Nazadnje
zazˇenemo v novi zanki algoritem marching cubes, ki iz zglajenih podatkov
in dolocˇene meje, pridobljene z algoritmom Otsujevega upragovanja, ter ma-
ksimalno vrednostjo, pridobi trikotnike, ki sestavljajo nasˇ objekt, sˇtevilo teh
trikotnikov in njihove normale. Pridobljene vrednosti ponovno shranjujemo
v polje. Podatke nato zdruzˇimo skupaj in izriˇsemo.
3.3.9 Opis Jeder
Jedro za Gaussovo glajenje
Za Gaussovo glajenje imamo tri jedra, ki sluzˇijo za izvajanje algoritma Ga-
ussovega glajenja po vseh treh dimenzijah. Rezultat bi bil enak, cˇe bi izvedli
algoritem po vseh treh dimenzijah istocˇasno, vendar pa bi bila sama zahtev-
nost algoritma veliko vecˇja. S tem dobimo bolj gladke podatke brez ostrih
prehodov, ki so bolj primerni za prikaz uporabniku.
Jedro za izracˇun maksimuma
Jedro iz vseh podatkov najde maksimalno vrednost tako, da iterira skozi
vhodne podatke. Ta vrednost nam pozneje pomaga pri izracˇunu Otsujevega
pragu in izvedbi algoritma Marching cubes.
Jedro za Otsujevo upragovanje
To jedro sluzˇi za izracˇun meje, ki dolocˇi, kaj bomo uposˇtevali kot objekt
za prikaz in kaj bomo uposˇtevali kot okolico. Torej vzame volumenske po-
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datke datoteke Raw in iz njih s pomocˇjo algoritma Otsujevega upragovanja
izracˇuna sˇtevilo, ki predstavlja prag med nasˇim objektom in ostalimi podatki.
Otsujevo upragovanje se v osnovi uporablja pri pretvorbi sivinskih slik v cˇrno
bele slike tako, da dolocˇi pragovno vrednost, ki jo nato uporabljamo kot mejo
med sivinskimi tocˇkami, ki jih pretvorimo v bele, in sivinskimi tocˇkami, ki
jih pretvorimo v cˇrne tocˇke. V nasˇem primeru dolocˇi mejo med objektom
in ostalimi podatki. Sestavljen je iz dveh delov. Iz jedra, ki nam izracˇuna
histogram, sestavljen iz zglajenih vrednosti datoteke Raw, in funkcije, ki ta
histogram predela in iz njega dobi dejanski prag. Histograme izracˇunamo
tako, da vrednosti datoteke Raw raztegnemo s pomocˇjo maksimuma na vre-
dnosti od 0 do 255. Samo jedro izvajamo znotraj glavne zanke, medtem ko
funkcijo za obdelovanje izvajamo posebej na celotnih podatkih.
Marching cubes jedro
To jedro izvede algoritem marching cubes. Algoritem iz zglajenih vhodnih
podatkov, s pomocˇjo maksimalne vrednosti in pragu, pridobljenega z Otsuje-
vim upragovanjem, izracˇuna trikotnike, ki sestavljajo objekt, njihove normale
in sˇtevilo trikotnikov. Pri tem uporabi prag za dolocˇanje tega, kaj je objekt
in kaj je del okolice, ki nas ne zanima. To jedro se izvede vecˇkrat v svoji
zanki. Ob vsakem obhodu zanke se novo pridobljene trikotnike in normale
zapiˇse v dvodimenzionalno polje, sˇtevilo koncˇnih trikotnikov pa se sesˇteva.
3.3.10 Prikaz podatkov
Podatki, ki sem jih pridobil iz Marching cubes jedra, so se sekali, saj je
jedro pri vsakem delu podatkov zacˇelo z indeksiranjem od zacˇetka. Sprva
sem vsak del zamaknil po Z osi, tako da so bili poravnani, in jih sproti
zdruzˇeval. Zdruzˇene podatke sem nato postavil v srediˇscˇe sveta, tako kot pri
prikazovanju navadnega objekta iz datoteke Obj. Nazadnje sem jim dodal
primeren material in jih izrisal.
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3.3.11 Problemi in omejitve
Zacˇetni problem je bil predvsem to, da je na spletu zelo malo materiala pove-
zanega z WebCL-om in njegovim delovanjem. To je pomenilo, da sem moral
na zacˇetku izvesti veliko poskusov, ki so mi omogocˇili pravilno razumevanje
WebCL-a in dela z njim.
Omejitev velikosti medpomnilnika
Ugotovil sem, da obstaja omejitev pri velikosti podatkov, ki jih lahko shra-
nimo v medpomnilnik. Podatki, ki so vecˇji od 200MB, bodo povzrocˇili tezˇave
pri samih izracˇunih. To sem resˇil tako, da sem osnovne podatke razdelil na
enakomerne dele, ki so manjˇsi ali enaki 200MB. Zaradi tega sem moral pri-
lagoditi tudi nekatera jedra in jim podati velikost podatkov za izracˇune.
JavaScript nadziranje pomnilnika
Tako JavaScript kot vecˇina drugih visokonivojskih jezikov ne ponuja mozˇnosti
direktnega nadzorovanja pomnilnika. Zato sem moral paziti, da bom le
dolocˇene vecˇje podatke hranil v pomnilniku. Podatke za brisanje dolocˇi s
pomocˇjo algoritma, imenovanega pobiranje smeti (angl. garbage collection),
ki pobriˇse vse nepotrebne podatke. Podatke za brisanje dolocˇi glede na to,
ali obstaja mozˇnost za dostop do njih ali ne oziroma ali obstaja referenca do
njih nekje v programu ali ne. Aplikacija v trenutni obliki hrani le podatke iz
datoteke Raw v enem polju.
3.4 Primerjanje hitrosti in ugotovitev
Po zakljucˇeni izdelavi spletne aplikacije sem izmeril hitrost izvedbe vseh jeder
in prvega izrisa v spletni aplikaciji in namizni aplikaciji ter ju primerjal. Nato
sem izmeril sˇe hitrost izrisovanja objekta v primeru obracˇanja objekta in
v primeru mirovanja objekta na isti nacˇin. Testiral sem na 150MB veliki
datoteki Raw in 195MB veliki datoteki Raw. Vsa testiranja sem opravil
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na prenosnem racˇunalnik s 64 bitnim operacijskim sistemom Windows 10, z
graficˇno kartico nVidia Geforce GTX 850M, 8GB DDR3 rama, Intel Core i7-
4710HQ procesorjem s hitrostjo 2.5 GHz in 1TB velikim trdim diskom s 5400
obratov na minuto. Vsi rezultati so bili pridobljeni tako, da sem izmeril isto
stvar petkrat in nato povprecˇil rezultate. Kot napravo za izvajanje OpenCL
jeder sem izbral graficˇno kartico.
3.4.1 Meritev hitrosti algoritma in prvega izrisa
Rezultati meritev ob prvem zagonu
Sprva sem izmeril cˇas od branja do prvega izrisa objekta ob svezˇem zagonu
sistema. Vsi programi, razen potrebovanega programa za izris in sistemskih
programov, so bili ugasnjeni. Rezultati meritev so vidni v tabeli 3.1.
Velikost datoteke Spletna aplikacija Namizna aplikacija
150MB 10150ms 11398ms
195MB 14175ms 13124ms
Tabela 3.1: Rezultati meritev cˇasa od branja datoteke do prvega izrisa v
spletni aplikaciji in namizni aplikaciji ob prvem zagonu.
Rezultati meritev po prvem zagonu
Druga meritev hitrosti je bila po prvem zagonu, ko sem zˇe enkrat izrisali nek
model. Vecˇkrat sem zaporedno odpiral model velikosti 150MB in 200MB in
meril hitrost. Rezultati meritev so vidni v tabeli 3.2.
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Velikost datoteke Spletna aplikacija Namizna aplikacija
150MB 4910ms 5090ms
195MB 6356ms 6225ms
Tabela 3.2: Rezultati meritev cˇasa od branja datoteke do prvega izrisa v
spletni aplikaciji in namizni aplikaciji po prvem zagonu.
Sklep iz meritev hitrosti algoritma in prvega izrisa
Ugotovil sem, da ni vecˇjih razlik v hitrosti nalaganja in izrisa modelov.
Manjˇse razlike, ki so nastale, lahko pripiˇsemo samemu sistemu, razlicˇnem
nacˇinu pisanja spletne aplikacije in namizne aplikacije ter razliki v hitrosti
jezikov JavaScript in Java.
3.4.2 Meritev hitrosti izrisa pri prikazovanju in rotira-
nju objekta
Rezultati meritev v stanju mirovanja
Pri tej meritvi sem meril povprecˇen cˇas potreben za en obhod glavne zanke
za izrisovanje, ko je objekt zˇe nalozˇen in miruje. Izmeril sem petkrat sto
obhodov zanke in jih med sabo povprecˇil. Nato sem pretvoril povprecˇno
hitrost enega obhoda v sˇtevilo obhodov na sekundo. Rezultate meritve so
vidni v tabeli 3.3.
Velikost datoteke Spletna aplikacija Namizna aplikacija
150MB 227,5 FPS 666,4 FPS
195MB 271,3 FPS 568,4 FPS
Tabela 3.3: Rezultati meritev sˇtevila obhodov glavne zanke za izrisovanje,
ko objekt miruje
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Rezultati meritev med obracˇanjem
Pri tej meritvi sem meril povprecˇen cˇas potreben za en obhod glavne zanke za
izrisovanje, ko objekt obracˇam. Izmeril sem petkrat sto obhodov zanke tako
kot pri stanju mirovanja in jih med sabo povprecˇil. Pretvoril sem povprecˇno
hitrost enega obhoda v sˇtevilo obhodov na sekundo. Rezultati meritve so
vidni v tabeli 3.4.
Velikost datoteke Spletna aplikacija Namizna aplikacija
150MB 53,8 FPS 662,9 FPS
195MB 69,6 FPS 567,6 FPS
Tabela 3.4: Rezultati meritev sˇtevila obhodov glavne zanke za izrisovanje,
ko se objekt rotira
Sklep iz meritev hitrosti algoritma in prvega izrisa
Ugotovil sem, da so pri izrisovanju velike razlike v sˇtevilu obhodov zanke za
izrisovanje pri spletni razlicˇici in namizni razlicˇici. To se sˇe posebej vidi iz
meritev hitrosti pri rotiranju objekta. Pri manj kompleksnih datotekah to
seveda ni problem, vendar se bo to lahko pokazalo kot problem pri vecˇjih
datotekah. Ta razlika v izrisovanju je lahko posledica drugacˇnega nacˇina
programiranja, saj sta bila razlicˇna progamerja, in pocˇasnosti JavaScripta v
primerjavi z Javo.
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Poglavje 4
Zakljucˇek
V koncˇnem projektu sem implementiral upravljanje s kamero in z modelom
ter odpiranje datotek Raw. Pri tem sem poskrbel za pravilno branje po-
datkov o datoteki Raw iz datoteke Mhd in obdelovanje podatkov v datoteki
Raw s pomocˇjo poskusne tehnologije WebCL in kode iz namizne aplikacije
NeckVeins. Dokazal sem, da je mozˇno realizirati isto funkcionalnost tako v
namizni aplikaciji kot tudi v spletni aplikaciji, vendar pa je WebCL tehno-
logija trenutno zelo omejena, saj deluje samo na nekaj brskalnikih in ne na
vseh. Delo sem zakljucˇil z meritvijo hitrosti spletne in namizne aplikacije in
ugotovil, da sta priblizˇno enako hitri, ko pride do obdelovanja volumetricˇnih
podatkov in njihovega prvega izrisa. Pri meritvah hitrosti izrisovanja v mi-
rovanju in pri obracˇanju predmeta pa sem ugotovil, da je namizna razlicˇica
bistveno hitrejˇsa. V prihodnosti bo predstavljena tudi nova razlicˇica WebGL-
a, ki bo morda ponudila podobno funkcionalnost, kot jo ima WebCL. V takem
primeru bi bilo dobro trenutno kodo spletne aplikacije prenesti na WebGL
2.0. V nadaljevanju dela bi lahko dodal sˇe vecˇ mozˇnosti za prikazovanje
objektov in upravljanje z njimi.
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