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I. INTRODUCTION
Many PID-like fuzzy logic controllers have been proposed with various degree of success in the past years [3, 4] . Among them, the PD+I fuzzy logic controller reported in [6] has an interesting design. Their design comprises of a conventional fuzzy PD controller in parallel with a one dimension integral fuzzy controller.
The parallel structure has an important advantage because it allows substantial reduction of rule base size. This attractive feature will be further exploited in this paper. In addition, we also aim to extend the capability of the PD+I fuzzy logic controller by including the self tuning features so that plants with time varying nonlinear dynamics can be handled. First proposed self tuning fuzzy logic controller (STPD+I_31) uses rule base structure similar to the original PD+I fuzzy logic controller. Second proposed controller STPD+I_9 is much more efficient than STPD+I_31 because additional constraint is imposed on the size of rule bases. This constraint allows only minimum number of rules in the rule bases. As a result, there are only 3 fuzzy labels for the main PD controller and 2 fuzzy labels for the two auxiliary controllers. Consequently, STPD+I_9 works on 9 rules in total. To the best of our knowledge, STPD+I_9 is the first working 9 rules adaptive fuzzy logic controller that can be applied to the highly complex robot tracking control problems. How good can this seemingly simple fuzzy logic controller perform? To this end, two classical nonlinear controllers are used as the benchmark for comparison: one is based on parameter based adaptive control and another on sliding mode control theory. They are compared on their tracking performance in controlling a two-links revolute robot with different speed settings. It is well known that the two-links revolute robot is a highly coupled nonlinear system [12] because the inertia loading, the coupling between joints and the gravity effects are highly sensitive to position and velocity conditions. During high speed motions, the inertia loading terms can change drastically. As such, it serves as a good test bed for the comparison of the newly proposed controllers and the benchmark controllers. Extensive simulation results are included to support the performance analysis. 
II. Robot model
is a vector whose elements are nonlinear functions of x , while B , C and D are constant matrices. x is the state vector of dimension (1 x l). u is the input vector of (1 x k). y is the output vector of (1 x m). w is the desired output vector of (1 x m). z is the disturbance vector of (1 x k). Although they are function of time, for brevity sake t is dropped as the argument of states or functions of states.
In this work, two-links revolute robot is chosen as the target plant to test the controllers. When the robot moves from low to high speed, many parameter values in the linearized discrete time model can go up to 10 times for each link [12] . Moreover, strong interactions between the two links can cause severe additional problems to the motion of each individual joint controller. Refer to [7] for the derivation of the complete model of the two-links revolute robot. Each part of the complete model for the two-link revolute robot is given as follows: 
As reported in [15] , the performance of the proposed PID-like fuzzy logic controller is found better than the experienced operators in the start-up operations of the catalytic reactor. 
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By having I mode controller in parallel with a PD mode controller, a pseudo PID controller is formed [6] . I mode controller can be implemented by dropping the proportional action in PI controller and generate one dimension rules as shown below:
Compared to the original PID-like fuzzy logic controller, the use of parallel structure for the PD+I fuzzy logic controller helps to reduce the size of rule base considerably when number of fuzzy labels is high. Notice that this particular structure has an important advantage which allows further substantial reduction of rule base. The details will be described in Section VI.
IV. Tuning of PD+I fuzzy logic controller
In this work, our original version of the PD+I fuzzy logic controller consists of 29 rules: 25 in PD mode rule base and 4 in I mode rule base. It is observed that two fuzzy labels "positive zero" and "negative zero" are used in [6] which in our opinion are redundant. As such, only the merged "zero" fuzzy label is used in our design. The rules are acquired using the verbalization approach [3] in which classical second order system output response is the desired output response. We conducted a few system identification experiments using recursive least square and found that variation of the static gains for link 1 and link 2 are about 3 and 5 times when the desired reference positions are set at 0.1 and 1.5 radians. The effect of time varying gain was observed when link 2 control loop become unstable after we set the reference trajectories to (1.2sin5t, 1.2cos5t). Using smaller value of the gain factor of u N cannot rectify the system's instability problem. This is because the problem is due to insufficient gain of the main fuzzy controller when the robot is required to operate with bigger range of motion. The stability is recovered after adjusting u N to the higher values. However, the same set of chosen u N values causes severe deterioration to the tracking performance at low speed motions due to excessive loop gains. As such, we conclude that the controllers with fixed gain constants are not sufficient for the robot control task. To achieve good dynamic performance, at least two modes of control are needed: a low gain as well as high gain control. When the robot links are moving at high speed with bigger range of motion, high gain controllers should put to work in order to generate sufficient strength of control output signal. On the other hand, the low gain controller should be used when the robot moves slowly near the reference positions. If we are able to expand the two modes control to multiple modes, the control actions will be smoother.
In the limit, a controller that generates infinite number of control modes with gentle transitions should provide the smoothest control actions. Of course, good gain matching between the controller and the robot remains critical in order to maintain satisfactory tracking performance at different motion speed. A controller with such a capability will be described in the next section.
V. Self-tuning PD+I fuzzy logic controller (STPD+I_31)
We propose a self-tuning fuzzy logic controller (STPD+I_31) which enables correct values for u N to be generated automatically at each sampling instant. This is achieved by sending the controller output signal through a multiplier block as shown in Fig. 1 . It is noted that different tuning schemes for the PI or PD fuzzy controllers using non-parallel structure have also been reported [8] [16] . Here, we choose tracking error as the auxiliary variable which correlates well with the magnitude of the robot motion range. Based on the analysis described in Section IV, low gain control action should be generated when tracking error is low (at low speed of motions near reference position) and high gain control action when the tracking error is high (at high speed with bigger range of motion). Smooth control actions in between can be generated by the good approximation ability of the fuzzy logic controller [9] . As such, output signal to the multiplier block is determined by the output value of the fuzzy logic controller which uses only two rules (see Table 1 ).
Gaussian type membership function is selected for the input variable and triangular type for the output variable. The input to the fuzzy logic controller is the average absolute value of the tracking errors which is computed by finding the mean of the absolute errors taken at previous three sampling instants. The resulting fuzzy logic controller block shown in Fig. 1 can generate a suitable gain value which multiplies the output signal from main PD+I fuzzy logic controller at each sampling instant.
The initial selection of the universe of discourse for the output variable is decided based on the engineering judgment. Since we aim to expand the possible range of on the magnitude of the controlled variable and static gain value of the plant. In our design, the universe of discourse for link 1 is chosen as (0~1500) and (0~300) for link 2 initially. The selection for the universe of discourse of the input variable is not obvious. So they are all set to unity initially and we found that simple settings chosen so far are good enough to enable the controller to control the robot. To further improve the performance of the controller, the universe of discourse for the input variable is reduced due to small average absolute errors discovered in the simulations. The universe of discourse are set at (0~0.02) for link 1 and (0~0.05) for link 2. These small values help to maintain the crisp output values stay within mid zone of the universe of discourse thereby avoiding frequent extreme values generated at either end. Lastly, in order to track the anticipated large reference trajectory signals, the universe of discourse of the output variable for link 1 is increased to (1000~3000) and (0~800) for link 2.
There are three features that distinguish our work from the automatic tuning mechanism reported in [15] . First, choice of performance index in their work is the value of average squared errors while we use average absolute error. We found that the value of average squared errors is not suitable for the tracking control application as the control objective is to minimize the deviation between the reference and actual trajectory. Good choice of performance index is important since it directs the tuning mechanism of the output scaling factor. Second, the use of the look-up table which relates the performance index to the output to the multiplier block is avoided. The ability of self adaptation that can be derived by the lookup table approach is rather limited because the input/output mapping essentially is a set of coarse linear approximation functions and it is deterministic by nature. Instead, we exploit the fuzzy inference mechanism which follows the inexact but powerful way of human reasoning process. As described earlier in this section, a simple proportional type of fuzzy logic controller with only two rules is proposed for this function. Third, instead of trying to adjust the scaling factors for error and error change signals simultaneously, we choose to adjust only the output scaling factor which has the strongest influence on closed loop dynamics among the three scaling factors. From (3.1), (3.2) and (3.3), it is clear that the adjustment of u N lead to the alteration of the proportional, integral and derivative gain constant simultaneously. Some preliminary results of this design have been reported in [14] .
In summary, STPD+I_31 consist of three separate fuzzy logic controllers: one for the PD mode and one for the I mode and lastly the controller for the automatic tuning of the output scaling factor. The proposed design improves the closed loop performance significantly in terms of tracking accuracy and robustness against the time varying plant parameters. Section VIII describes the detailed evaluation.
VI. Self-tuning PD+I fuzzy logic controller with 9 rules (STPD+I_9)
It is noted that many PID-like fuzzy logic controllers reported earlier tend to use the complete rule base with large number of rules. This may not be the best approach [10] or similar devices which are equipped with slow CPU speed. Generally, microcontroller is also equipped with small memory size and a real-time controller with smaller size of object code can release more computing resources for other essential tasks. From our experiences in implementing the fuzzy logic controller in real-time [13] , it was found that it is not necessary to use large number of rules. As a matter of fact, we used a 9 rules fuzzy logic controller to stabilize the double link inverted pendulum which exhibits severe nonlinearity and strong mutual interactions. It is our opinion that that number of rules used in the proposed fuzzy logic controllers reported in [15] and [6] may be excessive. This motivates us to investigate further the possibility of using a more efficient rule base for the PIDlike fuzzy logic controllers. In our new design, only 3 fuzzy labels are used consequently 9 rules must be generated in order to cover the entire state space for both e and , e . However, we aim to impose the design constraint which allows only minimum number of rules for each individual fuzzy logic controller. Therefore, as shown in Table 2 , only five rules are used for PD mode and 2 rules are used for I mode as shown in Table 3 . The automatic tuning of the output scaling factor is achieved by the same fuzzy logic controller adopted by STPD+I_31 . The corresponding rule base uses only two rules, hence the total number of fuzzy rules for STPD+I_9 is 9 which is substantially smaller than those of STPD+I_31 (31 rules). Notice that no additional tuning work is required because the choice of all controller parameters for STPD+I_9 is same as STPD+I_31.
VII. Design of the pole placement self-tuning PID controller (PP_STC) and sliding mode controller (SMC)
Refer to [11] for the detailed design of the pole placement self-tuning PID controller. Similar to the classical pole placement design, the controller tuning parameters damping factor ξ and natural oscillation frequency n ω affect the tracking performance. We adjust these two factors so that the robot performs well from low to high speed motion. The values of (ξ , 
VIII. Simulation results
All simulations are conducted using MATLAB Simulink. The Fuzzy Logic Toolbox provided by MATLAB is a useful tool for the implementation of the fuzzy logic controllers proposed in this work. The Self-Tuning Toolbox included in [1] is used in the implementation of PP_STC. In the case of sliding mode controller, it is constructed by means of the basic Simulink library blocks. The simulation step size is fixed at 0.01(sec) and the numerical integration algorithm used in all simulations is "ODE4 (Runge-Kutta)". Initial positions of link 1 and link 2 are set at starting values of the reference trajectory in all simulations. Notice that decentralized control strategy is adopted in all the simulations. Physical parameters of the two-links revolute robot model used in the simulations are given as follows: Mass and length for both links are 2 kg and 0.5 m.
The time varying static gains and the disturbances due to coupled centrifugal and coriolis forces in (2.1) create unfavorable working conditions for the controllers. In fact, the original PD+I fuzzy logic controller fails to control the robot when the maximum amplitude of the reference trajectories is set higher than 1.1 radians. Fig. 2 shows that link 2 is out of control when a reference trajectory of 1.2sin5t is applied. It occurs not long after the simulation begins.
We compare the original fuzzy PD+I controller with our self tuning version STPD+I_31. Table 4 shows the results of tracking performance. It is clear that STPD+I_31 can achieve more than the original version whether at low, medium or high speed motion. Notice that when strong disturbances are experienced on link 2 at high speed motions, tracking error is not more than 17% of the original version.
In contrast to the rest of the controllers, the pole placement self-tuning controller requires a start-up period to generate correct plant parameter estimates. As such, meaningful comparison can only made by not using the readings of tracking errors during the initial period of operation. Therefore, all the readings shown are the integral of square errors in the final 20 seconds of simulation. Due to high nonlinearity and strong interactions experienced by both links of the robot, the tracking position errors become larger as the robot moves faster. Tables 5 and 6 After each round of simulation, integral of square errors for the closed loop system with STPD+I_31, PP_STC and the SMC are computed. The ratio between them is also computed and listed as "Performance ratio" in each table. Performance ratio having a numerical value less than unity indicates that PP_STC or SMC performs better than STPD+I_31. As shown in Table 6 , the performance ratios for PP_STC versus STPD+I_31 are 0.2 for link 1 and 0.24 for link 2 at low speed motion hence PP_STC performs slightly better than STPD+I_31. At medium speed, readings recorded are 0.24 for link 1 and 0.53 for link 2 which indicates similar level of performance. The situation is drastically different at high speed motions. The readings are 1.02 for link 1 and 1935 for link 2 ( Table 7) . It is clear that tracking performance of PP_STC is much inferior than STPD+I_31. When the reference trajectory maximum amplitude is further increased to 1.5 radians, the readings are 5.12 and 407 respectively. Therefore, it can be concluded that in comparison with STPD+I_31, PP_STC is not a good choice for tracking control of two-links revolute robot as such robots often operate at high speed motions in practice. Results from Tables 6 and 7 also indicate STPD+I_9 are better than PP_STC at high speed motion though the margin of improvement is not as high as STPD+I_31. Results from Tables 6 and 7 indicate that the tracking performance is unsatisfactory in all cases for SMC in comparison with STPD+I_31, STPD+I_9 as well as PP_STC. The tracking performance cannot improve further in spite of the long and tedious tuning work.
The tracking performance of the four controllers can be compared vividly by examining the output trajectories in the form of X-Y graph. Figures 3, 4, 5 and 6 shows the X-Y graph of STPD+I_31, PP_STC, SMC and Referring to Tables 5 and 6 , it is observed that the tracking performance of STPD+I_9 in general is below that of STPD+I_31 though they are not far off. This outcome is not surprising since STPD+I_9 supposed to be inferior in function approximation ability due to smaller rule base size. However, referring to Table 7 , we are caught by surprises that the performance of STPD+I_9 is actually better than STPD+I_31 for link 1 when reference trajectories are (1.5sin5t, 1.5cos5t). This is unexpected since under identical working conditions and with much smaller number of rules, STPD+I_9 is not supposed to perform better than STPD+I_31.
As expected, STPD+I_31 and STPD+I_9 should have better stability margin than the original version which fails to keep the stability when reference trajectories are set higher than 1.1sin5t (see also Fig.2 ). Additional simulations show that the current configuration of STPD+I_31 is capable of handling reference trajectories up to (3sin5t, 3cos5t) or (1.1sin13t, 1.1cos13t) with no loss of stability. The results for STPD+I_9 are (3.8sin5t, 3.8cos5t) and (1.1sin13t, 1.1cos13t). Again, notice that the maximum working range of STPD+I_9 is wider than STPD+I_31 (3.8 versus 3.0).
Although both set of data are obtained during the high speed motions, whether they are caused by the same mechanism remain unclear. Finding the explanation to these two interesting observations shall be the work of future investigations.
IX. Conclusions
This paper describes the detailed design of two selftuning PD+I fuzzy logic controllers. The second proposed self-tuning PD+I fuzzy logic controller uses only 9 rules. The controllers can work on the plant with time varying nonlinear dynamics. The extended self-tuning PD+I fuzzy logic controllers are applied to the highly coupled two-links revolute robot. It is found that the tracking performances of both controllers outperform the pole placement self-tuning PID controller by a big margin at high speed motions and the performance are comparable at low and medium speed motion. From the simulation study, it is also found that classical sliding mode controller causes large tracking errors compared to the two self-tuning PD+I fuzzy logic controllers. 
