A new method for modeling the contact between the tool and the metal sheet for the incremental forming process was developed based on a dynamic explicit time integration scheme. The main advantage of this method is that it uses the actual contact location instead of fixed positions, e.g. integration or nodal points. The purpose of this article is to compare the efficiency of the new method, as far as accuracy and computation time are concerned, with finite element simulations using a classic static implicit approach. In addition, a sensitivity analysis of the mesh density will show that bigger elements can be used with the new method compared to those used in classic simulations.
INTRODUCTION
Single point incremental forming (SPIF) is a sheet metal forming process that is very appropriate for rapid prototyping because it does not require any dedicated dies or punches to form a complex shape. Instead, it uses a standard smooth-end tool mounted on a numerically controlled multi-axis milling machine. The tool follows a complex tool-path and progressively deforms a clamped sheet into its desired shape [1, 2] .
Simulating this process is a complex task. First, the tool diameter is small compared to the size of the metal sheet. Moreover, during its displacement, the tool deforms almost every part of the sheet, which implies that small elements are required everywhere on the sheet. For implicit simulations, the computation time is thus prohibitive. In this article, the simulations were performed using the finite element code Lagamine developed at the University of Liège [3] . In order to decrease the simulation time, a new method using a dynamic explicit time integration scheme has been developed. This article begins by briefly summarizing the new developments introduced in the finite element code used. Then, it presents the reference simulation, the line test, used throughout this article. The next three sections present the results obtained for the prediction of the shape, the force on the tool and the computation times. Finally, some conclusions are drawn, followed by future perspectives.
NEW DEVELOPMENTS: MST
Classic finite elements use a penalty method to model contact between the tool and the sheet [4] . This approach has several drawbacks, the most important one being the fact that the penalty coefficient must be as large as possible in order to be accurate and reduce the remaining interpenetration. Since the coefficient is added to the stiffness matrix, that matrix becomes ill-conditioned, leading to a poor convergence of the implicit simulations.
The new method, called MST (Moving Spherical Tool), uses a dynamic explicit time integration scheme. Without damping, and if a diagonal (or lumped) mass matrix is used, the solution of the equilibrium equation is straightforward: where = inertia forces, = internal forces, equivalent to the stress state, = external forces.
A typical explicit time step is presented in Fig. 1 . The innovative part of this method concerns the way the contact forces are taken into account. First, they are ignored when solving the equilibrium equation. Then, the error in the contact with the tool is computed geometrically. This depends only on the position and velocity of the nodes close to the tool at the end of the time step. Finally, the nodal acceleration at the beginning of the time step can be corrected in order to meet the required contact conditions at the end of the time step. The correction on the acceleration, multiplied by the nodal mass, is equivalent to the contact forces.
Fig. 1: Dynamic explicit time step
Compared to a more classic approach, the main improvement here consists in being able to take into account a point of contact anywhere inside the elements without using penalty. Moreover, a special strategy is used to keep track of the nodes close to the tool from one step to the other. More information about this method can be found in a previous article by the author [5] .
REFERENCE SIMULATION: LINE TEST
The validation of the new approach will now be performed on the so-called line test simulation. This simple SPIF test is presented in Fig. 2 . Starting with the tool tangent to the top surface of the metal sheet, the tool-path is composed of three steps: a 5 mm indent into the sheet metal (A→B), a 100 mm line along the x-axis (B→C) and the unloading (C→D). These three steps are respectively performed in 0.2, 0.6 and 0.2 seconds.
The tool diameter is 10 mm. Four different meshes were tested, as presented in Fig. 3 . The smallest element sizes (expressed in mm) are respectively: (2) 9.1x 9.1; (4) 4.55 x 4.55; (6) 3.03 x 3.03 and (8) 2.28 x 2.28. Two different element types were used: an eight-node brick element with one integration point called BWD3D [6, 7] , and a four-node shell element with six degrees of freedom for each node -three translations and three rotations -called COQJ4 [8] . In the case of brick elements, three layers of elements were used along the thickness.
The boundary conditions simply consist in clamping the sheet along its four edges. For brick elements, all the nodes along the thickness were fixed; as for shell elements, the nodes were fixed only in translation, not in rotation.
As far as the time integration scheme is concerned, both the classic static implicit and the new dynamic explicit schemes were tested. 
SHAPE RESULTS

Comparison of integration schemes and element types.
In this section, the shape of the metal sheet will be analyzed in a cross-section along the tool-path for the finest mesh (number 8 in Fig. 3 ) at two different instants during the simulation, i.e. after the indent and when the tool arrives at the end of the line. In the case of the brick elements, the average vertical position of the nodes along the thickness is presented. Those results are shown in Fig. 4 and 5. Four simulations are compared: implicit (with contact using penalty) and dynamic explicit (with MST algorithm), both with brick and shell elements.
After the indent, the results of all simulations are quite similar (deviation of maximum 0.2 mm), except around the boundary conditions. This is due to the fact that the rotational degrees of freedom of the shell elements were not fixed. It has been proved that if the six degrees of freedom are fixed, the shape is closer to the brick simulation around the edges.
At the end of the line, however, the situation is quite different. There is a maximum deviation of 0.5 mm between the shell implicit and the shell MST. This variation may either be due to the difference in the contact treatment or to the time integration scheme. The MST algorithm has been designed to model the contact accurately. Its efficiency can be seen in Fig. 6 , where the top and bottom surfaces of two simulations performed with brick elements are presented. The implicit simulation shows interpenetration, whereas the MST exhibits perfect contact.
Fig. 4: Shape shown in a cross-section after the indent
Fig. 5: Shape shown in a cross-section at the end of the line
Fig. 6: Zoom on the contact region between the tool and the metal sheet
The deviation between the curves in Fig. 5 must therefore result from the time integration algorithm. Indeed, with the explicit algorithm, the simulation is conditionally stable, i.e. the time step has a maximum value, which is given by the equation for shell and brick elements, respectively. Δt c is the critical time step and L min is the smallest element dimension in the mesh. Without mass multiplication and for the finest mesh (number 8 in Fig. 3 ), this relation leads to time steps of the order of magnitude of 4.10 -7 s for shell and 6.10 -8 s for brick elements. The number of time steps required to reach the final time of 1.0 s is huge. For the simulation presented, a mass scaling factor of 20 was used. The time steps increase, i.e. 2.10 -6 and 3.10 -7 s approximately, but the inertia terms also become larger, leading to bigger errors. In this matter, the major difference between shell and brick elements stems from the fact that the smallest element dimension in the shell mesh is in the plane of the sheet, whereas it is one third of the thickness (since three brick elements are used in that direction) for brick elements. This fact reduces considerably the number of time steps to be performed with shell elements.
Mesh size influence.
This section examines the influence of the mesh size on the results of the simulations. Fig. 7 shows a zoom on the tool after the indent for the four meshes seen in Fig. 3 with shell elements using the MST algorithm. (It should be noted that neither the thickness of the elements nor their curvature is shown in this figure, but is taken into account by the program.) It can be seen that small differences appear, depending on the mesh size. In particular, meshes 4 and 8 have a node under the tool, which results in a negative peak. However, that temporary error no longer appears when the tool is at the end of the line, as can be seen in Fig. 8 . Except for mesh 2, which is too coarse, and to a lesser extent mesh 4, the deviation between the results is small. As a result, one may conclude that a relatively coarse mesh can be used with the MST algorithm. 
FORCE RESULTS
In this section, the prediction of the tool force is analyzed. In Fig. 9 , the evolution of the vertical component of the tool force is presented for different simulations, along with the experimental measurement -and its variation -performed in Leuven (Belgium) by the team of Prof. J.R. Duflou. As can be observed in the graph, the best results are obtained with shell elements using the MST algorithm and the finest mesh, whereas the brick elements predict a much higher force. This result seems logical for two reasons: first, the shell element is inherently better adapted to modeling sheet metal forming processes; second, the MST algorithm has been designed to adjust the contact forces in order to get perfectly accurate geometrical results. It can also be observed that the coarser the mesh, the greater the oscillations in the force.
To conclude this section, it may be mentioned that the only drawback to the MST algorithm in force prediction is that parasitical oscillations appear due to the explicit integration scheme. A smoothing of the curves 1 is therefore necessary.
Fig. 9: Force on the tool
COMPUTATION TIMES
In this section, the computation times are shown in hours 2 for different simulations ( Table 1) . The most important remark to be made here is that the MST algorithm is slower than the classic implicit algorithm. For shell elements, however, this difference is much smaller than for brick elements, where the computation times are so significant as to be unacceptable. Therefore, time efficiency is another advantage of shell elements. The reason why the MST algorithm is slower than the implicit one is that the number of time steps is far more substantial and the Lagamine code is not optimized for explicit computation.
CONCLUSIONS AND PERSPECTIVES
This article presents the validation of a new dynamic explicit code. The main characteristic of this code, as compared to more classic approaches, comes from the way the contact forces are taken into account. Instead of using a penalty approach applied on fixed position, the contact forces are adjusted on the exact contact location at the end of every time step in order to achieve exactly some geometrical requirements with respect to the spherical tool. The advantage of the method described above is, for one, that a more accurate prediction of the force can be obtained. Additionally, a coarser mesh can be used since the exact contact location is used.
As to the shape prediction, the use of an explicit algorithm unfortunately increases the number of time steps. In order to keep the computation time within acceptable limits, a mass scaling factor was used, increasing the inertia terms in the equilibrium equation, and hence slightly decreasing the accuracy of the results.
In the future, the possibility of applying the same technique to an implicit algorithm will be evaluated. In that case, the parasitical oscillations appearing in the force prediction due to the explicit algorithm would disappear. Furthermore, the number of time steps would be considerably smaller, thereby reducing the computation time.
