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Two of the key challenges in software testing are the automated generation of test cases, and 
the identification of failures by checking test outputs. Both challenges are effectively 
addressed by metamorphic testing (MT), a software testing technique where failures are not 
revealed by checking an individual concrete output, but by checking the relations among the 
inputs and outputs of multiple executions of the software under test. Two decades after its 
introduction, MT is becoming a fully-fledged testing paradigm with successful applications in 
multiple domains including, among others, big data engineering, simulation and modeling, 
compilers, machine learning programs, autonomous cars and drones, and cybersecurity. This 
technical briefing will provide an introduction to MT from a double perspective. First, we 
will present the technique and the results of a novel survey outlining its main trends and 
lessons learned. Then, we will go deeper and present some of the successful applications of 
the technique, as well as challenges and opportunities on the topic. The briefing will be 
complemented with practical exercises on testing real web applications and APIs. 
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1 METAMORPHIC TESTING (MT) 
 
As pointed out by Dijkstra, testing can only show the presence of faults, not their absence. In 
many situations, successful test cases (those that did not detect any failure) were regarded as 
useless and, therefore, discarded or retained merely for the purpose of regression testing. In 
contrast to this perspective, MT observes that successful test cases carry useful, but implicit, 
information about the software under test (SUT), and that such information can be used to 
test the SUT further. 
 
To perform MT, we need to first identify some metamorphic relations (MRs), which are 
necessary properties among the inputs and outputs of multiple executions of the intended 
program’s functionality. An MR can transform existing (source) test cases into new (follow-
up) test cases. If the actual outputs of these test cases violate the MR, the SUT must be faulty. 
Because the detection of MR violations does not require the existence of a test oracle for the 
individual test cases, MT is widely recognized as a mechanism that can effectively address 
the test oracle problem [1]. 
 
As an example, consider an algorithm f that calculates the shortest path between two nodes in 
an undirected graph G. Let p be a program implementing f. For any two nodes a and b in a 
large G, it may not be easy to verify whether the output of p is indeed a shortest path from a 
to b. Despite this difficulty, many MRs can be identified. For example, if we swap a and b, 
the length of the shortest path will remain the same, that is, |f (G, a, b)| = |f (G, b, a)|. Using 
this MR, we can run p twice, first on a source test case (G, a, b) and then on a follow-up test 
case (G, b, a). Instead of focusing on the correctness of each single output of p (which is 
difficult to decide due to the lack of an oracle), MT will check whether the relation |p(G, a, 
b)| = |p(G, b, a)| is satisfied. If a violation is detected, p must be faulty. 
 
For the shortest path problem, many different MRs can be identified to conduct MT. As a 
real-life example, Fig. 1 shows a bug of Google Maps detected using MT, where the starting 
and ending points were only two meters apart from each other but Google Maps returned a 
route of 4.3 miles [2]. This finding might indicate a weakness of Google Maps navigation 
when the starting or ending point was in a car park. This bug has been reported to Google, 





Figure 1: MT detected a real-life bug in Google Maps [2]. 
 
 
In addition to addressing the oracle problem, MT is effective at fault detection, even for very 
intensively studied programs. For example, MT detected three previously unknown bugs in 
three out of seven programs in the Siemens suite [5], a benchmark widely used by the 
research community for the evaluation of various software testing techniques. Given that the 
Siemens programs are small and had been so extensively tested by different research groups 
in the previous two decades, the detection of the previously unknown bugs clearly 
demonstrates that MT complements existing software testing strategies. This is not to say that 
MT is necessarily superior to the other techniques, but rather testing should be conducted 
from diverse perspectives: The success of MT is due to its test case generation strategy that is 
based on a perspective different from those used before (looking at relations among multiple 
executions of the SUT) [5]. 
 
MT has been found to be useful not only for verification but also for validation. Furthermore, 
it has been found to be useful for the assessment of different types of software quality 
characteristics, such as functional correctness, capacity, operability, user error protection, 
maturity, effectiveness, and context completeness [12]. MT has thus been developed into a 
unified framework for software verification, validation, and quality assessment [12]: In 
verification, MRs are derived by testers based on software specifications; in validation, MRs 
can be defined by users based on their expectations; and in quality assessment, different MRs 
can be defined by different stakeholders who are interested in different types of software 
quality characteristics. 
 
In addition to addressing the oracle problem in testing, MT has also been applied to alleviate 
similar problems in other areas of computing. This is because other areas, such as debugging, 
analysis, proving, fault tolerance, and automated program repair, often assume the existence 
of an oracle, and therefore the integration with MT extends their applicability [3]. 
 
2 POTENTIAL INTEREST IN THE TOPIC 
 
MT is simple in concept and straightforward in implementation. There exists strong evidence 
of a rapidly growing interest in this topic from both the research community and industry. 
 
(1) Research impact. The growing interest in MT from the research community is reflected in 
the nearly 150 publications on the topic in major publication venues (the majority of which 
were published in recent years). The state of the art, challenges and opportunities of MT have 
been reviewed in two notable survey papers recently published in the IEEE Transactions on 
Software Engineering [10], and the ACM Computing Surveys [3]. 
 
(2) Industrial impact. MT is also receiving a significant attention from industry, as revealed 
in published results of successful applications in companies and organizations such as NASA 
[8] and Adobe [6]. Also, there exists strong evidence of real bugs being detected in real-
world systems such as the search engines Google and Bing [12], open-source and commercial 
code obfuscators as well as the popular GCC and LLVM compilers [4, 7], the machine 
learning system RapidMiner [9], and the Web APIs of Spotify and YouTube [11]. 
 
(3) Related events. In 2016, Upulee Kanewala, Laura L. Pullum, Sergio Segura, Dave Towey, 
and Zhi Quan Zhou co-founded the first ICSE International Workshop on Metamorphic 
Testing (ICSE MET ’16). The third edition of the workshop, organized by Laura L. Pullum, 
Pak Lok Poon, and Xiaoyuan Xie, is held in conjunction with the 40th International 
Conference on Software Engineering (2018). 
 
(4) Recent ACM SIGSOFT Webinar. The authors were recently invited to give an ACM 
SIGSOFT Webinar on metamorphic testing: 
https://event.on24.com/wcc/r/1451736/8B5B5925E82FC9807CF83C84834A6F3D .  
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