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Resum 
 
En aquest projecte hem dut a terme el disseny i implementació d’un sistema 
sense fils de mesura de magnituds meteorològiques, amb possible aplicació a 
la industria agrícola.  
 
Les magnituds mesurades són temperatura, pressió atmosfèrica, llum i humitat 
relativa. Per dur a terme les mesures s’ha utilitzat el hardware contingut als 
mòduls de desenvolupament de Cypress “PSOC First Touch Starter Kit  with 
CYFi low-power RF” i “Environmental sensing kit”. Per controlar el hardware 
s’ha dissenyat una aplicació per a PC utilitzant el software de Microsoft 
“Microsoft Visual C# 2008 Express edition”. L’aplicació mostra el resultat e les 
mesures fetes pels sistemes així com la representació en forma de gràfic de 
les diferents magnituds.  
 
El sistema està format per un host central que rebrà les dades de múltiples 
nodes connectats a ells mitjançant la tecnologia sense fils CyFi, i que permetrà 
definir el temps de latència de cada node.  
 
A la primera part d’aquesta memòria s’expliquen les magnituds a mesurar, la 
importància que tenen per a la gestió dels cultius, i el tipus de sensor que durà 
a terme la mesura. A continuació descriurem el sistema i el hardware que 
utilitza. S’ha dissenyat una aplicació d’usuari per controlar el sistema que serà 
explicada al quart capítol. Com a últim s’exposaran els resultats de les 
mesures dutes a terme per avaluar el funcionament del sistema. 
 
 
 
 
 
 
 
 
 
 
 
 
  
 
  
  
 
Title:  Development of a environmental sensor node with wireless 
communication for farming applications 
Author:  Alberto Cabo Godoy 
Director: Ernesto Serrano Finetti 
Date:  June, 20th 2011 
 
 
 
Overview 
 
 
This project consists in the design and implementation of a wireless measuring 
system for environmental magnitudes. 
 
The measured magnitudes are temperature, atmospheric pressure, light and 
relative humidity. In order to perform measurements we have used two 
development modules, the  “PSOC First Touch Starter Kit  with CyFi low-power 
RF” and “Environmental sensing kit” both from Cypress Semiconductors. A PC 
user interface has been designed to control the hardware using “Microsoft 
Visual C# 2008 Express edition”. These interfaces perform several functions: 
node binding and management, multiple data plotting and data export.  
Our design is based on a central host –the First Touch Starter Kit– which 
receives the data from multiples nodes connected by CyFi wireless technology. 
These nodes can be configured for different latency times. 
 
 
A first introductory section details the magnitudes to be measured and the 
sensors used. Also, we comment on the importance of monitoring those 
magnitudes in managing a plantation. Further sections describe the system. A 
brief explanation about the features of the sensor node is given. Also, the 
design of the user application allowing system control is explained. Finally, the 
results of the performed measurements are used to assess the fulfillment of 
system requirements.  
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INTRODUCCIÓ 
 
 
Les primeres proves de l’existència d’explotacions agrícoles es remunten al 
9500 aC. Des de llavors les tècniques de cultiu han evolucionat i s’ha anat 
entenent com i per què creixen les plantes. Aquests coneixements han permès 
un creixement del rendiment de les plantacions, sense el qual seria impossible 
el manteniment de la població mundial actual. 
 
Entre aquests coneixements està l’estudi de les condicions ideals d’un camp de 
conreu. A l’hora de gestionar una plantació de qualsevol tipus és tan important 
tenir cura de la terra i les plantes en si, com controlar las variables referents a 
l’entorn. Magnituds com la temperatura ambient, la quantitat de llum, la pressió 
atmosfèrica o la humitat interfereixen directament en el creixement de la planta 
i, per tant, en el producte final del aquest camp. 
 
No només és important saber aquests valors en un moment puntual, sinó que 
també és interessant veure la seva evolució al llarg del dia i com canvien 
segons l’època de l’any. Això fa de la automatització de les mesures una 
possibilitat molt útil, ja que manualment és difícil dur  terme mesures amb la  
continuïtat necessària per valorar la evolució d’aquests paràmetres. 
 
Segons la mida del camp de cultiu també fora bo mesurar a diferents punts al 
mateix temps per veure-hi les diferències. En aquest cas, les tecnologies sense 
fils ofereixen avantatges al no necessitar cables que limiten considerablement 
l’abast del sistema.     
 
L’objectiu d’aquest projecte és la implementació duna xarxa de sensors  sense 
fils que permeti mesurar les magnituds mediambientals bàsiques d’un camp de 
conreu. Aquesta estarà formada per diversos nodes que enviaran la informació 
a un ordinador on aquesta serà processada. Cada un d’aquests nodes 
mesurarà les variables de humitat, lluminositat, pressió atmosfèrica i 
temperatura. 
 
El primer capítol explica en detall les magnituds mesurades pel sistema. 
Explicarem què són exactament la humitat, la lluminositat, la pressió 
atmosfèrica i la temperatura, i la importància que tenen per al cultiu. També 
s’explica el funcionament del sensors que mesuren aquestes magnituds. 
 
Al segon capítol es mostrarà el material utilitzat. Explicarem en que 
consisteixen els diferents mòduls de Cypress i quina funció fan al nostre 
sistema. 
 
Al tercer capítol ens centrarem en els mètodes de transmissió de les dades a 
les diferents parts del sistema.  
 
Al quart capítol explicarem el funcionament i les diferents seccions de 
d’interfície que utilitzarà l’usuari per controlar el sistema. 
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CAPÍTOL  1 MAGNITUDS MESURADES 
 
 
1.1. Humitat 
 
La humitat és la quantitat de vapor d’aigua que hi ha present a l’aire. En l’aire hi 
han presents diversos gasos com per exemple el nitrogen, l’oxigen o l’argó, en 
diferents concentracions. En el cas del vapor d’aigua aquesta concentració es 
pot expressar de dues formes: 
 
 Humitat absoluta: És la massa de vapor d’aigua present per unitat de 
volum d’aire. Normalment s’expressa en kg/m3.  
 
 Humitat relativa: És el percentatge d’humitat absoluta present respecte 
al màxim a una temperatura concreta. Aquesta és la forma més comuna 
d’expressar la humitat i amb la que treballarem al nostre projecte. 
 
La importància de la humitat a les plantes recau en la seva funció de 
transpiració. La transpiració és el procés mitjançant el qual les plantes expulsen 
aigua evaporant-la a través d’unes obertures microscòpiques anomenades 
estomes.  
 
Els ambients secs augmenten la transpiració de les plantes. El fet de expulsar 
més aigua a l’ambient fa que també hagin d’absorbir més aigua del terra. La 
manca d’humitat ambient pot provocar la caiguda de fulles i l’aparició de 
plagues com es àcars. 
 
Cada tipus de cultiu està adaptat a un humitat concreta en funció del seu lloc 
d’origen. Per exemple, els cactus s’han adaptat per reduir la seva transpiració 
al mínim i per tant són molt resistents a ambients secs. Cal conèixer les 
característiques del que estem cultivat per adaptar l’entorn a les seves 
necessitats. 
  
 
1.1.1. Sensor d’humitat 
 
Per mesurar la humitat utilitzem un sensor d’humitat capacitiu de la marca 
Vishay BCcomponent. Consisteix en una làmina no conductora coberta per una 
capa d’or a cada costat. La constant dielèctrica de la làmina canvia en funció de 
la humitat relativa ambient i, per tant, el valor de la capacitància és una mesura 
d’aquesta humitat relativa. 
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Fig. 1.1 Imatges del sensor d’humitat 
 
 
 Les molècules d’aigua presenten una distribució de càrregues equivalent a un 
dipol elèctric. Això fa que en presència d’un camp elèctric s’alineïn fent 
augmentar la constant dielèctrica. Quant més gran sigui la concentració 
d’aquestes molècules a l’aire més augmentarà la constant dielèctrica. 
 
 
 
1.2. Llum 
 
La llum és radiació electromagnètica visible per l’ull humà. Es considera visible 
tota radiació electromagnètica amb una longitud d’ona entre aproximadament 
400 nm i 800 nm. La quantitat de llum es pot expressar de varies formes: 
 
 Energia lluminosa: Energia fracció percebuda de l’energia transportada 
per la llum. S’expressa en lumens-segon(lm·s). 
 
 Flux lluminós: És la mesura de la potència lluminosa percebuda i, per 
tant, és l’energia lluminosa per unitat de temps. S’expressa en lumens 
(lm). 
 
 Il·luminància: És la quantitat de flux lluminós que incideix sobre una 
superfície per unitat d’àrea. S’expressa en lux (lx). Aquesta unitat serà  
amb la que treballarem. 
 
 Intensitat lluminosa: És la quantitat de flux lluminós, que es propaga en 
una direcció donada, per unitat d’angle sòlid. S’expressa en candeles 
(cd). 
 
 Luminància: És la quantitat de flux lluminós per unitat de superfície i 
angle sòlid. S’expressa en candeles per metre quadrat (cd/m2) 
 
La llum és un factor de vital importància per al desenvolupament de les plantes 
ja que és utilitzada per aquestes per dur a terme la fotosíntesi. La fotosíntesi és 
un procés pel qual es converteix el diòxid de carboni en compostos orgànics. 
En concert la llum intervé en l’anomenada fase lluminosa, on la clorofil·la la 
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transforma en energia química en forma d’electrons que més tard s’utilitzaran 
per capturar el diòxid de carboni. 
 
No hi ha una quantitat de llum adequada per a totes les plantes, ja que cada 
una està adaptada a un entorn diferent. En general les plantes adaptades a 
viure amb poca llum tenen les fulles més grans i verdes per aprofitar al màxim 
aquesta llum. L’excés de llum pot provocar danys a les fulles, fins i tot 
cremades. La manca de llum no sol provocar danys, però fa que el creixement 
de la planta sigui menor i fins i tot produir l’absència de fruits. 
 
1.2.1. Sensor de llum 
 
Per mesurar la llum utilitzarem un sensor de silici de baix cost fabricat per 
Microsemi. El fotosensor és una matriu de díodes PIN. Aquests tipus de díodes 
aprofiten les càrregues alliberades pels fotons per crear una corrent que serà 
proporcional a la intensitat de la llum. 
Fig. 1.2 Imatge del sensor de llum 
 
 
1.3. Pressió atmosfèrica 
 
La pressió atmosfèrica és la pressió que exerceix l’aire de l’atmosfera a 
qualsevol punt d’aquesta. Una forma usual d’expressar la pressió d’un gas és el 
mil·límetre de mercuri (mmHg). Aquesta unitat es defineix com la pressió 
exercida a la base d’una columna d’un mil·límetre de mercuri (amb densitat 
13,5951 g/cm3), el que en unitats del SI són 133,322 Pa. 
 
Las variacions de la pressió atmosfèrica són un reflex dels canvis que es donen 
a l’atmosfera a nivell meteorològic. Quan l’aire de l’atmosfera és fred baixa, i fa 
augmentar la pressió, mentre que l’aire calent puja i la fa baixar. Aquests dos 
fenòmens es coneixen com a anticicló i cicló respectivament. 
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1.3.1. Sensor de pressió atmosfèrica 
 
Per mesurar la pressió atmosfèrica utilitzarem un sensor de pressió de silici 
fabricat per GE NovaSensor. Aquest tipus de sensor utilitza l’efecte 
piezoresistiu del silici pel qual la resistència elèctrica d’aquest canvia quan se’l 
sotmet a un esforç mecànic. Això es deu a la variació en la concentració dels 
portadors. En aquest cas l’esforç mecànic seria provocat per la pressió 
atmosfèrica, i els canvis en la resistència que provoca aquesta provocaran 
canvis en la tensió de sortida. 
 
 
 
 
Fig. 1.3 Imatge del sensor de pressió atmosfèrica 
 
 
1.4. Temperatura 
 
La temperatura és la mesura de la energia tèrmica que conté la matèria. 
Aquesta energia és el resultat del moviment de les partícules que formen la 
matèria i que al moure’s generen energia cinètica. 
 
La temperatura és una magnitud física molt  important ja que intervé en molts 
processos. Per exemple és la que determina l’estat de la matèria, pot fer variar 
el volum dels cossos i pot ser un factor clau en les reaccions químiques.  
Als éssers humans i la majoria dels animals ens afecta la temperatura 
provocant sensacions de fred o calor. La sensació de fred augmenta amb la 
baixades de temperatura mentre que els augments de temperatura provoquen 
calor. 
 
En els cultius també és un factor de vital importància en diversos aspectes. 
L’excés de temperatura pot provocar el tancament dels estomes que afecta 
directament a la transpiració i la fotosíntesi explicats als apartats 1.1 i 1.2 
respectivament. La tassa de respiració també es veu afectada per la 
temperatura, i, si aquesta baixa, les reaccions bioquímiques s’alenteixen. Amb 
temperatures extremadament altes es poden donar fenòmens de 
desnaturalització de proteïnes o alteració dels processos bioquímics. A més 
una temperatura inadequada per a un planta pot fer baixar la qualitat dels seus 
fruits o fer-la més sensible a plagues i malalties.  
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1.4.1. Sensor de temperatura 
 
El sensor de temperatura que utilitzem en aquest projecte és un termistor NTC 
(negative temperature coefficient) fabricat per Panasonic, amb un rang operatiu 
de temperatura des de -40ºC fins 125ºC. 
 
 
 
 
 
 
Fig. 1.4 Imatges del sensor de temperatura 
 
 
 
Els termistors NTC, o termistors de coeficient de temperatura negatiu, són 
resistors la resistència dels quals decreix amb l’augment de temperatura. El seu 
funcionament es basa en la variació de la resistència d’un semiconductor amb 
la temperatura, degut a la variació en la concentració de portadors.  
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CAPÍTOL  2 Disseny del sistema de mesura 
 
2.1. Requeriments del sistema 
 
El sistema que ens proposem dissenyar en aquest projecte té una arquitectura 
en forma d’estrella amb el host al centre i els diferents nodes al voltant. 
 
 
 
Fig 2.1 Diagrama de blocs de l’arquitectura 
 
 
El fabricant ens dona un mínim software que permet recollir dades dels nodes. 
Donat que aquesta aplicació és tancada, aquest projecte persegueix explorar la 
flexibilitat del sistema per dissenyar sistemes a mida. Això implica entendre la 
programació dels nodes i del host. Dels primers, la documentació és suficient i 
hi existeixen els codis per ser modificats mentre que per l’aplicació PC no hi ha 
documentació pública. Aquesta s’ha hagut de demanar a Cypress qui, 
comprensiblement, ens dona informació limitada, centrada en les funcions 
implementades per una DLL de comunicació. 
Inicialment, la intenció era realitzar el disseny d’aquesta aplicació amb  
LabVIEW®, que és una eina de programació gràfica de molt alt nivell per 
dissenyar instruments virtuals els quals poden controlar instruments externs o 
no. El principal avantatge d’aquest sistema és la seva facilitat d’ús i com n’és 
d’intuïtiva la programació gràfica de molt alt nivell. Durant aproximadament un 
terç de la durada del projecte es va investigar la forma d’implementar el control 
del nostre sistema des de Labview. Finalment, després de comunicacions 
directes amb Cypress, va quedar clar que aquesta opció no era viable, per la 
qual cosa l’aplicació s’ha plantejat amb altres opcions diferents a Labview. 
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a. Els requeriments bàsics del sistema a dissenyar son_Adquisició 
simultània de dades de tots els sensors de cada Environmental Sensing 
Kit. 
 
b. Presentació de dades personalitzada: un o més sensors en pantalla 
 
c. Configuració del temps de latència dels nodes 
 
d. Gestió de nodes: identificació, addició i eliminació de nodes. 
 
e. Gestió de dades: Exportació de dades en forma de taula a fitxers de text 
 
2.1. Host 
 
El nostre host està format per un PC que s’encarregarà de rebre, processar i 
mostrar les dades rebudes a l’usuari. Aquest host  es comunicarà amb els 
diferents nodes utilitzant el PC Bridge mitjançant la tecnologia Cy-Fi, descrita 
més endavant (secció 4.1). 
 
   
2.2. Node 
 
El node és l’element que s’encarrega de realitzar les mesures i enviar aquesta 
informació al host via Cy-Fi. Cada node està format per un RF Expansion Card 
alimentat per un AAA Power Pack, i un Weather Station Expansion Board que 
és l’element que realitza les mesures de les magnituds abans descrites. 
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CAPÍTOL  3 Mòduls de desenvolupament Cypress 
 
En aquest projecte utilitzem hardware provinent de dos mòduls 
desenvolupament Cypress: FirstTouch Starter Kit with CyFi Low Power RF i 
PSoC Environmental Sensing Kit. 
 
3.1. FirstTouch Starter Kit with CyFi Low Power RF 
 
3.1.1. PC Bridge 
 
El PC Bridge està format per dos PSoCs i un transceptor CyFi (veure secció 
4.2) . Un del PSoCs s’utilitza com a processador central per comunicar-se amb 
el host. L’altre s’utilitza com a esclau I2C per comunicar-se amb el processador 
central i controlar la interfície RF.  
 
El processador central també pot funcionar com a programador, i de fet és el 
que utilitzem per programar els PSoCs de tots els mòduls. 
 
 
 
 
 
Fig. 3.1 PC Bridge 
 
 
El segon PSOC està programat per a servir de pont entre la xarxa de nodes i el 
processador central que es comunica amb el host. Per això podríem dividir les 
seves funcions en tres blocs principals: 
 
 Comunicació amb la xarxa de nodes 
 Gestió dels buffers i la memòria 
 Comunicació I2C amb el processador central. 
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Fig 3.2 Diagrama de flux del PC Bridge 
 
3.1.2. RF Expansion Card 
 
La RF Expansion Card és la part central del node. Conté un PSoC que controla 
el transceptor i els sensors. També conté un termistor onboard.  
 
 
 
Fig. 3.3  Imatge del RF Expansion Card 
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El PSOC del RF Expansion Card realitza les funcions bàsiques per al correcte 
funcionament del node: 
 
 Lectura de les dades rebudes via I2C 
 Supervisió del botons Bind i Wake 
 Comunicació amb el PC Bridge 
 
En aquest mòdul s’ha fet la modificació necessària per a poder efectuar un 
canvi en el temps de retransmissió. El canvi consisteix en que el botó Wake en 
lloc de enviar un nou missatge, faci canviar el temps de retransmissió entre 7 
opcions predeterminades que són: 1 segon, 5 segons, 30 segons, 1 minut, 5 
minuts, 30 minuts i 1 hora. 
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Fig 3.4 Diagrama de flux del RF Expansion Card 
 
3.1.3. AAA Power Pack 
 
El AAA Power Pack subministra a la RF Expansion Card 3,3 V que obté de 
dues piles del tipus AAA. Es connecta a través d’un connector de 16 pins.  
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Fig. 3.5 Imatge del AAA Power Pack 
 
3.2. PSoC Environmental Sensing Kit 
3.2.1. Weather Station Expansion Board 
 
El Weather Station Expansion Board està format per un PSoC i diversos 
sensors que ja em descrit al capítol 2: un termistor, un sensor de llum, un 
sensor d’humitat i un sensor de pressió. Es connecta al RF Expansion Card 
mitjançant el qual envia les dades llegides pels seus sensors al host. 
 
 
 
 
Fig. 3.6 Imatge del Weather Station Expansion Board 
 
3.2.2. Pigtail Thermisor Expansion Board 
 
El Pigtail Thermistor Expansion Board  està format per un termistor en un cable 
de (...) cm de longitud. Aquest termistor és igual al que conté el Weather 
Station Expansion Board. El Pigtail Thermistor Expansion Board no conté cap 
PSoC, ja que s’utilitza el PSoC del Weather Station Expansion Board. 
 
 
 
 
Fig. 3.7 Imatge del Pigtail Thermistor Expansion Board 
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CAPÍTOL  4 Transmissió de dades 
 
Des de la lectura dels sensor fins arribar al host, les dades travessen 
diferents dispositius i entra aquests és transmesa de diferents formes. 
 
4.1. Inter-Integrated Circuit (IIC o I2C) 
 
Inter-integrated Cicuit (IIC o I2C) és un protocol te comunicacions chip-to-chip 
que va ser desenvolupat per Phillips Semiconductor (ara NXP).  
 
 
4.1.1. Descripció física 
 
I2C és un protocol de comunicacions en sèrie de dos cables. Un bus típic inclou 
un dispositiu master i un o més dispositius slave, tot i que algunes 
configuracions permeten que diversos masters comparteixin un mateix bus. 
 
 
 
Fig. 4.1 Bus I2C típic 
 
 
Com es pot observar a la figura 4.1, els dos cable que formen el bus són SDA 
(Serial Data) i SCL (Serial Clock).El master sempre genera la senyal de rellotge 
a la línia SCL.  
 
 
4.1.2. Descripció del protocol 
 
Cada transacció del protocol I2C consta de quatre fases: start, adress, data i 
stop o repeated start.  
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Ja que el master és qui controla la senyal de rellotge, ha de ser ell qui iniciï la 
transacció guanyant el control del bus mitjançant una condició start. Aquesta 
condició consisteix en pujar el senyal SCA mentre SCL és a dalt. Això fa que 
tots els dispositius del bus sàpiguen que s’ha iniciat una transacció. 
 
 
 
Fig. 4.2 Fase start 
 
 
Després de la condició start el master  enviarà, en un byte, l’adreça del slave 
amb qui vol dur a terme la transacció. La majoria d’adreces I2C tenen 7 bits, i 
per completar els 8 bits hi ha un bit de read/write  que indica la direcció de la 
transacció. Un 1 (read) vol dir que l’slave enviarà informació al master, metre 
que un 0 (read) vol dir el contrari. Les adreces són enviades amb el MSB (most 
significant bit) primer. Les especificacions I2C també suporten adreces de 10 
bits, que fan necessari l’enviament de dos bytes. 
 
Tots els slaves llegiran aquesta adreça i, si es correspon amb la seva, enviaran 
un ACK (acknowledgement) al master. Quan aquest rebi l’ACK començarà a 
enviar la informació. 
 
 
 
 
Fig. 4.3 Fase address 
 
 
Depenent del valor del bit R/W serà el master o l’slave  qui enviarà la 
informació en tandes de 8 bits. En tots dos casos és el master qui proporciona 
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la senyal de rellotge. Després dels 8 bits el que ha rebut la informació ha 
d’enviar un ACK o un NACK, que significa coses diferents depenent de si 
aquest és el master o l’slave. En el cas que el master sigui el receptor enviarà 
un ACK si vol seguir rebent informació, i un NACK al contrari. En el cas que el 
receptor sigui l’slave, enviarà un ACK si té espai per més informació, i un NACK 
en cas contrari. 
 
 
 
 
Fig 4.4 Fase data  
 
 
Quan tota la informació necessària ha sigut transmesa el master ha d’enviar 
una condició stop per informar que la transacció està completa i el bus queda 
lliure. També pot enviar una condició start  per informar que vol iniciar una nova 
transacció. 
 
 
 
 
Fig. 4.5 Fase stop 
 
 
 
4.2. Cy-Fi 
 
La tecnologia Cy-Fi va ser creada per Cypress Semiconductor per dur a terme 
enllaços sense fils a la banda ISM del 2.4 GHz.  El nostre hardware utilitza el 
transceptor Cy-Fi CYRF7936.  
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Aquet transceptor suporta 98 canals discrets de 1 MHz, realitza eixamplat 
DSSS, detecció SOP (start of packet) i EOP (end of packet), i generació i 
detecció de CRC16 (control de redundància cíclica).  
 
El DSSS o espectre eixamplat per seqüència directa és un mètode de 
modulació per eixamplat d’espectre definit per la IEEE en l’estàndard 802.11 
per xarxes locals sense fils. DSSS genera un patró de bits redundant per a 
cada un dels bits que componen el senyal. Com més gran sigui aquest patró de 
bits, major serà la resistència de la senyal a les interferències. A recepció és 
necessari realitzar el procés invers per obtenir la informació original. 
 
Per modular els bits s’utilitza un codi de dispersió o pseudosoroll anomenat 
seqüència de Barker. És una seqüència ràpida dissenyada perquè aparegui 
aproximadament la mateixa quantitat de 1 que de 0. Només els receptors als 
quals l'emissor hagi enviat prèviament aquesta seqüència podran recompondre 
el senyal original.  
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CAPÍTOL  5 Aplicació del host 
 
 
Per al control de sistema s’ha dissenyat una aplicació a executar en el PC host. 
Aquesta aplicació s’encarrega de diverses funcions: iniciació les comunicacions 
entre host i node; recepció dels paquets i extracció de la informació referent a 
les diferents magnituds;  i  la manipulació d’aquestes dades per mostrar-les en 
forma de gràfic i desar-les. 
 
 
Donat que l’estudiant té coneixements de C# es va optar per aquest llenguatge 
de programació. Primer es va optar per accedir al hardware mitjançat la llibreria 
“hid.dll” que controla els dispositius d’interfície d’usuari (hid: human interface 
devices), però més endavant es va trobar la llibreria “CyUSB.dll” que és 
específica pels dispositius Cypress. No obstant, finalment es va utilitzar la 
llibreria “RFCommunicatorlib.dll” (proporcionada pel fabricant) que serveix per 
controlar els dispositius Cypress de comunicació RF, com és el nostre cas.  
 
En resum, l’aplicació està programada en llenguatge C# i utilitzant la llibreria 
“RFCommunicatorLib.dll” amb l software “Microsoft Visual C# 2008 Express 
edition” 
 
5.1. Inici de les comunicacions 
 
Per iniciar el procés de comunicació s’ha d’activar el mode bind tant en el node 
com en el host. El node en mode bind transmet senyals de sol·licitud amb la 
seva informació fins que rep una senyal AutoACK. En aquest moment activa el 
receptor per rebre la informació del host. El host  en mode bind escolta cada 
canal uns 320 ms fins a rebre una senyal de sol·licitud. En aquest moment 
guarda la informació del node que l’ha enviada, i respon amb la seva pròpia 
informació. 
 
Des de punt de vista de l’usuari, per iniciar aquests processos ha de pitjar el 
botó “Afegir node” de l’aplicació, i el botó bind del node. 
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Fig 5.1 Botó afegir node 
 
 
 
 
 
 
Fig 5.2 Botó bind 
 
 
 
5.2. Gestió dels nodes 
 
Un cop el node està connectat apareixerà una pestanya nova on es mostra la 
informació rebuda d’aquest node en concret. Aquesta pestanya forma part de 
l’objecte “Nodectrl” juntament amb tota la informació referent al node com 
l’identificador o els vectors que emmagatzemen les dades corresponents a les 
magnituds mesurades. El codi corresponent a aquest objecte es pot consultar a 
l’annex B.3. 
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5.3. Processat dels paquets 
 
El que rep el host és un missatge amb els camps: 
 
 RSSI: Received signal strength indication, indicació de la força del 
senyal rebut. És la mesura de la potència amb la que arriba el senyal 
provinent del node. 
 NodeID: És l’identificador del node que ha enviat el missatge. 
 Length: Longitud del missatge. 
 Data: Les dades enviades pel node. 
 
Al camp data és on s’envien les mesures realitzades pels sensors del node. 
Aquest camp són 8 bytes d’informació on cada magnitud està representada dos 
bytes. 
 
Humitat Temperatura Llum Pressió 
1 2 3 4 5 6 7 8 
 
 
 
5.4. Gestió de les dades 
 
Un cop extretes les dades s’emmagatzemen en uns vectors en format float, 
després de fer la conversió a les unitats seleccionades a la pàgina d’inici. Per 
defecte les mesures es mostren en unes unitats concretes, però en el cas de la 
temperatura i la pressió es poden escollir d’altres. 
 
 Humitat: Tant per cent (%) 
 Temperatura: Celsius (ºC), Fahrenheit (ºF) i Kelvin (K) 
 Llum: Lux 
 Pressió: polzades de mercuri (inHg), mil·límetres de mercuri (mmHg), 
quilopascals (KPa) i atmosferes (atm).  
 
A la part esquerra de la pantalla es mostra la informació de l’últim paquet rebut, 
mentre que a la part dreta es mostren en forma de gràfic l’evolució de les 
mesures dutes a terme. 
 
Per a la representació gràfica s’ha utilitzat la biblioteca GraphLib.dll. Al gràfic es 
poden configurar el color  i la disposició dels gràfics. Las opcions en la 
visualització dels gràfics són normal, files o quadrícula. La opció normal 
representa les 4 magnituds en un mateix gràfic. La opció files disposa 4 gràfics 
en forma de files, mentre que la opció quadrícula ho fa de forma de quadrícula. 
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CAPÍTOL  6 Comprovació 
 
A continuació exposarem les captures fetes durant la comprovació del 
funcionament del sistema. 
 
 
 
Fig. 6.1 
 
A la figura 6.1 observem el sistema funcionant normalment. A les següents 
figures es comprova el bon funcionament de les diferents opcions de temps de 
retransmissió. 
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Fig 6.2. Opció 5 segons 
 
 
 
 
Fig 6.3. Opció 30 segons 
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Fig. 6.4. Opció 1 minut 
 
 
 
 
Fig. 6.5. Opció 5 minuts 
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Fig. 6.6. Opció 30 minuts 
 
 
 
 
Fig 6.7. Opció 60 minuts 
 
 
 
 
 
Fig. 6.8. Opció 1 segon 
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Com es pot observar l’interval de temps no és exactament el previst. Això es 
deu a que la base de temps utilitzada, la qual prové d’un rellotge intern, no és 
exactament un segon. 
 
 
Temps teòric 5” 30” 1’ 5’ 30’ 60’ 1” 
Temps real mitjà 4,94” 29,84” 59,23” 4,93’ 29,90’ 59,36 0,99 
% d’error 1,2 0.53 1,28 1,4 0,32 1,06 1 
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CAPÍTOL  7 Conclusions 
 
 
L’objectiu del projecte era el disseny d’un sistema capaç de mesurar 
temperatura i humitat relativa des de múltiples nodes sense fils. Hem complert 
aquest objectiu i hem comprovat que el sistema funciona amb múltiples nodes 
sense cap mena de problema. 
 
El sistema que ens hem proposat dissenyat en aquest projecte pot ser de molta 
utilitat per a gestió d’un camp de cultiu, ja que les magnituds escollides per 
mesurar són d’una importància vital.  
 
La gestió automàtica de les dades recollides pels sensors facilita 
considerablement el treball de la persona que estigui utilitzant el sistema. Les 
connexions sense fils fan possible abastar una gran superfície sense un gran 
desplegament de medis materials (cables, connectors, etc.). 
 
L’aplicació està pensada per a ser utilitzada a qualsevol PC amb sistema 
operatiu Windows, cosa a l’abast de qualsevol avui dia. A més el mòdul que 
necessita ésser connectat al PC es connecta mitjançant un port USB, el qual el 
tenen tots els ordinadors. 
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Annexes 
 
 
 
 
Annex A. Modificació del temps de latència 
 
 
static const WORD reportTimes[] = {1, 5, 30, 60, 300, 1800, 3600};  // 
in Seconds 
static char       reportTimesIdx = 1;                   // Start at 5 
sec 
#define REPORT_TIMES_MAX   (sizeof(reportTimes)/2)      // # entries 
 
static void buttonIncReportTime(void) 
{ 
    if (++reportTimesIdx >= REPORT_TIMES_MAX) 
    { 
        reportTimesIdx = 0; 
    } 
    reportTimeSec = reportTimes[reportTimesIdx]; 
    reportTimerSec = reportTimeSec; 
} 
 
Annex B. Codi font de l’aplicació PC 
 
B.1 Form 1 
 
 
using System; 
using System.Collections; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
using Cypress.RFCommunicator; 
using GraphLib; 
using System.IO; 
 
 
 
 
namespace WindowsApplication1 
{ 
     
 
    public partial class Form1 : Form 
    { 
 
        static int MAX = 20, MAXN = 4; 
        int inod; 
        public RFCommunicator Communicator; 
        Form2 bindfrm; 
        bool result; 
        Nodectrl[] nodos; 
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        Hashtable ProtocolHashTable; 
 
        const byte FIRST_TOUCH_RF_DEVICE = 0x00; 
 
        public Form1() 
        { 
            InitializeComponent(); 
            catalàToolStripMenuItem.Checked = true; 
            castellanoToolStripMenuItem.Checked = false; 
            engliToolStripMenuItem.Checked = false; 
            FWVersion_lbl.Text = "Versió del FW"; 
            ProtocolState_lbl.Text = "Estat del protocol"; 
            HubMID_lbl.Text = " ID del hub"; 
            NetworkSize_lbl.Text = "Mida de la xarxa"; 
            TypeOfDevice_lbl.Text = "Tipus de dispositiu"; 
            label2.Text = "Afegir node"; 
            for (int i = 0; i < inod; i++) 
            { 
                nodos[i].catala(); 
            } 
 
            //tab.Controls.RemoveAt(1); 
            //tab.Controls.RemoveAt(2);             
            nodos = new Nodectrl[MAXN]; 
            inod = 0; 
            Communicator = RFCommunicator.Instance; //Get an instance 
of the RFCommunicator class 
 
            result = Communicator.Start(); /*Start the RFCommunicator, 
this gets an instance of USB bridge device*/ 
            if (Communicator.IsConnected == true) 
            { 
                toolStripStatusLabel1.Text = "FTRF Hub Connected"; 
                ConnectionStatus.ForeColor = Color.Green; 
                button3.Enabled = true; 
                
            } 
            else 
            { 
                toolStripStatusLabel1.Text = "FTRF Hub Not Connected"; 
                ConnectionStatus.ForeColor = Color.Red; 
                button3.Enabled = false; 
               
            } 
 
            Communicator.DeviceAttached += OnDeviceAttached; 
            Communicator.BindEnded += OnBindEnded; 
            Communicator.DataArrived += OnDataArrived; 
 
            Communicator.StartReading(); 
 
            ProtocolHashTable = new Hashtable(); 
 
            ProtocolHashTable.Add((byte)0x10, "Bind Mode"); 
 
            ProtocolHashTable.Add((byte)0x30, "Ping Mode"); 
 
            ProtocolHashTable.Add((byte)0x40, "Data Mode"); 
 
            ProtocolHashTable.Add((byte)0x50, "Stop Mode"); 
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        } 
 
        
 
        
 
        private void button2_Click(object sender, EventArgs e) 
        { 
            bindfrm = new Form2(Communicator); 
            bindfrm.Disposed += new EventHandler(bindfrm_Disposed); 
            bindfrm.ShowDialog(); 
 
 
        } 
 
        
 
         
 
         
        public void OnDeviceAttached(object sender, EventArgs e) 
        { 
            if (Communicator.IsConnected == true) 
            { 
                toolStripStatusLabel1.Text = "FTRF Hub Connected"; 
                ConnectionStatus.ForeColor = Color.Green; 
                result = Communicator.Start(); /*Start the 
RFCommunicator, this gets an instance of USB bridge device*/ 
                button3.Enabled = true; 
 
                if (result && Communicator.IsConnected == true) 
                { 
 
                    Communicator.StopReading(); /* Stop read timer 
based read operation */ 
 
                    HubInfo hubInfo = new HubInfo(); /* Create an 
instance of HubInfo class */ 
 
                    Communicator.GetHubIDInfo(ref hubInfo); /* Get the 
HubInfo */ 
 
                    //Display the result 
                    if (hubInfo.deviceType == FIRST_TOUCH_RF_DEVICE) 
                    { 
 
                        TypeOfDeviceTB.Text = "First Touch RF Device"; 
 
                    } 
 
                    else 
                    { 
 
                        TypeOfDeviceTB.Text = "Unknown Device"; 
 
                    } 
 
                    FWVersionTB.Text = hubInfo.fwVersion.ToString(); 
 
                    //ProtocolStateTB.Text = 
ProtocolHashTable[hubInfo.currentProtocolState].ToString(); 
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                    HubMIDTB.Text = hubInfo.hubMID[0].ToString() + " " 
+ hubInfo.hubMID[1].ToString() + 
 
                    " " + hubInfo.hubMID[2].ToString() + " " + 
hubInfo.hubMID[3].ToString(); 
 
                    NetworkSizeTB.Text = 
hubInfo.networkSize.ToString(); 
 
                    Communicator.StartReading();/* Restart the 
automatic read timer based read operation*/ 
                     
                } 
 
                
            } 
            else 
            { 
                toolStripStatusLabel1.Text = "FTRF Hub Not Connected"; 
                ConnectionStatus.ForeColor = Color.Red; 
                button3.Enabled = false; 
               
            } 
        } 
 
 
        private void add(float[] vec, int value) 
        { 
 
            vec[inod] = (float)value; 
             
        } 
 
 
 
        public void OnDataArrived(Cypress.RFCommunicator.Message 
ReceivedMessage) 
        { 
            byte id = ReceivedMessage.NodeID; 
             
           foreach (Nodectrl nod in nodos) 
           { 
               if(nod != null) 
               if( nod.Id == id) 
                   nod.add_data(ReceivedMessage); 
           } 
             
            
        } 
 
 
        private void OnBindEnded(CommunicationResult bindStatus, byte 
nodeId) 
        { 
            int tem = 0, pre=0; 
            Communicator.StartReading(); 
            bindfrm.bind_result(bindStatus); 
 
            switch (bindStatus) 
            { 
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                case CommunicationResult.SUCCESS: 
 
                    if (Celsius.Checked == true) 
                        tem = 1; 
                    else if (Fahrenheit.Checked == true) 
                        tem = 2; 
                    else if (Kelvin.Checked == true)  
                        tem = 3; 
 
                    if (inHg.Checked == true) pre = 1; 
                    else if (mmHg.Checked == true) pre = 2; 
                    else if (Pascal.Checked == true) pre = 3; 
                    else if (Atm.Checked == true) pre=4; 
 
 
                   nodos[inod]=new Nodectrl(nodeId, inod.ToString(), 
Communicator, tem, pre);                    
                     
                    
                    break; 
                case CommunicationResult.NODEVICE: 
 
                    break; 
                case CommunicationResult.TIMEOUT: 
 
                    break; 
                case CommunicationResult.ERROR: 
 
                    break; 
                default: 
                    break; 
            } 
 
        } 
 
       
 
            
 
        
 
 
        private void button3_Click(object sender, EventArgs e) 
        { 
             
            bindfrm = new Form2(Communicator); 
            bindfrm.Disposed += new EventHandler(bindfrm_Disposed); 
            bindfrm.ShowDialog(); 
 
        } 
        private void bindfrm_Disposed(object sender, EventArgs e) 
        { 
            //throw new NotImplementedException(); 
            if (nodos[inod] != null) 
            { 
                tab.Controls.Add(nodos[inod].Page); 
                if (catalàToolStripMenuItem.Checked) 
nodos[inod].catala(); 
                else if (castellanoToolStripMenuItem.Checked) 
nodos[inod].castellano(); 
                else nodos[inod].english(); 
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                inod++; 
            } 
             
        } 
 
        private void catalàToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            castellanoToolStripMenuItem.Checked = false; 
            engliToolStripMenuItem.Checked = false; 
            FWVersion_lbl.Text = "Versió del FW"; 
            ProtocolState_lbl.Text = "Estat del protocol"; 
            HubMID_lbl.Text = " ID del hub"; 
            NetworkSize_lbl.Text = "Mida de la xarxa"; 
            TypeOfDevice_lbl.Text = "Tipus de dispositiu"; 
            label2.Text = "Afegir node"; 
            for (int i = 0; i < inod; i++) 
            { 
                nodos[i].catala(); 
            } 
 
        } 
 
        private void castellanoToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            catalàToolStripMenuItem.Checked = false; 
            engliToolStripMenuItem.Checked = false; 
            FWVersion_lbl.Text = "Versión del FW"; 
            ProtocolState_lbl.Text = "Estado del protocolo"; 
            HubMID_lbl.Text = " ID del hub"; 
            NetworkSize_lbl.Text = "Tamaño de la red"; 
            TypeOfDevice_lbl.Text = "Tipo de dispositivo"; 
            label2.Text = "Añadir nodo"; 
            for (int i = 0; i < inod; i++) 
            { 
                nodos[i].castellano(); 
            } 
 
        } 
 
        private void engliToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            catalàToolStripMenuItem.Checked = false; 
            castellanoToolStripMenuItem.Checked = false; 
            FWVersion_lbl.Text = "FW version"; 
            ProtocolState_lbl.Text = "Protocol state"; 
            HubMID_lbl.Text = " Hub ID"; 
            NetworkSize_lbl.Text = "Network size"; 
            TypeOfDevice_lbl.Text = "Type of device"; 
            label2.Text = "Add node"; 
            for (int i = 0; i < inod; i++) 
            { 
                nodos[i].english(); 
            } 
 
 
        } 
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    } 
 
     
 
     
} 
 
B.2 Form 2 
 
using System; 
using System.Collections; 
using System.ComponentModel; 
using System.Data; 
using System.Drawing; 
using System.Text; 
using System.Windows.Forms; 
using Cypress.RFCommunicator; 
 
namespace WindowsApplication1 
{ 
    public partial class Form2 : Form 
    { 
         
        RFCommunicator Communicator; 
        public Form2(RFCommunicator Comm) 
        { 
            Communicator = Comm; 
            InitializeComponent(); 
            retry.Visible = false; 
            byte[] respondData = null; 
            Communicator.StopReading();/* Stop read timer based read 
operation */ 
            byte Result = Communicator.BindNode(false, ref 
respondData); /* put SNP Hub device into bind mode */ 
 
            if (Result == 1)  /*Hub entered Bind mode */ 
            { 
                result.Text = "Binding"; 
            } 
 
            else 
                result.Text = "Error"; 
 
        } 
 
        private void retry_Click(object sender, EventArgs e) 
        { 
           byte[] respondData = null; 
           pictureBox1.BringToFront(); 
           ok.Enabled = false; 
           retry.Enabled = false; 
             
            Communicator.StopReading();/* Stop read timer based read 
operation */ 
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            byte Result = Communicator.BindNode(false, ref 
respondData); /* put SNP Hub device into bind mode */ 
 
            if (Result == 1)  /*Hub entered Bind mode */ 
            { 
                result.Text = "Binding"; 
            } 
 
            else 
                result.Text = "Error"; 
        } 
 
        private void ok_Click(object sender, EventArgs e) 
        { 
 
            this.Dispose(); 
             
        } 
 
        public void bind_result(CommunicationResult bindStatus) 
        { 
             
            switch (bindStatus) 
            { 
                    
                case CommunicationResult.SUCCESS: 
                    this.bind_succes(); 
                    break; 
                case CommunicationResult.NODEVICE: 
                    this.bind_nodevice(); 
                    break; 
                case CommunicationResult.TIMEOUT: 
                    this.bind_timeout(); 
                    break; 
                case CommunicationResult.ERROR: 
                    this.bind_error(); 
                    break; 
                default: 
                    this.bind_error(); 
                    break; 
            } 
        } 
        private void bind_succes() 
        { 
            okpicture.BringToFront(); 
            this.ok.Enabled = true; 
            this.retry.Visible = false; 
            result.Text = "Succes"; 
        } 
        private void bind_nodevice() 
        { 
            this.ok.Enabled = true; 
            this.retry.Enabled = true; 
            this.retry.Visible = true; 
           result.Text = "No device"; 
           errorpicture.BringToFront(); 
        } 
 
        private void bind_timeout() 
        { 
            this.ok.Enabled = true; 
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            this.retry.Enabled = true; 
            this.retry.Visible = true; 
            result.Text = "Time out"; 
            errorpicture.BringToFront(); 
         
        } 
 
        private void bind_error() 
        { 
            this.ok.Enabled = true; 
            this.retry.Visible = true; 
            this.retry.Enabled = true; 
            errorpicture.BringToFront();        
            result.Text = "Error"; 
        } 
 
         
         
    } 
} 
 
B.3 Nodectrl 
 
using System; 
using System.Collections.Generic; 
using System.ComponentModel; 
using System.Drawing; 
using System.Data; 
using System.Text; 
using System.Windows.Forms; 
using Cypress.RFCommunicator; 
using GraphLib; 
using System.IO; 
 
namespace WindowsApplication1 
{ 
   public partial class Nodectrl : UserControl 
    { 
        DateTime tin; 
        TimeSpan tact; 
        static int MAX = 100; 
        int idx, last_lbl; 
       int [] labels; 
        float[] press, temp, hum, light; 
        byte id; 
        RFCommunicator communicator; 
        float m, x, mp; 
        private int NumGraphs = 4; 
        private String CurExample = "TILED_VERTICAL_AUTO"; 
        private String CurColorSchema = "GRAY"; 
        private PrecisionTimer.Timer mTimer = null; 
        private DateTime lastTimerTick = DateTime.Now; 
 
       public void catala () 
       { 
           Length_lbl.Text = "Longitud"; 
           Hum_lbl.Text = "Humitat"; 
           Temp_lbl.Text = "Temperatura"; 
           Light_lbl.Text = "Llum ambient"; 
           Press_lbl.Text = "Pressió"; 
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           Guardar_btn.Text = "Desa"; 
           Cerrar.Text = "Tanca"; 
           refresh.Text = "Actualitza la taula"; 
       } 
 
       public void castellano() 
       { 
           Length_lbl.Text = "Longitud"; 
           Hum_lbl.Text = "Humedad"; 
           Temp_lbl.Text = "Temperatura"; 
           Light_lbl.Text = "Luz ambiente"; 
           Press_lbl.Text = "Presión"; 
           Guardar_btn.Text = "Guardar"; 
           Cerrar.Text = "Cerrar"; 
           refresh.Text = "Actualizar tabla"; 
       } 
 
       public void english() 
       { 
           Length_lbl.Text = "Length"; 
           Hum_lbl.Text = "Humidity"; 
           Temp_lbl.Text = "Temperature"; 
           Light_lbl.Text = "Ambient light"; 
           Press_lbl.Text = "Pression"; 
           Guardar_btn.Text = "Save"; 
           Cerrar.Text = "Close"; 
           refresh.Text = "Refresh table"; 
       } 
 
 
 
        public Nodectrl(byte nodeid, string name, RFCommunicator com, 
int tem, int pre) 
        { 
            InitializeComponent(); 
            communicator = com; 
            id = nodeid; 
            idx = 0; 
            press = new float[MAX]; 
            temp = new float[MAX]; 
            hum = new float[MAX]; 
            light = new float[MAX];             
            page.Text = id.ToString(); 
            last_lbl = 0; 
            display2.Smoothing = 
System.Drawing.Drawing2D.SmoothingMode.None; 
 
            CalcDataGraphs(); 
            display2.Refresh(); 
 
             
 
            UpdateColorSchemaMenu(); 
 
            mTimer = new PrecisionTimer.Timer(); 
            mTimer.Period = 40;                         // 20 fps 
            mTimer.Tick += new EventHandler(OnTimerTick); 
            lastTimerTick = DateTime.Now; 
            mTimer.Start(); 
 
            switch (tem) 
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            { 
                case 1: 
                    m = 1; 
                    x = 0; 
                    Tunit.Text = "ºC"; 
                    break; 
 
                case 2: 
                    m = 1.8f; 
                    x = 32; 
                    Tunit.Text = "ºF"; 
                    break; 
 
                case 3: 
                    m = 1; 
                    x = 273.15f; 
                    Tunit.Text = "K"; 
                    break; 
            } 
 
            switch (pre) 
            { 
                case 1: 
                    mp = 1; 
                    Punit.Text = "inHg"; 
                    break; 
 
                case 2: 
                    mp = 25.4f; 
                    Punit.Text = "mmHg"; 
                    break; 
 
                
                case 3: 
                    mp = 3.3864f; 
                    Punit.Text = "KPa"; 
                    break; 
 
                case 4: 
                    mp = 0.033422f; 
                    Punit.Text = "atm"; 
                    break; 
 
            } 
 
 
 
            
  
      
 
 
 
        } 
        private void OnTimerTick(object sender, EventArgs e) 
        { 
            if (CurExample == "ANIMATED_AUTO") 
            { 
                try 
                { 
                    TimeSpan dt = DateTime.Now - lastTimerTick; 
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                    for (int j = 0; j < NumGraphs; j++) 
                    { 
 
                        //CalcSinusFunction_3(display.DataSources[j], 
j, (float)dt.TotalMilliseconds); 
 
                    } 
 
                    this.Invoke(new MethodInvoker(RefreshGraph)); 
                } 
                catch (ObjectDisposedException ex) 
                { 
                    // we get this on closing of form 
                } 
                catch (Exception ex) 
                { 
                    Console.Write("exception invoking refreshgraph(): 
" + ex.Message); 
                } 
 
 
            } 
        } 
 
        private void RefreshGraph() 
        { 
            display2.Refresh(); 
        } 
 
        private void UpdateColorSchemaMenu() 
        { 
            blueToolStripMenuItem.Checked = false; 
            whiteToolStripMenuItem.Checked = false; 
            grayToolStripMenuItem.Checked = false; 
            lightBlueToolStripMenuItem.Checked = false; 
            blackToolStripMenuItem.Checked = false; 
            redToolStripMenuItem.Checked = false; 
 
            if (CurColorSchema == "WHITE") 
whiteToolStripMenuItem.Checked = true; 
            if (CurColorSchema == "BLUE") 
blueToolStripMenuItem.Checked = true; 
            if (CurColorSchema == "GRAY") 
grayToolStripMenuItem.Checked = true; 
            if (CurColorSchema == "LIGHT_BLUE") 
lightBlueToolStripMenuItem.Checked = true; 
            if (CurColorSchema == "BLACK") 
blackToolStripMenuItem.Checked = true; 
            if (CurColorSchema == "RED") redToolStripMenuItem.Checked 
= true; 
            if (CurColorSchema == "DARK_GREEN") 
greenToolStripMenuItem.Checked = true; 
        } 
 
      
 
        protected void CalcDataGraphs() 
        { 
 
            this.SuspendLayout(); 
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            display2.DataSources.Clear(); 
            display2.SetDisplayRangeX(0, 400); 
            string[] names = new string[4]; 
 
            names[0] = "Humidity"; 
            names[1] = "Temperature"; 
            names[2] = "Ambient light"; 
            names[3] ="Pressure"; 
 
 
            for (int j = 0; j < NumGraphs; j++) 
            { 
                display2.SetGridDistanceX(1);                
                display2.DataSources.Add(new DataSource()); 
                display2.DataSources[j].Name = names[j];                 
                display2.DataSources[j].OnRenderXAxisLabel += 
RenderXLabel; 
                this.Text = "Presion"; 
                display2.DataSources[j].Length = 5800; 
                display2.PanelLayout = 
PlotterGraphPaneEx.LayoutMode.TILES_VER; 
                display2.DataSources[j].AutoScaleY = true; 
                //display2.DataSources[j].AutoScaleX = true; 
                display2.DataSources[j].SetDisplayRangeY(0, 5000); 
                display2.DataSources[j].SetGridDistanceY(100); 
                display2.DataSources[j].OnRenderYAxisLabel = 
RenderYLabel; 
                //CalcSinusFunction_0(display2.DataSources[j], 0); 
            }                  
 
            ApplyColorSchema(); 
 
            this.ResumeLayout(); 
            display2.Refresh(); 
 
        } 
        
        private void ApplyColorSchema() 
        { 
            switch (CurColorSchema) 
            { 
                case "DARK_GREEN": 
                    { 
                        Color[] cols = { Color.FromArgb(0,255,0),  
                                         Color.FromArgb(0,255,0), 
                                         Color.FromArgb(0,255,0),  
                                         Color.FromArgb(0,255,0),  
                                         Color.FromArgb(0,255,0) , 
                                         Color.FromArgb(0,255,0),                               
                                         Color.FromArgb(0,255,0) }; 
 
                        for (int j = 0; j < NumGraphs; j++) 
                        { 
                            display2.DataSources[j].GraphColor = 
cols[j % 7]; 
                        } 
 
                        display2.BackgroundColorTop = 
Color.FromArgb(0, 64, 0); 
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                        display2.BackgroundColorBot = 
Color.FromArgb(0, 64, 0); 
                        display2.SolidGridColor = Color.FromArgb(0, 
128, 0); 
                        display2.DashedGridColor = Color.FromArgb(0, 
128, 0); 
                    } 
                    break; 
                case "WHITE": 
                    { 
                        Color[] cols = { Color.DarkRed,  
                                         Color.DarkSlateGray, 
                                         Color.DarkCyan,  
                                         Color.DarkGreen,  
                                         Color.DarkBlue , 
                                         Color.DarkMagenta,                               
                                         Color.DeepPink }; 
 
                        for (int j = 0; j < NumGraphs; j++) 
                        { 
                            display2.DataSources[j].GraphColor = 
cols[j % 7]; 
                        } 
 
                        display2.BackgroundColorTop = Color.White; 
                        display2.BackgroundColorBot = Color.White; 
                        display2.SolidGridColor = Color.LightGray; 
                        display2.DashedGridColor = Color.LightGray; 
                    } 
                    break; 
 
                case "BLUE": 
                    { 
                        Color[] cols = { Color.Red,  
                                         Color.Orange, 
                                         Color.Yellow,  
                                         Color.LightGreen,  
                                         Color.Blue , 
                                         Color.DarkSalmon,                               
                                         Color.LightPink }; 
 
                        for (int j = 0; j < NumGraphs; j++) 
                        { 
                            display2.DataSources[j].GraphColor = 
cols[j % 7]; 
                        } 
 
                        display2.BackgroundColorTop = Color.Navy; 
                        display2.BackgroundColorBot = 
Color.FromArgb(0, 0, 64); 
                        display2.SolidGridColor = Color.Blue; 
                        display2.DashedGridColor = Color.Blue; 
                    } 
                    break; 
 
                case "GRAY": 
                    { 
                        Color[] cols = { Color.DarkRed,  
                                         Color.DarkSlateGray, 
                                         Color.DarkCyan,  
                                         Color.DarkGreen,  
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                                         Color.DarkBlue , 
                                         Color.DarkMagenta,                               
                                         Color.DeepPink }; 
 
                        for (int j = 0; j < NumGraphs; j++) 
                        { 
                            display2.DataSources[j].GraphColor = 
cols[j % 7]; 
                        } 
 
                        display2.BackgroundColorTop = Color.White; 
                        display2.BackgroundColorBot = Color.LightGray; 
                        display2.SolidGridColor = Color.LightGray; 
                        display2.DashedGridColor = Color.LightGray; 
                    } 
                    break; 
 
                case "RED": 
                    { 
                        Color[] cols = { Color.DarkCyan,  
                                         Color.Yellow, 
                                         Color.DarkCyan,  
                                         Color.DarkGreen,  
                                         Color.DarkBlue , 
                                         Color.DarkMagenta,                               
                                         Color.DeepPink }; 
 
                        for (int j = 0; j < NumGraphs; j++) 
                        { 
                            display2.DataSources[j].GraphColor = 
cols[j % 7]; 
                        } 
 
                        display2.BackgroundColorTop = Color.DarkRed; 
                        display2.BackgroundColorBot = Color.Black; 
                        display2.SolidGridColor = Color.Red; 
                        display2.DashedGridColor = Color.Red; 
                    } 
                    break; 
 
                case "LIGHT_BLUE": 
                    { 
                        Color[] cols = { Color.DarkRed,  
                                         Color.DarkSlateGray, 
                                         Color.DarkCyan,  
                                         Color.DarkGreen,  
                                         Color.DarkBlue , 
                                         Color.DarkMagenta,                               
                                         Color.DeepPink }; 
 
                        for (int j = 0; j < NumGraphs; j++) 
                        { 
                            display2.DataSources[j].GraphColor = 
cols[j % 7]; 
                        } 
 
                        display2.BackgroundColorTop = Color.White; 
                        display2.BackgroundColorBot = 
Color.FromArgb(183, 183, 255); 
                        display2.SolidGridColor = Color.Blue; 
                        display2.DashedGridColor = Color.Blue; 
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                    } 
                    break; 
 
                case "BLACK": 
                    { 
                        Color[] cols = { Color.FromArgb(255,0,0),  
                                         Color.FromArgb(0,255,0), 
                                         Color.FromArgb(255,255,0),  
                                         Color.FromArgb(64,64,255),  
                                         Color.FromArgb(0,255,255) , 
                                         Color.FromArgb(255,0,255),                               
                                         Color.FromArgb(255,128,0) }; 
 
                        for (int j = 0; j < NumGraphs; j++) 
                        { 
                            display2.DataSources[j].GraphColor = 
cols[j % 7]; 
                        } 
 
                        display2.BackgroundColorTop = Color.Black; 
                        display2.BackgroundColorBot = Color.Black; 
                        display2.SolidGridColor = Color.DarkGray; 
                        display2.DashedGridColor = Color.DarkGray; 
                    } 
                    break; 
            } 
            display2.Refresh(); 
 
        } 
 
        private String RenderXLabel(DataSource s, int idx) 
        { 
            if (s.AutoScaleX) 
            { 
                //if (idx % 2 == 0) 
                { 
                    int Value = (int)(s.Samples[idx].x); 
                    return "" + Value; 
                } 
                return ""; 
            } 
            else 
            { 
                int Value = (int)(s.Samples[idx].x ); 
 
                if (Value < last_lbl) 
                { 
                    String Label = "" + Value + "\""; 
                    last_lbl = Value; 
 
                    return Label; 
                } 
 
                else if (Value - last_lbl >= 20) 
                { 
                    String Label = "" + Value + "\""; 
                    last_lbl = Value; 
                    return Label; 
                } 
 
                else return "."; 
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            } 
        } 
 
        private String RenderYLabel(DataSource s, float value) 
        { 
            return String.Format("{0:0.0}", value); 
        } 
 
        public TabPage Page 
        { 
            get 
            { 
                return page; 
            } 
        } 
 
        public byte Id 
        { 
 
            get 
            { 
                return id; 
            } 
            set 
            { 
                id = value; 
            } 
        } 
 
        public void add_data(Cypress.RFCommunicator.Message 
ReceivedMessage) 
        { 
            float time; 
             
            if (idx == 0) 
                tin = ReceivedMessage.DateTime; 
            tact = ReceivedMessage.DateTime.Subtract(tin); 
            string[] row = { tact.TotalSeconds.ToString(), "", "", "", 
"" }; 
            time = (float)tact.TotalSeconds; 
             
             
            float value = (float)ReceivedMessage.Data[0] * 256 + 
ReceivedMessage.Data[1]; 
            Hum_txt.Text = value.ToString(); 
            row[1] = value.ToString(); 
            //hum[idx] = (float)value; 
            this.SuspendLayout(); 
            display2.DataSources[0].Samples[idx].x = time; 
            display2.DataSources[0].Samples[idx].y = (float)value; 
             
             
             
 
            value = (float)ReceivedMessage.Data[2] * 256 + 
ReceivedMessage.Data[3]; 
            value = value/100 * m + x; 
            Temp_txt.Text = value.ToString(); 
            row[2] = value.ToString(); 
            //temp[idx] = (float)value; 
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            display2.DataSources[1].Samples[idx].x = time; 
            display2.DataSources[1].Samples[idx].y = ((float)value); 
 
            value = (float)ReceivedMessage.Data[4] * 256 + 
ReceivedMessage.Data[5]; 
            Light_txt.Text = value.ToString(); 
            row[3] = value.ToString(); 
            //light[idx] = (float)value; 
            display2.DataSources[2].Samples[idx].x = time; 
            display2.DataSources[2].Samples[idx].y = (float)value; 
 
            value = (float)ReceivedMessage.Data[6] * 256 + 
ReceivedMessage.Data[7]; 
            value = value / 100 * mp; 
            Press_txt.Text = value.ToString(); 
            row[4] = value.ToString(); 
            //press[idx] = (float)value;             
            display2.DataSources[3].Samples[idx].x = time; 
            display2.DataSources[3].Samples[idx].y = ((float)value); 
            this.ResumeLayout(); 
 
            RssiTB.Text = ReceivedMessage.RSSI.ToString(); 
            GetDataNodeIDTB.Text = ReceivedMessage.NodeID.ToString(); 
            LengthTB.Text = ReceivedMessage.Length.ToString(); 
            idx++; 
            display2.Refresh(); 
        } 
 
         
 
        private void stackedToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
             
            arranjamentVerticalToolStripMenuItem.Checked = false; 
            tilesHoritzontalToolStripMenuItem.Checked = false; 
            display2.PanelLayout = 
PlotterGraphPaneEx.LayoutMode.NORMAL; 
            display2.Refresh(); 
        } 
 
        private void verticalALignedToolStripMenuItem_Click(object 
sender, EventArgs e) 
        { 
            normalToolStripMenuItem.Checked = false; 
             
            tilesHoritzontalToolStripMenuItem.Checked = false; 
            display2.PanelLayout = 
PlotterGraphPaneEx.LayoutMode.VERTICAL_ARRANGED; 
            display2.Refresh(); 
        } 
 
       
 
        private void tiledHorizontalyToolStripMenuItem_Click(object 
sender, EventArgs e) 
        { 
            normalToolStripMenuItem.Checked = false; 
            arranjamentVerticalToolStripMenuItem.Checked = false; 
            display2.PanelLayout = 
PlotterGraphPaneEx.LayoutMode.TILES_HOR; 
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            display2.Refresh(); 
        } 
 
         
 
        private void blueToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
             
            blackToolStripMenuItem.Checked = false; 
            whiteToolStripMenuItem.Checked = false; 
            grayToolStripMenuItem.Checked = false; 
            lightBlueToolStripMenuItem.Checked = false; 
            redToolStripMenuItem.Checked = false; 
            greenToolStripMenuItem.Checked = false; 
            CurColorSchema = "BLUE"; 
            ApplyColorSchema(); 
        } 
 
        private void whiteToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            blueToolStripMenuItem.Checked = false; 
            blackToolStripMenuItem.Checked = false; 
            
            grayToolStripMenuItem.Checked = false; 
            lightBlueToolStripMenuItem.Checked = false; 
            redToolStripMenuItem.Checked = false; 
            greenToolStripMenuItem.Checked = false; 
            CurColorSchema = "WHITE"; 
            ApplyColorSchema(); 
        } 
 
        private void grayToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            blueToolStripMenuItem.Checked = false; 
            blackToolStripMenuItem.Checked = false; 
            whiteToolStripMenuItem.Checked = false; 
             
            lightBlueToolStripMenuItem.Checked = false; 
            redToolStripMenuItem.Checked = false; 
            greenToolStripMenuItem.Checked = false; 
            CurColorSchema = "GRAY"; 
            ApplyColorSchema(); 
        } 
 
        private void lightBlueToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            blueToolStripMenuItem.Checked = false; 
            blackToolStripMenuItem.Checked = false; 
            whiteToolStripMenuItem.Checked = false; 
            grayToolStripMenuItem.Checked = false; 
             
            redToolStripMenuItem.Checked = false; 
            greenToolStripMenuItem.Checked = false; 
            CurColorSchema = "LIGHT_BLUE"; 
            ApplyColorSchema(); 
        } 
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        private void blackToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            blueToolStripMenuItem.Checked = false; 
             
            whiteToolStripMenuItem.Checked = false; 
            grayToolStripMenuItem.Checked = false; 
            lightBlueToolStripMenuItem.Checked = false; 
            redToolStripMenuItem.Checked = false; 
            greenToolStripMenuItem.Checked = false; 
            CurColorSchema = "BLACK"; 
            ApplyColorSchema(); 
        } 
 
        private void redToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            blueToolStripMenuItem.Checked = false; 
            blackToolStripMenuItem.Checked = false; 
            whiteToolStripMenuItem.Checked = false; 
            grayToolStripMenuItem.Checked = false; 
            lightBlueToolStripMenuItem.Checked = false; 
             
            greenToolStripMenuItem.Checked = false; 
            CurColorSchema = "RED"; 
            ApplyColorSchema(); 
        } 
 
        private void greenToolStripMenuItem_Click(object sender, 
EventArgs e) 
        { 
            blueToolStripMenuItem.Checked = false; 
            blackToolStripMenuItem.Checked = false; 
            whiteToolStripMenuItem.Checked = false; 
            grayToolStripMenuItem.Checked = false; 
            lightBlueToolStripMenuItem.Checked = false; 
            redToolStripMenuItem.Checked = false; 
             
            CurColorSchema = "DARK_GREEN"; 
            ApplyColorSchema(); 
        } 
 
 
        private void Guardar_btn_Click(object sender, EventArgs e) 
        { 
            Guardar = new SaveFileDialog(); 
            Stream myStream; 
            Guardar.Filter = "txt files (*.txt)|*.txt"; 
            Guardar.FilterIndex = 2; 
            Guardar.RestoreDirectory = true; 
 
            if (Guardar.ShowDialog() == DialogResult.OK) 
            { 
                if ((myStream = Guardar.OpenFile()) != null) 
                { 
                    System.IO.StreamWriter strw = new 
System.IO.StreamWriter(myStream); 
                    strw.WriteLine(tin.ToShortDateString() + 
tin.ToShortTimeString()); 
                    strw.WriteLine("Muestra : Hum, Temp, Light_lbl, 
Press_lbl"); 
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                    for (int i = 0; i < idx; i++) 
                    { 
                        
strw.WriteLine(display2.DataSources[0].Samples[i].x + "\":" + 
display2.DataSources[0].Samples[i].y + "," + 
display2.DataSources[1].Samples[i].y + "," + 
display2.DataSources[0].Samples[2].y + "," + 
display2.DataSources[3].Samples[i].y); 
                    } 
                    strw.Close(); 
                    myStream.Close(); 
                } 
            } 
 
        } 
 
 
        private void Graph_press_btn_Click(object sender, EventArgs e) 
        { 
            MainForm Graphfrm = new MainForm(press); 
            Graphfrm.ShowDialog(); 
 
        } 
 
        private void Cerrar_Click(object sender, EventArgs e) 
        { 
            mTimer.Stop(); 
            mTimer.Dispose();            
            page.Dispose(); 
        } 
 
        private void refresh_Click(object sender, EventArgs e) 
        { 
            string[] row = { "", "", "", "", "" }; 
            grid.Rows.Clear(); 
 
            for (int i = 0; i < idx; i++) 
            { 
                row[0] = 
display2.DataSources[0].Samples[i].x.ToString(); 
                row[1] = 
display2.DataSources[0].Samples[i].y.ToString(); 
                row[2] = 
display2.DataSources[1].Samples[i].y.ToString(); 
                row[3] = 
display2.DataSources[2].Samples[i].y.ToString(); 
                row[4] = 
display2.DataSources[3].Samples[i].y.ToString(); 
                grid.Rows.Add(row); 
            } 
        } 
 
    } 
} 
 
