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Pre-fabricated roof trusses rapidly increased in popularity during the 1960s and they are 
widely used in many buildings even today. However, the design procedure for these roof 
trusses is very tedious and involves much calculation based on the codes. This 
complexity in the design procedure may leads to an improper designing and over loading. 
This may lead to a failure of the roof trusses. A computer program which can do all of 
these calculation will be very useful in increasing the accuracy in the design procedure.  
 
The design procedure starts with an estimation of different loads on the whole roof 
structure. These loads are transferred into the trusses and forces on each truss member are 
calculated. Determination of these forces leads to material and cross section selection. 
However, there may be many combinations of materials and cross sections which satisfy 
the strength and safety factor requirement. Thus, it is an iterative process to reach an 
optimum solution. Sometimes an even better solution can be achieved by changing the 
truss layout in a roof structure. Therefore, the entire procedure is an iterative process.  
 
In most cases, there are many combinations which satisfy the engineering requirement. 
The optimization is determined based on economic consideration. The Cross section of 
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a truss member directly influences its weight, which is closely related to material cost. 
Perfect balance between load safety and cost of raw material needs to be achieved for the 
most economical solution. The procedure becomes even more complicated when other 
factors like the cost of labor, availability of machinery and transportation come into 
consideration. If a tool were available that would allow the user to enter various 
combinations and choose the best one based on a given set of parameters, it would 
dramatically increase the efficiency of the roof truss design.  
 
The goal of the current project is to develop an application which will let users easily 
define building and truss geometries. Then, optimum truss member size will be calculated 
based on load inputs. The application will be user friendly with required features and is 
expected to facilitate a wide range of users. However, this project is a proprietary work 
and much information related to this project can not be disclosed. The purpose of this 
document is to discuss the selected topics involved in the development of this CAD 
application. The selected topics cover the use of an optimization technique to generate the 
desired roof slopes, the procedure to size the trusses, the data structure required for the 
computer program, the fonts to display text in 3D, the method to associate constraints on 





OUTLINE OF THE PROJECT 
 
The computer graphics enabled interactive tool, which understands a group of trusses, is 
very useful in analyzing the truss system in a better way. It assists in the overall and 
detailed visualization of trusses arranged under the roof envelop. The application 
understands the basic structure of a building, which influences the overall truss system. 
Also, the application contains a predefined library of trusses which can be used in the 
program. Moreover, enough functionality is provided by the application to achieve user-
friendliness. The main focus of the application is to get data from the user about loading 
conditions and structural parameters including truss layout under the roof envelop. With 
these input parameters, the application will size all trusses using its engineering 
knowledge programmed underneath. Development of such an application required two 
major parts. First, a user-friendly CAD application which allows a user to input all 
parameters specified above was developed. Second, a method to size the trusses to 
achieve optimum results was developed.  
 
Sizing of Trusses 
A method was required to be developed or selected to analyze the whole roof-truss 




First, a technique is required to distribute overall loads on the roofs to all 
trusses based on their position and orientation in the system. The next step is to calculate 
the forces in all the members using FEA analysis. Optimum member sizes are chosen 
based on these loads. The method is described in detail in chapter –3 and chapter – 4.  
 
A CAD application 
The goal of this part of the project is to develop general features required in any CAD 
application. Discussion about which operating system or which programming language 
will give the best result is not in the scope of this project. The application is a Microsoft 
Foundation Classes (MFC) based Visual C++ (VC++) application built with Visual 
Studio 2005. This selection was based on the learning curve involved in the programming 
language and the fact that Major CAD applications like AutoCAD and SolidWorks are 




A graphic language is needed to render the three dimensional display on the computer 
screen. OpenGL 1.1 version is used as the graphics API in this application. OpenGL 
[9]
 is 
a very powerful open source graphics API with good document support. Other graphics 
API like DirectX 
[10]
 are also available; however selecting the best graphics API for the 







There have been many problems encountered during the development of this CAD 
application. All major problems encountered are explained in chapter – 5 to chapter – 8 
with detailed consideration of all influencing factors. Related discussion of all problems 
such as other people’s approach, methods used and reasons to support those methods are 
included in chapter – 5 to chapter – 8.  
 
Discussions in chapter – 3 to chapter – 8 are general and do not relate to any specific 
programming language or operating system. The issues discussed are general enough to 
be considered for CAD application development in general. 
Figure 1: Screenshot of the application 
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GENERATION OF DESIRED ROOF SLOPES USING OPTIMIZATION 
 
When architect define a roof panel, they define it in terms of the slope of a panel. The 
profile of every roof panel is calculated from the intersection of adjoining panels. 
Likewise the profile of a whole roof envelope can be calculated. However, many times 
the slopes of these panels are not flawlessly defined and the intersection of panels results 
in discontinuity of the roof profile. This may cause many problems like non-flat panels, 
leakage in roof, etc. Moreover, if the parameters of the roof profile are incorrect, then 
complications related to the trusses are likely, as they are designed based on incorrect 
data. Erroneous design of roof a panel might lead to disastrous results. For this reason 
determining the correct slope of a roof panel is of high importance. 
 
Consider a simple rectangular 
building covered with a four sided 
roof as shown in the figure. All 
combinations of slopes on these 
four panels are possible as long as 
the Ridge Line stays inside the 
building perimeter.  
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Figure 3: Simple ‘L’ shaped building 
Now consider an ‘L’-shaped building 
shown in the figure with both sides 
having different widths. There cannot 
be a case where the slopes of each 
roof panel are the same. The only 
possible solution is to get the desired 
slope on some panels and calculate 
modified slope on other panels. The modified slope of the panels needs to be calculated 
to achieve the closest solution to a desired roof profile as mathematically / physically 
possible. This scenario leads to the conclusion that the problem can be solved by an 
optimization technique.  
 
[11]
Optimization is a formalized process of selecting alternatives and choosing between 
them to achieve the “best” design. In the above case, a design will be considered “best” if 
the modified roof profile is closest to desired roof profile. In other words, cumulative 
change in modified roof slope from user input should be as small as possible.  
 
Optimization technique 
There are many computational techniques to determine an optimal solution. Selection of 
the technique depends on the following parameters: 
• Set of possible options 
• Nature of an error function 
• Number of degrees of freedom 
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As there is no constraint on the set of possible options, it is not possible to pick one 
option and compare with another. Therefore, comparing a set of possible options is not a 
feasible selection in this case. 
 
Our objective function is a simple weighted sum of the difference between modified 
slope and desired slope. Methods which require derivatives of an objective function 
cannot be used. In such cases, simplex method would be a good option to choose. 
However, the number of the design variables is not fixed which restricts the use of Linear 
Programming. In such a case, downhill simplex method/ Nelder-Mead method serves as a 
good alternative.  
 
There are other optimization methods also which may be faster than Nelder-Mead 
method 
[11]
. However, comparing different optimization technique is not within the scope 
of the project. The Nelder-Mead method is described in detail in the next section.  
 
Nelder-Mead method 
The Nelder-Mead method is a numerical method for minimizing objective functions in 
multi-dimensional space. It uses an N+1 dimensional space for N number of vertices. 
Nelder-Mead generates new test positions by extrapolating the behavior of an objective 
function. The objective function is measured at each test point and arranged as a simplex. 
The algorithm then decides to replace one point in a simplex with the new test point. The 
progressive replacement takes place by reflecting the worst point about the centroid of 
remaining points.  
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Moreover, if reflection generates better result, then the radius of reflection is increased 
and if it generates a poor result, it is an indication that the minima has passed, implying 
that the radius of reflection should be reduced. Thus, the algorithm proceeds towards the 
minima by increasing or decreasing the radius of reflection. However, one of the 
disadvantages in Nelder-Mead is that it often finds the local minima. One solution to 
resolve this problem is to restart optimization with a large radius of reflection.  
 
Optimization parameter 
In any optimization, there are three factors that are taken into consideration: objective 
function, design variable, and performance variable. In the present scenario, objective 
function is a function of the difference between a modified slope and the desired slope. 
Next design variables must be selected.  
 
Design variables are the set of variables which need to be optimized. At first glance, it 
looks like slopes are the final values which need to be optimized. However, when design 
variables are selected, optimization might generate a combination of slope which will 
result in discontinuity of the Ridge Line. But, if the end points of the Ridge Line are 
controlled in such a way that it will not result in discontinuity then the problem is 
nullified. Moreover, the slope of each panel can be controlled by controlling the end 
points of a Ridge Line. Therefore end points of a Ridge Line serve the purpose of the 
design variable in optimization. Some of the results from the application have been 
shown below.  
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Example 1: A four sided building with desired slope of 4 in 12 on all roof panels.  
Starting Condition: 





















As it is seen in the results, all panels have the desired slope after optimization. 
Required coordinates for ridge line are set to achieve the result. 
Figure 4: Starting condition (Example 1) 
Figure 5: After optimization (Example 1) 
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Example 2: An ‘L’ shaped building with desired slope of 4 in 12 on all roof panels.  
Starting Condition: 























 Here, an ‘L’ shaped building with both sides having different width and equal 
desired slope on all panels is considered. However, there is no possible solution which 
can achieve the desired result without discontinuity in the Ridge line. Results from 
optimization shows that panels A, B, C and F have the desired slope of 4 in 12, while 
panel D and E are set to other slopes to achieve the closest configuration with the desired 
values. 
Figure 6: Starting condition (Example 2) 
Figure 7: After optimization (Example 2) 
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Example 3: A ‘U’ shaped building with desired slope of 4 in 12 on all roof panels.  
Starting Condition: 

























 It can be seen from the result that as the geometry becomes more complicated, the 
number of panels which achieve the desired slope decreases.  
Figure 8: Starting condition (Example 3) 
Figure 9: After optimization (Example 3) 
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Performance Variables 
Performance variables are functions of design variables that are used as a measure of 
performance and contribute to the objective function. Consider the case shown above, of 
an ‘L’-shaped building with both sides having different widths. Suppose that all the 
panels have the same desired slope. In such a case, the optimization will generate panels 
on one side with the desired slope while the others will have a modified slope. But, there 
is no control on which panel should get the desired slope. In the above case, panels B and 
C were had the desired slope and panels D and E had the modified slope. If performance 
of the result generated by optimization is rated, then the problem can be solved. In other 
words, if the difference between the modified slope and the desired slope of one panel 
has more importance than another in the objective function, then optimization will be 
driven towards one of the minima. This will reduce the change in slope of a panel with 
high importance.  
 
Performance can be rated by any number of discrete values. Three levels of performance 
i.e. Low, Medium, and High are being used in the application. This means, optimization 
will try to generate the closest match in slope of a panel with a high performance rating. 
This is achieved by changing the slope of the panels with Low performance ratings. An 
example is shown below. 
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(in 12) Importance 
A 3.06 Mid 
B 3.20 High 
C 3.20 High 
D 1.87 Low 
E 1.87 Low 










A 4.00 Mid 
B 4.00 High 
C 4.00 High 
D 2.46 Low 
E 2.21 Low 





 Here it can be seen that optimization has generated the desired slope on panel B 
and C because of their high importance, by changing the slope of panel D & E. Running 
the optimization again by setting High importance on panel D & E and setting Low 
importance on panel B & C should generate different results.  
Figure 10: Starting condition (Example 4) 
Figure 11: After optimization (Example 4) 
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(in 12) Importance 
A 3.06 Mid 
B 3.20 Low 
C 3.20 Low 
D 1.87 High 
E 1.87 High 










A 4.00 Mid 
B 7.02 Low 
C 6.72 Low 
D 4.00 High 
E 4.00 High 





 The results show that optimization has generated panel D and E with the desired 
slope, by changing the slope of panels B & C. Thus optimization is trying to match the 
slope of the panels with high performance importance. The result of optimization can be 
controlled in a better way by using performance variables. 
Figure 12: Starting condition (Example 5) 
Figure 13: After optimization (Example 5) 
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Using constraints 
Example 4 and 5 explain the use of performance variables. In example 4, optimization 
generated the desired slopes on the panel B and C by changing the slopes of the panel D 
and E. But, these modified slopes of the panel D and E are not equal. One of the ways to 
get equal slope on both the panels is to associate a constraint to the Ridge line. 
Constraints will be discussed later in more detail in chapter 7.  
 
As explained earlier, optimization changes the x, y, and z coordinates of the end points of 
a Ridge line to generate the desired roof profile. If x location of the Ridge line between 
the panel D and E is fixed then optimization will generate equal slopes on the panel D 
and E, which can be seen in example 6 below.   
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A 2.79 Mid 
B 2.82 Low 
C 2.82 Low 
D 1.87 High 
E 1.87 High 









A 4.00 Mid 
B 6.01 Low 
C 6.01 Low 
D 4.00 High 
E 4.00 High 





 The results show that optimization has generated the desired slopes on the panel 
D and E, by changing the slope of the panels B & C but keeping them equal. 
Figure 15: After optimization (Example 6) 
Figure 14: Starting condition (Example 6) 
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Joint lines 
Fig 16 shows a plan view of a T – shape 
building. If we see the same building in 
side view in fig. 17, then we can notice 
that the Ridge line between the panel E 
and F is not connected to the panel D. The 
same condition may result from the optimization also. A condition is required which will 
place one of the end points of Ridge line on the Panel D by maintaining the flatness of 
panels.  
 
The problem is solved by 
adding the concept of 
Joint lines. If any two 
panels are sharing a Joint 
line as one their boundary then optimization will generate equal slope on those panels. 
Thus, Joint line will assure the continuity in panels and also keeping them flat.  The result 
of the optimization after adding Joint lines is shown in Fig 18 below.  
Figure 16: Plan view of ‘T’ shape building 
Figure 17: Side view of ‘T’ shape building (Without Joint line) 





SIZING OF TRUSSES 
 
Sizing of the trusses is done to determine the optimum cross section that will survive 
under all different load conditions. There are various types of loads which are applied on 
the roof panels and there are many ways to transfer these loads from the panel to the 
trusses. There are three main phases in the process of sizing trusses. They are: 
1. Calculate different loads on a panel 
2. Transfer loads from roof panel to trusses 
3. Size truss members which can carry these loads 
Each phase is discussed below. 
 
Calculation of the loads on the panel 
There are many types of loads which are applied on roof panels. However, only the three 
most significant loads; dead load, live load, and wind load are considered in this project. 
All other loads will be considered as special loads which explicitly need to be provided 
by the user. Calculation of all three types of loads is described in “The Analysis of Cold-
Formed Steel Roof Trusses” by Matt C. Ritter
[1]
. Thus, all three types of loads on any 
panel can be calculated, with all other loads considered as special load. This adds an 
ability to perform calculations of different combinations of these four types of loads.
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However, one important issue to be considered is in the calculation of wind load. When 
the wind is blowing on roof panels, it applies pushing pressure on some part of the panels 
and applies pulling pressure on the other parts. Thus, we need to consider two different 
values for wind loads, pulling and pushing. So theoretically, two different loads need to 
be considered for wind loads.  
 
Transferring the load from panel to the trusses: 
The method to calculate different loads on a panel was described in the previous section. 
 
Next, what fraction of the loads on a panel is being supported by which particular truss 
must be determined. Consider the simplest case, a four sided building with two roof 
panels making a gable on each end. Assume that the trusses are running perpendicular to 
Figure 19: A simple building with trusses running parallel to each other and having equal spacing 
21 
 
the panels with equal spacing. Also, the distance between the end trusses and the end of 
the panel is half the spacing between the trusses.  
 
In this case, the panel loads are equally supported by all of the trusses. Therefore the 
calculation of each sub-panel, which transfers all its loads into one particular truss, is 




The solution looks good for simple cases like the one discussed above, in which each 
truss calculates the geometry of its panel area or sub-panel from which it will get its 
Figure 20: Truss regions of all the trusses on a simple building 
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loads. But the process becomes very complicated when spacing between trusses is not 
equal and trusses do not run parallel to each other. The problem becomes even more 
complicated in the case of girder trusses (when trusses cross each other). Such a case is 




However, rather than using a segregation approach to calculate the geometry of a 
subpanel, an accumulation approach can be used to determine the same thing. A panel is 
first divided into a large number of micro-panels. The area of a micro-panel is so small 
that pressure variation on it is negligible and load applied on each micro-panel can be 
considered as a point load. Each micro-panel is associated to its nearest truss in the 
                                                      Figure 21: Non-parallel truss arrangement 
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system and all micro-panels associated with a particular truss will cumulatively form a 
sub-panel for that truss. Results generated with the above method are shown in the figure. 
  
 
Consider an imaginary truss alignment as shown in the figure which is very complicated 
in nature. The method described above will handle the problem easily and will find the 
solution as shown below. However, sub-panels generated with curvilinear boundaries will 
be very difficult to calculate with the previous approach.  
 









Figure 24: Imaginary truss arrangement in a simple square building 
Figure 23: Truss regions of an imaginary truss arrangement in a simple square building 
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Size Truss Members: 
Once the loads applied on each truss are known, a programmable method is required to 
calculate forces acting on each member. Trusses can then be sized to get optimized 
results. In programming language, dealing with matrices is easier than dealing with 
individual equations. 
[6]
There are two methods to analyze trusses using a matrix.  
a. Stiffness matrix method 
b. Flexibility method 
 
In the flexibility method, two separate procedures are used, on for statically determinate 
trusses, the other for indeterminate trusses. In the stiffness matrix method, a single 
procedure can be followed to handle both kinds of trusses. Moreover, the stiffness matrix 
method directly yields displacement and forces in the members. Thus, the stiffness matrix 
method is better to use this analysis process.  
 
In the stiffness matrix method, a truss is treated as a collection of discrete finite elements 
called a member, which are connected at joint points called nodes. The forces and 
displacement properties of each member are analyzed and the global stiffness matrix ‘K’ 
of a truss is calculated. The procedure to generate the global stiffness matrix is explained 
in 
[6]
 “Structural Analysis” by R. C. Hibbeler.  Once the global stiffness matrix is 
calculated, the unknown displacement of nodes can be determined. Using the force-
displacement properties of each member, the internal forces can be calculated for each 
member. However, for determining forces in truss members, cross section properties are 
needed to carry out the calculation. This puts the process into iteration.  
26 
 
The application is using a pre-defined library of cross sections. Cross sections are sorted 
based on their area. The reason behind sorting them by cross sectional area is that the 
area is directly proportional to its weight which is closely related to its cost. The process 
starts with the weakest cross section in the library and determines the forces in the 
members. If the cross section can sustain under those forces, then that cross section can 
be used. Otherwise, the process selects the next cross section from the library and re-
determines the forces. The loop continues until the application finds the lightest cross 
section which will carry the applied loads.  
 
A method to decide, weather a truss member will carry the applied load or not is 
described in 
[1]
 “The Analysis of Cold-Formed Steel Roof Trusses” by Matt Ritter which 
completes the whole process to find out the optimum size of a truss member. Below is an 
example for sizing a particular truss under a specific loading condition.  
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Truss Geometry and loads 
Sample truss geometry is given below with loads applied on different nodes as shown in 
the fig below. Forces and moments in each member are calculated and are given below. 
These data are used to determine the smallest cross section of members which will carry 





Figure 25: Schematic diagram of truss with loads applied 
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Resultant forces and moments 
 
 
Near Far A I L NX NY NZ FX FY FZ 
    in * in in ^ 4 in Kip   Kip   Kip  Kip   Kip   Kip   
1 13 0.7215 2.8791 36.0000 -0.5684 0.0947 -0.0001 0.5684 -0.0947 15.0032 
3 20 0.7215 2.8791 36.0001 1.8169 -0.7364 15.1725 -1.8169 0.7364 2.8649 
5 6 0.8356 4.7280 12.0000 -0.0001 0.0000 -0.0003 0.0001 0.0000 -0.0003 
7 8 0.8356 4.7280 252.0000 -2.2629 -0.3832 -64.8003 2.2629 0.3832 -31.7696 
7 1 0.8356 0.0000 36.4966 -0.5684 0.0947 0.0000 0.5684 -0.0947 0.0000 
2 15 0.7215 2.8791 72.0000 1.8168 1.8163 18.2999 -1.8168 -1.8163 7.8334 
7 2 0.8356 0.0000 157.0350 2.8312 2.9885 0.0000 -2.8312 -2.9885 0.0000 
8 9 0.8356 4.7280 252.0000 -2.2629 0.3832 31.7696 2.2629 -0.3832 64.8007 
8 2 0.8356 0.0000 183.6628 -0.4461 0.3531 0.0000 0.4461 -0.3531 0.0000 
8 3 0.8356 0.0000 222.0000 0.0000 -1.4727 0.0000 0.0000 1.4727 0.0000 
4 18 0.7215 2.8791 72.0000 -0.5683 0.9853 18.3006 0.5683 -0.9853 13.9044 
8 4 0.8356 0.0000 183.6628 0.4461 0.3531 0.0000 -0.4461 -0.3531 0.0000 
9 11 0.8356 4.7280 24.0000 0.0000 -2.7000 -64.8007 0.0000 2.7000 0.0004 
4 9 0.8356 0.0000 157.0350 2.8312 -2.9885 0.0000 -2.8312 2.9885 0.0000 
9 10 0.8356 0.0000 36.4966 0.5684 0.0947 0.0000 -0.5684 -0.0947 0.0000 
11 12 0.8356 4.7280 12.0000 0.0000 0.0000 -0.0003 0.0000 0.0000 -0.0001 
6 7 0.8356 4.7280 24.0000 0.0000 2.7000 -0.0003 0.0000 -2.7000 64.8003 
13 14 0.7215 2.8791 72.0000 -0.5683 -0.4453 -15.0034 0.5683 0.4453 13.9042 
14 2 0.7215 2.8791 72.0000 -0.5683 -0.9853 -13.9042 0.5683 0.9853 -18.2999 
15 16 0.7215 2.8791 72.0000 1.8169 1.2764 -7.8334 -1.8169 -1.2764 2.8648 
16 3 0.7215 2.8791 36.0001 1.8168 0.7363 -2.8647 -1.8168 -0.7363 -15.1726 
17 10 0.7215 2.8791 36.0000 -0.5683 -0.0947 -15.0035 0.5683 0.0947 0.0001 
18 17 0.7215 2.8791 72.0000 -0.5683 0.4453 -13.9044 0.5683 -0.4453 15.0037 
19 4 0.7215 2.8791 72.0000 1.8168 -1.8163 -7.8339 -1.8168 1.8163 -18.3005 
20 19 0.7215 2.8791 72.0000 1.8168 -1.2763 -2.8649 -1.8168 1.2763 7.8339 
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Cross section dimensions 
Fig below shows the ‘C’ shaped cross sections of members. The three sizes for top, 





A' 5 in 
B' 2.3 in 
C' 0.525 in 
t 0.0713 in 
R 0.107 in 
alpha 1   
Fy 50 ksi 
Fu 40 ksi 
mu 0.3   
 
Bottom Members 
A' 6 in 
B' 2.5 in 
C' 0.625 in 
t 0.0713 in 
R 0.107 in 
alpha 1   
Fy 70 ksi 
Fu 60 ksi 
mu 0.3   
 
Web Members 
A' 6 in 
B' 2.5 in 
C' 0.625 in 
t 0.0713 in 
R 0.107 in 
alpha 1   
Fy 70 ksi 
Fu 60 ksi 












The central idea of any CAD application is to display three dimensional data and provide 
an easy way to manipulate that three dimensional data. However, efficiency of 
demonstration and manipulation of 3D data is heavily dependent on the model for storing 
the data. This section will focus on structures and techniques that are used internally to 
store and manipulate organized units of information. 
 
In any CAD application, the basic topological items are vertices, edges and faces. Now a 
model is considered to store these items and relate them internally. 
  
In any programming language, arrays are the basic structure to store multiple items of the 
same kind. However, they do not provide dynamic memory allocation, which is a 
significant requirement of any application. In this case, Link List is the best option, which 
provides an ability to store multiple objects with dynamic memory allocation. Moreover, 
Link List is supported in many programming languages. The next task is to find a model 
to relate the data internally. 
 
There are three basic categories of models to represent the relationships between vertices, 
edges and polygons 
[13]
.  
1. Vertex Centric Relationship model 
2. Edge Centric Relationship model 
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3. Polygon Centric Relationship model 
 
Vertex Centric Relationship model 
In this type of model, vertices are stored in a list and all polygons and all edges which use 
these vertices will point to specific vertices in a list. However, this is a very inefficient 
way of storing the relationships because the relationships between edges and polygons 
are not directly provided. The model is calculation intensive in manipulating edges and 
polygons. 
 
Edge Centric Relationship model 
In this type of model, edges are stored in a list and each 
edge, points to two vertices and two polygons. The two 
vertices being pointed to by an edge are the two end 
points of that edge. The polygons being pointed to by an 
edge are the two polygons which include that edge as 
their boundaries. One of the oldest data structures for this 
type of model is the 
[2]
Winged Edge data structure.  
The Winged Edge data structure is the most sophisticated 
type of Boundary Representation (B-Rep) model. As shown in the figure, each edge in 
the data structure points to: 
a. Two vertices, which are the end points of that edge 
b. Two polygons, which use that edge as one of their boundary lines. 
Fig 27: Representation of 




c. Four edges which emanates from the end points and are associated with the 
two polygons pointed to.  
 
The data structure for Winged Edge is shown above. There are two more types of B-Rep 
model.  
a. Quad Edge Data structure 
b. Half Edge Data structure 
 
Both of them are a little different from the winged edge data structure. But, the core idea 
is the same. The method of storing the data structure discussed above makes them an 
excellent choice for many applications. 
 
Polygon Centric Relationship model 
The edge Centric Relationship model is sufficient for implementing a data structure, but 
it can be improved significantly by enhancing the data structure for polyhedral geometry. 
The model is designed in such a way that all properties of a polygon are directly 
accessible from the data structure. Polygons are stored in a linked List. This linkage is 
purely for an ease in implementing the algorithm that requires frequent computation 
related to all polygons. 
Polygon Structure 
 Each polygon in a Link List will point to: 
d. A Link List of pointers to an edge which form a boundary for that polygon. 
These edges are organized in a specific order to give outward normal of a 
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polygon. Moreover, the specific order is important to calculate the loops 
involved in that polygon.  
e. A Link List of pointers to vertices which lie on the boundary of a polygon. 
These lists of vertices can be accessed by an edge list. But a pre-formed list 
will increase the speed of computation. These vertices are organized in an 
order to give the outward normal of a polygon.  
f. Extra pre-calculated information can be stored such as the normal vector, 
plane vector or area.  
 
Edge Structure 
Each edge in a Link List will point to: 
a. Two vertices which are end points of an edge 
b. Two polygons which contain the edge 




 Each vertex in a Link List will point to: 
a. A Link List of pointers to polygons which contain that vertex 
b. A link List of pointers to edges which contain that vertex 






1. The model contains heavy use of pointers which removes the problem of duplicate 
data in memory. The solution not only saves memory, but also reduces the 
complexity of updating that duplicate data.  
2. When a value of any one vertex changes, updates in properties of only those edges 
and polygons which contains that vertex can be done. Thus, it saves time in 
calculating property of all other edges and polygons which are not affected by that 
vertex. 
3. The model is not specific to any programming language.  
4. When drawing the whole geometry, a list of edges can be drawn rather than drawing a 
list of polygons. This saves time in overdrawing edges which are being shared by two 
polygons.  
 
Data structure for the Truss 
Any truss is a collection of members which are connected at joints. These joints are 
called nodes. Thus, any truss is a collection of nodes and members, and analysis of a truss 
is an analysis of these nodes and members only. A data structure of a truss should have an 
ability to store the information of its members and nodes and also express the 
relationships between them.  
 
A schematic diagram of a sample 
truss shown in the figure shows the 
fact that a truss can be visualized as Figure 28: Schematic diagram of a truss 
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a collection of edges and points, where each edge represents a member of a truss and the 
end point of an edge represents a node in a truss. Thus, the same polyhedral data structure 
can be used for a truss with little modification. Moreover, members and nodes are not 
shared across different trusses. The data structures for nodes, members and truss are as 
described below.  
 
Node Data structure 
a. It contains x and y coordinates from a reference point in the truss 
b. It points to a Link List of pointers to members which contain that node.  
 
Member Data structure 
a. It contains pointers to two nodes: Near node and Far node. 
b. It contains some extra information like length, cross section, weight etc. 
 
A polyhedral data structure is a very good model to store information for any CAD 
application. Moreover, the model is easy to implement, supports faster computation and 







TEXT IN 3D 
 
All engineering drawings will result in a meaningless collection of lines and curves if it 
does not include associated data with it like dimensions, labels, and other information. 
The same thing holds true if such drawings are being rendered on a computer screen. The 
information associated with each element in CAD geometry needs to be displayed on 
screen. Generally this information will be displayed in the form of some text in the 
drawing. This scenario leads to a requirement for the ability to render text in a three 
dimensional drawing. The problem might look simple, but there are many concerns 
associated with rendering text in a three dimensional drawing. This adds significant 
complexity to the problem. The basis of computer fonts is discussed in the next section to 
find the solution.  
 
In typography, the shape of each symbol is known as a glyph
[12]
. In this case, a symbol 
means character set A – Z, a – z, 0 – 9 and other symbols like comma, colons, 
punctuation etc. A method is required to display these set of glyphs on a computer screen. 
A data file font is nothing but an electronic version of such methods. There are three 
basic formats of font files.  
• Bitmap fonts 
• Outline fonts 
• Stroke based fonts 
37 
 




In this type of format, each glyph is stored in an array of pixels (i.e. bitmap). For this 
reason sometimes they are called raster fonts. It stores each glyph in form of small 
images, which makes it extremely fast in rendering. But there are many major 
disadvantages to this style. One of the most important is that they are not scalable, which 
means different sets of small images are required for each different size of glyph. One 
more problem in 3D rendering is that these fonts cannot be rotated in 3D space. Thus, it 
is not appropriate to use bitmap fonts in the application.  
 
Outline fonts 
In this format, the outline of a font is defined as set of lines and curves (Bezier curve). 
These fonts are heavily used in vector monitors and vector plotters. The main advantage 
of these fonts is that it allows an infinite level of scaling in a single definition. Formats 
like PostScript and OpenType are widely used in drawing applications like adobe and 
others.  
 
However, the accuracy of curves on a raster display is not very good and it requires 
considerable processing power. This disadvantage becomes significant when used in a 
real time application like CAD. Even though, major CAD applications like AutoCAD and 
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SolidWorks use this type of format, called TrueType, SHX; the main reason for the 
selection is to provide an additional functionality and not to provide a core requirement. 
  
Stroke based fonts 
In this type of format, fonts are defined by strokes of the pen. Each stroke is a straight 
line between two vertices and the stroke profile defines the complete glyph. It eliminates 
the use of curves which was a major drawback in outline fonts. Moreover, an infinite 
level of scaling is still available, rotation in 3D is possible and the requirement of 
processing power is very moderate. Thus, this type of method is most useful in real time 
application like CAD, because drawing a series of lines in a CAD application is highly 
optimized. A particular type of stroke based font known as Hershey fonts is used in the 





The “Hershey fonts” were developed in 1960s by Dr. A. V. Hershey at the U. S. Naval 
Weapon Laboratory. There were 1377 glyphs in the original version. Each glyph was 
assigned by a number in the range 1 – 3926, all of which are not used. The files defining 
those glyphs are freely available on the internet. Due to this availability, the format of the 
file has changed over time and many forms are available today. In all types of the forms, 
a file will contain a series of the definition of glyphs. The particular format which is 




• A line starts with a definition of each glyph. The first five spaces contain a number 
associated with a glyph.  
• Next three spaces contain a number, which represents the number of coordinate pairs 
involved in the definition.  
• The following part of the string represents a series of alphabetical characters. Each 
represents a value relative to an ASCII value of ‘R’.  
o The first pair of characters in the remaining part of the string indicates the 
most left and the most right coordinate of the glyph.  
o Successive pair of characters represents the (x, y) coordinates of the 
vertices.  
o The pen up option is indicated by “R”.  
 
A sample example of a glyph is shown below.  
“    8 9MWOMOV RUMUV ROQUQ” 
 
• The first five spaces give “    8” which is associated with the number of that glyph.  
• Next three spaces give “9” which tells the number of coordinate pairs, which means 
there will be 9 pairs of coordinates involved in the definition.  
• The first pair gives the most left and most right value. 
ASCII value of ‘M’ – ASCII value of ‘R’ = 77 – 82 = -5 
ASCII value of ‘W’ – ASCII value of ‘R’ = 87 – 82 = 5 




• The next pair gives coordinates of the first vertices. 
ASCII value of ‘O’ – ascii value of ‘R’ = 79 – 82 = -3 
ASCII value of ‘M’ – ASCII value of ‘R’ = 77 – 82 = -5 
Thus the coordinates are (-3, -5). 
• The next pair “OV” represents coordinate (-3, 4). 
• The successive pair is “R” which means pen needs to raise up.  
• Each consecutive pair of characters represents coordinates (3, -5), (3, 4), pen up, (-3, -
1), (3, 1), respectively. 
• This will draw three lines in such a way that it will look like a character ‘H’ on 
screen.  
 
Thus, all glyphs can be rendered by a series of lines. Moreover, 
different characters can be rendered side by side to render a 
string. As the width of each character is known, rendering 
characters with varying widths will not be a problem. A sample string rendered in the 
application is displayed here.  
 
Hershey Font is very easy to implement, fast enough to render, and allows rotation and 
scaling in 3D. This makes it very valuable to use in this CAD application. 









The main motivation behind the creation of a CAD application was to provide a tool to 
generate computer based diagram to replace the paper based diagrams. Therefore, a tool 
should provide at least those features which are available for paper based drawings. 
When an engineer draws a straight horizontal line on paper, he uses a ruler or a drafter for 
that. But, these tools cannot be used to draw a line on a computer screen. Moreover, some 
behaviors are expected by users that are not automatic for the computer. For example, 
most users expect that certain lines should remain horizontal even if either of its end 
points changes its position. There are many constrain like this, e.g. Vertical, Parallel, 
perpendicular, tangent, constant length. This scenario leads to the requirement of an 
ability to create and maintain such constrains. An ability to create such a constraint is 
done by including a snapping feature in the drawing application. Maintaining such 
constraints is generally done by geometric modeling, in which these constraints are 
represented by equations and by solving the set of equations, the constraints are 
maintained.  
 
However, the model used in the application is not a geometric model and in such cases 
the method described above is very difficult to implement. This is outside the scope of 
this  project. Another method for snapping and constraints has been used. This method is 
easy to implement and works best with the requirements of this project. There may be 






The algorithm is very basic in nature. When a user moves a point in a 3D OpenGL space, 
the application takes coordinates of that point and finds its distance from all possible snap 
locations, like snap to horizontal, snap to vertical, snap to mid-point of a line etc. If the 
nearest possible snap location is within the vicinity of a point then a point will be snapped 
to that location.  
 
A significant factor in the algorithm is the definition of vicinity, which means the 
program must decide whether the snap location is near enough or not. The definition of 
the vicinity should be defined in terms of distance on screen and not a distance in 
OpenGL space.  
 
Constraints 
Constraints are nothing but conditions which must be satisfied even after changes in the 
drawing dimensions occur. There are two ways a user can change the drawing entity on 
screen.  
 
• Dragging a point 




However, dragging of an edge can be seen as the simultaneous dragging of both end 
points equally. Thus, theoretically there is only one phenomenon which changes the 
dimension of a drawing, changing a position of a point. So, whenever a position of any 
point changes, it is required to make sure that all constraint conditions are satisfied.  
 
There can be many types of conditions which can be applied to a diagram. In the 
beginning, efforts have been made to include many constraints in the program. However, 
considering the time line of the project, constraints which are not used very often in the 
program are omitted. Below is the list of constraints which are implemented in the 
program. 
 
• Fix the ‘X’ dimension of a point 
• Fix the ‘Y’ dimension of a point 
• Fix the ‘Z’ dimension of a point 
• Horizontal Edge 
• Vertical Edge 
• Fixed Length Edge 
 
The first three conditions are associated with the point itself. When an attempt is made to 
change the position, the above conditions will be checked and if any of the x, y, or z 
coordinates are fixed then it will not allow any change in that coordinate.  
 
Now consider a Horizontal Edge. If one of the end points of that edge is moved then  
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another end point needs to be moved in such a way that it will fulfill the condition of 
horizontality. Thus, the only action required is to figure out which point needs to move 
and to where it needs to be moved. The same phenomenon applies to the other three 
conditions as well. Below is the algorithm to solve any condition.  
1. If any point is attempted to be moved then first it will check weather any of its 
coordinate is fixed or not. If any coordinate is fixed then change in that coordinate 
will not be allowed and rest of coordinates will be changed.  
2. The next step is to check all conditions applied to edges which are pointing to this 
point.  
 
In a point data structure, there is a Link List of pointers to edges which points to that 
point, and the same Link List can be used to check conditions applied to those edges. 
 
Special note 
It may seem like the algorithm will break if one of the fixed points is moved in effect due 
to the movement of some other point, but that is not true. Suppose there are two points, 
P1 & P2, and the position of point P2 is fixed. Now, there is some condition that exists 
which relates point P1 & P2. So if the position of point P1 is changed, then condition will 
make an attempt to change the position of point P2. However, as point P2 is fixed, the 
only way to fulfill the condition is to change position of point P1 back to its original 
position. Thus, algorithm works well in such complex conditions. The algorithm also 
works even if a fixed point is encountered at any level in loop. It will revert back all its 






UNDO / REDO 
 
In the early days, the undo/redo function was considered an additional function to 
enhance the performance of an application. But nowadays, it is a very basic and essential 
function for any application. Undo means to nullify an effect of an action which has just 
been performed. Redo means to replicate an effect of an action which has just been 
undone. Even though the function is very basic and very old, its method of 
implementation varies substantially for different applications. One of the main reasons is 
that, it is extremely influenced by the data structure. 
[7]
The main idea behind the function 
is to store information, which is required to perform the Redo and Undo actions. This 
information is generally stored in either of the two ways described below.  
1. Directly storing a state of an application after each action is performed 
2. Information regarding each action which has been performed is stored in a 
sequence. 
Each of the above method is explained below in detail.  
 
Storing the state of an application 
In this method the state of an application is pushed on the Undo stack after each action is 
performed. As sequences of actions are performed, the Undo stack grows. If at any point 
in time, the Undo operation is performed, the current state of an application will pushed 
on to redo stack and the last state of the application from the Undo stack will become the 
current state of an application. The same scenario will be reversed to perform the Redo
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operation. Thus, maintaining two lists of the states of the application, the Undo/Redo 
function can be implemented very easily. The ease in this method serves as a core reason 
for selecting this method.  
 
However, there are some disadvantages involved in this method.  
a. As the sequence of operation is performed, the list grows substantially, and if 
a state of an application requires a significant amount of memory, then the 
application may soon run out of memory.  
b. This method is not applicable when storing a state of an application requires 
storing a pointer. If a state of an application has a pointer which points 
somewhere in memory, then that pointer will be of no use when a copy of a 
state has been pushed on the stack. 
These two disadvantages are very significant and thus this method is not useful in a CAD 
application.  
 
Storing information regarding each action 
Whenever any action is performed, this method will store a sufficient amount of 
information about that action to re-perform it any time. There are two ways to perform an 
Undo/Redo operation in this method.  
 
1. Information about each action is stored, which is capable of calculating its 




A simple example is that if an original action creates some entity then its reversible 
action will delete that entity. Thus, whenever an Undo action is required after a series of 
actions then the application will perform the reversible action for the last action 
performed. For performing a Redo action, the application will replicate the last undone 
action from the information stored.  
 
Many applications use this methodology, however sometimes calculating a reversible 
action becomes a highly complicated task. In such case the chance of errors is very high 
and many times the methodology described below is used.  
 
2. Another way of performing an Undo operation from information stored is to take 
a fresh copy of an application and replicate all the actions performed from the 
information stored except the last one. The application will then be in a state as it 
was before the last action was performed. The Redo operation will be performed 
by simply replicating the last undone action from the information stored.  
 
Advantages 
• It eliminates the requirement of calculating a reversible action 
• The methodology is easy to implement and less error prone. 
• The same list of information can be used as a “file save”, when file is reopened, 




Thus, this methodology is very useful in an application like CAD. Implementation of a 
methodology in the application is explained below.  
 
Implementation of a methodology 
As explained above, enough information needs to be stored about an action so that it can 
be replicated. There are two basic categories of actions which can be performed in the 
application 
i. Mouse click on drawing 
ii. General task actions 
 
General task actions are all actions except mouse clicks on the drawing area. Storing of 
these actions is very easy, as the only information required to store is the occurrence of 
an event and user input parameters. Mouse click actions can be stored by using storing 
locations of mouse clicks whenever they are performed. The information stored is enough 
to replicate the mouse click actions. However, there are two options for storing a location 
of a mouse click i.e. screen coordinates or OpenGL coordinates. Screen coordinates 
relates to different OpenGL coordinates when the screen size is different or when the 
OpenGL mapping screen is different. Moreover, as entities are generated in OpenGL 
coordinates, it is better to store the location of a mouse click in OpenGL coordinates.  
 
Problem 
Consider the scenario when a user performs a series of actions and stores the file while 
working in a higher resolution. One of the actions is to select a point. It is discussed in the 
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previous section that snapping is performed in screen size coordinates and a screen 
distance defines the vicinity of a point. So a difference in resolution may cause a 
difference in vicinity value which may produce different results of an action.  
 
Solution 
The easiest solution is to calculate the ratio of screen distance to the height of the screen 






CONCLUSION AND RECOMMENDATION 
 
Conclusion 
The project is still under progress, however all major landmarks have been achieved.  
The computer program lets user to generate a building in a 3D application. Snapping 
functionality and constraint feature is working correctly in the program. Once the user 
has defined that building geometry, the application allows the user to define the location 
of trusses in the plan view. The user can also define group of trusses by defining a region 
and spacing between those trusses. The application will calculate the truss envelope 
based on the roof profile defined. The user can define a custom truss or a pre-defined 
truss can be added from the available library. The standard truss from the library has an 
ability to fit itself to fill the truss envelope. 
 
Once the trusses are defined, the program will generate the loads on roof panel. These 
loads on the panel are then transferred to trusses in an appropriate manner. Once the loads 
on each truss are known, the program calculates the internal forces and moments. Based 
on these forces and moments, the program will determine the smallest cross section 
available in the library which will carry these loads. 
 
The results generated by the program are validated and a good match is found in the 
results. Another major feature still under development is to find out the optimum number 
of panels in a particular truss. The program will calculate the optimum number of panels
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required in any given truss to reduce the cost of that truss.  
 
Recommendation 
Currently the optimization is working properly in the program, but study can be extended 
to determine an even faster algorithm for optimization. Additional user interface can be 
added to increase the user friendliness of the program. The program can be extended by 
adding an AutoCAD compatibility feature, which allows reading and writing an 
AutoCAD file. Automatically determining a type of truss for given envelope will be very 
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Scope and Method of Study: The goal of the current project is to develop an application 
which will let users easily define building and truss geometries. Then, optimum 
truss member sizes will be calculated based on load inputs. The application will 
be user friendly with required features and is expected to facilitate a wide range of 
users. The purpose of this document’s to discuss the selected topics involved in 
the development of this CAD application. The selected topics cover the use of an 
optimization technique to generate the desired roof slopes, the procedure to size 
the trusses, the data structure required for the computer program, the fonts to 
display text in 3D, the method to associate constraints on the geometry and the 
implementation of Undo/Redo functionality in the application. 
 
 
Findings and Conclusions:  The computer program lets user to generate a building in a 
3D application. Snapping functionality and constraint feature is working correctly 
in the program. Once the user has defined the building geometry, the application 
will allow the user to define the location of trusses in the plan view. The user can 
also define group of trusses by defining a region and spacing between those 
trusses. Application will calculate the truss envelope based on the roof profile 
defined. User can define a custom truss or a pre-defined truss can be added from 
the available library. The results generated by the program are validated and a 
good match is found in the results. The application can also determine the 
optimum number of panels in any truss added from the library.  
 
 
 
 
 
 
