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Abstract—RFID is gaining significant thrust as the preferred 
choice of automatic identification and data collection 
system. However, there are various data processing and 
management problems such as missed readings and 
duplicate readings which hinder wide scale adoption of 
RFID systems. To this end we propose an approach that 
filters the captured data including both noise removal and 
duplicate elimination. Experimental results demonstrate that 
the proposed approach improves missed data restoration 
process when compared with the existing method. 
 
Index Terms— RFID, data management, filtering, data stream, 
false-positive, data redundancy 
 
1.0 Introduction 
 
adio Frequency Identification (RFID) technology enables 
capturing large volumes of data at high speed and can be 
used for identifying, locating, tracking and monitoring physical 
objects without line of sight. This capability makes RFID 
technology suitable for applications in various domains that 
include supply chain management, retail, anti-counterfeiting, 
aircraft maintenance, baggage handling, security and 
healthcare.  
Despite of numerous benefits, RFID poses many new data 
processing and management challenges that must be 
overcome. The amount of data generated by RFID can be 
massive. As this enormous data must be processed on the fly, it 
can overwhelm the system. The ability to identify without 
requiring direct line of sight is one of the RFID advantages 
that have been pointed out by many [1][2]. However, because 
of this advantage, there lies the biggest RFID disadvantage. 
The reader cannot distinguish between the true and false read. 
As a result, reliability of RFID tag readings is of concern in 
many situations. Moreover, the readings contain duplicate data 
as well as significant percentage of errors [1]. It was observed 
that RFID read rate in real world deployments is often in the 
60-70% range [3]. At this error rates, the captured data can be 
considered useless for many applications [1].  
The specific objective of this paper is to detect and correct 
data recording errors to increase data quality. To this end, we 
propose an approach to clean the RFID data stream from noisy 
and redundant data. We make two main contributions. First, 
we introduce a new method that identifies the correct readings  
  
 
 
efficiently. The second contribution is to filter out redundant 
data from the incoming data streams.  
The rest of the paper is organized as follows. Section 2 
describes the background and related work. Section 3 
discusses our algorithms that identify the correct readings and 
the algorithm to filter out redundant data from the incoming 
data streams. Section 4 discusses the performance of the 
proposed algorithms.  The analysis and experiment results are 
also discussed. The concluding remarks and future work are 
presented in Section 5. 
 
2.0 Background 
 
2.1 System Architecture 
As shown in Fig. 1, an RFID system consists of a wide variety 
of physically distributed tags for certain data storage, a set of 
readers designed to decode the data on the tags, the 
middleware software that processes and manages the 
information gathered, and the enterprise applications that 
implements the enterprise business logic, and the enterprise 
database management systems.  
RFID tags are small wireless devices that react to 
electromagnetic fields. Tags can emit some pre-stored 
information and can also in some cases do a limited amount of 
computation. Tags can be passive or active where passive or 
active tags are powered entirely by their reading devices while 
active tags contain auxiliary batteries on board. Also, active 
tags are typically read/write and cost more than passive RFID 
tags. The low cost demanded for passive RFID tags causes 
them to be very resource limited. 
 
 
Fig. 1: RFID-based System Architecture 
 
Tags can be covered by single or multiple readers. The 
reader emits radio signals to activate the tag and read and write 
data to it. RFID readers can be portable or fixed (installed in 
the ceiling or in any other convenient location). The RFID 
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 reader is connected to the middleware which can control, filter 
and process data. The channels between the tag and the reader 
are wireless radio channels whereas the channels between the 
reader and the middleware and database might be wired 
channels which are usually assumed to be secure. 
In smart shelf application or generally the supply chain 
business, high frequency passive tags are mainly used because 
of their low cost factor and easy maintenance. A number of 
key supply chain business players including Wall-Mart and 
Tesco use passive tag [1][2]. The shelf is integrated with RFID 
reader to detect the tagged objects located on the shelf. The 
information provided by the reader helps in making an 
efficient replenishment process in order to maintain 
the availability of the items on the shelf to the customer. By 
using smart shelf, businesses could also manage their 
inventory restock in a real time manner and more accurate. 
 
2.2 Problem Statement 
RFID pose many challenges in the current data management 
systems [1]. Two main RFID data management challenges that 
are of interest to us in this paper are: 
 
1. Unreliable readings of data, and 
2. High level of data redundancy  
 
Unreliable readings are very common in RFID applications 
especially in passive RFID tags [1]. By unreliable readings we 
mean both false-negative readings and false positive readings. 
False-negative readings occur when the reader fails to read the 
tags that reside within its reading range. In contrast, there are 
several sources for false positive readings (also known as noise 
reading). One major source of the noisy readings is the 
corrupted signals. Passive tags operate at 13.56 MHz 
frequency and the reader detection range is up to 1.5 meters. 
However, sometimes RFID tags tend to produce weak signal 
due to insufficient power. Another source of the signal 
corruption is the existence of strong interference from sources 
such as water and metal. When this happens, the data in the 
signal will be corrupted leading to false reading or no reading 
at all. False positive readings also occur when the reader 
detects a tag that does not exist in the reader’s vicinity.  
In addition to unreliable readings, data redundancy is also 
recognised as a serious problem in RFID [1]. This problem 
occurs when a tagged object is in the surrounding area of more 
than one RFID reader which is simultaneously sending signals 
to the item. For example, a tagged item that resides on a smart-
shelf for whole day can generate hundreds of readings which 
are useless to the enterprise applications. In smart-shelf 
scenario we are only interested in the readings that indicate the 
occurrence of events such as when the tagged item is being 
picked up by the customer. The over representation of the data 
does not add any valuable information to the data stream and 
resulting inefficiency in the data storage. 
Therefore, a mechanism that filters unnecessary duplicate 
readings and minimise/eliminate false positive readings is 
paramount in many applications. False positive readings need 
to be filtered out to ensure that only accurate data enter the 
data center. Although the occurrence is low, noise readings can 
mislead important business decision making. For example, in 
smart shelf application, replenishment decision is based on the 
number of available items on the shelf. The noise readings, if 
unfiltered, can represent a wrong number of tagged objects 
currently on the shelf.  This will lead to inaccurate decision 
making in so far as the replenishment process is concerned.    
 
2. Related Works 
Approaches to filter false readings from entering the data 
stream is receiving attention in the literature.  Bai et. al. [4] has 
proposed Baseline Denoise algorithm which filtered noisy data 
based on sliding window approach. If the tag IDs detected 
more than the threshold values in the sliding window, it is 
considered to be correct. They also proposed a number of 
different versions of the Baseline Denoise including Lazy 
Denoising and Eager Denoising that emphasize on the correct 
ordering of tag appearances after the filtering process. For 
false negative readings, they suggests to increase the number 
of reading cycle to enhance the tag chances to get read by the 
reader. 
Peng et. al. [5] proposed an approach that deals with 
cleaning both false positive and false negative readings. The 
idea is based on peer to peer cleaning process. It is assumed 
that there are multiple RFID tag readers in which the tagged 
objects will be passing through. The readers are further 
assumed to be organized strategically such as that they serve as 
checkpoint. Further the readers are assumed to be connected to 
each other and can receive readings made by the neighboring 
readers. Before the reading from one particular reader is 
finalized, it will be compared with the reading from the 
previous reader and the next reader. If the reading is false 
negative, it will be corrected if the tag’s reading exists in 
previous and next reading. The reading will be removed from 
the list if it is undetected at previous and next reader. This 
method is fit for a system that has multiple check point to read 
the tagged objects. It cannot be used with system that has only 
one reader or many readers but not networked with each 
others. Also, it requires extensive communication between the 
readers. 
Roozbeh et. al. [1] discussed an approach that addressed 
data redundancy problem. They suggested that we keep an 
initial snapshot of the existing items detected in the reader area 
and compare the initial snapshot with the current number of 
items after each reading. Report on occurrence of events will 
only be made if the number of current items is different with 
the existing one. The difference shows that items have been 
added in or removed from the reader area. By this, the 
approach minimizes data redundancy because the report is 
only generated when an event is occurred. The problem with 
this approach is that it may not work well with passive RFID 
tags because of the occurrence of false readings. The data need 
to be filtered in the first place to avoid the generation of false 
event that lead the false readings in the first place. 
As explained next, our approach extends and complements 
existing works in various ways. The proposed approach aims 
to filter noise readings efficiently and significantly reduce 
redundant data from the RFID data streams. 
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 3.0 The Denoising Algorithm 
Tagged objects will have multiple reading cycles while they 
are within the area of detection. During the reading process, 
sometimes noise readings are generated. According to [4], 
these noise readings have low occurrence rate compared to 
correct readings. Based on this, we use a number of reading 
occurrences per time to distinguish between correct and noisy 
readings. We specify the number of occurrence, or count 
threshold and time threshold based on the reader error rate. 
Reading that appear below count threshold in a given time is 
considered as noise and will be discarded from further 
processing. We keep track on the number of occurrence of 
each distinct readings and the time length for the occurrence to 
happen. To get the time length, the initial and latest reading of 
the tag need to be saved and updated. The details of the tag are 
stored in a list which holds the data on tag id, reader id, initial 
and latest timestamp, number of occurrence and output status. 
The id can be both reader id and tag id for tags that covered by 
multiple readers. Or the id can be tag id for those covered by a 
single reader. 
 The pseudo-code in Figure 2 shows the proposed algorithm. 
In the algorithm the cthreshold and tthreshold parameters 
denote the count threshold and the time threshold respectively. 
The algorithm maintains a list of recently received readings 
from the tags along with the number of times that the reading 
is received and the time of the last reading. The time length is 
calculated based of the difference between the latest and initial 
time of reading for the tag. 
 
Algorithm Denoising 
INPUT: tag id, time detection, cthreshold, tthreshold 
BEGIN 
  1: FOR each R from a tag DO 
  2:  IF R is not in the list THEN 
  3:      Store R in the list’s first available position 
  4:               Store detection time in R INITIALtimestamp and   
                        LATEST.timestamp  
  5:               Increment R count by 1 
  6:          ELSE 
  7:               Increment R count by 1 
  8:               Update detection time in R LATEST.timestamp  
  9:          ENDIF 
10:          IF (R count>=cthreshold) THEN 
11:                     IF R has not been output before THEN 
12:                          Output R with INITIAL.timestamp 
13:                          Set STATE-OF-OUTPUT as true 
14:                    ELSE 
15:                          OUTPUT R with LATEST.timestamp 
16:                    ENDIF            
17:          ELSE 
18:                    IF (time length >=tthreshold) THEN 
19:                         Delete R from the list 
20:                    ENDIF    
21:          ENDIF 
22:          FOR each tag record in the list DO 
23:                   IF (current time-LATEST.timestamp) >=tthreshold 
24:                         Delete tag record from the list 
25:                   END IF 
26:          ENDFOR 
27: ENDFOR 
END DENOISING 
 
Fig. 2: Noise filtering algorithm for RFID data streams 
 
For each incoming reading R, the reader checks if the 
reading is already in the list (step 2 - step 9). In step 2 to 5, 
new readings along with the arrival time are stored in the first 
available position in the list. The arrival time are stored both in 
the initial and latest timestamp to provide us the time length in 
case a reading only appeared once. This is useful when 
cleaning process is carried out which aimed at removing 
reading that identified as noise reading from the list. For the 
new reading, the count of occurrence is set to one to indicate it 
has been detected for the first time. If the reading is already in 
the list (step 6 – step 11), we update the latest timestamp with 
the arrival time and increase the number of occurrences by 
one. Updating the latest timestamp will give us new time 
length that indicates how long the tag has been read by the 
reader 
In step 10, we checked whether the reading is more or equal 
to cthreshold. If yes, this mean the reading is a correct reading 
and will be output for further processing. The reading will be 
output with initial time if it has not been output before (step 
12) and its state-of-output then is set to true. Otherwise it will 
be output with the latest timestamp (step 15). In step 17, if the 
count of occurrence is less than cthreshold, then we will check 
if the time length it has been reside in the list is more than 
tthreshold. If yes, this indicate the reading has low reading 
occurrence and is regarded as noise reading. It is removed 
from the list in step 19. 
There were readings that need to be removed from the list to 
avoid memory overflow. The first type is correct reading that 
has been left undetected for certain period of time. When this 
happens, it indicates that the tagged object has left the 
detection area. The record is no longer needed in the list. The 
second type is the reading that has been detected less than 
cthreshold and occurs less than in tthreshold time. This type of 
noise reading will be left uncovered by the previous steps in 
the algorithm. To remove these types of reading, we will run 
check on all reading in the list. The reading that has been not 
detected more than the tthreshold time will be deleted from the 
list. The undetected period can be derived from current time 
minus the latest time detection of the reading. 
 
 
 
Fig. 3: Tag 1 and tag 2 reading from time 0 to 90. Tag 3 at time 50 is noise 
reading 
 
To demonstrate, how the algorithm works, we use a simple 
example based on the reading values and times show in Figure 
3. We set the cthreshold to 3 and tthreshold to 50. At time 10, 
two new reading are inserted in the list that is tag 1 and tag 2. 
After time 30, the number of occurrence for tag 1 is equal to 
the cthreshold therefore it will be regarded as correct reading. 
At this point also we have new reading tag 3 registered in the 
list. After time 40, it is tag 2 turns to be successfully filtered as 
correct reading because its number of occurrence is equal to 3. 
At time 80, the number of occurrence for tag 3 is equal to 
cthreshold but the time taken since the first detection is 60secs 
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 are more than specified tthreshold. Therefore tag 3 is regarded 
as noise reading and will be discarded from the list.   
 
3.1 Duplication Elimination 
In smart shelf application, the most useful information we want 
to gather from RFID readings is when the objects is placed on 
the shelf and when the object is leaving the shelf. The problem 
with RFID tagged objects is that it will keep sending signals to 
the reader while sitting on the shelf although no events had 
really occurred. The redundant data is less useful because it 
only implies similar state of the objects on the shelf. In Figure 
4 we add few lines to the Denoising algorithm in order to 
eliminate the duplicate data.    
The lines modified and added were at step 11-14 and step 
22-25. In step 11-14, we only output reading that considered 
correct reading only when it is first time detected.  During the 
cleaning process in step 22-28, for reading that is correct 
reading, we will output it if it has not been detected more than 
or equal to tthreshold time. This indicates that the tagged 
object has leaved the area. Therefore only the first and the last 
detection of the reading are processed and this eliminates data 
duplication greatly. 
 
 
Fig. 4: Noise filtering algorithm with duplication elimination 
 
4.0 Performance Analysis 
In this section we explain the experimental setup and discuss 
the results derived from the experiments. The Denoising 
algorithm proposed in this paper is compared with Baseline 
Denoise algorithm [4]. We will use reponse time to compare 
filtering process of the two algorithms. Besides time 
efficiency, our focus also will be on the filtering correctness. 
Time efficiency is important in RFID-enabled applications 
because real time decision making is crucial to help businesses 
gain its competitive advantages. Our second algorithm, the 
Denosing with duplication elimination will be tested only on 
its filtering correctness. It will not be compared with the 
previous algorithms in terms of time efficiency because it 
involved time delays before deciding the tag object has leaved 
the area or not. In the first part we will explain the 
experimental setup and then followed by results and 
discussions 
 
4.1 Experimental setup 
The purposed of this experiment is to measure the performance 
of the algorithms under different arrival rate. For the first 
experiment, we set a number of sample data with different 
arrival rate derived from the Poisson process. The arrival rate 
for each sample is set to 1 tag/second, 5 tags/second, 50 
tags/second and 500 tags/seconds respectively. Each tag is 
repeated ten times and each sample contains 10 tags. Each tag 
is set to have 5% noise rate.  
In the second experiment, the algorithms performance is 
tested under different noise ratio. The arrival rate is set to 50 
tag/second. Each tag is repeated 10 times and the noise ratio 
applied is 10%, 20%, 30%, 40% and 50%. The cthreshold and 
tthreshold in our algorithms is set to be the same with 
threshold and the sliding windows size in Baseline Denoise.  
In both experiments, the algorithms were compared each 
other in terms of filtering correctness and time taken execute 
the filtering process. All the algorithms were written in C.  
 
4.2 Result and Discussion 
 
 
 
Fig. 5: Time execution under different arrival rates 
 
In the first experiment, both algorithms filter all the noise 
readings correctly. However the time taken to filter the sample 
data provided is vary especially with larger arrival rate 
samples. The result is shown in Fig. 5. The first two sample 
data, each with 1 tag/second and 5 tag/second arrival rate, the 
Algorithm Denoising with Duplication Elimination 
INPUT: tag id, time detection, cthreshold, tthreshold 
BEGIN 
  1: FOR each incoming reading R from a tag DO 
  2:  IF R is not in the list THEN 
  3:      Store R in the list 
  4:               Store time detection in R INITIAL.TIMESTAMP and R  
                       LATEST.timestamp 
  5:               Increment R count by 1 
  6:          ELSE 
  7:               Increment R count by 1 
  8:               Update time detection in R LATEST.timestamp 
  9:         ENDIF 
10:          IF (R count>=cthreshold) THEN 
11:                                IF R has not been output before THEN  
12:                                      Output reading with INITIAL.timestamp 
13:                                      Set STATE-OF-OUTPUT as true 
14:                                END IF 
15:          ELSE 
16:                    IF (time length >=tthreshold) THEN 
17:                         Delete R from the list 
18:                    ENDIF    
19:          ENDIF 
20:          FOR each tag record in the list DO 
21:                   IF (current time-LATEST.timestamp)>=tthreshold 
22:                                 IF (STATE-OF-OUTPUT is true) 
23:                                       Output reading with LATEST.timestamp 
24:                                       Delete tag record from the list 
25:                                 END IF 
26:                         Delete tag record from the list 
27:                   END IF 
28:          ENDFOR 
29: ENDFOR 
END DENOISING 
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 time execution are almost the same. The third sample with 50 
tag/second arrival rate shows a slight increment in processing 
time for Baseline Denoise. The last sample data, which have 
500 tag/second, show the greatest differences where the 
processing time taken is 14 seconds for Baseline Denoise 
while our algorithm is still maintains below 2 seconds. 
The Baseline Denoise consumes a lot of time with larger 
arrival rate because it has to maintain operations with larger 
sliding windows. Our algorithm can perform faster because it 
still maintains a small list despite the number of arrival rates. 
 
 
 
Fig. 6: Time execution under noise rates 
 
In the second experiment, we test all the algorithms 
performance’s under different noise ratio. The result is shown 
in Fig. 6. From all the tests, Baseline Denoising consumes 
more time to execute. Average processing time for our 
algorithm is 0.125 while for Baseline Denoising is 0.308. Our 
algorithm performs better because it does have to go through 
the sliding windows as the Baseline Denoising but only 
focused on the small list of distinct readings. Both algorithms 
filter noise reading correctly under all different noise rates. 
We run both experiments for our second algorithm, 
Denoising with duplicate elimination. From both experiments, 
the algorithm successfully filters all noise readings and 
produces only the first and the last details of the correct 
readings.      
 
4.0 Conclusion  
 
In this paper, we identify the need to filter RFID stream 
efficiently and proposed filtering method to eliminate noise 
from RFID readings. The method utilizes the number of 
reading occurrence per time as the basis of the filtering 
process. We minimize the need to maintain a long list of 
sliding windows thus increase the filtering efficiency. From the 
experiments, our first method has successfully filtered noise 
readings efficiently and the second algorithms reduces 
duplicate data greatly. In future, we plan to improve the way 
we stored the reading in the list to avoid the risk of memory 
overflow when dealing with reader that produce too many 
unique noise readings. For the second algorithms we aimed to 
reduce the time delays before we can decide the tagged objects 
has left the detection area.  
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