Abstract
Introduction
Acceptance testing, as defined by IEEE Std 1012, consists in "formal testing conducted to determine whether or not a system satisfies its acceptance criteria and to enable the customer to determine whether or not to accept the system" [9] . As such, it is usually performed at the time of delivering the system to its corresponding customer. Actually in acceptance testing, as well as in other testing activities, test cases are often developed after the code and they * Laboratorio Iniziativa Software FINMECCANICA/ELSAG spa -CINI play the simple role of guards to judge the suitability of the system.
Test-driven development (TDD) [2] proposed to invert such a practice: test cases development is anticipated before the actual development of the source code; in addition tests "start talking" i.e. they become a form of the system documentation. Tools like JUnit 1 , which are often integrated into the software development environment, support the early construction and automated execution of unit test cases by developers. However, unit test cases can only be devised right before the coding phase, once interfaces (i.e., methods signature and attributes) are clearly defined.
TDD can be migrated from unit tests to acceptance tests. Executable acceptance test cases have been proposed which can provide an immediate feedback about whether a system satisfies the customer's criteria. Such test cases can be devised by the customer-in cooperation with the analystduring the requirement elicitation phase and they can potentially provide a more precise and accurate source of information about the customer's requirements than their description in natural language [12] . Among the technologies for supporting automated acceptance testing, Fit (Framework for Integrated Test) [14] is one of the most popular and widely used. Fit helps analysts write acceptance tests by means of simple HTML tables (Fit tables), including input and expected output for each test scenario.
We recently conducted several empirical studies that have shown how the usage of Fit tables can help in several (corrective and evolutionary) maintenance-related tasks, in particular to better understand change requirements [16, 18] , to improve the correctness of the maintained code [11, 17, 19, 22] , without however increasing the maintenance effort.
This paper stems from our previous studies and aims at summarizing a set of pieces of evidence and guidelines on the use of Fit tables in maintenance tasks. The main goal of this paper is to merge the knowledge achieved through the studies we performed and to organize it along a few simple dimensions:
1. Benefit introduced: improved requirement comprehension, improved code correctness, or reduced effort;
2. Nature of application: traditional applications vs. Web applications;
3. Maintainers' experience: novice maintainers vs. experienced maintainers.
Overall, rather than presenting results from new experiments, the objective of this paper is to build a common framework on results from already performed experiments, with the aim of distilling general guidelines for the use of Fit tables during maintenance tasks. In addition, the paper presents, through an additional preliminary study, what would be the effort needed to develop Fit tables.
The paper is organized as follows: Section 3 provides some basic backrounds on Fit, while related literature is discussed in Section 2. Section 4 provides an overview of the experiments performed classifying them across a set of dimensions and explaining the experiments definition, design and procedure. Section 5 reports a short summary of the obtained results. The collected evidence and Fit table usage guidelines are summarized in Section 6. Finally, Section 7 concludes the paper.
Related work
Since the introduction of Extreme Programming, many empirical studies have been conducted on Test-Driven Development (TDD), with the purpose of understanding its effects [6, 7, 8, 10] . The same is not true for acceptance testing and in particular for Fit tables: there are several papers (e.g., [15] ) and books (e.g., [14] ) describing acceptance testing with Fit tables but only a few works report empirical studies about Fit.
Melnik et al. [12] proposed a study focused on the use of Fit user acceptance tests for specifying functional requirements. This study has been conducted at the University of Calgary with 25 undergraduate students and replicated at the Southern Alberta Institute of Technology with 17 bachelor students. In this experiment, Melnik et al. showed that the use of Fit tables and the possibility of executing them improves the comprehension of requirements and produces some benefit in the implementation phase. Deng et al. [5] conducted a survey on Acceptance Test Driven Development with 33 professionals. The study concluded that the time frame between the definition of an acceptance test and its first successful pass is much longer than that of unit testing. The average time frame for acceptance testing is more than 4 hours, i.e., more than half a day.
Other than Fit tables, alternative formal or semi-formal notations can also help to improve the comprehension of requirements, analysis or design documents. For example, Briand et al. [3] reported on a series of experiments aimed at assessing the support provided by Object Constraint Language (OCL) constraints in the comprehension of UML documentation. Similarly, Satpathy et al. investigated on the use of the B language as a formal complement to UML [20] . Differently from Fit tables, that are simple spreadsheets and can be created even by customers, appropriate skills are required to write and also to understand OCL constraints. Moreover, notations such as OCL are more appropriate to complement analysis/design documents rather than the textual requirements. Figure 1 shows an example of Column Fit tables, a particular kind of table where each row represents a test case. The first three columns are input values (small bags, beverage and discount) and the last column represents the corresponding expected output value (total price()). Other than Column Fit tables, it is possible to specify Action Fit tables, to test user interfaces or workflows, Row Fit tables, to validate a collection of objects produced as the result of a query, TimedAction Fit tables to deal with temporal, non functional requirements, and others (for further information see [14] ). Overall, Fit tables are suited to model requirements, whenever it is possible to express the relationship between inputs and outputs, assertions on the workflow, assertions on the result of a query, or even assertions on temporal aspects.
A Primer on Fit tables
Fit tables cannot however be directly executed against the system. tained from the System. The test runner highlights the results with colors (green = correct, red = wrong). When specifying requirements, analysts have to avoid several "sins" [13] . Some of them are noise, i.e., information not relevant to the problem or a repetition in the requirements, silence, when important information is missing and over-specification when portions of the solution are mentioned in the requirements. Others "sins" are forward references, ambiguity and over-sized documents. Another particularly unpleasant "sin" is wishful thinking. It happens when requirements ask developers to realize a feature that is indeed very difficult or impossible to realize.
Other than supporting the acceptance test phase, Fit tables represents a way to better specify requirements and a way to avoid the above-mentioned "sins", thus supporting developers and maintainers. Differently from textual requirements, Fit tables are conceived to avoid the risk of subjective and misleading interpretation. By using Fit tables, interpretation mismatches between analysts and developers should be highly reduced. After having read a requirement, the developer can use Fit tables to confirm or contradict her/his understanding, since Fit tables provide input-output "examples" of how the implementation of the requirement should work. For example, it describes what should be the output produced by the system in correspondence of a particular set of inputs (Column Fit table), or the sequence of interactions between the system and the user (Action Fit table), or assert properties of the results of a query performed by that functionality (Row Fit In particular, these Fit tables can contain commands to get Web pages, execute Javascript, submit forms, click HTML buttons, follow links, access elements of a HTML page through its DOM, and other commons "Web-actions". Furthermore, the fixtures permit to make assertions about content and structure of pages returned by the Web server, and about the navigation between pages. For instance, assertions can be used on the value of a specific element of a page, or on the existence of some sub elements (such as links or buttons).
Overview of the Experiments
It is important to get a clear and unified definition of the series of experiments we conducted before looking at their results.
The definition is provided using a well-known template suggested by Wohlin et al. [23] . The series of experiments this paper is summarizing share a common goal i.e., analyzing the use of Fit tables in the software development process with the purpose of evaluating their usefulness in maintenance tasks. The conducted studies considered four different quality focuses, in particular:
1. the comprehension of (change) requirements in maintenance tasks;
2. the correctness of the source code after the maintenance intervention;
3. the effort required to comprehend requirements and to maintain the code;
4. the effort required to develop Fit tables that can later be used during comprehension or maintenance tasks.
Concerning the latter focus, we ought to note that while Fit tables could introduce benefits, such benefits should be considered also keeping into account the cost necessary for developing the Fit tables. The perspective assumed in the studies has been both that of Researchers, investigating on the effectiveness of Fit tables during maintenance and understanding activities, and that of Project managers, evaluating the possibility of adopting the Fit tables in their organization. Different studies have different contexts, both in terms of subjects, i.e., undergraduate students, pairs of undergraduate students, graduate students, or PhD students from different Universities in Italy, and objects, i.e.:
• Textual requirements, complemented (or not) with Fit tables;
• Java applications having a traditional (Swing or textual) interface, having textual change requirements complemented (or not) with executable Fit tables;
• Java Web applications, having textual change requirements complemented (or not) with executable Fit tables. Table 1 summarizes the characteristics of the 8 experiments we conducted [11, 16, 17, 18, 19, 22] . Overall, 110 students took part to the experiments. They belong to three different Italian Universities (University of Trento, University of Sannio, and Politecnico di Torino). The table also reports references of papers where those experiments have been presented in detail. On the basis the study definition above, we conducted a series of experiments aimed at answering five research questions (some of them are presented with the corresponding null hypothesis to be tested statistically). [11, 17, 19] .
RQ1:

RQ5:
How much is the effort and cost due to the development of Fit tables? Different kind of experimental designs were used in the eight experiments. For the comprehension experiments (I and II) we adopted a very simple experiment design intended to fit a single 2-hour lab session. We had six objects and two treatments. The objects are requirements for a single application (a Library Management System), and the treatments are either textual requirement enhanced with Fit tables (Fit) or bare textual requirement only (Text). The subjects were randomly split into two groups (Red and Yellow), receiving the combination of treatments shown in Table 2.
The dependent variables measured in Exp I and II are the comprehension level of the requirements and the time used to understand the requirements. The comprehension level has been measured by asking subjects to answer a question for each requirement. For each question only one answer was possible. For example (see paper [18] ) a comprehension question for the "Insert a new member" requirement of a library management system was: The time needed to answer each question has been measured by asking subjects to fill-in a proper time sheet (start and stop time for each activity).
In the maintenance experiments (Exp IV, V, VI, VII) subjects were asked to implement a set of Change Requirements (CRs), some of them related to corrective maintenance, the other related to the introduction of new features. Subjects had to implement the changes with (+) or without (-) the availability of executable Fit tables. Differently from Exp I and II, in this cases subjects could execute Fit tables (that were properly complemented with Fixtures). The Eclipse FitNesse plugin 5 was used to browse requirements and Fit tables, and to execute Fit tables. The dependent variables measured in these experiments were the time needed to implement the maintenance task, and the correctness of the maintained code, measured by means of JUnit test cases developed by an author different from who developed the Fit tables.
For Exp IV, V, VI, we adopted a balanced experiment design intended to fit two Lab sessions (2-hours each). Subjects were split into four groups, each one working in Lab 1 on a system with a treatment and working in Lab 2 on the other system with a different treatment (see Table 3 ).
Exp III-which was intended as a preliminary study to be performed before the above experiments-had the same purpose of Exp IV, V, VI and VII, although a simpler experiment design was adopted, due to the availability of a single laboratory. In other words, a design similar to the one used for comprehension experiments was used: each subject received a sequence of CRs, one with Fit tables available, one not. Also, for Exp III the correctness of the produced code was not assessed; we only checked to what extent subjects were able to complete the maintenance tasks, with or without the availability of Fit tables.
Exp VII had the same purpose of Exp IV, V and VI. However, it dealt with the use of executable Web Fit tables in the maintenance of a Java Web application implementing a Shopping Cart. Due to the limited time availability for performing the experiment, also in this case we adopted the design in Table 2 , asking subjects to implement six change requests.
As shown in Table 1 , Exp VIII aimed at evaluating the effort and cost due to the development of Fit tables. In this preliminary experiment, after a training of 6 hours (lesson + exercises), we asked subjects to produce Fit tables and Fixtures for four textual requirements of a Library manage-5 http://www.bandxi.com/fitnesse/ ment system. Since it was not a comparative study, subjects are not split into groups receiving the treatment and control groups; also, the dependent variable is unique: the time required to develop Fit tables and Fixtures.
Main Results
This section briefly summarizes the results from all the experiments. In particular Table 4 indicates for each dependent variable whether Fit had a significant positive effect, reporting the test used, its p-value and, where available, the Cohen d effect size [4] or the Odds ratio (OR)
The odds ratio is another measure of effect size that can used for dichotomic categorical data. Odds [21] indicate how much likely is that an event will occur as opposed to it not occurring. Odds ratio is defined as the ratio of the odds of an event occurring in one group (e.g., experimental group) to the odds of the same event occurring in another group (e.g., control group), or to a sample-based estimate of that ratio. If the probabilities of the event in each of the groups are indicated as p (experimental group) and q (control group), then the odds ratio is defined as:
An odds ratio of 1 indicates that the condition or event under study is equally likely in both groups. An odds ratio greater than 1 indicates that the condition or event is more likely in the first group. Finally, an odds ratio less than 1 indicates that the condition or event is less likely in the first group.
Exp I [16, 18] was the first of the two experiments aimed at assessing the usefulness of (non executable) Fit tables for the comprehension of textual requirements. To evaluate the effect of Fit tables in the comprehension level, we used a Fisher test on the contingency table containing for each treatment the number of correct and wrong answers. The null hypothesis H 01 was rejected (p-value=7.5 · 10 −5 ), although analyzing data for each requirement separately it was found that the usefulness of Fit tables was more evident for more complex requirements. Instead, no significant difference was found on the time needed to perform the task (H 02 could not be rejected). Exp III [22] was the first experiment of the series aimed at assessing the usefulness of executable Fit tables in maintenance tasks. As said in Section 4, in this first experiment it was not possible to assess the correctness of the produced code. We noticed, however, that when Fit tables were used, a significantly 6 higher percentage of subjects was able to complete the maintenance tasks.
Differently from Exp III, in Exp IV [17, 19] we were able to measure, using JUnit test cases, whether the use of Fit tables was able to improve the correctness of the maintained code. According to the experiment design, the most appropriate way to test the null hypothesis would have been the use of a paired test (i.e., the Wilcoxon test). However, due to the limited number of subjects that participated to both laboratories, this test was not able to reject the null hypothesis (p-value=0.17). Instead, we could reject it using the unpaired Mann-Whitney test (p-value=0.04). No significant difference was found on the time needed to perform the task (p-value=0.66).
Exp V [19] replicated Exp IV with subjects having a higher degree of expertise and a higher experience (PhD students). Results basically confirmed what obtained in Exp IV, i.e., the correctness of the maintained code for subjects using Fit tables was significantly higher (p-value<0.01). However, in this case the effect size was high (d=1.26), indicating that higher experienced subjects were able to benefit 6 Since we were in a preliminary phase the α-level was set to 10%. more of the use of Fit tables. In this case, H 03 can be rejected and no difference was found in terms of time needed to perform the task (p-value=0.5).
Exp VI [19] is the third experiment of the series started with Exp IV and V, and was performed with pairs of undergraduate students. Differently from the previous experiments, no significant difference was found in the code correctness when using Fit table and when not (p-value=0.78). Subjects were different from previous experiments both because they were undergraduate and because they worked in pair; for this it is not possible to say whether the reason of such a result had to be found in the subjects' organization or in their experience level. A more accurate analysis on the effect of pair programming on the use of Fit tables will be done in our future work. Nevertheless, it has to be noted that the performance achieved with Fit table (mean=0.6, σ=0.1) was not different from what done by graduate students in Exp IV. Only the "very" experienced subjects (PhD students) of Exp V performed much better (mean=0.8, σ=0.2). This suggests that probably the absence of a significant difference between subjects using Fit tables and subjects not using Fit tables was due to pair programming. Finally, no difference was found in terms of time spent 7 , although results indicated a negative, high effect size (d=−1.4). A direct comparison with other experiments is not possible due to the pair organization of subjects.
If we combine results from Exp IV, V and VI (which is possible since the series of experiments was performed following the same procedure and using the same material) we can analyze-using the Analysis of Variance (ANOVA)-the effect of subject experiences (Exp) on the main factor. The ANOVA indicate that such an effect is significant (pvalue=0.039). In other words, subjects with different experience gained different benefits from the use of Fit tables. Figure 2 shows the interaction plot of the Experience factor with the main factor. Such an interaction is not overall statistically significant (p-value=0.27), although we can find a significant difference between Exp I and Exp II that is also graphically visible (Tukey multiple comparisons of means p-value=0.03). By observing the interaction plot we observed that the potential benefits gained with the presence of Fit tables are represented by the slope of the segments: the slope-and thus the benefit gained with Fit-is higher for high experience subjects (master students and above all PhD students). Exp VII [11] differed from the previous three in that the experiment concerned the execution of six maintenance tasks for a Web application. In this case, no significant difference was found between subject using Fit tables and subject not using them (p-value=0.37). Thus, in the case of Web Fit tables, H 03 cannot be rejected. A comparison was conducted per task resulting in no significant difference. Since tasks had varying difficulties we also computed a normalized time (equalizing the means) and conducted a comparison using this derived metric-under the assumption of independent measures. We observed a significant overhead with Fit tables (p-value=0.04) thus rejecting H 02 .
Exp VIII-which is preliminary and not yet published-had the goal of measuring the effort required to develop Fit tables. The subjects were assigned four tasks that required writing a Fit 
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Fixture (call it VerifySyntax.java) to check if the syntax of a document is correct 8 ". Among the 14 subjects, only 2 completed all the 4 tasks (62 and 57 minutes in total), one completed the first task only (37 minutes), 9 subjects wrote the Fit tables but were not able to develop the fixtures, and eventually two could not do any work at all. We analyzed the effort distribution across tasks for subjects who completed all tasks. We observed a fairly normal distribution (Shapiro-Wilk p = 0.37) with μ = 14.9 and σ = 5.22 as shown in figure 3 . From the post-questionnaire we know that the fraction of time devoted to writing Fit tables ranged form 60% to 80%, while it ranged from 20% to 40% for writing fixtures. Despite this, questions about difficulties-coded the on a Likert scale ranging from 1 (no problem encountered) to 5 (serious problems) -told us that a few problems (median=2) were encountered when developing Fit tables and a little more (median 2.5) when developing fixtures. Most of the subjects who were not able to complete the assigned tasks were students not very proficient with Java, suggesting that developing executable Fit tables is not simple for inexperienced programmers.
Eventually we ought to consider the threats to validity that can affect results presented in this paper. Due to lack of space cannot discuss them here. The interested reader can refer to the relative papers with full experimental details.
Collected Evidence and Guidelines
From the series of experiments conducted we gained considerable empirical insights about the potential costs and benefits deriving from the use of Fit tables. Insights are distilled in the form of single pieces of evidence; they are derived from both quantitative data and our personal expert judgment-built upon our experience while working with Fit tables and running experiments.
Pieces of evidence
PoE 1
The presence of Fit tables helps programmers to better understand requirements and solve ambiguities and unclear points than textual descriptions. When Fit tables are present, the chances of correctly understanding a requirement (odds ratio) are in 95% of the cases at least two times higher than without Fit tables, and on average 4 times higher.
PoE 2
No significant difference was found in terms of time spent by subjects having Fit tables and by subjects having only textual requirements; thus, the same effort is required on average. Fit tables require an extra time to read and check the examples but-at least for the requirements used in experiments I and II-such an additional effort is not significant.
PoE 3
More pronounced effects in terms of comprehension are visible for more complex and long requirements. A precise assessment of the interaction among the use of Fit tables and the complexity of requirements has not been conducted yet. Odds ratio for requirements we deemed to be more complex-e.g., requirements specifying the algorithm for creating book identifiers-of Exp I and II reveal that the chances of correctly understanding these requirements are in 95% of the cases from 10 to 18 times higher than without Fit tables.
PoE 4
Experienced developers (graduate students and PhD students in particular) receive much more benefits from Fit tables during maintenance tasks than novice developers (undergraduate students). 
PoE 8
The minimum coding skill threshold required to write Fixtures is considerably higher than average basic Java programming.
PoE 9
Writing Fit tables, although easier, is more time consuming than writing Fixtures.
Other considerations
Differences about employed time are not significant but: in Exp III, Exp IV and Exp V median and mean times with Fit tables were slightly higher than values without Fit tables while in Exp VI subjects with Fit spent less time than subjects without Fit. We believe that, when Fit was not available, bachelor students (Exp VI), who were less expert than in experiments III, IV and V, spent more time inspecting the code and testing it to increase its correctness, while, when Fit was available, they spent less time and relied on the Fit tables. We believe the lack of improvement from Web Fit table is due to two factors [11] : (i) the high complexity of Web-specific Fit tables with respect to traditional ones; (ii) the lower abstraction level of Web tables that are filled with many details. As far as writing effort is concerned, we think that exist a correlation between training time and subject's ability with the number of Fit tables and Fixtures produced.
Guidelines
On the basis of the pieces of evidence and the considerations presented above, we present a set of guidelines intended for project managers who are considering the use of Fit tables. The guidelines are logically organized according to the possible questions and goals the potential user might have. A summary of benefits in the adoption of Fit tables in software maintenance under different conditions (different developers' experience and organization, different kind of system and Fit tables, requirements of different complexity) is reported in Table 5 .
In contrast with the 80-20 rule stated by Kent Beck about XP [1] -applying 80% of practices you'll get only 20% of benefits-we found that using just a part of the Fit approach yields significant benefits. If the goal to achieve is to improve understandability of requirements then the sheer presence of Fit tables (without Fixture and the ability to execute the tests) provides good results. The trade-off is, in our opinion, very favorable: with a small una-tantum effort (about 10 minutes per Fit table and 5 additional per fixture) it is possible to obtain an understandability (during a 2-hours session) that is 2 to 6 times higher (see PoE 1, PoE 2, and PoE 9).
The development and use of Fit tables for the sole purpose of improving the understanding of requirements would not require particularly high expertise. Preliminary investigations on the effort and difficulties in the development In case the cost-benefits balance of complementing all requirements with Fit tables is not acceptable, it is suggested to complement with Fit tables the most complex requirements only, for which Fit tables resulted to be more beneficial. In other words, if the goals is to select requirements to maximize benefits of Fit tables then most complex requirements should have higher priority in applying Fit tables (see PoE 3) .
The use of Fit tables (together with Fixtures) to specify and make operational change requirements proved profitable. When the goal is to improve the effectiveness of maintenance activities, the use of Fit tables is recommendable, resulting into medium-large improvements in terms of defect rates in the maintained code. Such an use is therefore suggested when the goal is to reduce the introduction of defects during maintenance task.
The developers' experience and work organization play an important role in emphasizing or lessen the benefits deriving from Fit tables. During maintenance tasks, Fit tables produce benefits in terms on increased code correctness if employing experienced developers, able to benefit of a test-driven paradigm. It is also important to note that particular forms of team organization such as pair programming would reduce the benefits of Fit tables. In fact, pair programming already foresees some forms of code inspection during development/maintenance that help to increase the code correctness, so that Fit is not able to introduce further, significant benefits (see PoE 4 and PoE 5). Instead, for requirement comprehension tasks, Fit tables resulted beneficial even for non-CS students (Exp II), suggesting that for requirement comprehension purposes, there is no need for particular skills, thus the adoption of Fit tables will produce benefits when discussing requirements with people having a limited technological background (e.g., managers, customers).
The beneficial effects observed with conventional Fit tables did not show up in the case of Web Fit tables. Thus, when the goal is to identify which type of application or sub-system could benefit more from the use of Fit tables then we should exclude cases in which the use of Fit tables becomes too complex. Although Web Fit tables have been conceived to adapt the idea of Fit to Web applications, the use and understandability of these Fit tables can become problematic. This suggests that Fit tables result effective provided that they are simple enough to be understood without an excessive effort. When Fit tables become too complex, then the benefits that can be gained tend to be reduced. Even worse, the comprehension and maintenance effort tend to significantly increase, while in other cases such an increase was not observed (see PoE 6) .
The improvement of productivity is, instead, a goal not achieved when adopting Fit tables. Thus, if the goal is to reduce comprehension effort and/or maintenance effort, Fit tables will not be helpful. On the other hand, the good news is that they do not increase the effort either, thus the maintenance process can benefit-in terms of comprehension level and code correctness-of their adoption without negatively affecting the effort.
Conclusions and future work
The eight experiments performed clearly indicate several advantages in using Fit tables during comprehension and maintenance tasks. At minimum, non executable Fit tables constitute an easy and effective way to complement requirements and improve their comprehensibility. This is particularly true for complex requirements, while simpler ones are often self-explanatory and there is no need for complementing them. The use of executable Fit tables during maintenance tasks reduce the code defect rates. In particular: (i) this full-mode use of Fit requires better-skilled maintainers, (ii) when Fit tables are particularly complex the benefits disappear-as it is the case of Web Fit tables-(iii) developers' work organization that intrinsically adopt forms of code inspection (e.g., pair programming) constitute an alternative rather than a complement to the use of Fit tables and finally, (iv) the development of executable Fit tables and above all of the related glue code can require a considerable effort and skills.
There is an issue that still demands further empirical studies: the question related to the effort necessary for developing Fit tables and Fixtures (Exp VIII was only a preliminary study). We are currently conducting studies aiming at answering the question: "Is the additional effort and cost due to the development of Fit tables and Fixtures paid back by a better comprehension and code quality?"
