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ABSTRACT 
A matlab-based implementation of an audio compressor was 
investigated. By varying the input parameters of the 
compressor, results were obtained which demonstrated the 
typical behavior and benefits of compressor use. The parameters 
however, did not correspond to those found on typical hardware 
or software compressors. Adjustment to the matlab code could 
be made to make the controls more understandable to audio 
practitioners. 
1. INTRODUCTION 
A compressor is an audio tool used to compress the dynamic 
range of some input source. A compressor works by reducing 
the level of peaks, and increasing the overall level. The dynamic 
range is reduced, yet the apparent loudness of a signal is 
increased. Essentially, the loud bits are softened and the quiet 
bits are increased in level. Example uses may include; 
compressing a vocal, allowing it to sit on top of a mix; or 
compressing a mix to obtain the maximum loudness without 
overloading a transmission channel. 
By varying a compressor’s parameters, its behavior can be 
changed to suit the application. A typical compressor has 
controls for the THRESHOLD above which sounds begin to be 
compressed, the RATIO of output to input above this threshold, 
and GAIN to be added to the compressed signal. Advanced 
controls include ATTACK and RELEASE. That is, how soon 
after a signal exceeds threshold should the compressor act, and 
how long after the signal drops below threshold until the 
compressor releases. These two controls can be used to affect 
the tone of a signal. E.g. a compressor on a snare drum may be 
set with fast attack, which would compress the transient, or a 
slow attack, allowing the transient to pass uncompressed. 
2. MATLAB IMPLEMENTATION 
Matlab code for a compressor was obtained from the text 
DAFx. (Zolzer, 2002). See block diagram in Figure 1. 102 5 Nonlinear  Processing 
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Figure 5.11 Block  diagram of a compressor/expander  [Ben97]. 
block diagram  in  Fig. 5.11. The corresponding M-file 5.3 illustrates  the implemen- 
tation. 
M-file 5.3 (c0mpexp.m) 
function y=compexp(x,comp,release,attack,a,Fs) 
% Compressor/expander 
% comp - compression: O>comp>-i, expansion: O<comp<i 
% a  - filter parameter <l 
h=filter([(l-a)-2], [l.OOOO -2*a a-21 ,abs(x)); 
h=h/max (h) ; 
h=h.-comp; 
y=y*max(abs(x)>/max(abs(y)) ; 
y=x. *h; 
Compressors are used for reducing the dynamics of the input signal. Quiet parts 
or low levels of a signal are  not modified but high levels or loud parts  are reduced 
according to  the  static curve. The result is that  the difference between the loud and 
quiet  parts is lessened, and  thus  the overall signal level can  be  boosted,  and  thus 
the signal is made louder. Expanders  operate on low level signals and increase the 
dynamics of these low level signals. This leads to a lively sound  characteristic. 
5.2.3 Noise Gate 
The functional  units of a noise gate  are shown in  Fig. 5.10. The decision to activate 
the  gate is based  on a peak  measurement which leads to a fade in/fade  out of the 
gain  factor g ( n )  with  appropriate  attack  and release times. The  input  to  the  time 
constant  system is set to zero if the  input level falls below the noise gate  threshold, 
and is set to  one if the input level exceeds the noise gate level. The M-file 5.4 
demonstrates  an  implementation  with a hold time [Ben97]. 
M-file 5.4 (noisegt .m) 
function y=noisegt(x,holdtime,ltrhold,utrhold,release,attack,a,Fs) 
%y=noisegt(x,holdtime,ltrhold,utrhold,release,attack,a,Fs); 
% holdtime - time  in  seconds  the sound level  has  to be below the 
noise gate  with  hysteresis 
% threshhold value before the gate is activated 
 
Figure 1. Block diagram of the compressor (Zolzer, 
2002) 
The function takes as its input an audio sig al and two 
parameters; a compression parameter and a filter parameter. The 
function may operate equally as an expander (expanding the 
dynamic range of the signal) by choosing the compression 
parameter 0<comp<1. This functionality was verified but not 
investigated in depth. When -1<comp<0, the function acts as a 
compressor, where more negative values of comp result in a 
greater degree of compression. 
The function works by low-pass filtering the absolute value 
of the input signal, as a means of detecting the signals envelope. 
That is, it finds the gross variations in amplitude of the signal, 
ignoring the variations due to the oscillating nature of sound. 
The filter takes a parameter 0>a>1. Where larger values cause 
the filter to react more slowly to changes, in effect a slower 
attack and release time. An example can be seen in Figure 2. 
 
 
Figure 2. The envelope following low-pass filter as 
applied to a 0.5s 1000Hz sine wave input. Greater 
values of ‘a’ cause the filter to react more slowly to 
changes in the input as seen in the third panel. 
The compression is applied to this filtered signal, which 
when combined with the original signal, results in a compressed 
output. See equation (1) and (2). 
 g(n) = h(n)Comp  (1) 
 y(n) = x(n)*g(n)  (2) 
Where:  x(n) = original signal 
  y(n) = compressed output signal 
  h(n) = envelope filtered original signal 
  g(n) = gain reduction to be applied 
  comp = compression parameter 
Finally, the signal is normalized, such that the maximum 
value of the new signal corresponds to that of the original 
s gnal. This is a simplification of the makeup gain as applied in 
a typical compressor. 
 3. RESULTS 
The compressor was applied to signals containing a single snare 
drum hit as well as a section of spoken words. With 
experimentation, suitable values of the input parameters were 
found which best demonstrate the expected functionality of a 
compressor. Figure 3 shows the input and output waveforms for 
the snare drum along with the corresponding gain reduction 
(pre-normalisation). As expected, the greatest amount of gain 
reduction is applied where the input signal amplitude is greatest. 
The effect this has on the output is to accentuate the decaying 
section of the waveform, which can be heard clearly as a more 
pronounced ‘tail’.  
 
Figure 3. The compressor as applied to a snare drum 
hit. The gain reduction is greatest when the input 
amplitude is greatest. The difference in the output 
between loud and soft is lessened, having the effect of 
making the quieter ‘tail’ appear louder. 
The effect on the vocal is an increase to overall loudness. It 
was found that compression values <-0.2 caused the output to 
become distorted, an undesirable product for a compressor.  
4. DISCUSSION 
While this compressor function produces expected results, its 
main disadvantage is the lack of traditional controls such as 
threshold, ratio, attack and release. Experimentation was 
conducted on the limiter code from the DAFx text (Zolzer, 
2002) as this algorithm contained the aforementioned controls. 
It was found that the attack and release parameters did not 
behave suitably well. In addition the envelope detecting low 
pass filter used in the compressor code was simple and able to 
be manipulated sufficiently for the sake of demonstration. 
Future work could be undertaken to improve the 
functionality of the compressor using either of the cited 
examples as a starting point. 
5. CONCLUSION 
A matlab function was used to simulate the behavior of an audio 
compressor. While the compressor lacked the control 
commonly found on traditional software or hardware 
compressors, it did demonstrate the effects of changing amount 
of compression and peak detection speed. Further work could 
be taken to improve the compressors functionality. 
6. ADDITIONAL FILES 
Matlab compressor function [compexp.m] 
Script file containing typical usage [CompScript.m] 
Example audio input files [Snare1.wav], [anechoic_voice.wav] 
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