

































Tämän opinnäytetyön tarkoituksena on tehdä toimeksiantajalleni Limab Oy:lle mobiilisovellus. 
Mobiilisovelluksen tekemisellä halutaan tietää, voidaanko se toteuttaa heidän tarpeisiinsa, joita ovat mit-
tarilta saadun tiedon lukeminen ja siihen reagoiminen mobiililaitteessa. 
  
Sovelluksen kehittäminen onnistui, sen avulla voidaan saada mittarilta tieto, jos siinä ilmenee jokin vika 
tai huoltoväli. Mobiilisovellus koostuu kahdesta osasta. Ensimmäinen oli tietokannan ja web-palvelun ra-
kentaminen. Web-palvelu lukee tietokantaa ja kirjoittaa sinne, kun taas mobiilisovellus on käyttöliittymä 
ja keskustelee web-palveluiden kautta tietokannalle. Web-palvelu toimii verkossa toimivalla palvelimella. 
Käytimme testauksessa Microsoftin Internet information services -palvelua, jolla saatiin tehtyä web-palve-
lin, johon voidaan selaimen URL:n kautta ottaa yhteyttä. Tämä mahdollistaa mobiililaitteiden keskustelun, 
web-palveluille, joka hoitaa tietokantaan tehdyt SQL-kielen kyselyt. Yksi palveluista, joka toimii notifi-
cation-viestin lähettäjänä, pyörii web-palvelimella aina. Sen on tarkoitus ilmoittaa käyttäjää, jos tietokan-
taan tulee uusi tietue, eli mittari on lähettänyt viestin tietokantaan. Tämä mahdollistaa tiedon saamisen 
aina, vaikka sovellus mobiililaitteessa olisi kiinni. 
 
Työssä saatiin siis toimiva prototyyppi sovelluksesta, jota toimeksiantaja pääsee testaamaan oikeassa ym-
päristössä ja sen kautta kehitetään sovellusta eteenpäin. Työstä kävi ilmi, että on mahdollista kehittää mo-
biilisovellusta tehtaissa toimiviin mittareihin, vaikka näillä kahdella voi olla aivan huimasti eroavaisuuksia  
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The purpose of this thesis was to make a mobile application for my employee Limab Oy. By making the 
mobile application we want to know it could meet their needs of reading the data produced by a measur-
ing device and showing it on a mobile device. 
 
Developing an application was successful it could be used to get the meter data in case of a fault or a 
maintenance interval. The mobile application consisted of two parts. The first was the construction of a 
database and a web service. The web service reads the database and writes there, while the mobile appli-
cation is the user interface and communicates with the data via a web services repository. The web service 
runs on network by using online web server. In testing we used Microsoft’s Internet Information Services 
which we used to make a web server which can be connected via a browser using URL. This allows mobile 
devices to talk with the web services which makes the queries for database in SQL-language. Working on 
a sender of notification messages is running on the server all the time. It is meant to inform the user if the 
database gets a new record that is, the measuring device has sent message to database. This makes it 
possible to access the information at all times even if an application on a mobile device would be closed. 
 
In sum, the project rounded in a working prototype application for the client to test on a real environment, 
and through, that test they can develop the application forward. The Work revealed that it was possible 
to develop a mobile application what is operating on factories measuring devices, although the two could 
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1 JOHDANTO  
 
Tämän opinnäytetyön tarkoituksena on tehdä Limab Oy:lle mobiilisovellus, jolla voi-
daan tarkkailla puun mittauslaitteiden toimintaa mobiilisti. Limab Oy on yritys, joka 
toimittaa mittausjärjestelmiä saha-, levy- ja terästeollisuuteen. Mittausjärjestelmien toi-
mittamisen ohella Limab Oy huolehtii niiden käyttöönotosta ja ylläpidosta. Joskus Mit-
tausjärjestelmät voivat tarvita huoltoa tai niissä ilmenee jokin vika, silloin tarvitaan il-
moitus mittarilta jonka pitäisi tulla nopeasti huomatuksi, joten sovellus tehdään mobii-
lille. Tällöin ei tarvita jatkuvaa tarkkailua vaan mittari ikään kuin ilmoittaa itse, kun se 
tarvitsee huoltoa. Mittarista tulevan viestin on tarkoitus sisältää heidän puun mittaus-
laitteista tulevaa dataa. Data on numeraalista, ja arvot muuttuvat. Tämän datan saatta-
minen tiedoksi puhelimeen antaa heille mahdollisuuden tarkkailla ja pysyä ajan tasalla 
tuotantolinjan toiminnasta. Tarkoitus on myös siis parantaa tuotantolinjan luotetta-
vuutta ja tehokkuutta. 
 
Mobiilisovelluksen toteutuksessa käytän koulussa oppimiani taitoja ja opettelen myös 
paljon uusia asioita. Työnä aihe on sopivan haastava ja realistinen. Halusin päästä te-
kemään mobiiliohjelmointia opinnäytetyössä, ja tämä sopii tarkoitukseen hyvin. Työssä 
teen Limabin toimistolla sovellustani noin 6–8 tuntia päivässä arkisin parin kuukauden 
ajan. Työssä saan jonkun verran apua henkilöstöltä, mutta suurin osa työstä pitää teh-
dä itse. 
 
Aikaisempi kokemus mobiilisovellusten tekemisestä jää yhteen koulussa käytyyn opin-
tojaksoon, joten minulla oli vielä paljon opittavaa sovellusten kehittämisestä ja toteut-
tamisesta. Etenkin sovelluksen saaminen oikeaan käyttöön asettaa paljon huomioitavia 
kohtia, kuten käyttöönotto ja ylläpitäminen. Näitä ei koulussa välttämättä opi, koska 
siellä tehdään harjoitustehtäviä, jotka toimivat niin kuin on pyydetty ja ei sen enempää.  
 
Luvussa 2 aloitan hahmottelemalla, minkälainen on tilanne maailmalla sovellus ja käyt-
töjärjestelmämarkkinoilla, ja mitkä ovat minkäkin alustan heikkoudet ja vahvuudet. 
Tällä voin perustella, miksi juuri valitsin kehitysvälineeksi alustan, jolla kehitän ja to-
teutan sovelluksen. 
 
Luvussa 3 on tarkoitus selvittää eri sovelluskehittämisen tekniikoita. Nämä tekniikat 
helpottavat työn tekemistä ja ovat laajalti käytettyjä sovelluskehityksessä. Kerron sy-
2 
vemmin, mitä sovelluskehykset tekevät ”pellin alla” eli, miten kehys toimii juuri sillä 
tavalla, joista normaalin käyttäjän ei välttämättä tarvitse tietää mitään. Myös tietokan-
nat ovat keskeinen osa työssäni ja muutenkin sovelluksissa, joten on hyvä käydä läpi 
sen toimintaa. 
 
Luvussa 4 kerron, kuinka toteutin sovellukseni ja mitä haasteita siihen liittyi. Uusia rat-
kaisuja täytyi keksiä paljon, koska en ollut ennen tehnyt, työssä törmäämiini asioihin. 
Monet ratkaisut selvisivät huolellisella tutkimisella ja päättelyllä. Toteutuksen on tar-
koitus selvittää ajatuksenkulkuani sovellusta kehittäessäni ja esittää vastaukset haastei-





Perinteisesti mobiiliohjelmointi alkaa alustan valitsemisesta, mutta nykyään on mah-
dollista tehdä kaikilla alustoilla toimiva sovellus samalla koodilla. Tämä helpottaa so-
velluksen levittämistä ja ylläpitoa. Muutamat käyttöjärjestelmät eroavat jonkun verran 
toisistaan toimintojensa ja eri selainten käytön vuoksi. Tämä näkyy sovelluskehityk-




Mobiilisovellusta kehitetään yleensä alustakohtaisesti, ja alustojen käyttäjämäärät vaih-
televat. Mobiilisovellus halutaan tietenkin mahdollisimman monelle käyttäjälle, yrityk-
sen intressejä huomioiden. Näin saadaan maksimi hyöty kehitetylle sovellukselle, oli 
sen tarkoitus mikä tahansa. 
 
Android-käyttöjärjestelmä on Googlen kehittämä, ja se toimii monissa eri mobiililait-
teissa, kuten puhelimissa ja tableteissa. Android perustuu Linux-käyttöjärjestelmään ja 
se on suunniteltu käytettäväksi kosketusnäytöllä. Siihen voi ladata sovelluksia (apps) 
Google Play Storesta. 
 
Android on ilmainen ja vapaa kaikille. Jokainen voi ottaa Androidin lähdekoodin ja 
alkaa kehittää käyttöjärjestelmää omalle polulleen. Android toimii erittäin monella lait-
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teella, ja sen päätarkoituksiin kuuluu luoda avoin sovellusalusta kaikenlaisille elektro-
niikoille, jotta kehittäjät voisivat luoda lennokkaita ideoitaan tuotteiksi ja parantaa näin 
mobiilin käyttökokemusta. (Android 2015.) 
 
Android tarjoaa rikkaan sovelluskehyksen sovellusten kehittämiseen. Androidille oh-
jelmoidaan Java-ohjelmointikielellä. Androidin sovelluksen rakennukseen on monta eri 
ohjelmointirajapintaa (API), joita voi käyttää vapaasti haluamaansa tarkoitukseen 
(Android Developer 2015). Esimerkiksi yksittäinen käyttötapaus voi olla yhdellä ruu-
dulla toimiva käyttöliittymä ja palvelut suoritetaan itsenäisesti takana. 
 
Androidin SDK (Software Development Kit) kääntää Java-koodin APK:ksi (Android 
Package). Kaikki data sovelluksesta ja sen resurssit menevät arkistotiedostoksi, joka saa 
päätteen .apk. APK sisältää kaikki tarvittavat osat Androidissa toimimiseen ja se on 
samalla asennus paketti. (Android Developer 2015.) 
 
iOS on Applen kehittämä käyttöjärjestelmä mobiililaitteille. Sillä on pienempi markki-
naosuus kuin Androidilla, mutta se on hyvin tunnettu maailmalla. Applen iPhone ja iPad 
käyttävät iOS-käyttöjärjestelmää ja niille voi ladata sovelluksia App Storesta. 
 
iOS 9 on tällä hetkellä uusin käyttöjärjestelmä, joka toimii Applen monilla eri tuotteilla 
ja sen ominaisuuksia on lisätty jokaisella versiolla. iOS ei ole avoin kehitykselle vaan 
se on Applen itse kehittämä käyttöjärjestelmä. iOS sai alkunsa 2007, kun se julkaistiin 
ensimmäiseksi iPhonelle ja on sen jälkeen levinnyt muihinkin tuotteisiin. iOSin suurim-
pia valtteja on sen helppo käytettävyys ja valtava sovellusvalikoima App Storessa, jossa 
on jo yli 1,5 miljoonaa erilaista sovellusta. (Apple 2015.) 
 
iOS 9 SDK tarjoaa taas edellistä paremmat palvelut ja uusia rajapintoja sovellusten ke-
hittäjille. Sillä voi tehdä monta tehtävää samanaikaisesti (Multitasking). Uusia ominai-
suuksia on lisätty, kuten tuki CloudKit, HomeKit, HealthKit ja MapKit-palveluille laa-
jentavat kehitysmahdollisuuksia paljon (Apple Developer 2015). SDK tarjoaa sovellus-
kehitykselle aina uusia ohjelmointirajapintoja, joilla kehittäjät pääsevät leikkimään ja 
näin Apple saa laajennettua App Store -valikoimaansa. 
 
Sovellusten kehittäminen on maksullista ja siihen tarvitaan Applen kehittäjäjäsenyys, 
joka maksaa vuodessa 99 dollaria. Ilman jäsenyyttä käyttäjä ei voi testata sovellustaan 
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oikealla laitteella eikä julkaista sovellusta App Storessa. iOS SDK:ta kehitetään Xcode-
kehitysympäristöllä. Xcode toimii Objective-C-ohjelmointikielellä, ja sillä voidaan 
tehdä graafisia käyttöliittymiä ja tietokantaohjelmointia. (Apple Developer 2015.) 
 
Tällä hetkellä maailmanlaajuinen mobiilikäyttöjärjestelmien kilpailu suosii selvästi 
kahta tekijää. Näillä tarkoitetaan tietenkin iOS- ja Android-käyttöjärjestelmiä. Niiden 
osuus maailmanmarkkinoilla on selvästi suurin (Ristola 2014). Kuten kuvasta 1 näkyy, 
Android on suvereeni hallitsija käyttöjärjestelmien markkinaosuudessa, mutta ei iOS 
kaukana ole. Näiden statistiikkojen perusteella sovelluskehittäjät yleensä valitsevat 
Androidin tai iOS:n. Näin saavutat suurimman mahdollisen käyttäjäkunnan. 
 
 
KUVA 1. Mobiilikäyttöjärjestelmät maailmalla kesäkuu 2015–syyskuu 2015 
(StatCounter 2015, mukaillen) 
 
Suomen markkinoilla tilanne taas on eri (kuva 2). Suomessa menestyy selvästi kolme 
käyttöjärjestelmää. Yllättäjänä on Windows Phone, joka selittyy tilaston löytymisestä 
tietenkin Nokian takia. Suomessa myös Windows Phone on suosittu työsuhdepuhelin, 
joka vaikuttaa myös (Ristola 2014). 
 









KUVA 2. Mobiilikäyttöjärjestelmät Suomessa kesäkuu 2015-syyskuu 2015 
(StatCounter 2015, mukaillen)  
 
Tämän takia on Suomessa hyödyksi käyttää alustariippumatonta sovelluskehystä, kuten 
esimerkiksi Cordova. Tämä mahdollistaa sovelluksen julkaisun monille alustoille sa-




3  KEHITYSTEKNIIKAT 
 
Mobiilille kehittäessä käytetään monenlaisia sovelluskehyksiä, joiden avulla ohjelmoija 
välttyy pyörän keksimiseltä uudelleen. Sovelluskehykset ovat suosittuja, koska ne vä-
hentävät koodin pituutta, mikä taas vähentää ohjelmointiin tehtävää työtä. Tarkoitus on 
myös helpottaa koodin kirjoittamista, koska vaikeimmat tehtävät ja rakenteet voivat olla 
sovelluskehyksessä rakennettu paljon helpommin käytettäväksi, jolloin sovellusten ke-
hittäjän ei tarvitse kuin osata käyttää sitä. 
 
3.1 Apache Cordova 
 
Cordova on avoimeen lähdekoodiin perustuva mobiilisovellusten kehitykseen tarkoi-
tettu sovelluskehys. Se mahdollistaa normaaleilla web-tekniikoilla, kuten HTML, CSS 







ja JavaScriptillä kehittämisen alustariippumattomasti. Näin vältetään eri mobiilialusto-
jen natiivikielet (alustan käyttämä ohjelmointikieli) ja voidaan helposti päästä käyttä-
mään rajapinnan kautta laitteiden ominaisuuksia, kuten kameraa ja mikrofonia (Apache 
Cordova 2015). Sama ohjelmakoodi toimii siis kaikissa mobiililaitteissa, mikä tekee 
mobiilisovelluksen kehittämisestä nopeaa ja kannattavaa. 
 
PhoneGap eli Cordovan ”isä” luotiin noin 2009 aloittavan yrityksen toimesta nimeltä 
Nitobi. Sen tarkoitus oli siirtää mobiilisovellusten kehitys kokonaan web-teknologi-
oille, mutta silti pitää reitti avoinna natiivin koodin kutsumiseen. 2011 Adobe osti yri-
tyksen ja siirsi tärkeimmät osat avoimesta lähdekoodista Apache Software Foundati-
onille nimellä Cordova (Ionic Blog 2014; PhoneGap Blog 2012). Kaikki pystyvät ra-
kentamaan Cordovan päivityksiä ja parannuksia, sekä lisäämään osia siihen. Näin 
Adobe saa myös laittaa niitä omaan sovelluskehykseensä eli PhoneGap:lle. Tämän takia 
nämä kaksi sovelluskehystä muistuttavat hyvin paljon toisiaan. 
 
Apache Cordova toimii config.xml-tiedoston avulla, josta se saa tietoja sovelluksesta ja 
määrää, kuinka sen kuuluu toimia. Esimerkiksi reagoiko puhelin liikkeisiin. Sovelluk-
sen teko näkyy saman lailla, kuin verkkosivut. Sovellus saa index.html-tiedoston, jossa 
on viittaukset kaikkeen verkkosivujen kehittämiseen tarvittavaan, kuten CSS, Ja-
vaScript, kuvat ja media-tiedostot, sekä muita tarpeellisia hyödykkeitä, joita sovellus 
tarvitsee toimiakseen. Sovellus suoritetaan WebView-näkymänä laitteen natiivissa ra-
japinnassa (Apache Cordova 2015). Cordova-projektin luonti antaa hyvän pohjan mo-
biilisovelluksen kehittämisen aloittamiseen (kuva 3). 
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KUVA 3. Cordova-projektipuu ja index.html 
 
Cordovan oleellisimpia asioita eli liitännäisten (plugin) käyttö toimii natiivien kompo-
nenttien ja Cordovan kommunikoinnilla. Liitännäisiä kutsutaan JavaScript-kielellä na-
tiivikoodista ja parhaimmillaan JavaScriptiä käyttävien rajapintojen avulla se toimii 
useilla eri laitteilla (Apache Cordova 2015). Suurimmat kehitykset saavutetaan kuiten-
kin kolmannen osapuolen liitännäisillä. Niitä löytyy huomattava määrä, ja ne ovat vält-
tämättömyys joihinkin natiiveihin toimintoihin. 
 
Cordovaa käytetään yleensä komentorivikehotteelta, joka on yleisin käyttötapa. Ko-
mentoriviltä käyttäjän ei tarvitse tietää, mille alustalle lopullinen sovellus tehdään vaan 
sen voi rakentaa jokaiselle alustalle suunnatusti. Alustapohjainen kehittäminen on taas 
vastakohta, jossa sovellus tähdätään yhdelle alustalle. Komentoriviltä tehdessä ei pääse 
käsiksi kaikkiin toimintoihin, kun taas alustalle rakennettaessa voidaan itse määrätä uu-
sia toimintoja (Apache Cordova 2015). Komentoriviltä tehdessä on helpompi aloittaa 
mobiilisovelluksen kehittäminen ja liitännäisten lisääminen käy komentoriville oikean 
syötteen kirjoittamalla. Kuvassa lisätään liitännäinen, joka mahdollistaa puhelimen tä-
rinä toiminnon käyttämisen (kuva 4). 
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KUVA 4. Cordova-projektiin liitännäisen lisääminen komentoriviltä. 
 
Suurin osa Cordovan toiminnoista tulee config.xml-tiedostosta, joka on eräänlainen 
globaali määritystiedosto alustalle. Alustat kuten iOS, Android ja Blackberry 10 saavat 
oman config.xml-tiedoston, kun aloitetaan projektin luonti Cordovan CLI(Command 
line interface, komentorivi) toiminnolla. Config.xml-tiedosto sisältää alustapohjaisia 
ohjelmointirajapintoja, jotka ohjaavat mobiilin natiiveja toimintoja, kuten kameraa ja 
mikrofonia (Apache Cordova 2015).   
 
 
KUVA 5. Config.xml-tiedosto sisältö, jonka Cordova luo kun tehdään projekti 
komentoriviltä. 
 
Kuvassa 5 ylimmät asetukset pätevät kaikkiin alustoihin, kuten id, versio ja nimi. Kun 
taas alempana voidaan määritellä alustakohtaisia asetuksia, kuten avausruutu, äänet ja 
kuvat. Alustoille määritetään yleensä asetuksia preference (suositus) merkinnällä. 
Näillä preference-merkinnällä voidaan vaikuttaa mobiilin natiivitoimintoihin, kuten esi-




KUVA 6. Config.xml preference esimerkki. 
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Config.xml:n ilmestyy määrittelyt myös lisäosille, jotka ovat asennettuna alustalle. Ne 
tulevat merkinällä feature (ominaisuus). Eri alustoille voi määrätä omat suosituksensa 
ja ominaisuutensa, monet alustat ja laitteet eroavat paljon, joten toimintojen erottelulla 
saadaan sovellus toimivaksi kaikilla alustoilla (Apache Cordova 2015). Kuvassa 4 asen-
nettu vibration-lisäosa näkyy config.xml-tiedostossa (kuva 7).  
 
 
KUVA 7. Config.xml feature esimerkki. 
 
Config.xml sisältää perustan alustan toiminnalle ja sen käyttäytymiselle. Se on myös 
tärkeä tiedonlähde sovelluksen tekijälle, koska sitä voidaan käyttää versioinnissa ja 
asennettujen ohjelmien muistiona.  
 
3.2 JQuery Mobile 
 
jQuery Mobile on jQuerysta kasvanut mobiilisovelluksiin tarkoitettu sovelluskehys. 
jQuery on tietokoneiden selainten verkkosivujen tekoon käytetty sovelluskehys, joka 
on noussut suosioon maailmalla, helpon käytettävyytensä ja erinomaisten toimintojensa 
avulla. jQuery Mobile laajentaa jQuerya tuomalla samoja toimintoja mobiiliin kehityk-
seen ja tarjoamalla myös uuden tavan kehittää mobiilisovelluksia. 
 
JQuery Mobile auttaa responsiivisessä suunnittelussa ja kaikille alustoille sopivia mo-
biilisovellusten ja sivustojen rakentamisessa. Se perustuu jQuery ja jQuery UI -säätiöön 
ja tarjoaa Ajaxin avulla navigaatiota sivujen vaihdossa, kosketustapahtumissa ja eri wid-
gettejä (pienoisohjelmia). Sitä on helppo käyttää ja se on tehty kevyeksi ja joustavaksi 
(jQuery Mobile About). jQuery Mobile on aloittelijaystävällinen ja hyvä sovelluskehys 
mobiilisovellusten tekemiseen. Sovelluksen responsiiviseen suunnitteluun ei tarvitse 
käyttää aikaa, koska kehys skaalaa sovelluksen jokaiselle näyttökoolle. Tämä nopeuttaa 
huomattavasti sovelluksen kehittämistä. Se helpottaa monia käytettyjä toimintoja, kuten 
DOM-elementtien hallintaa ja Ajax-tiedonsiirtotavan toteutusta. 
 
Perinteisesti nettisivut päivittivät sisältönsä vasta uudelleen ladattaessa. Päivittäminen 
saattoi olla erittäin raskas prosessi, esimerkiksi sähköpostia tarkastaessa piti käyttäjän 
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manuaalisesti painaa päivitystä ja koko sivu ladattiin uudelleen HTML, CSS ja Ja-
vaScriptia myöten, sekä myös käyttäjän sähköposti. Tämä ongelma ratkaistiin kuitenkin 
2003, kun suurimmat selaimet ottivat käyttöönsä XMLHttpRequest (XHR) olion, joka 
mahdollisti kommunikoinnin palvelimen kanssa, ilman että sivua tarvitsi ladata uudel-
leen (jQuery Ajax 2015). 
 
 
KUVA 8. Ajax-toiminta (Ajax programming 2015, mukaillen) 
 
XHR-olio on osa Ajax (Asynchronous JavaScript and XML) teknologiaa. Ajaxia käyt-
tämällä voidaan välittää viestejä palvelimen ja selaimen kesken ilman, että tarvitaan 
koko sivun uudelleen päivittämistä. Tässä hyödynnetään XHR:n suomaa rajapintaa, 
joka muuntaa datan XML-muotoiseksi ja lähettää sen Http-protokollan kautta se-
laimelle (kuva 8). Myös asynkroninen tiedonsiirtotapa ei häiritse koodin suorittamista, 
joten ohjelma voi jatkaa toimintaansa sillä välin, kun kutsua käsitellään (jQuery Ajax 
2015). Kutsun jälkeen pitää vain muistaa ottaa vastaan tiedot (callback), kun se on val-
mis.  
 
DOM (Document Object Model) on puumainen tiedostorakenne, joka on web-teknii-
koiden yksi yleisimmistä tietorakenteen malleista. DOM-puun avulla voidaan hallin-
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noida sivuilla näkyvää tietoa kätevästi JavaScriptilla. Kaikki käyttäjän aktiviteetti si-
vuilla, kuten hiiren klikkaukset ja näppäimistön painallukset, voidaan ottaa vastaan 
DOM:n  kautta. 
 
Yksi keskeisimmistä toiminnoista jQueryssa on DOM-puun manipulointi. DOM:lla tar-
koitetaan HTML, XHTML ja XML -tyyppisten dokumenttien esitys- ja käyttäytymis-
tapaa. DOM:lla on tarkoitus auttaa sivun elementtien navigoinnissa, kun koodataan toi-
mintoja eri elementeille, jolloin yleensä koodauskielenä selaimissa puhuttaessa on Ja-
vaScript. JavaScriptillä koodatessa voi DOM:n navigointi olla raskasta ja hankalaa, 
jQuery-sovelluskehyksessä tulee onneksi mukana monia helpottavia metodeja DOM:n 
manipuloimiseksi (jQuery tutorial 2015). 
 
 
KUVA 9. Document Object Model -esimerkki 
 
DOM-puu rakentuu loogisesta järjestyksestä ja näyttää tämän vuoksi puumaiselta ra-
kenteelta (kuva 9). jQueryn dokumentaatiosta löytyy monta eri tapaa manipuloida 
DOM-puuta. jQuerylla voi vaikuttaa elementteihin lisäämällä, muokkaamalla, poista-
malla tai monilla muilla tavoilla. jQuerylla voidaan lisätä elementtiin tekstiä tai lukea 
sitä. Näitä metodeja kutsutaan settereiksi ja gettereiksi (Category: Manipulation 2015). 
Esimerkiksi .append() ja .remove() ovat settereitä, koska ne suorittavat sivun elemen-





KUVA 10. jQuery esimerkki DOM:n käytöstä 
 
DOM-rakennetta voi kuka tahansa alkaa käyttää, se ei tarvitse erillistä asennusta. Monet 
eri selaimet ovat sisällyttäneet eri variaatioita DOM-rakenteesta, mutta perusperiaate on 
kaikissa sama (MDN 2015). Kuvassa 10 haetaan html-tiedoston listan elementeistä tie-
toja. jQuery tarjoaa paljon nopeamman syntaksin DOM:n käytölle kuin JavaScript-lau-
seet. jQueryn ohjelmointisyntaksi on tiivistetty hyvin lyhyeksi, jotta koodi on nopeampi 




Tietokantojen käyttö helpottaa datan hallitsemista ja muistamista. Sovelluksesta saa 
paljon älykkäämmän, kun käytetään tietokantoja, koska tietoa voidaan tallettaa ja lukea. 
Tietokantaan saa esimerkiksi käyttäjätiedot, joiden avulla voidaan yksilöidä viestitys. 
Tietokannoista saadaan dataa, jota käyttäjä tarvitsee sovelluksessa. 
 
Tietokanta koostuu samankaltaisesta tiedosta. Tieto voi olla tosiasioita, joita voidaan 
kirjata ja niillä on merkitys. Esimerkiksi videovuokraamon elokuvakokoelma tai varas-
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ton tuotelista voivat olla tietokantoja (Lahtonen 2002, 2). Tietokantaan tulee projektis-
sani tietoa mittarilta ja sovellukselta. Tietokantaa käytetään tiedon tallentamiseen ja lu-
kemiseen. 
 
Vuonna 1970 E.F. Codd esitteli relaatiomallin. Se mullisti tietokantamallin vaatimuk-
set, koska se oli yksinkertaisin ja joustavin. Ainoana miinuksena voidaan sanoa suuri 
koneresurssien tarve. Relaatiotietokannassa tiedot ovat tauluina (table). Yhtä riviä kut-
sutaan tietueeksi (record). Jokaisella taulun rivillä täytyy olla yhtä monta kenttää (field) 
ja jokaisella kentällä perusavain. Yksittäistä tietoa voidaan hakea relaatiotietokannoissa 
äsken mainitsemilla käsitteillä, esimerkiksi taulun nimellä, sarakenimellä tai avaimen 
arvolla (Lahtonen 2002, 4). Projektissani käytän Microsoftin SQL Server 2008 tieto-
kantaa, joka on relaatiotietokanta. Relaatiotietokanta on hyvin yleinen tietokantamalli 
ja tämän takia osaamalla yhden tietokannan käytön, kuten MySQL osaat muidenkin 
käytön, joten uutta on vain käyttöliittymä. 
 
1990-luvulla alkoi oliopohjainen ajattelu ja sitä alettiin soveltamaan myös tietokantoi-
hin. Aluksi tehtiin puhtaasti oliopohjaisia tietokantoja, mutta ne eivät saavuttaneet sa-
manlaista suosiota, kuin relaatiotietokannat, joihin on lisätty olio-ominaisuuksia. Nämä 
ns. oliorelaatiotietokannat helpottavat tiedon käsittelyä tietokannassa, etenkin multime-
diatiedon käsittely loi uusia haasteita tietokannoille, mutta oliorelaatiotietokannat pys-
tyvät erikoistumaan niiden tallentamiseen. (Lahtonen 2002, 5.) Oliot noudattavat sa-
manlaista jäsenten nimeämistä kuin tietokannan kentät, tämä helpottaa ohjelman yllä-
pidettävyyttä ja ymmärtämistä. Esimerkiksi tietokannan taulun nimi voi olla henkilö ja 
sen kenttänä voi olla nimi. Olio-ohjelmointi ajattelussa olioksi tulisi siis henkilö, jolla 
on sisäinen arvo nimi. 
 
Suurin osa maailman tietokoneiden informaatiosta on tallennettuna tietokantoihin. Tie-
don saaminen ja vieminen vaatii dynaamisuutta nettisivuilta. Kaikki haluavat saada tie-
toa jatkuvasti, joten sivun täytyy muokkaantua tiedon vaihtuessa. Tähän tarkoitukseen 
on hyvä käyttää palvelua, joka toimii web-palvelimella ja se hoitaa tiedonvälityksen 
selaimen ja tietokannan välillä. Miinuksena voidaan sanoa, että kuormitusta syntyy 
enemmän palvelimelle. Monesti luullaan että verkkoyhteydessä on jotain vialla, vaikka 
ongelma onkin palvelimessa, joka yrittää tuoda tietoa sivulle tietokannasta. (Lahtonen 
2002, 164.) Samanlaista toiminallisuutta hyödynnän sovelluksen tiedonvälityksessä ja 
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jopa eräät toiminnot, kuten push-viestien lähetys tarvitsee tietokannan, josta se saa tar-
vittavat parametrit viestin lähettämiseen. 
 
3.5 Web-palvelut (Web services) 
 
Nykyään on yleistä tehdä toimintoja muualla kuin laitteessa. Tämä vähentää etenkin 
laitteelle aiheutuvaa rasitusta sovelluksen toimiessa, mikä tarkoittaa mobiilin akun kes-
ton pidentymistä ja vähentää prosessorin käyttöä. Web-palvelut mahdollistavat tiedon-
käsittelyn selainpohjalla, jolloin mobiililaitteet voivat hyödyntää näitä ohjelmia kutsu-
malla niitä. Tämä mahdollistaa esimerkiksi notification (Push-viesti, ilmoitus) toimin-
non puhelimessa. Ilmoitukset tulevat web-palvelulta, joka tekee kyselyjä kantaan ja lä-
hettää viestit puhelimeen. Viestit voi lähettää tai vastaanottaa notificationina, jolloin 
käyttäjä huomaa varmasti uuden tiedon tulleen sovellukseen (kuva 11). 
 
Web-palvelut ovat itsenäisiä modulaarisia, hajautettuja ja dynaamisia sovelluksia, jotka 
voidaan kuvata, julkaista, sijaita tai kutsua netin välityksellä. Näin saadaan tuotteita, 
prosesseja ja toimitusketjuja. Web-palvelu voi sijaita paikallisesti, jaetusti tai web-poh-
jaisesti. Web-palvelut rakennetaan avoimilla standardeilla, kuten TCP/IP, HTTP, Java, 




KUVA 11. Web-palvelimen sijainti verkossa ja sen toiminta (Pietrino Atzeni 
2011, mukaillen).  
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Web-palvelu on ohjelma tai osa sitä, jota on mahdollista käyttää netissä hyödyntämällä 
standardisoitua XML-kieltä viestittelyyn. XML:llä koodataan kaikki keskustelu web-
palvelun kanssa. Tämä mahdollistaa alustariippumattoman käytön, jolloin esimerkiksi 
Windows-tietokone voi hakea tietoa Unix-koneesta, jossa tietokanta on (Tutorialspoint 
2015). Tämä on erittäin käytännöllistä myös mobiiliin, koska silläkin alueella riittää eri 
alustoja ja selaimia joiden keskinäinen kommunikointi voi olla mahdotonta muuten, 





Limab Oy on yritys, joka toimittaa mittausjärjestelmiä saha-, levy- ja terästeollisuuteen. 
Mittausjärjestelmien toimittamisen ohella Limab Oy huolehtii niiden käyttöönotosta ja 
ylläpidosta. Limab Oy tarjoaa myös huoltosopimuksia, joiden avulla turvataan asiak-
kaiden järjestelmien jatkuva optimaalinen sekä häiriötön toiminta tuotantokäytössä (Li-
mab etusivu 2015). Yrityksellä ei siis ollut entuudestaan valmiuksia mobiiliohjelmoin-
tiin, vaan he toimivat enemmän tekniikan ja tuotteiden avulla tehtaissa. Heidän mittaus-
järjestelmänsä ovat herkkiä laitteita, jotka vaativat huoltoa. Niissä voi myös esiintyä 
yllättäviä ongelmia, kuten ne saattavat mennä lukkoon. Näistä ongelmista heille tulee 
viesti, jonka avulla he saavat tiedon missä meni mikä pieleen. Viestin saaminen vain on 
hankala prosessi, jossa henkilö joutuu tarkastamaan häiriöt tietokannasta tai jollain van-
halla ohjelmalla. 
 
Mobiilisovellus on tarkoitettu Limab Oy:n yritysasiakkaille parannukseksi heidän mit-
tausjärjestelmien ylläpitoon ja huoltoon. Sovelluksen tarkoitus on helpottaa järjestel-
mien häiriön ilmaantumista. Mittari pystyy lähettämään häiriösignaalin, kun siinä ilme-
nee häiriö. Tämä signaali rekisteröidään tietokantaan. Tähän päättyykin häiriöviestin 
kulku, huoltohenkilöstön pitää siis tarkistaa häiriö tietokannasta ja vielä selvittää mistä 
häiriöstä on kyse ja missä. Sovellus helpottaisi huomattavasti häiriön tietoon tulemista, 
koska jokaisella on nykyään puhelin taskussa. Sovelluksen tarve on juuri häiriön ilmoit-





Suunnittelussa aloitimme hahmottelemaan tietokantayhteyden kommunikaatiota ja so-
velluksen päätoimintoja. Sovimme, että kehitän sovellusta yksin heidän yrityksessään 
ja saan tarvittavat kehitysvälineet sekä pääsen käyttämään heidän tietokantaansa, tes-
tausympäristön luomisen syissä. Suunnittelu piti tehdä kevyeksi, koska heillä ei ollut 
tarkkaa määritelmää, mitä he haluavat sovellukselta. Tarve sovellukselle kuitenkin oli 
ja aikataulu piti sopia yhteen valmistumisen kannalta, joten päätimme aloittaa sovelluk-
sen teolla ja päättää lisää toimintoja sovellukseen sitä mukaa, kuin edelliset valmistui-
vat. 
 
Tärkeimmiksi ongelmanratkaisu kohdiksi tulivat mobiilin yhdistäminen asiakkaan tie-
tokantaan, johon tulee dataa mittareista. Näitä mittareita haluttaan seurata etenkin, jos 
niihin ilmenee jotain ilmoitusluontoista. Ongelmat suodatetaan tulevaan tietokantaan 
erillisellä ohjelmalla ja tästä suodatetusta tiedosta, pitäisi saada viestejä puhelimeen ja 
niille. Käyttäjän pitää myös pystyä kuittaamaan ilmoituksia, jotta pysytään perillä, kuka 
hoitaa asiaa. Tästä kävi myös ilmi, että tarvitaan pienimuotoinen käyttäjän hallinta, jotta 
saadaan eroteltua sovelluksen käyttäjät, koska samaa ilmoitusta voi hoitaa moni hen-
kilö. 
 
Lopullisesta tuotteesta ei oltu varmoja vaan yritys haluaa kartoittaa mahdollisuuksia 
sovelluksella. Sovelluksen testaus ja myynti tapahtuvat vasta, kun on todettu konsepti 
mahdolliseksi ja toimivaksi. Tästä on tarkoitukseni tehdä tutkimusta, joka kääntyy to-
teutukseksi lopuksi. Rajaksi sovittiin, että saisin ohjelman toimimaan käyttöliittymästä 
vielä sen suurempia välittämättä ja että sovellus oli hyvin dokumentoitu heidän tulevaa 
testausta varten, koska en itse ole todennäköisesti myynti tai testaus tilanteessa toisella 
puolen maailmaa. Sovellus on siis samalla tuote, jonka pitää olla mahdollista yrityksen 
henkilöstön pystyttää ja asentaa. 
 
4.2 Tietokantayhteydet ja Web-palvelin (Web services) 
 
Tietokantayhteyden luominen aloitettiin Limab Oy:n tietokantapalvelimelle, joka on 
Microsoft SQL Server 2008 R2. Yhteyden luominen tapahtuu PHP-ohjelmointikielellä, 




KUVA 12. PHP-ohjelma, joka luo yhteyden ja kyselyn kantaan 
 
Tämä PHP-ohjelma toimii rajapintana käyttöliittymälle ja tietokannalle. Ohjelma toimii 
web-palvelimella, jotta siihen voidaan ottaa yhteyttä suoraan käyttäjältä. Tällainen 
kommunikointi tietokantapalvelimen kanssa perustuu palvelukeskeiseen arkkitehtuu-
riin, jossa juuri avoimella rajapinnalla tai tekniikalla luodaan yhteyttä vanhoihin tieto-
kantajärjestelmiin.  
 
Tietokantaan tehdyssä kyselyssä saadaan vastauksesi kaikki taulussa olevat arvot ja ne 
muunnetaan JSON-muotoisiksi dataksi, jotta niitä pystytään kutsumaan myöhemmin. 




KUVA 13. Ajax-kutsu, joka hakee kannasta dataa ja tulostaa ne käyttöliittymälle 
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Kutsulle annetaan osoite (URL) ja datatyyppi. Kun kutsu tuottaa onnistuneen (success) 
haun, voidaan data ottaa haltuun funktion parametrina. Tiedot ovat json-tyyppisessä 
taulukossa, joka voidaan käydä läpi for-lauseella (looppi). Näin data saadaan eriteltyä 
ja tulostettua haluamallaan tavalla. 
 
4.3 HTML ja jQuery Mobile 
 
Sivun ulkoasu luodaan jQuery Mobile -sovelluskehystä käyttämällä. jQuery Mobile tar-
joaa laajan ja helposti käytettävän dokumentaation, mobiilisovelluksen ulkoasun teke-
miseen. Projekti tarvitsi selkeän tavan ilmaista tietokannasta tulevaa tietoa ja tietoa pi-
täisi myös päästä muokkaamaan, joten päädyin split buttons -elementtiin (kuva 14). 
 
 
KUVA 14. jQuery Mobile-demo dokumentaatio 
 
Sivuilta löytyy demo-osio, josta saamme valmiita käyttöliittymäelementtejä, joita 
voimme hyödyntää sovelluksen ulkoasun luomiseen. Elementtejä voidaan sitten muo-
kata omaan tarkoitukseen haluamallamme tavalla. Näin saadaan nopeammin runko 
käyttöliittymälle. 
 
Elementti otetaan käyttöön antamalla sille ominaisuuksia, kuten data-role, data-split-
icon ja data-split theme (kuva 15). Näille ominaisuuksille annettu arvo muokkaa lis-
tanäkymää (ListView), kuten tässä tapauksessa olen jättänyt kokonaan kuvat pois, 
koska halusimme vain päällekkäin menevät tekstit ja ikonin tekstien vierelle jotta käyt-




KUVA 15. Listanäkymän käyttö index.html-tiedostossa 
 
Sovelluksen käyttöliittymän rakentaminen tapahtuu nopeasti ja selkeästi jQuery Mobi-
lella. Sen avulla toteutamme sovelluksen käyttöliittymän ja se helpottaa myös joitakin 




KUVA 16. Esimerkkikuva ilmoitustaulusta mobiilissa.  
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Näitä voi listassa valita ja kuitata. Listaan tulevat tiedot päivitetään käyttäjälle aina kuit-
tauksen jälkeen. Listaa päivitetään myös ohjelmasta 10 sekunnin välein. Joten tiedot 
muuttuvat, jos joku muu on kuitannut ilmoituksen. 
 
4.4 Sovelluksen toiminnot 
 
Sovelluksen päätoiminnot ovat käyttäjän rekisteröiminen, ilmoitukset ja kuittaus. Nämä 
kolme toimintoa tarvitaan että sovellus täyttää tarpeensa. Kuittaus sitä varten, että mit-
tarin viasta joku on saanut tiedon ja hoitaa asian. Ilmoitus eli notification antavat käyt-
täjälle tiedon vaikka sovellus olisi pois päältä. Mittarista lähetettävän viestin on tultava 
käyttäjälleen tiedoksi mahdollisimman selkeästi ja huomattavasti. Käyttäjän rekisteröi-
minen mahdollistaa kuittauksen ja ilmoituksen yksilöinnin, koska mittareita ja henki-
löitä jotka käyttävät tai huoltavat niitä voi olla monia. Myös asiakkaat voivat olla eri 
firmoista, joten tarvitaan erittelyä kenelle lähetetään miltäkin laitokselta ja mikä viesti. 
Kuvassa 17 näkyy käyttäjä, joka on oman yhtiönsä taulussa, jotta viestit saadaan yksi-
löityä yritysten puolesta. DeviceRegID on myös yksilöllinen, joten voidaan lähettää 
viestejä vain halutuille käyttäjille. 
 
 
KUVA 17. Esimerkki käyttäjästä tietokannassa. 
 
Kun käyttäjä ensimmäistä kertaa käynnistää mobiililaitteessaan sovelluksen, kysytään 
hänen nimensä, kuten kuvassa 18. Nimi tallennetaan kantaan ja samalla otetaan talteen 
myös register identification (DeviceRegID, tunnisteavain). Tämän avulla voidaan lä-




KUVA 18. Kirjautumis-näkymä sovellukseen mobiilissa ja sen koodi. 
 
Sovelluksen lista-näkymälle rakennetaan suurin osa toiminnoista. Listaan tulevia tietoja 
on käyttäjän tarkoitus kuitata. Listaan tulevat tiedot haetaan kannasta, kuten kuvassa 19 
näkyy. Funktio kutsuu itseänsä 10 sekunnin välein, jolloin sisällä oleva Ajax-kutsu ha-
kee web-palvelun avulla dataa kannasta ja näin saadaan aina päivitettyä lista. Dataa tut-
kitaan if-lauseella, jos siellä esiintyy haluamamme tiedonpätkä, niin päivitämme listan. 
Näin listalla saadaan näkymään aina uusin tieto kannasta. 
 
 
KUVA 19. Esimerkkikuva tietokannan viestitaulusta. 
 
Kun sovellus käynnistetään ensimmäisen kerran, otetaan talteen käyttäjän nimi, laite-
tietoja ja rekisterinumero. Etenkin rekisterinumero on tärkeä, koska sitä tarvitaan 
push(ilmoitus, notification) viestien lähettämiseen. Puhelimen rekisterinumero otetaan 
talteen joka kerta, kun sovellus käynnistetään (kuva 20). Numeroa ei kuitenkaan tallen-
neta joka kerta, vaan vertaillaan kannassa oleviin. Jos sellainen on jo kannassa, ei sitä 
tallenneta.  Näin tehdään siksi, koska sovellusversion muutokset tai Googlen palvelu 




KUVA 20. Googlen cloud messaging palveluun liittyminen koodissa. 
 
Ilmoituksen lähetys tapahtuu web-palvelussa. Palvelu hakee käyttäjät tietokannasta, 
jonka avulla se tietää kenelle ilmoitukset lähetetään. Palvelu käynnistetään kerran, jol-
loin sen sisällä oleva while-looppi pyörii ikuisesti, koska sen arvo on aina true. Tämä 
mahdollistaa tietokannan jatkuvan kyselyn ja siitä voidaan suodattaa aina uusin viesti. 
 
Kun kantaan tulee uusi tieto, tehdään siitä GCM (Google Cloud Messaging) paramet-
rien mukainen viesti, joka lähetetään heidän palveluunsa (kuva 21). Palvelu lähettää 
viestin puhelimeen, jolloin ei ole väliä onko sovellus päällä vai ei. Kantaan on tallentu-
nut DeviceRegID, jota Googlen GCM-palvelu käyttää, ikään kuin puhelinnumerona lä-
hettäessään viestin puhelimeen. DeviceRegID on Googlen palvelusta saatava rekisteri-
numero laitteelle ja se on yksilöllinen. 
 
Ohjelma hakee kannasta kaikki viestit 10 sekunnin välein ja tekee kuvassa 21 erottelun 
viesteille. Erottelussa eli if-lauseissa saadaan kannasta aina uusin viesti eroteltua, joka 
sitten lähetetään Googlen palvelulle PHP:n curl-lähetys protokollan avulla. Parametrina 




KUVA 21. Web-palvelu, joka hoitaa mobiilin notification viestit. 
 
Ongelma ohjelmassa on se, että sen tulisi aina olla päällä. Tuotantokäytössä sovelluksen 
täytyy ilmoittaa käyttäjälleen mittarin tulleesta viasta 24/7. Ongelmasta kiperän teki se, 
että palvelun lopullista sijoituspaikkaa ei ollut tiedossa, mutta löysimme ratkaisun mat-
kalla joihinkin web-palvelimiin, esimerkiksi Microsoftin Iis(Internet information servi-
ces) web-palvelin tekniikkaan.  
 
Ohjelma joka pyörittää toista ohjelmaa säännöllisin väliajoin, kutsutaan cronjobeiksi. 
Cronjob tulee Unix-käyttöliittymästä, koska yleensä palvelinpuolta hallinnoidaan sillä. 
Cronjob-ohjelmalle annetaan tiedot mitä ohjelmaa pitää käynnistää, millä asetuksilla ja 
kuinka usein. Windowsilla tämä toiminto hoidetaan task schedulerilla (Ajoitetut tehtä-




KUVA 22. Windowsin task scheduler-toiminnon käyttäminen. 
 
Kuvassa 22 näkyy toiminnon asentaminen, joka vaaditaan aina. Tässä annetaan tiedot 
toiminnolle. Parametrina annettu tiedoston sijainti ja sen kansio vaaditaan. Muut ase-
tukset kuten käynnistin, asetetaan viiden minuutin välein, koska ohjelmamme pyörii 
300 sekuntia, ennen kun se pysähtyy. Yhteydet.cmd-tiedosto näkyy kuvassa 23, tässä 
käynnistetään PHP-ohjelma web-palvelimella. Tämän komentorivikehotteen avulla 
Windows-käyttöjärjestelmä osaa avata oikean tiedoston, kun PHP on lisätty ympäristö-
muuttujiin PATH-muuttujaksi, voidaan ohjelma käynnistää komentoriviltä. Näin ohjel-
malle ei tule katkoja viestien lähetyksessä vaan saadaan ylläpidettyä 10 sekunnin uusien 
viestien tarkastus tahtia tietokannasta. 
 
 
KUVA 23. Yhteydet.cmd-tiedostossa näkyvät komentorivi käskyt. 
 
Kuittaus suoritetaan listassa klikkaamalla ilmoitusta jolloin päästään katsomaan tar-
kempia tietoja ilmoituksesta (kuva 24). Kuittauksessa tallennetaan kantaan viestin vie-
reen aika sekä nimi, kuten kuvassa 19 näkyi. Nimi on se, jonka käyttäjän ensimmäisellä 
käynnistyksellään on laittanut, jolloin se tallennettiin tietokantaan web-palvelun avulla. 
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Kuittaus palauttaa käyttäjän takaisin ilmoitustaulu-näkymään, ja päivittää ruudun sa-
malla.   
 
 
KUVA 24. Kun ilmoitusta on klikattu päästään ikkunaan, jossa on tarkemmat 
tiedot ilmoituksesta sekä kuittaus. 
 
Kuittauksesta haluttiin yksinkertaista ja nopeaa. Tässä onnistuttiin Ajaxin asynkroni-
sella lähetystavalla, joka mahdollistaa koodin ajamisen taustalla. Web-palvelussa hoi-
detaan kuittausajan lisääminen, jotta sovelluksen ei tarvitse tehdä sitä itse. Mobiilit lait-
teet ovat huomattavasti hitaampia laskemaan, kuin pöytäkoneet, joten kaikki laskemi-





Mobiilisovelluksen kehittäminen oli erittäin mielenkiintoista ja antoisaa. Projektissa 
kohdattiin aivan uusia haasteita ja tehtäviä koulun tehtäviin verrattuna. Nautin kuitenkin 
tehdä työtä toimeksiantajalleni ja etenkin työympäristöstä olen hyvin kiitollinen. Sovel-
luksesta saatiin tehtyä valmis prototyyppi, jolle voidaan saada käyttäjiä, joilta voidaan 
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laskuttaa sovelluksen käytöstä. Sovellus skaalautuu käyttäjiin nähden. Jakelu suorite-
taan antamalla asiakkaalle ohjelman asennusversio, jonka Cordova kääntää esimerkiksi 
Androidilla apk. 
 
Sovellusta testattiin toimeksiantajan tarjoamassa suljetussa verkkoympäristössä, jossa 
simuloitiin oikeaa ympäristöä. Joten lähetimme tietokantaan viestejä, jotka web-palvelu 
luki tietokannasta ja lähetti viestin mobiilisovellukselle joka otti ne vastaan. Näitä vies-
tejä pystyttiin kuittaamaan laitteella, jolloin tietokantaan ilmestyi kuittaajan nimi ja 
aika. Sovellus suorittaa sille asetetut vaatimukset, johon olimme tyytyväisiä toimeksi-
antajan kanssa. 
 
Eniten haasteita tuotti uusien ympäristöjen oppiminen, etenkin oman web-palvelun te-
keminen mobiilisovellukselle oli suuritöinen ja myös kaikkein kriittisin. Jotkin web-
palvelut toimivat Apachen web-palvelinympäristössä, mutta eivät Microsoftin Iis web-
palvelinympäristössä. Nämä kaikki ongelmat selvisivät kuitenkin syventymällä tutki-
miseen ja loogiseen päättelyyn. 
 
Sovelluksen tulevaisuus riippuu sen saamasta palautteesta. Sovellusta ei päästy minun 
työssäoloaikana testaamaan oikeassa ympäristössä. Toimeksiantaja aikoo testata sitä 
asiakkaalla, jos tuotteesta eli sovelluksesta kiinnostutaan, jolloin sitä saadaan myytyä. 
Sovellukseen voidaan kehittää lisää toimintoja perustuen mittarilta tulevaan dataan. 
Suunnitelmissa oli tehdä seurantasovellus, joka näyttäisi reaaliaikaisesti mittarilta tule-
vaa dataa esimerkiksi kaaviona. Tästä käyttäjä voisi itse päätellä, onko kaavion näyttä-
mät arvot oikein ja nähdä pitkäaikaisesta seurannasta, että onko esimerkiksi tahti hidas-
tunut jollain hihnalla tai tukin laatu huonontunut. Näistä uusista lisäosista saadaan ke-
hittämiseen liittyvät kustannukset pois, jos voidaan myydä tekemäämme ensimmäistä 
sovellusta, niin että se vakuuttaa asiakkaan tällaisen sovelluksen tarpeellisuudesta. Toi-
sin sanoen sovellus voisi olla osa uutta tuoteperhettä, johon kuuluu sovelluksia ja oh-
jelmia, joilla on jokin käyttötarkoitus tehdastuotannon mobiilisoimisessa ja sen globaa-
lissa hallitsemisessa. 
 
Ensimmäisenä päivänä kun saavuin Limab Oy:lle, en tiennyt ehdotetusta opinnäytetyö-
aiheesta muuta, kuin että sillä oli jotain tekemistä mobiililaitteiden kanssa. Päätin tarttua 
tilaisuuteen, koska syksyni olisi muuten ollut tyhjää täynnä ja aihe oli mielenkiintoinen. 
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Olin tykännyt koulun mobiiliohjelmointikurssista ja olin pärjännyt siinä opettajan mie-
lestä kolmosen arvoisesti. Ensivaikutelma saattoi jäädä huonoksi, koska en hallinnut 
teoriaa ja käsitteitä. Ymmärsin kyllä, mitä pitää tutkia ja tehdä, mutta en saanut sano-
tuksi asioita, joita olisin halunnut sanoa. Joka tapauksessa työn aloittaminen oli pelot-
tavaa, koska ensimmäiset päivät piti olla muiden koneilla, joihin ei saanut asentaa tar-
vittavia ohjelmia, joten päädyin yksin nurkkaan tutkimaan laitteita ja tekniikoita. Yllät-
tävää oli miten nopeasti pääsin kärryille asiasta ja työ alkoi rakentumaan jo ensimmäi-
sestä viikosta lähtien. Toinen viikko alkoi samoin kuin seuraavat 10 viikkoa sen jälkeen. 
Puurtamista ja ongelmanratkaisua tehtiin 8 tuntia päivässä arkisin ja välillä enemmän-
kin, mutta se ei ollut raskasta vaan jostain syystä mukavaa ja helppoa. 
 
Pelkäsin opinnäytetyön tekemistä mutta nyt työn tehneenä haluaisin sanoa samaa pote-
ville, että sen aloittaminen ei ole pahin kohta vaan se keskiväli. Haluan vielä kiittää 
Janne Turusta, opinnäytetyön ohjaajaani, hyvistä neuvoista ja vinkeistä sekä motivoin-
nista. Myös Jouni Turusta, joka toimi työkaverina ja auttoi tutkimaan asioita sekä opetti 
lisää alasta, myös toimeksiantajaa aiheesta ja mahdollisuudesta päästä heille tekemään 
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