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Περίληψη
Στην  συγκεκριμένη  εργασία  θα  σας  παρουσιάσω  μια  γλώσσα
προγραμματισμού ,την  Chuck, η οποία απευθύνεται σε μουσικούς και μη και
πως  μπορεί  να  χρησιμοποιηθεί  για  την  εκμάθηση  ηλεκτρικής  κιθάρας.  Στα
πρώτα  κεφάλαια  θα  γίνει  μια  γνωριμία  με  την  γλώσσα  καθώς  και  με  την
τεχνολογία των audio interfaces, ώστε ο χρήστης να ναι σε θέση να συνθέσει
και  να  αναπαράγει  μουσική  καθώς  και  να  μπορέσει  στην  συνέχεια  να
χρησιμοποιήσει την ανάλογη διεπαφή στην φάση της εκμάθησης κιθάρας. Σε
ακόλουθο στάδιο,  η γλώσσα  Chuck  αναλαμβάνει  τον ρόλο του “δάσκαλου”
ηλ.κιθάρας,όπου  ο  χρήστης-ασκούμενος  έχοντας  αποκτήσει  την  ανάλογη
εξοικείωση στον τομέα της σύνθεσης,μπορεί μέσα από backing-tracks κώδικες,
που αποτελούν τις βασικές τεχνικές της ηλ.κιθάρας,να ξεκινήσει να μαθαίνει να
παίζει.Έχοντας  φτάσει  σε  ένα  επίπεδο  ο  ασκούμενος,ακολούθως  μέσα  από
ανάλογους  κώδικες  και  χρησιμοποιώντας  μια  audio  interface,μπορεί  να
πειραματιστεί  με  διάφορα  μουσικά  effects  παίζοντας  κιθάρα  καθώς  και  να
ηχογραφήσει  συγχρόνως  tracks  που έχει  συνθέσει  με  Chuck  και  tracks  που
παίζει  ο  ίδιος  στην  κιθάρα.Όλοι  οι  κώδικες  που  θα  αναπτυχθούν  στο  3ο
κεφάλαιο της εργασίας,θα μπορεί ο χρήστης να τους βρει στο παρακάτω link
στο  google  drive  https://drive.google.com/folderview?
id=0B_M_vSkf2pgMYkpxZ3FNdXN3N2c&usp=sharing
ή να απευθυνθεί στο mail μου gekoukak@gmail.com για οποιαδήποτε
απορία. 
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1.CHUCK LANGUAGE
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1.1 Εισαγωγή
1.1.1 Αντιμετώπιση του προβλήματος
Ο υπολογιστής από καιρό έχει θεωρηθεί εξαιρετικά ελκυστικό εργαλείο
για την δημιουργία και την διαχείρηση ήχου.Η ακρίβεια που προσφέρει καθώς
και  η  δυνατότητα  για  νέες  χροιές  και  αυτοματοποιήσεις,τον  καθιστούν  μια
αναγκαία πλατφόρμα για πειραματισμό στην παραγωγή μουσικής,φυσικά μέχρι
το σημείο όπου ο χρήστης είναι δυνατόν να δώσει τις απαραίτητες εντολές .
Ένα πρόγραμμα είναι μια ακολουθία οδηγιών για έναν υπολογιστή.Μια
γλώσσα  προγραμματισμού  είναι  μια  συλλογή  συντακτικών  και
σημασιολογικών κανόνων για αυτές τις οδηγίες που τελικά χρησιμοποιούνται
για  την  παροχή  της  μετάφρασης  των  προγραμμάτων  που  δόθηκαν  από  τον
χρήστη.Στην ιστορία του υπολογισμού,πολλές διεπαφές έχουν σχεδιαστεί για
να  καθοδηγήσουν  τους  υπολογιστές,αλλά  καμία  δεν  λειτούργησε  τόσο
ουσιαστικά όσο μια γλώσσα προγραμματισμού.Οι γλώσσες προγραμματισμού
ενεργούν  ως  μεσολαβητές  μεταξύ  της  ανθρώπινης  πρόθεσης  και  των
αντίστοιχων  bits  και  δίνουν  τις  οδηγίες  για  την  ανάλογη  λειτουργία  και
αποτελούν το πιο οικείο εργαλείο για την “καθοδήγηση” του υπολογιστή.
Τα προγράμματα βρίσκονται σε πολλά επίπεδα,που κυμαίνονται  από τον
κώδικα  χαμηλού  επιπέδου(assembler)  σε  υψηλού  επιπέδου  γλώσσες  που
ενσωματώνουν κατά κύριο λόγο δομές πιο κατανοήσιμες από τον άνθρωπο που
μοιάζουν με τις προφορικές γλώσσες ή την γραφική αναπαράσταση οικείων,
προς τον χρήστη,αντικειμένων.
Ακόμη  και  μέσω  της  βάσης  του  προγραμματισμού  ήχου,υπάρχει  μια
απέραντη σειρά στόχων που ο χρήστης μπορεί να εκτελέσει αν το επιθυμεί(ή να
ερευνήσει).Μέθοδοι  σύνθεσης  και  φυσικής  διαμόρφωσης  αντικειμένων
πραγματικού  χρόνου  και  διαστημάτων(πχ  μουσικά  όργανα  και
περιβαλλοντικοί  ήχοι)  ,ανάκτησης  πληροφοριών γύρω από  την  μουσική και
τους  ήχους,στοχεύοντας στην χαρτογράφηση και  την επεξεργασία των νέων
ελεγκτών  και  διεπαφών  για  μουσική,καθώς  και  διεργασίες  για
αυτοματοποιημένη ή ημιαυτόματη σύνθεση και συνοδεία,καταγραφή απόδοσης
ήχου σε πραγματικό χρόνο,και πολλά άλλα.
Αντιμετωπίζοντας  ένα  τόσο  ευρύ  φάσμα  δυνατοτήτων  και
απαιτήσεων,τέθηκε  η  ανάγκη  δημιουργίας  και  σχεδιασμού  ενός  γενικού
προγραμματιστικού  εργαλείου  που  θα  εξετάζει  όλες  τις  πτυχές  του
εκφραστικού  προγραμματισμού,θα  παρέχει  γρήγορη  διαμόρφωση  του
πρωτότυπου κώδικα και εύκολη αναγνωσιμότητα απο τον χρήστη.Η ανάγκη
αυτή οδήγησε στην δημιουργία μιας νέας  υπολογιστικής γλώσσας,της Chuck.
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Η  Chuck  είναι  μια  αντικειμενοστραφής  γλώσσα  ταυτόχρονου
προγραμματισμού  σκληρού-χρονισμού,που  χρησιμοποιείται  για  την  σύνθεση
μουσικής  σε  πραγματικό χρόνο και  τρέχει  σε  Mac OS X,Linux , Microsoft
Windows καθώς και σε iOS. Έχει ως σκοπό να ευνοήσει την αναγνωρισιμότητα
και  την  ευελιξία  για  τον  προγραμματιστή  πέρα από  άλλες  εκτιμήσεις  όπως
παραδείγματος χάρη  η απόδοση.Υποστηρίζει εκ φύσεως τον ντετερμινιστικό
συγχρονισμό και ταυτόχρονα τα πολλαπλά δυναμικά ποσοστά ελέγχου.
Ένα  άλλο  κύριο  χαρακτηριστικό  είναι  η  δυνατότητα  παρέμβασης  live
στον κώδικα.Ο  χρήστης  μπορεί  να  προσθέτει,να  αφαιρεί  και  γενικά  να
τροποποιεί  τον  κώδικα  καθώς  αυτός  “τρέχει”  χωρίς  παύση  ή  καινούριο
ξεκίνημα. Έχει ένα ιδιαίτερα ακριβές πρότυπο συγχρονισμού,που προσφαίρεται
για υψηλό βαθμό ανάλυσης.Γενικά,προσφέρει στους συνθέτες ένα ισχυρό και
ευέλικτο  εργαλείο  προγραμματισμού  για  δημιουργία  και  πειραματισμό  με
προγράμματα  σύνθεσης  μουσικής  και  διαδραστικό  έλεγχο  σε  πραγματικό
χρόνο.
Η γλώσσα  Chuck  δημιουργήθικε  και  σχεδιάστικε  κυρίως  από  τον  Ge
Wang ο οποίος ως απόφοιτος φοιτητής συνεργάστικε με τον Perry R.Cook. H
Chuck υπό τον όρο άδειας της GNU General Public License διανέμεται δωρεάν
σε  Mac OS X,  Linux  και  Windows.  Για  iPhone  και  iPad,  ChiP(  Chuck for
iPhone) διανέμεται υπό περιορισμένη άδεια κλειστού κώδικα και την παρούσα
χρονκή στιγμή δεν έχει  χορηγηθεί για το ευρύ κοινό.Ωστόσο η σχεδιαστική
ομάδα έχει δηλώσει ότι θα επιθυμούσε να ερευνήσει “τους τρόπους να ανοιχτεί
το ChiP με την δημιουργία ενός ευεργετικού περιβάλλοντος για τον καθένα”.
1.1.2  Η νέα αντίληψη πάνω στον audio programming
Ο μεγάλος επιστήμονας της πληροφορικής Alan Perlis έχει πει ότι “η
γλώσσα προγραμματισμού η οποία δεν είναι ικανή να αλλάξει τον τρόπο
που  σκέφτεσαι,δεν  αξίζει”.Πράγματι,ο  χρήστης  της  Chuck  μπορεί  να
διαπιστώσει ότι η σχεδίαση αυτής της γλώσσας έγινε για να αλλάξει τον
τρόπο σκέψης πάνω στον προγραμματισμό μουσικής και ήχου,ιδιαίτερα
αν  προσεγγιστεί  το  πρόβλημα  μέσα  από  μία  πιο  ανθρωποκεντρική
προοπτική.Δεδομένου  ότι  προϋποθέσαμε  τα  προηγούμενα(1.1.1.),
συμπεραίνουμε ότι μια γλώσσα προγραμματισμού είναι ιδιαίτερα γενική
και παράλληλα αποτελεί έναν οικείο οδηγό αλληλεπίδρασης ανθρώπου-
υπολογιστή(HID Device).
Εάν όντως αυτό συμβαίνει,θα πρέπει ακολούθως να σκεφτούμε τους
στόχους  μιας  σχεδιαστικής  γλώσσας  προγραμματισμού  ως  οδηγού
αλληλεπίδρασης. Ενώ η διαδικασία ενσωματώνει την υψηλού επιπέδου 
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αρχή  για  τον  χρήστη,δεν  υιοθετούμε  απαραίτητα  κάποια  συγκεκριμένη
θεωρία  από  την  αλληλεπίδραση  ανθρώπου-μηχανής.Τις  περισσότερες
φορές  το  σύνολο  των  χαρακτηριστικών  γνωρισμάτων  ή  ακόμα  και  η
“ενέργεια”  που  απορρέει  μπορούν  να  κάνουν  ένα  σύστημα
προγραμματισμού  ελκυστικό,οικείο  και  τελικά  χρήσιμο.Σύμφωνα  με
αυτήν την φιλοσοφία, πιστεύεται ότι στον τομέα του audio programming,η
Chuck,αποτελεί μία ορθή επιλογή.Μέσα από παραδείγματα,που θα είναι
χρήσιμα  για  σύνθεση  μουσικής  αλλά  και  για  εκμάθηση  κιθάρας,θα
παρουσιαστεί  η  δομή  αυτής  της  πρακτικής  γλώσσας  αλλά  και  πως
επιτυγχάνεται  η  αλληλεπίδραση  μεταξύ  του  χρήστη  και  του
υπολογιστή,οδηγώντας όντως σε έναν νέο,καινοτόμο τρόπο σκέψης πάνω
στην  σύνθεση  και  την  διαχείρηση  πόρων  που  αφορούν  ένα  μουσικό
όργανο.
1.1.3 Η προσέγγιση μέσω Chuck
Μια  βασική  αρχή  της  Chuck  στον  audio  programming  είναι  να
εκθέτει τον έλεγχο του προγράμματος γύρω από τον χρόνο σε συνδυασμό
με  ένα  χρονικά-βασισμένο  πρότυπο  ταυτόχρονου
προγραμματισμού.Σύμφωνα  με  αυτήν  την  ιδιότητα,αποδίδεται  ο
χαρακτηρισμός  “έντονα-χρονομετρημένης  γλώσσας  προγραμματισμού
ήχου”(στην ουσία ο προγραμματισμός έχει τον απόλυτο χρονικό έλεγχο
όπως αυτός σχετίζεται με τον ψηφιακό ήχο.
Πιο συγκεκριμένα,αυτό συνεπάγεται ότι ο ίδιος ο χρόνος μπορεί να
υπολογιστεί  και  να  ελεγχθεί  άμεσα  και  με  υψηλό  βαθμό  ανάλυσης.Οι
προγραμματιστές  διευκρινίζουν  το  ακριβές  σχέδιο  για  το  πως  ο
υπολογισμός  εκτελείται  στο  χρόνο  από  πρόσθετες  ρητές  πληροφορίες
χρονισμού  μέσα  στον  κώδικα.Με  βάση  αυτό,το  σύστημα  χρόνου-
εκτέλεσης της  γλώσσας  εξασφαλίζει  ακριβείς,ντετερμινιστικές  ιδιότητες
μεταξύ του προγράμματος και του χρόνου.Επιπλέον οι προγραμματιστές
μπορούν να διευκρινίσουν τις ταυτόχρονες ενότητες του κώδικα ,κάθε μία
από τις οποίες μπορεί να ελέξει ανεξάρτητα τους υπολογισμούς της γύρω
από τον χρόνο αλλά μπορεί επίσης και να συγχρονιστεί σε άλλες ενότητες
μέσω του χρόνου και άλλων μηχανισμών.
Εν ολίγοις,η  Chuck  προσπαθεί να κρύψει τις περριτές πλευρές του
προγραμματισμού  και  να  προάγει  τον  πραγματικό
έλεγχο.Επιπλέον,παρέχει μια προσέγγιση για προγραμματισμό on-the-fly
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όπου  επιτρέπεται  στον  προγραμματιστή  να  σχεδιάσει  ή  να  ελέξει
προγράμματα  με  την  συγκεκριμένη  τεχνική(παρέμβαση  στον  κώδικα
χωρίς  να  ναι  αναγκαίο  να  τερματιστεί  πρώτα  ή  να  γίνει
επανεκκίνηση).Αυτό  το  ύφος  ανάπτυξης  έχει  οδηγείσει  στην  ανάπτυξη
εφαρμογών στην διδάσκαλία και την ζωντανή μουσική απόδοση όπου το
ακροατήριο παρατηρεί τον κώδικα σαν μουσικές χειρονομίες.
Οι  δυνατότητες  που  παρέχει  η  γλώσσα  Chuck  στον  παιδαγωγικό
τομέα  έχουν  οδηγήσει  στην  διερεύνηση  εξουσιοδότησης  των
προγραμματιστών,σαν παιδαγωγούς ώστε να παρουσιάσει στο ακροατήριο
όπου  μπορεί  να  ναι  μαθητές,φοιτητές  ή  απλοι  ενδιαφερόμονοι,μια
απεικόνιση  πραγματικού  χρόνου  προγράμματος  ήχου  και  ταυτόχρονα
προγραμματισμό με την τεχνική on-the-fly.
7
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 10:18:43 EET - 137.108.70.7
1.2  Χαρακτηριστικά
1.2.1 Επισκόπηση
Όπως έχει ήδη αναφερθεί,η Chuck είναι μια strongly-typed και strongly-
time γλώσσσα ταυτόχρονου προγραμματισμού ήχου on-the-fly.Μεταγλωτίζεται
μέσω  εικονικών  οδηγιών,οι  οποίοι  τρέχουν  αμέσως  στην  εικονική
μηχανή(Virtual  Time  Machine  του  miniAudicle).Παρακάτω  θα  σας
παρουσιαστούν τα χαρακτηριστικά της γλώσσας,του μεταγλωτιστή καθώς και
της εικονικής μηχανής που χρησιμοποιεί ο προγραμματιστής.
Πριν  απ'όλα,ο  χρήστης  θα  πρέπει  να  εγκαταστήσει  την  Chuck  στον
υπολογιστή μαζί  με το  περιβάλλον  εργασίας(miniAudicle),ακολουθώντας τις
αντίστοιχες οδηγίες ανάλογα με το λογισμικό.Αν ο χρήστης(usr) χρησιμοποιεί
το  εκτελέσιμο(ανάλογα  με  την  πλατφόρμα),χρειάζεται  να  τοποθετήσει  το
chuck(osx) ή το chuck.exe(win32)στο μονοπάτι του(usr) και στην συνέχεια :
Για MacOS  X στην  κονσόλα,πηγαίνουμε  στο  bin/directory  και
πληκτρολογούμε :
%> sudo cp chuck /usr/bin/
          (enter your password when prompted)
         %> sudo chmod 755 /usr/bin/chuck
(Σε  αυτό  το  σημείο  θα  πρέπει  να  μπορεί  να  τρέξει  την  chuck  από
οποιοδήποτε κατάλογο μέσω terminal)
Για  Windows  ,τοποθετούμε  το  path  bin\chuck.exe  στο
c:\windows\system32\.  Για  να  τρέξει,στο  terminal  πληκτρολογούμε  την
εντολή  cmd  ώστε  να  ξεκινήσουμε  ένα  νέο  κελί  και  ακολούθως
πληκτρολογούμε την εντολή 'chuck' : 
%> chuck
[chuck]: no input files... (try –help)     [1]
(Αυτό  είναι  το  σωστό  στιγμιότυπο  που  θα  πρέπει  να  εμφανιστεί  στο
terminal,δεδομένου ότι δεν έχουμε διευκρινίσει τα αρχεία που θα τρέξουν)
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Σε περίπτωση που θα “κατασκευάσουμε” την Chuck από τον πυρήνα της
εκάστοτε πλατφόρμας,ακολουθούμε τα παρακάτω βήματα:
1. Αρχικά  μέσω  του  link  http://chuck.cs.princeton.edu/release/
“κατεβάζουμε”  για  το  σωστό  λογισμικό  το  αντίστοιχο  συμπιεσμένο
αρχείο source (αν επιλέξουμε να κατεβάσουμε το executable για MacOS
X ή Windows δεν χρειάζεται να συνεχίσουμε με τα παρακάτω βήματα και
επιστρέφουμε στις οδηγίες που προαναφέρθηκαν).
2. Αν  ο  χρήστης  χρησιμοποιεί  το  Visual  C++  6.0  πρόγραμμα  σε
windows,τότε ανοίγει το src/chuck_win32.dsw  και επιλέγει  build->set
active config->release και πατάει F7.
3. Στο terminal δίνουμε την εντολή αποσυμπίεσης :
%> tar xvzf chuck-x.x.x.x.tgz
    4. Στην συνέχεια πηγαίνουμε  στο src/directory και πληκτρολογούμε :
%> cd chuck-x.x.x.x/src/
    5. Αν πληκτρολογήσουμε τώρα στο terminal την εντολή 'make' και εαν όλα 
τα προηγούμενα βήματα έχουν εκτελεστεί σωστά,προκύπτει το ακόλουθο
στιγμιότυπο :
%> make
[chuck build]: please use one of the following configurations:
  make linux-alsa, make linux-jack, make linux-oss,
       make osx-ppc, make osx-intel, make win32
και γράφουμε την εντολή που ανταποκρίνεται στην δικιά μας πλατφόρμα
πχ. Για MacOS X :
%> make osx-ppc
αν όλα έχουν πάει καλά,θα πρέπει να χει δημιουργηθεί σε αυτό το σημείο 
ένας 'chuck' φάκελος στον κατάλογο που βρισκόμαστε
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6. Σε αυτό το σημείο για έναν γρήγορο έλεγχο,πληκτρολογούμε την εντολή
'chuck'  και  παρατηρούμε  αν  το  στιγμιότυπο  είναι  το  [1]  που
προαναφέθηκε και δηλώνει ότι το chuck δεν βρίσκεται στο μονοπάτι που
βρισκόμαστε.
7. Ο  χρήστης  μέσω  της  κονσόλας  μπορεί  να  τεστάρει  κώδικες  σε
chuck,βρίσκοντας  αρχικά  το  μονοπάτι  που  ανήκει  το  chuck  στον
υπολογιστή  του  και  στην  συνέχεια  μέσα  στο  Chuck/examples
πληκτρολογεί :
# (run otf_05.ck - the .ck is optional...)
%> chuck otf_05.ck
αναπαράγοντας το αρχείο otf_05.ck που βρίσκεται μέσα στον /examples
# (run any number of files in parallel...)
%> chuck otf_01 otf_06
όπου  τρέχουν  ταυτόχρονα τα  2  νήματα-κώδικες  μουσικής   .ck  που  
βρίσκονται  μέσα  στον  φάκελο  ,  παράγοντας  πολυφωνικό  ηχητικό  
αποτέλεσμα
Με την εντολή :
%> chuck otf*
αναπαράγονται στην  virtual machine  όλα τα αρχεία ταυτόχρονα με το  
όνομα otf
Για  να  σταματήσουμε  την  αναπαραγωγή  του  αρχείου,στην  κονσόλα  
πατάμε ctrl+c
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Υπάρχουν διάφορες σημαίες που ο χρήστης μπορεί να επισημάνει ώστε
να ελέγξει  πως λειτουργεί η Chuck,ή να μάθει για το σύστημα.Πχ τα ακόλουθα
έλεγχουν το σύστημα ήχου και τυπώνουν όλους τους διαθέσιμους οδηγούς ήχου
και MIDI οδηγούς.Ο χρήστης έπειτα μπορεί να αναφερθεί σε αυτούς (συνήθως
με βάση τον αριθμό) απο την γραμμή εντολών ή από το πρόγραμμα
%> chuck --probe
Η  Chuck  μπορεί να “τρέξει” σε ένα διαφορετικό τερματικό δεδομένου ότι ο
χρήστης-ακροατής που το χειρίζεται,μπορεί να το στείλει.Ο  server  πρέπει να
καλέσει  την  σημαία  βρόγχου  για  να  διευκρινίσει  ότι  η  virtual  machine  δεν
πρέπει να σταματήσει αυτόματα(όταν το πρόγραμμα τερματιστεί).
%> chuck --loop 
Ο χρήστης της Chuck μέσω μιας 2ης command line μπορεί να τρέξει ένα
audio  αρχείο  .ck  παράλληλα  με  ένα  audio  αρχείο  που  ήδη  τρέχει  από  το
terminal,αρκεί στο 2ο terminal να δώσει την εντολή 
%> chuck + foo.ck 
Αντίστοιχα,χρησιμοποιώντας τους τελεστές – και = ,μπορεί να αφαιρέσει
ένα αρχείο,από ένα σύνολο που τρέχουν παράλληλα ή να αντικαταστήσει ένα
που τρέχει ήδη με ένα άλλο
Αν ο χρήστης θέλει να εισάγει σχόλια στον κώδικα του , χρησιμοποιεί //
αν το σχόλιο αφορά μια γραμμή ή περιβάλει το κείμενο-σχόλιο με /* .....  */
// this is a comment
 int foo; // another comment
/*
this is a blog comment
still going …
*/
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Αν  ο  προγραμματιστής  θέλει  να  εκτυπώσει  ένα  μήνυμα  στην
κονσολα,εισάγει την εκτυπώσημη δήλωση μέσα σε <<< >>> και στο τέλος  ; . 
Αν το εκτυπώσιμο είναι ένα string : <<< “ μηνυμα “ >>> ; 
Αν το εκτυπώσιμο είναι μια μεταβλητή : <<< i >>>; ή μια σταθερά πχ 5 
<<<5>>>;
Για printαρίσματα αποτελεσμάτων :
<<<"4 + 5  is ", 4 + 5>>>;
και εκτυπώνει 4+5 is 9
<<< 0.1 + 1.3 >>> ;
και εκτυπώνει 1.40000 : (float)
Μπορούμε να χρησιμοποιήσουμε και την συνάρτηση Std.rnd2  ώστε να  
εκτυπώσουμε τυχαίους αριθμούς,πχ :
<<< “3 random numbers”,
Std.rand2(0,9);
Std.rand2(0,9);
Std.rand2(0,9); >>>
 και εκτυπώνει 3 τυχαίους αριθμούς μεταξύ 0 και 9
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1.2.2 Τύποι,τιμές και μεταβλητές
Στην  γλώσσα  προγραμματισμού  Chuck  (strongly-typed  language)  οι
τύποι  επιλύονται  κατά  την  διάρκεια  που  γίνεται  η  μεταγλώτιση του
κώδικα.Εντούτοις  δεν  είναι  αρκετά  statically-typed,επειδή  ο  μεταγλωτιστής
είναι  μέρος  της  εικονικής  μηχανής  της  Chuck  και  αποτελεί  ένα  τμήμα  του
χρόνου εκτέλεσης.Το σύστημα τύπων βοηθάει στην ακρίβεια και την σαφήνεια
του  κώδικα  και  δανείζει  στην  οργάνωση  σύνθετα
προγράμματα.Συγχρόνως,είναι  ακόμα  δυνατόν  σε  αυτές  τις  αλλαγές  των
τύπων,το  σύστημα μπορεί  να  πραγματοποιηθεί  κατά καθορισμένο  τρόπο  με
σαφήνεια στο χρόνο εκτέλεσης.Αυτή η πτυχή μπορεί να αποτελέσει την βάση
για προγραμματισμό on-the-fly.
Όπως και σε άλλες strongly-typed γλώσσες προγραμματισμού,μπορούμε
να σκεφτούμε έναν τύπο,με σχετική συμπεριφορά των δεδομένων.(πχ  Int είναι
ένας τύπος που αναφέρεται σε  integer  και η πρόσθεση  μεταξύ 2  integers  θα
παράξει έναν τρίτο  integer  που θα αντιπροσωπεύει το άθροισμα).Οι κλάσσεις
και τα αντικείμενα επιτρέπουν στον χρήστη να επεκτείνει το σύστημα τύπων με
βάση  τους  οικείους  σε  αυτόν  τύπους  κάτι  που  θα  επεξηγηθεί  σε  επόμενη
ενότητα ενώ αρχικά θα εστιάσουμε κυρίως σε απλούς τύπους .
Οι απλοί τύποι είναι τύποι δεδομένων και χαρακτηρίζονται από μία τιμή
χωρίς να μπορούν να επεκταθούν.Μερικοί απλοί τύποι στην Chuck είναι :
int : ακέραιος αριθμός
float : δεκαδικός αριθμός
time : χρόνος
dur : διάρκεια
void : κενό
complex : μιγαδικός αριθμός με ορθογώνια μορφή
polar : μιγαδικός αριθμός σε πολική μορφή
Οι τύποι αναφοράς είναι  εκείνοι  που κληρονομούν χαρακτηριστικά από την
κλάσση Object.Κάποιοι προεπιλεγμένοι τύποι αναφοράς περιέχουν :
Object : ο βασικός τύπος από τον οποίο όλες οι κλάσσεις κληρονομούν 
     χαρακτηριστικά 
(array) : N-διαστάσεων ταξινομιμένος πίνακας δεδομένων
 Event : θεμελιώδης,με δυνατότητα επέκτασης,μηχανισμός 
    συγχρονισμού  
UGen : unit generator κλάσσης-βάσης με δυνατότηα επέκτασης
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UAna : unit analyzer κλάσσης-βάσης με δυνατότηα επέκτασης
Η  Chuck  δίνει την δυνατότηα επέκτασης του συστήματος τύπων με τις
πρόσθετες κλάσσεις,και μέσω της πολυμορφικής κληρονομιάς.
Δύο ειδικοί απλοί τύποι είναι διαθέσιμοι για να αντιπροσωπεύσουν τα
σύνθετα δεδομένα,όπως η παραγωγή ενός  FFT  ο οποίος είναι  σύνθετος  και
πολικός. Ένας μιγαδικός αριθμός της μορφής  a+bi  μπορεί να δηλωθεί,όπου η
#(...)  συντακτική  ανάλυση  υποδηλώνει  έναν  μιγαδικό  αριθμό  σε  ορθογώνια
μορφή,και  μπορεί  να  χρησιμοποιηθεί  σε  αριθμιτικούς  υπολογισμούς.Το
πραγματικό  και  το  φανταστικό  μέρος  ενός  μιγαδικού  αριθμού  μπορούν  να
προσσεγγιστούν με τα .re και .im τμήματα ενός μιγαδικού.
#(5,-1.5) => complex cmp; // 5 - 1.5i
#(2,3) + #(5,6) + cmp => complex sum; // 12 + 7.5i
#(2.0,3.5) => complex cmp;
cmp.re => float x; // x is 2.0
cmp.im => float y; // y is 3.5
Ο πολικός τύπος προσφέρει μια ισοδύναμη,εναλλακτική αντιπροσώπευση
των  μιγαδικών  αριθμών  από  την  άποψη  μιας  ικανοποιητικής  μεγέθους  και
φάσης τιμής.Οι τιμές μεγέθους και φάσης μπορούν να προσεγγιστούν μέσω των
.mag και .phase
%(2,.5*pi) => polar pol; // polar
pol.mag => float m; // m is 2
pol.phase => float p; // p is .5*pi
Οι πολικές και οι ορθογώνιες αναπαραστάσεις μπορούν να αναμιχθούν
μεταξύ τους και να χρησιμοποιηθούν σε αριθμιτικούς υπολογισμούς
// polar
%(2,.5*pi) => polar pol;
// complex
#(3,4) => complex cmp;
// casting
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pol $ complex + #(10,3) + cmp => complex cmp2;
// casting
cmp $ polar + %(10,.25*pi) - pol => polar pol2;
1.2.2 Πίνακες
Στην  Chuck  ο  χρήστης  χρησιμοποιεί  πίνακες  Ν-διαστάσεων  ώστε  να
κρατήσει  τα  δεδομένα  που  χρειάζεται  διατεταγμένα.Μερικές  χρήσιμες
σημειώσεις  όσον  αφορά  τους  πίνακες  :  1) οι  πίνακες  μπορούν  να
δεικτιοδοτηθούν  από  ένα  ακέραιο  2)  οποιοσδήποτε  πίνακας  μπορεί  να
χρησιμοποιηθεί σαν συνδετικός χάρτης,δεικτοδοτούμενος από συμβολοσειρές
3) είναι απαραίτητο να τονιστεί ότι ο ακέραιος-δείκτης και το μέρος του πίνακα
που δείχνει,αποθηκεύονται  σε ξεχωριστές θέσεις  μνήμης  4) οι  πίνακες στην
Chuck είναι αντικείμενα και συμπεριφέρονται μεταξυ τους παρόμοια με βάση
την αναφορική δήλωση και τις υπόλοιπες κοινές λειτουργίες των αντικειμένων.
Οι πίνακες μπορούν να δηλωθούν σύμφωνα με το παράδειγμα :
// declare 10 element array of int, called foo
 int foo[10];
// since array of int (primitive type), the contents
// are automatically initialized to 0
και να αρχικοποιηθούν ως εξής :
// chuck intializer to array reference
[ 1, 1, 2, 3, 5, 8 ] @=> int foo[];
Στον  παραπάνω  κώδικα  υπάρχουν  διάφορα  σημεία  που  πρέπει  να  
τονίσουμε
1) Οι  τιμές  που  χρησιμοποιούνται  για  την  αρχικοποίηση,πρέπει  να
είναι ίδιου ή παρόμοιου τύπου
2) Ο μεταγλωτιστής θα προσπαθήσει  να βρει  την υψηλότερη κοινή
βάση  τύπου  μεταξύ  όλων  των  στοιχείων.Αν  δεν  βρεθεί  κοινή
βάση,θα εμφανιστεί σφάλμα. 
15
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 10:18:43 EET - 137.108.70.7
3) Ο τύπος  [1,1,2,3,5,8] είναι πίνακας ακεραίων(int[]).
H  αρχικοποιήση έγινε  με πίνακα από τον χρήστη και  μπορεί  να
χρησιμοποιηθεί άμεσα.
4) Ο  τελεστής  (@=>)  δηλώνει  ανάθεση,και  αναθέτει  κατά  την
αρχικοποίηση στον  πίνακα ακεραίων  foo[]  τον  πίνακα ακεραίων
[1,1,2,3,5,8].
5) int  foo[]  :  δηλώνει  μια  κενή  αναφορά  σε  πίνακα.  Η  δήλωση
αναθέτει τον πίνακα αρχικοποίησης στον πίνακα foo.
6) Όπως προειπώθηκε,οι πίνακες είναι αντικείμενα
Όταν ο  χρήστης  δηλώσει  έναν  πίνακα με  αντικείμενα,τα  αντικείμενα  
μέσα στον πίνακα αυτομάτως ενεργοποιούνται
 // objects in arrays are automatically instantiated
        Object group[10];
Αν ο χρήστης θέλει μόνο έναν πίνακα με αναφορές αντικειμένων 
 // array of null object references
        Object @ group[10];
Σε ένα πρόγραμμα στην Chuck,είναι δυνατόν να δηλώσουμε ένα πίνακα 
πολλαπλών διαστάσεων
// declare 4 by 6 by 8 array of float
       float foo3D[4][6][8];
Οι αρχικοποιήσεις λειτουργούν με παρόμοιο τρόπο 
 // declare 2 by 2 array of int
       [ [1,3], [2,4] ] @=> int bar[][];
Τα  2  [][]  χρησιμοποιούνται  για  να  ορίσουμε  πίνακα  πολλαπλών  
διαστάσεων
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Τα  στοιχεία  ενός  πίνακα  μπορούν  να  γίνουν  προσβάσιμα  
χρησιμοποιώντας τον τελεστή [] 
// declare an array of floats
      [ 3.2, 5.0, 7 ] @=> float foo[];
        // access the 0th element (debug print)
          <<< foo[0] >>>; // hopefully 3.2
       // set the 2nd element
         8.5 => foo[2];
Για την χρησιμοποιήση των στοιχείων ενός πίνακα μέσα σε έναν βρόγχο 
επαναλήψεων
 // array of floats again
        [ 1, 2, 3, 4, 5, 6 ] @=> float foo[];
   // loop over the entire array
      for( 0 => int i; i < foo.cap(); i++ )
    {
        // do something (debug print)
        <<< foo[i] >>>;
    }
Η πρόσβαση σε στοιχεία ενός πίνακα πολλών διαστάσεων 
  // 2D array
         int foo[4][4];
    // set an element
             10 => foo[2][2];
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Αν  ο  δείκτης  υπερβαίνει  τα  όρια  ενός  πίνακα  οποιασδήποτε  
διάστασης,βγαίνει μια εξαίρεση και το νήμα τερματίζεται
 // array capacity is 5
     int foo[5];
    // this should cause ArrayOutOfBoundsException
    // access element 6 (index 5)
          <<< foo[5] >>>;
Για περισσότερη κατανόηση,παρατίθεται ο παρακάτω κώδικας : 
 // the period
    .5::second => dur T;
    // synchronize to period (for on-the-fly synchronization)
    T - (now % T) => now;
    // our patch
    SinOsc s => JCRev r => dac;
    // initialize
    .05 => s.gain;
    .25 => r.mix;
    // scale (pentatonic; in semitones)
    [ 0, 2, 4, 7, 9 ] @=> int scale[];
    // infinite time loop
    while( true )
    {
        // pick something from the scale
        scale[ Math.rand2(0,4) ] => float freq;
        // get the final freq
        Std.mtof( 69 + (Std.rand2(0,3)*12 + freq) ) => s.freq;
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// reset phase for extra bandwidth
        0 => s.phase;
        // advance time
        if( Std.randf() > -.5 ) .25::T => now;
        else .5::T => now;
                    }                                       
Οποιοσδήποτε πίνακας μπορεί να χρησιμοποιηθεί ακόμα και σαν ένας  
συνδυαστικός  πίνακας,που  αρχικοποιείται  με  συμβολοσειρές.Στο  
παρακάτω παράδειγμα ορίζεται ένας δεκαδικός πίνακας 4 θέσεων,όπου το
1ο  στοιχείο  αρχικοποιείται  με  την  τιμή  2.5  και  στην  θέση  της  
συμβολοσειράς “yoyo” ανατίθεται η τιμή 4.0.Η 1η εκτύπωση εμφανίζει 
4.0 και η 2η 0.0 διότι η θέση της συμβολοσειράς “gaga” δεν έχει κάποια 
ανάθεση τιμής
 // declare regular array (capacity doesn't matter so much)
    float foo[4];
    // use as int-based array
    2.5 => foo[0];
    // use as associative array
    4.0 => foo["yoyo"];
    // access as associative (print)
    <<< foo["yoyo"] >>>;
    // access empty element
    <<< foo["gaga"] >>>;  // -> should print 0.0
Είναι  σημαντικό  να  σημειωθεί  ότι  ο  χώρος  διευθύνσεων  που  
καταλαμβάνει ένας ακέραιος και ο χώρος διευθύνσεων που καταλαμβάνει
η συμβολοσειρά σε έναν πίνακα,είναι μεταξύ τους χωριστοί.
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 // declare array
    int foo[2];
 
// put something in element 0
    10 => foo[0];
    // put something in element "0"
    20 => foo["0"];
    // this should print out 10 20
    <<< foo[0], foo["0"] >>>;
Η  χωρητικότητα  ενός  πίνακα  σχετίζεται  μόνο  με  τον  χώρο  που  
καταλαμβάνουν  οι  ακέραιοι.Ένας  πίνακας  με  μηδενική  χωρητικότητα  
ακεραίων  μπορεί  να  έχει  οποιοδήποτε  αριθμό  αρχικοποιήσεων  με  
συμβολοσειρές.Στο  παρακάτω πρόγραμμα ορίζεται  πίνακας  ακεραίων  
μηδενικής χωρητικότητας και ανατίθεται στην θέση με την συμβολοσειρά
“here” η ακέραιη τιμή 20.Η 1η εκτύπωση εμφανίζει την τιμή 20 ενώ η 2η 
NULL διότι ο πίνακας ακεραίων θέσεων είναι 0 χωρητικότητας.
 // declare array of 0 capacity
    int foo[0];
   // put something in element "here"
    20 => foo["here"];
    // this should print out 20
    <<< foo["here"] >>>;
    // this should cause an exception
    <<< foo[0] >>>;
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Να  σημειωθεί  ότι  η  χωρητικότητα  ενός  συνδυαστικού  πίνακα  δεν  
ορίζεται,και έτσι τα αντικείμενα που χρησιμοποιούνται  στο συνειρμικό 
διάστημα πρέπει να παρουσιαστούν αναλυτικά,σε αντίθεση με εκείνα του
διαστήματος ακεραίων.Η πρόσβαση σε ένα μη ορισμένο στοιχείο στον  
συνδυαστικό πίνακα οδηγεί σε NULL.
 class Item { 
       float weight; 
    }
    
    Item box[10]; 
    // integer indices ( up to capacity ) are pre-instantiated.
    1.2 => box[1].weight; 
    // instantiate element "lamp";
    new Item @=> box["lamp"]; 
    // access allowed to "lamp"
    2.0 => box["lamp"].weight; 
    // access causes a NullPointerException    
    2.0 => box["sweater"].weight; 
Οι πίνακες είναι αντικείμενα,οπότε όταν δηλώνουμε έναν πίνακα,στην  
πραγματικότητα  1)  δηλώνουμε  μια  αναφορά  στον  πίνακα(μεταβλητή  
αναφοράς)  και  2)  παρουσιάζουμε  έναν  νέο  πίνακα  με  αναφορά  που  
ορίζεται σε μεταβλητή.Μία κενή (null)  αναφορά είναι μια μεταβλητή η 
οποία δεν αναφέρεται σε κάποιο αντικείμενο.Η κενή αναφορά σε έναν  
πίνακα μπορεί να δημιουργηθεί ως εξής 
 // declare array reference (by not specifying a capacity)
    int foo[];
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// we can now assign any int[] to foo
    
[ 1, 2, 3 ] @=> foo;
    // print out 0th element
    <<< foo[0] >>>;
Επίσης  είναι  χρήσιμο  σε  δηλώσεις  συναρτήσεων,οι  οποίες  έχουν  ως  
όρισμα έναν πίνακα ή σε συναρτήσεις που επιστρέφουν αποτέλεσμα 
    // our function
    fun void print( int bar[] )
    {
        // print it
        for( 0 => int i; i < bar.cap(); i++ )
            <<< bar[0] >>>;
    }
    // we can call the function with a literal
    print( [ 1, 2, 3, 4, 5 ] );
    // or can we can pass a reference variable
    int foo[10];
     print( foo ); 
Όπως  και  σε  άλλα  αντικείμενα,είναι  εφικτό  να  γίνουν  πολλαπλές  
αναφορές  σε  ένα  συγκεκριμένο  πίνακα.Όλες  οι  αναθέσεις  είναι  
αναφορικές αναθέσεις ,το οποίο σημαίνει ότι τα περιεχόμενα του πίνακα 
δεν  αντιγράφονται  και  μόνο  η  αναφορά  στον  πίνακα  μπορεί  να  
αντιγραφεί
  // our single array
    int the_array[10];
    // assign reference to foo and bar
    the_array => int foo[] => int bar[];
22
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 10:18:43 EET - 137.108.70.7
    // (the_array, foo, and bar now all reference the same array)
    // we change the_array and print foo...
   //  they  reference  the  same  array,  changing  one  is  like  
changing the other
    5 => the_array[0];
    <<< foo[0] >>>; // should be 5
Στην Chuck είναι δυνατόν να γίνει αναφορά σε υποτμήματα ενός πίνακα 
πολλαπλών διαστάσεων
  // a 3D array
    int foo3D[4][4][4];
    // we can make a reference to a sub-section
    foo3D[2] => int bar[][];
    // (note that the dimensions must add up!)
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1.2.3 Τελεστές
Ο  βασικότερος  τελεστής  που  χρησιμοποιείται  στην  Chuck  είναι  ο
τελεστής  (=>).Μέσω  αυτού  του  τελεστή  γίνονται  οι  αναθέσεις  αλλά  και
ορίζονται  οι  ενέργιες  που  επιθυμεί  ο  χρήστης  να  πραγματοποιήσει  και
υποδηλώνει ποιες εργασίες πραγματοποιούνται στην Chuck. Η ανάθεση γίνεται
από  αριστερά  προς  τα  δεξιά(όπως  και  σε  όλους  τους  τελεστές  της  Chuck)
δίνοντας  την  δυνατότητα  να  διευκρινιστεί  οποιαδήποτε  διατεταγμένη  ροή
δεδομένων  ή  διεργασιών.Ο  τελεστής  της  Chuck  προσφέρεται  για
πολλές,καθορισμένες με σαφήνεια,χρήσεις ανάλογα πάντα με την επιθυμία του
χρήστη.Μερικά παραδείγματα χρήσης του (=>)
// a unit generator patch - the signal flow is apparent
    // (in this case, => connects two unit generators)
    SinOsc b => Gain g => BiQuad f => dac;
   
   // add 4 to foo, chuck result to new 'int' variable 'bar'
    // (in this case, => assigns a value to a variable (int)
    4 + foo => int bar;
   
   // chuck values to a function == function call
    // (same as Math.rand2f( 30, 1000))
    ( 30, 1000 ) => Math.rand2f; 
Στην  περίπτωση  που  η  ανάθεση  γίνεται  σε  κάποιο  αντικείμενο,τότε  
χρησιμοποιείται ο ειδικός τελεστής (@=>)
  4 @=> int foo;
    // assign 1.5 to variable bar
    1.5 @=> float bar;
    // (only @=> can perform reference assignment on objects)
    // reference assign moe to larry
    // (such that both moe and larry reference the same object)
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    Object moe @=> Object @ larry;
    // array initialization
    [ 1, 2 ] @=> int ar[];
    // using new
    new Object @=> moe;
Εκτός από τον τελέστη (=>),η Chuck παρέχει συγκεκριμένους τελεστές 
για αριθμιτικούς,δυαδικούς και λογικούς υπολογισμούς
Αριθμιτικοί τελεστές (+=>  -=>  *=>  /=> )
+=> αυξηση τιμής μεταβλητής  και ταυτόχρονη ανάθεση στη μεταβλητή
-=> μείωση τιμής μεταβλητής και ταυτόχρονη ανάθεση 
*=>πολλαπλασιασμός τιμής μεταβλητής και ταυτόχρονη ανάθεση
/=>διαίρεση τιμής μεταβλητής και ταυτόχρονη ανάθεση
// add 4 to foo and assign result to foo
    foo + 4 => foo;
         // add 4 to foo and assign result to foo
    4 +=> foo;
       // subtract 10 from foo and assign result to foo
         // remember this is (foo-10), not (10-foo)
         10 -=> foo;
     // 2 times foo assign result to foo
        2 *=> foo;
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    // divide 4 into foo and assign result to foo
    // again remember this is (foo/4), not (4/foo)
         4 /=> foo;
Αξίζει να σημειωθεί και η πράξη AND (&&=>),η OR(|=>) καθώς και η 
mod(%=>) από οπου προκύπτει το υπόλοιπο μιας διαιρεσης
  // mod foo by T and assign result to foo
    T %=> foo;
    // bitwise AND 0xff and bar and assign result to bar
    0xff &=> bar;
        // bitwise OR 0xff and bar and assign result to bar
    0xff |=> bar;
Επίσης μπορεί ο χρήστης να εκτελέσει μια αριθμιτική πράξη και μέσω 
του (=>) να αναθέσει το αποτέλεσμα σε μια μεταβλητή
  // divide (and assign)
       16 / 4 => int four;
// multiply
    2 * 2 => four;
   // add
    3 + 1 => four;
    // subtract
    93 - 89 => four;
Λογικοί τελεστές(  &&  ||  ==  !=  >  >=  <  <=)
Κατά  την  εκτέλεση  πράξης  με  λογικούς  τελεστές  απαραίτητη  
προϋπόθεση αποτελεί η ύπαρξη 2 τελούμενων και το αποτέλεσμα είναι 0 
ή 1
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&& : λογικό και
| | : λογικό ή
==: ισότητα
!=: αριστερό τελούμενο  διαφορετικό από το δεξί
>: αριστερό τελούμενο μεγαλύτερο από το δεξί
>=: αριστερό τελούμενο μεγαλύτεο ή ίσο από το δεξί
<: αριστερό τελούμενο μικρότερο από το δεξί
<=:  αριστερό τελούμενο μικρότερο ή ίσο από το δεξί
// test some universal truths
    if( 1 <= 4 && true )
        <<<"horray">>>;
Υπάρχουν τελεστές που εφαρμόζονται σε ακεραίους και τους μεταποιούν 
με βάση το δυαδικό σύστημα
>> : ολίσθηση προς τα δεξιά κατά 1 bit ( 8>>1=4)
<<: ολίσθηση προς τα αριστερά κατά 1 bit(8<<1=16)
&: δυαδικό AND
|: δυαδικό OR
^: δυαδικό XOR
Οι τελεστές ++ και -- χρησιμοποιούνται για αύξηση ή μείωση αντίστοιχα 
της τιμής μιας μεταβλητής κατά 1 
4 => int foo;
foo++;
foo--;
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1.2.4 Δομές Ελέγχου
Η  Chuck  περιλαμβάνει  τις  δομές  ελέγχου  που  συναντά  ο
προγραμματιστής  στις  περισσότερες  γλώσσες  .Μια  συνθήκη  πχ  τύπου  int
αποτιμάται   και  στη  συνέχεια  εκτελείται  μέσα οε  έναν  βρόγχο ο  ανάλογως
κώδικας.Τα όρια της βρόγχου καθορίζονται με {}
if/else
Στον κώδικα που ακολουθεί,αν η τιμή της συνθήκης είναι μη μηδενική 
τότε εκτελείται ο κώδικας εντός του βρόγχου διαφορετικα δεν μπαίνει  
στον κώδικα εντός της if 
if( condition )
{
    // insert code here
}
    
Αντίστοιχα σε κώδικα με  if/else,αποτιμάται αρχικά η συνθήκη και αν  
ικανοποιεί  την  if,εκτελείται  ο  κώδικας  εντός  της  if  {}  διαφορετικά  
εκτελείται ο κώδικας εντός της else {}
if( condition )
{
    // your code here
}
else
{
    // your other code here
}
Η δήλωση while  είναι μία δομή ελέγχου η οποία επαναλαμβάνεται  για 
όσο η συνθήκη της while είναι αληθής,διαφορετικά τερματίζει η while 
ή  δεν εκτελείται καθόλου.Μια while μπορεί να εκτελεί επαναλήψεις επ  
άπειρω χωρίς να τερματίστει ποτέ το πρόγραμμα όπως στο παρακάτω  
παράδειγμα
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// here is an infinite loop
while( true )
{
<<<”hello”>>> //θα εκτυπώνεται συνέχεια το μήνυμα “hello”
} 
Μια  while  όμως  μπορεί  να  έχει  μια  πεπερασμένη  συνθήκη  η  οποία  
κάποια στιγμή εντός του βρόγχου αλλάζει και η while τερματίζεται όπως 
παρακάτω
4=>int condition; // condition=4
do {
    
    <<<condition>>>; //τυπώνει την τιμή της condition  σε κάθε 
     //επανάληψη
    condition--; // μειώνεται η condition κατά 1 σε κάθε 
    //επανάληψη
    
} while( condition ); // όσο η condition != 0
Η  δομή  until  λειτουργεί  ακριβώς  αντίθετα  από  την  while.Αρχικά  
αποτιμάται  η  συνθήκη  και  ο  κώδικας  εκτελείται  επαναληπτικά  πριν  
συνθήκη  γίνει  αληθής.  Ένα  παράδειγμα  κώδικα  χρήσης  until  που  
εκτελείται επ άπειρω 
// an infinite loop
until( false )
{
    <<<"hello">>>; //θα τυπώνει το μήνυμα επάπειρω
    
}
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Ένα παράδειγμα πεπερασμένου αριθμού επαναλήψεων λειτουργίας της  
until
6=>int a; // a=6
until(a==4){ //μέχρι το a να πάρει την τιμή 4
    
        <<<"hello">>>; // τύπωσε το μήνυμα
    a-- ; //μείωση της τιμής του a κατά 1 σε κάθε 
 //επανάληψη
    
    }
Στον παραπάνω κώδικα θα τυπωθούν 2 μηνύματα “hello” μέχρι το a να 
πάρει την τιμή 4 διότι αρχικά στο a έχει ανατεθεί η τιμή 6
Η  for  είναι  μια  δομή  στην  οποία,ο  βρόγχος  εκτελείται  με  βάση μια  
συνθήκη με άνω και κάτω όριο τιμής και για όσο μια μεταβλήτη έχει  
τιμές εντός αυτών των ορίων.Πχ 
for(0=>int i; i<4; i++){ 
    
        <<<i>>>;
    
}
Ο παραπάνω κώδικας εκτυπώνει το περιεχόμενο του ακεραίου i για όσο 
ο  i  είναι μικρότερος του 4 με τιμή αρχικοποιήσης στην συνθήκη 0 και  
αύξηση της τιμής κατά 1 σε κάθε επανάληψη
Στις  δομές  που  παρουσιάστηκαν  μέχρι  τώρα  μπορούμε  να  
χρησιμοποιοήσουμε  και  τις  εντολές  break/continue  με  τις  οποίες  ο  
χρήστης δίνει εντολή πρόορου τερματισμού ενός βρόγχου ή συνέχιση  
αυτού χωρίς να εκτελεστεί ο κώδικας κάτω από την continue.Πχ
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break
// επανάληψη επ άπειρω
while( 1 )
{
    if( condition ) 
        break; //αν η συνθήκη condition είναι αληθής
   // τότε τερματίζεται η while
}
continue
while( 1 )
{
   
    if( condition )
        continue;
    // αν η condition είναι αληθής,εκτελείται continue 
//και ο κώδικας παρακάμπτεται
}
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1.2.6 Χρόνος Χειρισμού
H Chuck ,όπως έχει προαναφερθεί, είναι μια  strongly-timed  γλώσσα,το
οποίο  σημαίνει  ότι  ο  χρόνος  ενσωματώνεται  πλήρως  στη  γλώσσα.Ο
προγραμματιστής μέσω του κώδικα είναι σε θέση να διαχειριστεί αναλυτικά
τον χρόνο και αυτό του δίνει την ευελυξία να έχει τον απόλυτο έλεγχο  αφορά
γύρω  από  τον  χρόνο  και  κατ'επέκταση  την  σύνθεση
μουσικής.Συγκεκριμένα,στην Chuck :
– ο χρόνος και η διάρκεια είναι εκ φύσεως χαρακτηριστικά της γλώσσας
– η λέξη-κλειδί now αντιπροσωπεύει τον παρόντα χρόνο
– προηγμένος χρόνος μέσω χειρισμού με την λέξη now
– ο χρήστης έχει ευέλυκτο και ακριβή έλεγχο
// a duration of one second
    1::second => dur foo;
    // a point in time (duration of foo from now)
    now + foo => time later;
// .5 second is a quarter
               .5::second => dur quarter;
    // 4 quarters is whole
    4::quarter => dur whole
Η Chuck παρέχει τις παρακάτω τιμές που αφορούν την διάρκεια :
-samp: η διάρκεια ενός δείγματος σε χρόνο Chuck
-ms: διάρκεια 1 milli-δευτερολέπτου
-second: διάρκεια 1 δευτερολέπτου
-minute: διάρκεια 1 λεπτού
-hour: διάρκεια 1 ώρας
-day: διάρκεια 1 μέρας
-week: διάρκεια 1 εβδομάδας 
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Ο παρακάτω κώδικας παρουσιάζει την χρήση διαφόρων τιμών διάρκειας
 // the duration of half a sample
    .5::samp => dur foo;
    // 20 weeks
    20::week => dur waithere;
    // use in combination
    2::minute + 30::second => dur bar;
    // same value as above
    2.5::minute => dur bar;
Στην  Chuck  παρέχονται αριθμιτικοί τελεστές διαχείρισης χρόνου(time) 
και διάρκειας(dur)
Μετατόπιση χρόνου
// time + dur yields time
    now + 10::second => time later;
Αφαίρεση χρόνου
// time - time yields dur
    later - now => dur D;
Πρόσθεση διάρκειας
 // dur + dur yields dur
    10::second + 100::samp => dur foo;
Αφαίρεση διάρκειας
// dur - dur yields dur
    10::second - 100::samp => dur bar;
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Διαίρεση διάρκειας
// dur / dur yields number
    10::second / 20::ms => float n;
Υπόλοιπο χρόνου
// time mod dur yields dur
     now % 1::second => dur remainder;
Συγχρονισμός σε μία περίοδο χρόνου
// synchronize to period of .5 second
    .5::second => dur T;
    T - (now % T) => now;
Παραλληλισμός  πάνω στον χρόνο
// compare time and time
    if( t1 < t2 )
        // do something...
Παραλληλισμός πάνω στην διάρκεια
// compare dur and dur
    if( 900::ms < 1::second )
        <<< "yay!" >>>;
Ο  χρήστης  μπορεί  να  χρησιμοποιήσει  την  ειδική  μεταβλητή  now  για
έλεγχο και διαχείρηση του χρόνου στην  Chuck.Η  now  αντιπροσωπεύει στον
κώδικα τον τρέχοντα χρόνο.Ένα παράδειγμα χρήσης της now σε προχωρημένο
χρόνο παρουσιάζεται παρακάτω
// advance time by 1 second
    1::second => now;
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           // advance time by 100 millisecond
100::ms => now;
           // advance time by 1 samp (every sample)
    1::samp => now;
           // advance time by less than 1 samp
    .024::samp => now;
Σε επόμενη ενότητα θα εξεταστεί και η χρήση της now στην κατασκευή 
γεγονότων(events)
1.2.7 Συναρτήσεις
Οι  συναρτήσεις  παρέχουν  τους  τρόπους  να  χωριστεί  ο  κώδικας  σε
μεμονομένες  μονάδες.Αυτό  βοηθά  στο  να  γίνει  ο  κώδικας  πιο  εύχρηστος,
ευανάγνωστος και κατανοητός για τον χρήστη.
Η δήλωση της συνάρτησης (function)  γίνεται με την λέξη  fun  και στην
συνέχεια ανάλογα με τα αποτελέσματα που επιστρέφει η συνάρτηση δηλώνεται
ο τύπος της καθώς και τα ορίσματα της
  // define function call 'funk'
    fun void funk( int arg ) // non-return function with 
//integer argument
    {
        // insert code here
    }
Παράδειγμα ορισμού συνάρτησης που επιστρέφει ακέραιο
// define function 'addOne'
    fun int addOne(int x)
    {
        
35
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 10:18:43 EET - 137.108.70.7
// result
return x + 1;
    }
Παράδειγμα κλήσης συνάρτησης που επιστρέφει ακέραιο
    // define 'hey'
    fun int hey( int a, int b )
    {
        // do something
return a + b;
    }
    // call the function; store result
    hey( 1, 2 ) => int result; 
Στην  Chuck,μπορεί να οριστούν 2 ή και περισσότερες συναρτήσεις με
κοινό όνομα (οι οποίες μπορεί να διαφέρουν στον τύπο τιμής που επιστρέφουν
ή στον αριθμό και τον τύπο ορισμάτων) και  να καλεστούν αντίστοιχα στον
κύριο κώδικα.Το επόμενο παράδειγμα εξηγεί το παραπάνω
// fun( int )
    fun int add(int x)
    {
return x + x;
    }
    // fun( int, int )
    fun int add(int x, int y)
    {
return x + y;
    }
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    // compiler automatically choose the right one to call
    add( 1 ) => int foo;
    add( 1, 2 ) => int bar;
1.2.8 Συγχρονισμός και νήματα
H  Chuck  είναι  μια  γλώσσα  που  υποστηρίζει  ταυτόχρονο-
προγραμματισμού  μέσω  του  μηχανισμού  του  χρόνου.Είναι  εφικτό  να
δρομολογούνται και να συγχρονίζονται ταυτόχρονα πολλές διεργασίες με βάση
τον  χρόνο,οι  οποίες  συμπεριφέρονται  όπως  όταν  τρέχουν  μεμονομένα.Κάθε
διεργασία καλείται νήμα,και για την ενεργοποίηση ενός νήματος χρειάζεται ο
χρήστης  να δημιουργήσει  μια  καινούρια  διεργασία  και  να  την  εισάγει  στην
virtual  machine.Τα  νήματα  μπορούν  να  ενεργοποιηθούν  από  διάφορα
περιβάλλοντα και κάθε νήμα να ενεργοποιήσει ένα άλλο. Παράδειγμα εντολής
στην κονσόλα για ενεργοποίηση 3 νημάτων ταυτόχρονα 
    %> chuck foo.ck bar.ck boo.ck
Ενεργοποίηση νήματος μέσα στον κώδικα
Ένα νήμα ενεργοποιείται όταν δρομολογηθεί,χρησιμοποιώντας την λέξη-
κλειδί spork :
– η χρήση της λέξη  spork ενεργοποιεί δυναμικά ένα νήμα μέσω μιας
καλούμενης συνάρτησης
– το νέο νήμα δρομολογείται και τα αποτελέσματα εξάγονται αμέσως
– το  νήμα-πρόγονος  συνεχίζει  να  εξάγει  αποτελέσματα,μέχρι  έναν
προχωρημένο χρόνο ή μέχρι το να δώσει ρητή προτεραιότητα
– στην παρούσα εφαρμογή , όταν ένα νήμα-πρόγονος τερματιστεί ,όλα
τα νήματα-απόγονοι του θα τερματιστούν
– αν ο χρήστης καλέσει μια συνάρτηση μέσω της spork ,  η συνάρτηση
επιστρέφει  αναφορά  σε  ένα  νέο  νήμα  το  οποίο  διαφέρει  από  τα
αποτελέσματα που θα επέστρεφε η συνάρτηση αν καλούνταν κανονικά
1ο παράδειγμα χρήσης της spork(περιλαμβάνει κλήση συνάρτησης μέσω 
της spork)
// define function go()
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 fun void go()
    {
        // insert code
 
 }
       // spork a new shred to start running from go()
    spork ~ go();
    // spork another, store reference to new shred in offspring
    spork ~ go() => Shred @ offspring;
2o παράδειγμα χρήσης της spork
 // define function
   fun void foo( string s )
  {
       // infinite time loop
       while( true )
       {
           // print s
           <<< s >>>;
           // advance time
           500::ms => now;
       }
   }
   
   // spork shred, passing in "you" as argument to foo
   spork ~ foo( "you" );
   // advance time by 250 ms
   250::ms => now;
   // spork another shred
   spork ~ foo( "me" );
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   // infinite time loop - to keep child shreds around
   while( true )
        1::second => now;
Παρακάτω παρουσιάζεται  παράδειγμα κώδικα ,όπου χρησιμοποιείται  η
me (τύπου Shred).  Πολλές φορές είναι χρήσιμο να διακόπτεται η λειτουργία
του  παρόντος  νήματος  πριν  ολοκληρωθεί  ο  χρόνος  τρεξίματος
του,παραχωρώντας  την  θέση  σε  κάποιο  άλλο  νήμα  που  είναι  προς
δρομολόγηση.Αυτό επιτυγχάνεται με την χρήση της me.yield().
// spork shred
    spork ~ go();
    // suspend the current shred …
// ... give other shreds (shreduled for 'now') a chance to run
    me.yield();
Παρακάτω  παρουσιάζεται  ένα  παράδειγμα  αποτυχίας  να  ανοίξει  ένας
MIDI  οδηγός  ,όπου  σε  αυτήν  την  περίπτωση  είναι  χρήσιμο  ο  χρήστης  να
τερματίσει(me.exit() ) το νήμα που εκτελείται
  // make a MidiIn object
    MidiIn min;
    // try to open device 0 (chuck --probe to list all device)
    if( !min.open( 0 ) )
    {
        // print error message
        <<< "can't open MIDI device" >>>;
        // exit the current shred
        me.exit();
    }
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Ακόμα μέσω της me.id() ο χρήστης μπορεί να δει την id του νήματος που
εκτελείται
// print out the shred id
    <<< me.id() >>>;
Οι παραπάνω συναρτήσεις μπορούν να καλεστούν μέσω της me για όλα
τα  νήματα,με  την  διαφορά  ότι  οι  yield()  και  exit()  καλούνται  μόνο  για  το
τρέχων νήμα
Στην Chuck προσφέρεται η machine.add(string path) ,η οποία δέχεται ώς
όρισμα σε μορφή συμβολοσειράς τον τίτλο ενός προγράμματος (.ck) ,  και το
ενεργοποιεί.Αντίθετα  με  την  spork~,δεν  υπάρχει  καμιά  σχέση  πρόγονου-
απόγονου μεταξύ του νήματος που καλεί την συνάρτηση και του νήματος που
προστίθεται μέσω της machine.add(...).
   // spork "foo.ck"
    Machine.add( "foo.ck" );
Προς  το  παρόν,ο  παραπάνω  κώδικας  επιστρέφει  την  id   του  νέου
νήματος,και όχι μια αναφορά στο νήμα.Αυτό μπορεί να αλλάξει στο μέλλον 
Ο χρήστης μέσω κώδικα,καθώς και με προεπιλογές που παρέχονται στο
miniAudicle, μπορεί  να  προσθέσει(μέσω  της  machine.add),να
αντικαταστήσει(machine.replace) ή  να  αφαιρέσει(machine.remove) ένα  νήμα
,που εκτελείται, από την virtual machine
    // add
    Machine.add( "foo.ck" ) => int id;
    // remove shred with id
    Machine.remove( id );
    // add
    Machine.add( "boo.ck" ) => id
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 // replace shred with "bar.ck"
    Machine.replace( id, "bar.ck" );
Τα  νήματα  τα  οποία  βρίσκονται   στον  ίδιο  φάκελο,είναι  δυνατόν  να
μοιράζονται  μεταξύ  τους  τις  ίδιες  καθολικές  μεταβλητές.Μπορούν  να
χρησιμοποιήσουν  το  χρόνο  και  τα  γεγονότα  για  να  συγχρονιστούν  μεταξύ
τους.Νήματα τα οποία ενεργοποιούνται μέσω διαφορετικών φακέλων,μπορούν
να μοιραστούν μεταξύ τους δεδομένα.Αυτό επιτυγχάνεται  μέσω μιας κοινής
κλάσσης  με  στατικά  δεδομένα.Αυτά  τα  δεδομένα  δεν  εφαρμόζονται
τελείως,κάτι το οποίο είναι υπό βελτίωση.
1.2.9 Κλάσσεις και αντικείμενα
H Chuck  διαθέτει  ένα πλήθος κλάσσεων,οι οποίες ορίζονται μέσω της
γλώσσας
-Object: Η βασική κλάσση για όλα τα αντικείμενα στην Chuck
-Event: Ο βασικός μηχανισμός συγχρονισμού(θα αναλυθεί παρακάτω) 
-Shred: βασική κλάσση που απευθύνεται σε μη διατεταγμένες διεργασίες
-UGen: βασική unit generator κλάσση (θα αναλυθεί παρακάτω)
Στο  ακόλουθο  παράδειγμα  υποθέτουμε  την  ορισμένη  κλάσση  Foo.Ας
δολυμε πως μπορούμε να διαχειριστούμε το Foo :
 // create a Foo object; stored in reference variable bar
    Foo bar;
Στον  παραπάνω  κώδικα  δηλώνουμε  την  μεταβλητή  bar  η  οποία  είναι
τύπου Foo και μια νέα περίπτωση της κλάσσης δημιουργείται,όπου η αναφορά
της ανατίθεται στην μεταβλητή bar.
 Ο  χρήστης  χρησιμοποιεί  τον  τελεστή  @  να  δημιουργήσει  μια  κενή
αναφοράι σε αντικείμενο μιας κλάσσης
 // create a null reference to a Foo object
    Foo @ bar;
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Ως προέκταση του προηγούμενου παραδείγματος,ο χρήστης μπορεί  να
δημιουργήσει  μια  νέα  περίπτωση  της  κλάσσης  Foo(μέσω  του  τελεστή
@=>),στο αντικείμενο Foo@bar
 // assign new instance of Foo to bar
    new Foo @=> Foo @ bar;
    // (this statement is equivalent to 'Foo bar', above)
Επίσης είναι δυνατόν  o  χρήστης να δημιουργήσει πολλές αναφορές στο
ίδιο αντικείμενο
// make a Foo
    Foo bar;
    // reference assign to duh
    bar @=> Foo @ duh;
    // (now both bar and duh points to the same object)
Καθώς και να καλέσει μια συνάρτηση μέσω ενός αντικειμένου
// make a Foo
    Foo bar;
    // call compute(), store result in boo
    bar.compute( 1, 2 ) => int boo;
Ας δούμε τώρα πως ορίζεται μια κλάσση.Εαν η κλάσση έχει οριστεί ήδη
στην virtual machine της Chuck(ή μέσα στον κοινό φάκελο ή κάπου αλλού αν η
κλάσση  είναι  public)  τότε  μπορεί  απλά  να  εφαρμοστεί  σε  πρωτογενείς
τύπους.Στην  περίπτωση που  η  κλάσση  είναι  public,οι  ορισμοί  της  κλάσσης
ανατίθονται σε ένα νήμα χωρίς να υπάρχει ο κίνδυνος σύγκρουσης με κλάσσεις
ίδιου ονόματος που έχουν ανατεθεί σε άλλα νήματα και τρέχουν ταυτόχρονα.
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// define class X
class X
{
    // insert code here
}
Αν η κλάσση έχει οριστεί ως public,o χρήστης γράφει πριν το όνομα της
κλάσσης (public class) και η συγκεκριμένη κλασση μπορεί να χρησιμοποιηθεί
μέσω  οποιουδήποτε  φακέλου,σε  αντίθεση  με  την  απλή  κλάσση  που
χρησιμοποιείται μόνο μέσω του φακέλου που έχει οριστεί
// define public class MissPopular
public class MissPopular
{
    // ...
}
// define non-public class Flarg
class Flarg
{
    // ...
}
// both MissPopular and Flarg can be used in this file
// only MissPopular can be used from another file
Δεδομένα(instance data) και μέθοδοι μπορούν να συσχετιστούν με ένα
αντικείμενο όπως παρουσιάζεται στο ακόλουθο παράδειγμα
// define class X
class X
{
   // declare instance variable 'm_foo'
    int m_foo;
    // another instance variable 'm_bar'
    float m_bar;
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 // yet another, this time an object
    Event m_event;
    // function that returns value of m_foo
    fun int getFoo() { return m_foo; }
    // function to set the value of m_foo
    fun void setFoo( int value ) { value => m_foo; }
    // calculate something
    fun float calculate( float x, float y )
    {
        // insert code
    }
    // print some stuff
    fun void print()
    {
        <<< m_foo, m_bar, m_event >>>;
    }
}
// instantiate an X
X x;
// set the Foo
x.setFoo( 5 );
// print the Foo
<<< x.getFoo() >>>;
// call print
x.print();
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 Δεδομένα (static data) και συναρτήσεις μπορούν να συσχετιστούν με μία
κλάσση 
// define class X
class X
{
    // static data
    static int our_data;
    // static function
    fun static int doThatThing()
    {
        // return the data
        return our_data;
    }
}
// do not need an instance to access our_data
2 => X.our_data;
// print out
<<< X.our_data >>>;
// print
<<< X.doThatThing() >>>;
// create instances of X
X x1;
X x2;
// print out their static data - should be same
<<< x1.our_data, x2.our_data >>>;
// change use one
5 => x1.our_data;
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// the other should be changed as well
<<< x1.our_data, x2.our_data >>>;
Ένα  χαρακτηριστικό  των  αντικειμενοστραφών  γλωσσών
προγραμματισμού είναι η κληρονομικότητα.Ο χρήστης μπορεί να ορίσει μια
κλάσση και στην συνέχεια να ορίσει μια κλάσση ,απόγονο της αρχικής ,που θα
κληρονομεί τα χαρακτηριστικά της 
// define class X
class X
{
    // define member function
    fun void doThatThing()
    {
        <<<"Hallo">>>;
    }
    // define another
    fun void hey()
    {
        <<<"Hey!!!">>>;
    }
    // data
    int the_data;
}
// define child class Y
class Y extends X
{
    // override doThatThing()
    fun void doThatThing()
    {
        <<<"No! Get away from me!">>>;
    }
}
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// instantiate a Y
Y y;
// call doThatThing
y.doThatThing();
//  call  hey()  -  should  use  X's  hey(),  since  we  didn't
override
y.hey();
// data is also inherited from X
<<< y.the_data >>>;
Η  κληρονομικότητα  δίνει  την  δυνατότητα  στον  χρήστη  να  μοιραστεί
κώδικα  μεταξύ  κλάσσεων  που  εκτελούν  παρόμοιες  λειτουργίες.Αυτές  οι
κλάσσεις είναι δυνατόν να αποτελούν απογόνους της ίδιας κλάσσης. 
// parent class defines some basic data and methods 
class Xfunc
{ 
    int x; 
    fun int doSomething( int a, int b ) { 
        return 0; 
    }
}
//  child  class,  which  overrides  the  doSomething  function  
//with an addition operation
class Xadds extends Xfunc
{ 
    fun int doSomething ( int a, int b )
    { 
         return a + b ; 
    }
}
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// child class, which overrides the doSomething function 
//with a multiply operation 
class Xmuls extends Xfunc
{ 
    fun int doSomething ( int a, int b )
    { 
         return a * b; 
    }
}
// array of references to Xfunc
Xfunc @ operators[2];
// instantiate two children and assign reference to the array 
new Xadds @=> operators[0];
new Xmuls @=> operators[1];
// loop over the Xfunc
for( 0 => int i; i < operators.cap(); i++ )
{
    // doSomething, potentially different for each Xfunc
    <<< operators[i].doSomething( 4, 5 ) >>>;
}
Στο παραπάνω παράδειγμα,επειδή κάθε  μία  από τις  Xmuls  και  Xadds
επαναπροσδιορίζουν  την  doSomething(int  a,int  b)  με  τον  κώδικα
τους,θεωρείται  ότι  παρακάμπτουν  τις  ιδιότητες  της  κλάσσης-προγόνου
Xfunc.Ενώ υποστηρίζουν την ίδια διεπαφή,έχουν διαφορετική εφαρμογή.Αυτή
η ιδιότητα είναι γνωστή και ως πολυμορφισμός.
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1.2.10 Unit Generators
Στην Chuck οι Unit Generators είναι συναρτήσεις των οποίων τα σήματα
εξόδου  τους  μπορούν  να  χρησιμοποιηθούν  σαν  σήματα  ήχου  ή  σήματα
ελέγχου,χωρίς ωστόσο να υπάρχει κανένα σταθερό ποσοστό ελέγχου και κάθε
unit generator  μπορεί να ελεγχθεί  σε κάθε περίπτωση.Χρησιμοποιώντας τον
μηχανισμό χρόνου,ο χρήστης μπορεί να προγραμματίσει τον προσωπικό του
μηχανισμό ελέγχου και μπορεί δυναμικά να αλλάζει τον έλεγχο γύρω από τον
χρόνο.Μέσω  του  ταυτοχρονισμού,είναι  δυνατόν  να  έχουμε  πολλούς
διαφορετικούς  παράλληλους  μηχανισμούς  ελέγχου,έκαστος  με  κάθε
λεπτομέρεια.Μερικές σημειώσεις για τις unit generators :
– Όλες οι unit generators της Chuck είναι αντικείμενα
– Όλες οι unit generators κληρονομούν χαρακτηριστικά από την κλάσση
UGen
– Η ανάθεση foo=>bar,όπου οι foo και bar ανήκουν στην UGen,συνδέει
την foo στην bar
– Όλες οι  unit generators  έχουν τις συνάρτησεις  gain,op,channels,chan
και last
– 3  προεπιλεγμένες,καθολικές  unit  generators  παρέχονται  στον
χρήστη.Αυτές είναι οι adc,dac και blackhole
– Τέλος,οι unit generators εντάσσονται στην virtual machine έτσι ώστε ο
ήχος  να  υπολογίζεται  για  κάθε  δείγμα  όταν  ο  χρόνος  είναι
προηγμένος.Μέσω του μηχανισμού χρόνου,έχουμε την δυνατότητα να
προσαρμόσουμε  τον  έλεγχο  γύρω  από  την  διεργασία  ήχου  σε
οποιαδήποτε στιγμή του χρόνου και σε οποιδήποτε ποσοστό ελέγχου.
Όπως προαναφέρθηκε,οι unit generators είναι αντικείμενα,και χρειάζεται
να  ενεργοποιηθούν  πριν  χρησιμοποιηθούν.Ο  χρήστης  δηλώνει  τις  unit
generators όπως τα αντικείμενα 
 // instantiate a SinOsc, assign reference to variable s
    SinOsc s;
Ο  τελεστής  (=>)  μπορεί  να  χρησιμοποιηθεί  για  unit  generators.Ένα
αντικείμενο μιάς κλάσσης της UGen μπορεί μέσω του τελεστή να συνδεθεί με
ένα άλλο
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  // instantiate a SinOsc, connect its output to dac's input
    SinOsc s => dac;
Είναι  ακόμα  δυνατόν  να  συνδεθούν  μεταξύ  τους  πολλά  αντικείμενα
μεταξύ τους
 // connect SinOsc to Gain to reverb to dac
    SinOsc s => Gain g => JCRev r => dac;
Επιπλέον,ο χρήστης μπορεί να εισάγει ανατροφοδότηση στον κώδικα 
// connect adc to Gain to delayline to dac; (feedforward)
    adc => Gain g1 => DelayL d => dac;
    // adc to Gain to dac (feedforward)
    adc => Gain g2 => dac;
    // our delayline to Gain back to itself (feedback)
    d => Gain g3 => d;
Οι  UGens  είναι  δυνατόν  να  συνδεθούν μέσα σε  ένα  δίκτυο σύνθεσης
ήχου.Είναι  χρήσιμο  να  σημειωθεί  πως  οι  unit  generators  μόνο  συνδέονται
χωρίς να παράγουν ήχο,εκτός και αν ο χρόνος είναι προηγμένος
// connect SinOsc to dac
    SinOsc s => dac;
           // set initial frequency (see next section)
    440 => s.freq;
// advance time; allow audio to compute
    1::second => now;
Είναι  ακόμα  δυνατόν  δυναμικά  να  αποσυνδέσουμε  τις  unit
generators,χρησιμοποιώντας τον τελεστή (>=) ή (!=>)
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 // connect SinOsc to dac
    SinOsc s => dac;
   // let time pass for 1 second letting audio be computed 
//for that amount of time
    1::second => now;
    // disconnect s from the dac
    s =< dac;
    // let time pass for another second - should hear 
//silence
    1::second => now;
    // duh, connect them again
    s => dac;
        // let time pass...
    1::second => now;
Στην  γλώσσα  Chuck,οι  παράμετροι  των  unit  generators  μπορούν  να
ελεγχθούν και να αλλάξουν οποιαδήποτε χρονική στιγμή και σε οποιοδήποτε
ποσοστό ελέγχου.Το μόνο που έχει να κάνει ο χρήστης είναι  να κινηθεί μέσα
στην  ροή  του  χρόνου  και  να  επιβάλλει  τον  έλεγχο  στις  κατάλληλες
στιγμές,θέτοντας διάφορες παραμέτρους στην εκάστοτε unit generator.
   // connect SinOsc to dac
    SinOsc s => dac;
// set initial frequency to 440 hz
    440 => s.freq;
    // let time pass for 1 second
    1::second => now;
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    // change the frequency to 880 hz
    880 => s.freq;
Εφόσον οι συναρτήσεις ελέγχου είναι μέλη της unit generator,η ανάθεση
τιμής ισοδυναμεί με ενσωμάτωση της τιμής ως όρισμα στην καλούμενη
συνάρτηση
 // connect SinOsc to dac
    SinOsc s => dac;
    // set frequency to 440
    s.freq( 440 );
    // let time pass
    1::second => now;  
Ο χρήστης  μπορεί  να  συνδέσει  πολλές  αναφορές  μαζί,  όταν  θέλει  να
αναφέρει μια τιμή σε πολλαπλα σημεία.
// SinOsc to dac
    SinOsc foo => dac;
    // triosc to dac
    triosc bar => dac;
    // set frequency of foo and then bar
    500 => foo.freq => bar.freq;
    // set one freq to the other
    foo.freq() => bar.freq;
// the above is same as:
    bar.freq( foo.freq() );
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Οι παράμετροι που μεταβάλλονται γύρω από τον χρόνο παρουσιάζουν το
μεγαλύτερο ενδιαφέρον 
// SinOsc to dac
    SinOsc s => dac;
    // infinite time loop
    while( true )
    {
        // set the frequency
( s.freq() + 200 ) % 5000 => s.freq;
        // advance time
        100::ms => now;
    }
Όλα τα αντικείμενα τύπου ugen περιέχουν τουλάζιστον τις ακόλουθες 3
παραμέτρους ελέγχου :
-gain(float  n): θέτει την ένταση της εξόδου της UGen 
-last(): επιστρέφει το τελευταίο δείγμα που ελέγχεται από την Ugen.Αν η 
UGen  διαθέτει περισσότερα από ένα κανάλι,επιστρέφεται ο μέσος 
όρος όλων των καναλιών
-channels(): βρίσκει των αριθμό των καναλιών 
-chan(int n):  επιστρέφει τα απότελέσματα στο n-οστό κανάλι(ή null  αν 
δεν αντιστοιχεί ο n σε κάποιο κανάλι
-op(int n):  θέτει λειτουργία  ανάλογα με την τιμή όρισμα στην UGen .  
Τιμές:
-0: τερματισμός
-1: προσθέτει όλες τις εισόδους
-2: αφαιρεί τις εισόδους ξεκινόντας από αυτήν  που
      συνδέθηκε πρώτα 
-3: πολ/σιάζει όλες τις ειδόδους
-4: διαιρεί τις εισόδους ξεκινώντας από αυτήν 
που συνδέθηκε πρώτη
-(-1): όλες οι είσοδοι της ugen αθροίζονται και περνούν άμεσα στην
έξοδο
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H Chuck υποστηρίζει στερεοφωνικό και πολλαπλών-καναλιών ήχο,όπως
είναι οι  dac  και adc.Εξ ορισμού,οι 2 συναρτήσεις περιέχουν τον ίδιο αριθμό
καναλιών (στερεοφωνικό ή  μονοφωνικό)  ταιριάζοντας  αυτόματα τα  κανάλια
εξόδου  με  τα  κανάλια  εισόδου(το  δεξί  με  το  δεξί  και  το  αριστερό  με  το
αριστερό για τα στερεοφωνικά κανάλια).Οι στερεοφωνικές UGens αναμιγνύουν
τα  κανάλια  εξόδου  τους  όταν  συνδεθούν  στις  μονοφωνικές  UGens,ενώ  οι
μονοφωνικές  UGens  χωρίζουν τα κανάλια εξόδου τους όταν συνδεθούν στις
στερεοφωνικές  UGens.Oι  στερεοφωνικές  UGens  παρέχουν  ακόμα  τις
παραμέτρους .left και .right,οι οποίες επιτρέπουν την πρόσβαση σε μεμονομένα
κανάλια.
 // adding separate reverb to left and right channels
    adc.left => JCRev rl => dac.left;
    adc.right => JCRev rr => dac.right;
  
Στην  Chuck  παρέχεται ένα πλήθος υλοποιημένων  UGen  κλάσσεων που
μπορούν να χρησιμοποιηθούν άμεσα,τις οποίες ο χρήστης μπορεί να βρει στο
παρακάτω  link  http://chuck.cs.princeton.edu/doc/program/ugen.html όπου
παρουσιάζονται λεπτομερώς οι λειτουργίες κάθε κλάσσης με τις παραμέτους
της.
 
1.2.11 Unit Analyzers
Οι  Unit  Analyzers  είναι  δομικές  μονάδες  ανάλυσης  που  εκτελούν
ανάλυση στα σήματα εισόδου ήχου και παράγουν τα αποτελέσματα ανάλυσης
σαν έξοδο.Μπορούν να συνδεθούν μαζί με unit generators και να σχηματίσουν
ένα δίκτυο ανάλυσης/σύνθεσης ήχου.Όπως και με τις unit generators, διάφορες
unit  analyzers  μπορούν  να  τρέξουν  παράλληλα,με  διαφορετικό  ποσοστό
ελέγχου  για  κάθε  μία.Επειδή  τα  δεδομένα  που  περνούν  μεταξύ  των  unit
analyzers  δεν  είναι  απαραίτητα  ηχητικά  δείγματα,η  σχέση  υπλογισμού  του
χρόνου  για  τις  unit  analyzers  είναι  διαφορετική  από  αυτήν  για  τις  unit
generators.Επίσης  και  οι  συνδέσεις  μεταξύ  των  UAna  αντικειμένων έχουν
διαφορετική έννοια από αυτές μεταξύ των  UGen,  οι  οποίες γίνονται με τον
τελεστή =>.Για τις  UAna o  καινούριος τελεστής είναι ο =^ .Πέρα από αυτήν
την διαφορά,ακόμη μια σημαντική είναι ότι μια  UAna  δομή εκτελεί ανάλυση
μόνο  κατόπιν  απαίτησης  από  τον  χρήστη  με  την  κληση  της  συνάρτησης
upchuck().
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Συνοπτικά μερικά σημαντικά σημεία :
– Όλες  οι  unit  analyzers  είναι  αντικείμενα  και  κληρονομούν
χαρακτηριστικά από την κλάσση UΑna.
– O τελεστής σύνδεσης είναι ο =^
– Η  συμπεριφορά  των  παράμετρων  γύρω  από  τον  χρόνο  μιας  unit
generator  ελέγχεται  μεσω  κλήσης   συναρτήσεων,όπως  και  στην
περίπτωση των unit generators.
– Τα αποτελέσματα της ανάλυσης επιστρέφονται σε ένα αντικείμενο που
καλείται  UAnaBlop .Το αντικείμενο αυτό περιλαμβάνει  μία ένδειξη
χρονικής στιγμής που χρησιμοποιήθηκε,και μπορεί να φορτώσει έναν
πίνακα  δεκαδικών  ή  ακέραιων  τιμών.Κάθε  UAna  διευκρινίζει  ποια
πληροφορία είναι παρούσα στο UAnaBlop που παράγεται.
– Όλες οι  unit  analyzers  διαθέτουν την συνάρτηση  upchuck(),η οποία
όταν  καλεστεί(την  κλήση  την  πραγματοποιεί  ο  χρήστης)
πραγματοποιείται ανάλυση για την unit analyzer που την κάλεσε.
Πχ  στην  περίπτωση  ανάθεσης  foo=^yah,η  εντολή-κλήση
yah.upchuck() θα οδηγήσει σε ανάλυση της foo,τα αποτελέσματα της
οποίας στην συνέχεια μπορεί να χρησιμοποιήσει η yah.
– Οι unit analyzers  είναι ενσωματομένες μονάδες στην virtual machine
έτσι ώστε κάθε μία να εκτελεί την ανάλυση της στην είσοδο της όποτε
αυτή  επιδειχθεί  από  τον  χρήστη(upchuck()).Επομένως,έχουμε  την
δυνατότητα  να  επιβάλλουμε  τον  έλεγχο  γύρω  από  την  διαδικασία
ανάλυσης οποιαδήποτε στιγμή και με οποιοδήποτε ποσοστό ελέγχου
επιθυμούμε.
Ακολούθως  παρουσιάζονται  μερικά  παραδείγματα  κώδικα,δήλωσης
UAna και σύνδεσης μεταξύ τους καθώς και ελέγχου με βάση τον χρόνο
1) // instantiate an FFT, assign reference to variable f
 FFT f;
2)  // instantiate FFT and flux objects, 
 // connect to allow computation of spectrum and 
//spectral flux on adc input
 adc => FFT fft =^ Flux flux => blackhole;
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Όπως  προειπώθηκε,είναι  δυνατόν  να  δημιουργηθούν  δίκτυα  σύνδεσης
που περιέχουν και Uana(μέσω του =^) και Ugen(μέσω του =>) αντικείμενα.Στο
ακόλουθω  παράδειγμα,παρουσιάζεται  ένα  τέτοιο  δίκτυο  όπυ  ένας  FFT
μετασχηματίζει  2  ημιτονοειδείς  εισόδους,από  τις  οποίες  σε  κάθε  μία  έχει
προστεθεί reverb(εφέ ήχου κατά το οποίο ο ήχος συνεχίζει να διατηρείται μέσα
στον χρόνο).
//Chain a sine into a reverb, then perform FFT, then IFFT,  
//then apply gain, then output
 SinOsc s => JCRev r => FFT f =^ IFFT i => Gain g => dac;
 // Chuck a second sine into the FFT
 SinOsc s2 => f;
 // Chuck a third sine into the final gain
 SinOsc s3 => g;
Ακολουθεί  παράδειγμα  χρήσης  του  αντικειμένου  UAnaBlop  όπου
επιστρέφονται τα αποτελέσματα της ανάλυσης(όταν καλεστεί η upchuck()).
Ο κώδικας καταδεικνύει πως ο χρήστης να έχει πρόσβαση στα αποτελέσματα
ενός FFT μετασχηματισμού.
adc => FFT fft => blackhole;
 // ... set FFT parameters here ...
 UAnaBlob blob;
 while (true) {
 500::ms => now; // use hop size of 50 ms
fft.upchuck() @=> blob; // store the result in blob.
blob.fvals() @=> float mag_spec[]; // get the magnitude spectrum 
//as float array
blob.cvals() @=> complex spec[]; // get the whole spectrum as
complex array
mag_spec[0] => float first_mag; // get the first bin of the 
    //magnitude spectrum
blob.fval(0) => float first_mag2; // equivalent way to get first bin 
    //of mag spectrum
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fft.upchuck().fval(0) => float first_mag3; // yet another 
//equivalent way
fft.upchuck().cval(0) => complex first_spec; // similarly, get  
//1st spectrum bin
blob.when() => time when_computed; // get the time it was 
//computed
 } 
Όπως και με τις UGen,στην Chuck παρέχεται ένα πλήθος υλοποιημένων
UΑna  κλάσσεων  για  μετασχηματισμούς  FFT  και  IFFT που  μπορούν  να
χρησιμοποιηθούν άμεσα,τις οποίες ο χρήστης μπορεί να βρει στο παρακάτω
link http://chuck.cs.princeton.edu/doc/program/uana.html 
1.2.12 Events
Τα events της Chuck είναι αντικείμενα που προέρχονται από την πηγαία
κλάσση  της  γλώσσας  Event.   Ένα  event  μπορεί  να  “ενσαρκωθεί”  και  να
αναφερθεί  στο  τώρα(now)  μέσω  του  τελεστή  =>.Τα  events  τοποθετούν  το
τρέχον νήμα στη λίστα αναμονής,αναστέλοντας την λειτουργία του,και όταν
ένα  event  ενεργοποιηθεί,ένα  ή  περισσότερα  νήματα  της  λίστας  αναμονής
δρομολογούνται  για  να  τρέξουν  απευθείας.Η  ενεργοποίηση  μπορεί  να
πραγματοποιηθεί  μέσω ενός άλλου νήματος ή μέσω ενεργείων που γίνονται
εκτός της virtual machine(MIDI,OSC ή IPC).
// declare event
Event e;
// function for shred
fun void eventshred( Event event, string msg )
{
    // infinite loop
    while ( true )
    {
        // wait on event
        event => now;
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  // print
        <<<msg>>>;
    }
}
// create shreds
spork ~ eventshred ( e, "fee" );
spork ~ eventshred ( e, "fi" );
spork ~ eventshred ( e, "fo" );
spork ~ eventshred ( e, "fum" );
// infinite time loop
while ( true )
{
    // either signal or broadcast
    if( maybe )
    { 
        <<<"signaling...">>>;
        e.signal();
    }
    else
    { 
        <<<"broadcasting...">>>;
        e.broadcast();
    }
    // advance time
    0.5::second => now;
Μόλις αναθέσει ο χρήστης το  event  στο  now,αναστέλεται η λειτουργία
του τρέχοντος νήματος.Και μέσω της ενεργοποίησης της συνάρτησης signal() ή
της  broadcast(),δρομολογούνται  τα  νήματα  της  λίστας  αναμονής  και
τυπώνονται  τα  αποτελέσματα  για  κάθε  0.5  δευτερόλεπτα  σύμφωνα  με  την
εντολή 0.5::second=>now.
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H Chuck επίσης διαθέτει ενσωματομένες MIDI κλάσσεις,που επιτρέπουν
στον προγραμματιστή να πετύχει αλληλεπίδραση με  MIDI  λογισμικό ή  MIDI
συσκευές.Ένα παράδειγμα κώδικα αλληλεπίδρασης με MIDI
MidiIn min;
MidiMsg msg;
// open midi receiver, exit on fail
if ( !min.open(0) ) me.exit(); 
while( true )
{
    // wait on midi event
    min => now;
    // receive midimsg(s)
    while( min.recv( msg ) )
    {
        // print content
    <<< msg.data1, msg.data2, msg.data3 >>>;
    }
}
...
Η MidiIn είναι υποκλάσση της Event,και επομένως μπορεί να ανατεθεί
στο  now.  Έπειτα  η  MidiIn  για  να  δεχθεί  τα  δεδομένα  MIDI,ορίζει  το
αντικείμενο msg της MidiMsg κλάσσης στην συνάρτηση .recv().
Στην ίδια λογική των MIDI,η Chuck διαθέτει και τις OSC κλάσσεις
επικοινωνίας 
...
// create our OSC receiver
OscRecv orec;
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// port 6449
6449 => orec.port;
// start listening (launch thread)
orec.listen();
function void rate_control_shred()
{ 
    // create an address in the receiver 
    // and store it in a new variable.
    orec.event("/sndbuf/buf/rate,f") @=> OscEvent rate_event; 
    while ( true )
    { 
       rate_event => now; // wait for events to arrive.
        // grab the next message from the queue. 
        while( rate_event.nextMsg() != 0 )
        { 
            // getFloat fetches the expected float
            // as indicated in the type string ",f"
            buf.play( rate_event.getFloat() );
            0 => buf.pos;
        }
    }       
}
...
Η  κλάσση  OscRecv  χρησιμοποιείται  για  τα  OSC  πακέτα  που
καταφθάνουν στην καθορισμένη πύλη.Κάθε περίπτωση της OscRecv μπορεί να
δημιουργήσει  αντικείμενα  OscEvent  .Σε  κάθε  περίπτωση  μπορεί  να
δημιουργήθει  ένα  OscEvent  αντικείμενο  μέσω  της  event(),με  σκοπό  να
χρησιμοποιηθεί  για  πακέτα  σε  οποιοδήποτε  έγκυρο  μονοπάτι  OSC
διευθύνσεων.Ένα  OscEvent  αντικείμενο μπορεί να αναφερθεί στο τώρα(now)
ώστε  να  περιμένει  για  μηνύματα  που  είναι  να  αφιχθούν,και  ακολούθως  να
χρησιμοποιηθούν  οι  μέθοδοι  nextMsg()  και  get{Float|String|Int}()  για  να
προσκομίσουν τα μηνύματα δεδομένων.
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Όπως  και  με  τις  υπόλοιπες  κλάσσεις, μπορούν  να  δημιουργηθούν
υποκλάσσεις  της  Event  και  να  χρησιμοποιηθούν  για  να  προσθέσουν
λειτουργικότητα  και  να  μεταφέρουν  δεδομένα,όπως  παρουσιάζεται  στον
παρακάτω κώδικα
// extended event
class TheEvent extends Event
{
    int value;
}
// the event
TheEvent e;
// handler
fun int hi( TheEvent event )
{
    while( true )
    {
        // wait on event
        event => now;
        // get the data
        <<<e.value>>>;
    }
}
// spork
spork ~ hi( e );
spork ~ hi( e );
spork ~ hi( e );
spork ~ hi( e );
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// infinite time loop
while( true )
{
    // advance time
    1::second => now;
    // set data
    Math.rand2( 0, 5 ) => e.value;
    // signal one waiting shred
    e.signal();
}
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2.AUDIO INTERFACES
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2.1 Δομή και χαρακτηριστικά
Οι  κάρτες  ήχου  αποτελούν  ένα  βασικό  κομμάτι  των  ηλεκτρονικών
υπολογιστών  για  σύνθεση,παραγωγή  και  επεξεργασία  ήχου.Οι  πρώτοι
προσωπικοί  υπολογιστές  διέθεταν  ένα  απλό  μεγάφωνο που  συνδεόταν  στην
μητρική  κάρτα  και  μπορούσε  να  παράγει  πολύ  απλά  ηχητικά  μηνύματα
εφαρμογή κυρίως σε παιχνίδια υπολογιστών.Εως το 1988 οι κάρτες ήχου για
υπολογιστές  βασισμένους  στο  μοντέλο  του  PC της  IBM  ήταν ασυνήθιστες.
Όσο οι εφαρμογές του προσωπικού υπολογιστή άρχισαν να αυξάνονται και η
χρήση  του  εντάχθηκε  στην  εκπαίδευση,την  διαφήμιση  καθώς  και  σην
ψυχαγωγία,η  ανάγκη αναπαραγωγής  καλής ποιότητας  ήχου έγινε  επιτακτική
ανάγκη.Για αυτό το λόγο,αναπτύχθηκαν οι κάρτες ήχου,οι οποίες μπορούν να
αναπαράγουν  ψηφιακό  ήχο  από  αρχεία  που  είναι  αποθηκευμένα  σε  κάποιο
αποθηκευτικό μέσο(CD,USB Flash,σκληρός δίσκος κτλ.).Οι κάρτες ήχου πέραν
της  αναπαραγωγής  ήχου,προσφέρουν  την  δυνατότητα  μίξης  καθώς  και
ψηφιοποίησης  και  στην  συνέχεια  αποθήκευσης  με  την  μορφή ενός  αρχείου
στον υπολογιστή.
Εμβαθύνοντας στην δομή μίας κάρτας ήχου,ένα βασικό χαρακτηριστικό
που συναντάμε είναι ο Α/D( analog to digital)  μετατροπέας σήματος ήχου.Το
αρχικό ηλεκτρικό σήμα που δέχεται ως είσοδο ο Η/Υ μέσω του μετατροπέα
A/D ,ψηφιοποιείται δηλαδή μετατρέπεται σε μια σειρά από ψηφιακά δείγματα
με  ρυθμό  δειγματοληψίας  που  καθορίζεται  από  την  τεχνολογία  της  κάρτας
ήχου.Όσο πιο εξελιγμένη είναι η τεχνολογία,τόσο μεγαλύτερος ο ρυθμός και η
ακρίβεια του δείγματος.
Στην συνέχεια,το ψηφιοποιημένο δείγμα,για να οδηγηθεί στην έξοδο,θα
πρέπει  να  μετατραπεί  ξανά  σε  αναλογικό  σήμα.Αυτήν  την  διαδικασία  την
αναλαμβάνει ο  D/A(digital  to analog )μετατροπέας,αντιστοιχίζοντας σε κάθε
δείγμα  ,που  αντιπροσοπεύεται  από  έναν  δυαδικό  αριθμό  ,μια  στάθμη
ηλεκτρικής τάσης. 
Οι κάρτες ήχου διαθέτουν κυκλώματα που μπορούν να εκτελέσουν ένα
μουσικό κομμάτι  που  έχει  περιγραφεί  σε  γλώσσα MIDI(Musical  Instrument
Digital  Interface).Πολλές  κάρτες  ήχου  διαθέτουν  επίσης  και  μια  υποδοχή
βύσματος μέσω της οποίας μπορούν εξωτερικές συσκευές να προγραμματίζουν
το  MIDI interface  της κάρτας.Επίσης ορίζεται  και  το γενικό πρότυπο  MIDI
(General  MIDI).Το  GM  αναπτύχθηκε  με  σκοπό  όλα  τα  κομμάτια  που
περιγράφονται  με  την  γλώσσα  MIDI,ανεξαρτήτως  τεχνολογίας  της  κάρτας
ήχου,να  ακούγονται  το  ίδιο.Το  πρότυπο  αυτό  διαθέτει  128  διαφορετικά
όργανα,ενώ απαιτεί από την κάρτα ήχου να μπορεί να παίζει τουλάχιστον 24
διαφορετικές νότες.
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Η μονάδα παραγωγής ήχου χρησιμοποιείται για σύνθεση διαφορετικών
ήχων  όπως  αυτοί  περιγράφονται  σε  ένα  μουσικό
κομμάτι.Σήμερα,χρησιμοποιούνται  3  διαφορετικές  τεχνολογίες  για  την
παραγωγή ήχου:
-Σύνθεση  με  διαμόρφωση  συχνότητας(FM).Αποτελεί  την  πρώτη
τεχνολογία που χρησιμοποιήθηκε σε κάρτες ήχου προσεγγίζοντας αρκετά καλά
τον ήχο διαφόρων μουσικών οργάνων και συναντάται σήμερα σε κάρτες με
χαμηλό κόστος.
-Σύνθεση με χρήση πίνακα μνήμης(Wavetable synthesis). Σε σχέση με
την  προηγούμενη  τεχνολογία,παράγει  πιο  φυσικό  ήχο.Χρησιμοποιείται  από
όλες τις νέες κάρτες καθιστώντας ωστόσο το αποτέλεσμα αρκετά συνθετικό
λόγω υψηλών απαιτήσεων μνήμης,την οποία οι κάρτες ήχου δεν διαθέτουν.
-Σύνθεση  με  την  μέθοδο  του  φυσικού  μοντέλου.Η  συγκεκριμένη
μέθοδος χρησιμοποιεί μαθηματικές μεθόδους για την περιγραφή των ήχων που
παράγει ένα μουσικό όργανο και δεν συναντάται πολύ συχνά σε κάρτες ήχου
για προσωπικούς υπολογιστές
Στην δομή μιας κάρτας συναντάται και ο αναλογικός μείκτης,ο οποίος
αναλαμβάνει  να  συνθέσει  σε  ένα  ενιαίο  ηχητικό  αποτέλεσμα  τα  διάφορα
σήματα  των  εισόδων  του(Line  In,D/A,Mic  In,CD  Audio)οδηγώντας το
αποτέλεσμα στις εξόδους του(A/D,Line Out,Speaker Out).Τα σήματα εισόδων
οδηγούνται στον μείκτη όπου προστίθενται με διαφορετική βαρύτητα η οποία
στην έξοδο ρυθμίζεται από τον χρήστη.Για παράδειγμα αν ο χρήστης θέλει να
λάβει ως έξοδο μια μίξη φωνής και μουσική από CD,θα ρυθμίσει την βαρύτητα
των σημάτων των εισόδων Mic In και CD Audio ανάλογα και θα απομονώσει
τις εισόδους Line In και D/A.
Οι κάρτες ήχου διαθέτουν 2 εξόδους(γραμμή οδήγησης μεγαφώνων και
γραμμή εξόδου),2  εξωτερικές  εισόδους(γραμμή εισόδου  από μικρόφωνο και
γραμμή εισόδου) και μια αναλογική γραμμή εισόδου από CD.Αναλυτικά: 
– Η γραμμή οδήγησης μεγαφώνων(Speaker Out) ,η οποία αποτέλει
έξοδου  του  αναλογικού  μείκτη.Διαθέτει  έναν  ενισχυτή  για  την
οδήγηση μεγαφώνου ή ακουστικών τα οποία συνδέονται με ένα βύσμα
πίσω από την κάρτα
– Η γραμμή εξόδου (Line Out)  ,σαν δεύτερη έξοδο του αναλογικού
μείκτη με την διαφορά ότι αυτή δεν διαθέτει έναν επιπλέον ενισχυτή
και  χρησιμοποιείται  ως  είσοδος  για  κάποιον  εξωτερικό ενισχυτή(πχ
ηλεκτρικής κιθάρας) μέσω ενός βύσματος στο πίσω μέρος της κάρτας.
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– Η γραμμή εισόδου από μικρόφωνο(Mic  In),  η οποία  ενισχύει  το
σήμα εισόδου από το μικρόφωνο.
– Η  γραμμή  εισόδου(Line  In),  η  οποία  σε  αντίθεση  με  την
προηγούμενη δεν ενισχύει  το σήμα αλλά το οδηγεί  απευθείας στον
μείκτη.
– Η αναλογική γραμμή εισόδου απο  CD.  H  είσοδος αυτή συνδέεται
στην  αναλογική  έξοδο  που  διαθέτει  ο  οδηγός  CD  του  υπολογιστή
μέσω ειδικού καλωδίου.
Η παραπάνω εικόνα απεικονίζει τις γραμμές που αναλύθηκαν πιο
πάνω σύμφωνα και με τον χρωματικό κώδικα μιας κάρτας ήχου
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  Ένα  απο  τα  βασικά  χαρακτηριστικά  μιας  κάρτας  ήχου  είναι  η
μνήμη(RAM ή ROM).Σε αυτή αποθηκεύονται μόνιμα ή κατά την εκκίνηση του
υπολογιστή  οι  πληροφορίες  από  τον  πίνακα  Wavetable.Σύμφωνα  με  το
πρόγραμμα οδήγησης,η κάρτα μπορεί να χρησιμοποιεί  τη μνήμη  αυτή και για
προσωρινή αποθήκευση του κομματιού  που πρόκειται να εκτελεστεί.Με αυτόν
τον τρόπο,η επιβάρυνση σε υπολογιστική ισχύ της CPU,κατά την εκτέλεση του
κομματιού,μειώνεται  σημαντικά.Μια  ακόμα  σημαντική  βελτίωση  είναι  το
γεγονός ότι χρησιμοποιώντας τη RAM είναι δυνατόν να ανανεώνεται συνεχώς
ο  πίνακας  μνήμης  Wavetable  της  κάρτας  με  καινούρια  δείγματα,μέσω  του
κυκλώματος οδήγησης (driver) που παρέχεται από τον κατασκευαστή.
Όλες  οι  κάρτες  ήχου  δε  διαθέτουν  τις  εισόδους  και  τις  εξόδους  που
περιγράφτηκαν παραπάνω.Κάθε κατασκευαστής περιγράφει τον αριθμό και το
είδος των εισόδων και εξόδων  που διαθέτει η κάρτα του όπως επίσης και τα
επιπλέον προσαρμοστικά κυκλώματα και εισόδους .
Η μέγιστη συχνότητα δειγματοληψίας  καθώς και η μέγιστη ακρίβεια σε
bits  που  υποστηρίζει  ο  A/D  μετατροπέας  της  κάρτας,αποτελούν  πολύ
σημαντικά χαρακτηριστικά της ποιότητας,με την οποία μπορεί να ψηφιοποιεί
τον ήχο.Συχνά θεωρείται ότι  η συχνότητα δειγματοληψίας των 44.1KHz,ποθ
χρησιμοποιείται και στα  CD,είναι υπεραρκετή για εφαρμογές που απαιτείται
καλής  ποιότητας  ήχος.Παρ'όλα  αυτά,αν  σκοπός  του  χρήστη  είναι  να
χρησιμοποιήσει  την  κάρτα  για  ψηφιοποίηση  ήχου  με  μεγάλη  ακρίβεια,θα
πρέπει   αρχικά  να  χρησιμοποιήσει  ρυθμούς  δειγματοληψίας  αρκετά
υψηλότερους,ώστε  με  ειδικά  προγράμματα  να  μπορέσει  να  αφαιρεί  στη
συνέχεια αρκετό θόρυβο.
Σήμερα αρκετές κάρτες φτάνουν σε συχνότητες δειγματοληψίας μέχρι και
96 KHz . Η ακρίβεια σε bits είναι εξίσου σημαντική για την ποιότητα  του ήχου
που  ψηφιοποιείται.Όσα  περισσότερα  bits  ακρίβεια  διαθέτει  ο  A/D  μιας
κάρτας,τόσο  μικρότερος  είναι  ο  θόρυβος   που  εισάγεται  εξαιτίας   της
διαδικασίας  ψηφιοποίησης.Οι  σημερινές  κάρτες   ήχου  διαθέτουν  A/D  με
ακρίβεια 24 bit.Παρόμοια μεγάθη δίνονται από τον κατασκευαστή και για τον
D/A.Η ακρίβεια σε bits και η ταχύτητα με την οποία ανανεώνει την έξοδο του ο
D/A είναι εξίσου σημαντικά μεγέθη  για την ποιότητα  του ήχου που μπορεί να
παράγει η κάρτα.Συνήθως οι A/D και D/A που χρησιμοποιούνται  στις κάρτες
εμπορίου,διαθέτουν  την  ίδια  ακρίβεια  σε  bits  και  υποστηρίζουν  τους  ίδιους
ρυθμούς ,ώστε να είναι δυνατή η ψηφιοποίηση και η ταυτόχρονη εκτέλεση ενός
μουσικού κομματιού.
Ένα  τελευταίο  χαρακτηριστικό  των  καρτών  ήχου  είναι  ο  μέγιστος
αριθμός καναλιών που μπορεί να συνθέσει ταυτόχρονα η κάρτα σε ένα ενιαίο
αποτέλεσμα και ο οποίος καθορίζεται από τον κατασκευαστή.
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2.1.1 Hardware Κατασκευαστές
Ένας  από  τους  πρώτους  κατασκευαστές  για  το  IBM  PC,ήταν  η
AdLib,παράγοντας μια κάρτα που βασιζόταν στα ολοκληρωμένα κυκλώματα
ήχου της  Yamaha YM3812  γνωστά και ως  OPL2. Η μεγάλη ανατροπή όμως
στον τομέα των καρτών ήχου έγινε από την Creative Labs όταν παρήγαγε την
κάρτα SoundBlaster,η οποία στην ουσία αποτελούσε κλώνο της AdLib.Η κάρτα
αποτελούνταν από ένα κύκλωμα YM3812,έναν επιπλέον επεξεργαστή ήχου που
αποκαλούνταν  DSP  (digital  sign  processor  ),μια  θύρα  joystick  καθώς  και
υποδοχή σύνδεσης με συσκευές MIDI. 
Επίσης στις αρχές της δεκατίας του 1980,η Roland κατασκεύασε κάρτες
ήχου,πολλές από τις οποίες απέδιδαν ήχο υψηλής ποιότητας όπως οι MT-32 και
LAPC-I.Η μουσική πολλών παιχνιδιών,γράφτηκε ώστε να αναπαράγεται από
τις κάρτες της  Roland χωρίς ωστόσο οι συγκεκριμένες κάρτες να μπορούν να
αποδώσουν  υψηλής  ποιότητας  ήχο  σε  συγκεκριμένα  effects  αυτών  των
παιχνιδιών.Πάντως μέχρι τα μέσα της δεκαετίας του 1990,θεωρούνταν ότι οι
κάρτες  ήχου  που  παρήγαγε  η  Roland,ήταν  οι  καλύτερες  στην  αγορά  και
συνήθως  πωλούνταν  πολύ  ακριβά.Βέβαια  μερικές  κάρτες,όπως  η
SCC,κατασκευάστηκαν ώστε να μπορούν να πωληθούν με μικρότερο κόστος
στην αγορά,χωρίς ωστόσο η ποιότητα που απέδιδαν στην παραγωγή ήχου να
μπορεί να φτάσει τα υψηλά επίπεδα των υπόλοιπων καρτών της Roland.
Η  σειρά  SoundBlaster  μαζί  με  το  πρώτο  φθηνό  CD-ROM  και  την
εξελισσόμενη  τεχνολογία  video,μπαίνουν  σε  μια  νέα  εποχή  multimedia
εφαρμογών,που μπορούσε να αναπαράγει  CD  ήχου,ομιλίες  που ακούνται  σε
παιχνίδια του υπολογιστή,ή ακόμα και να αναπαράγουν   video  που περιέχει
κίνηση.Η ευρεία υιοθέτηση  της  Sound Blaster  στην υποστήριξη πολυμέσων
και  τίτλων ψυχαγωγίας,σήμαινε  ότι  οι  μελλοντικές  κάρτες  ήχου,όπως η  Pro
Audio Spectrum της Media Vision και η Gravis Ultrasound θα έπρεπε να είχαν
πλήρη συμβατότητα με την Sound Blaster εαν ήθελαν να “επιβιώσουν” ενάντια
στον μεγάλο ανταγωνισμό της αγοράς.Μέχρι τις αρχές του 2000(όπου τα AC'97
προτυπα όσον αφορά τον ήχο,έγιναν πιο διαδεδομένα και τελικά εδραιώθηκε το
SoundBlaster  ως πρότυπο λόγω του χαμηλού κόστους και ενσωμάτωσης τις
περισσότερες  μητρικές  κάρτες),  η  συμβατότητα  που  προσφέρει  το
SoundBlaster πρότυπο είναι ένα χαρακτηριστικό το οποίο πολλές άλλες κάρτες
ήχου υποστηρίζουν για να διατηρήσουν την συμβατότητα με πολλά παιχνίδια
και εφαρμογές που κυκλοφορούν στην αγορά.
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Μια αναδρομή μέσα στον χρόνο,όσον αφορά την κατασκευή καρτών  
ήχου :
1981: PC Speaker-Το απλό μεγάφωνο που διέθεταν οι πρώτοι   
υπολογιστές  της IBM,για την αναπαραγωγή απλών 
τόνων ήχου και κυριάρχησε μέχρι το 1987.
1984: IBM PCjr και Tandy 1000.Και οι 2 διέθεταν chip ήχου που 
 παρήγαγε ταυτοχρόνως 3 φωνές.
1987: AdLib Music Synthesizer.Η κάρτα που έθεσε το πρότυπο ήχου του 
 PC για τα επόμενα χρόνια.
1988: Creative Music Systems Game Blaster.Σημειώνεται ότι η 
 συγκεκριμένη κάρτα της Creative Labs κυκλοφώρησε με την 
 προσδοκεία να θέσει πιο ψηλά τον πήχη στην ποιότητα απόδοσης 
 ήχου αλλά τελικά απέτυχε.
1989: Η Creative Labs επανορθώνει την αποτυχία της  Game Blaster,με 
 την κυκλοφορία της Sound Blaster ενσωματώνοντας της το 
 YM3812 chip της AdLib,καθιστώντας την πλήρως συμβατή με το 
 πρότυπο της βιομηχανίας.
1992: Ημερομηνία κυκλοφορίας της Gravis UltraSound.Υπάρχουν πολλοί
 που πιστεύουν ότι η Gravis είναι η εταιρία που θα έπρεπε νανε είχε
 κερδίσει τον πόλεμο στις κάρτες ήχου  στις αρχές της δεκαετίας  
 του '90.Παρ'όλα τα εντυπωσιακά χαρακτηριστικά της,η Gravis 
 UltraSound είχε πρόβλημα στο να κερδίσει την αποδοχή των 
 καταναλωτών που δεν ανήκαν στους φανατικούς οπαδούς 
 παιχνιδιών ή μουσικούς,διότι δεν διέθετε το Yamaha YM3812  
 chip με αποτέλεσμα να μην είναι εντελώς συμβατή με το 
 SoundBlaster  πρότυπο.
1992: Την συγκεκριμένη χρονιά κυκλοφορεί επίσης μία ακόμα κάρτα-
 σταθμός από την Creative Labs,η Creative Labs SoundBlaster 16.
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1994: Καθώς και 2 χρόνια μετά την κυκλοφορία της Creative Labs 
SoundBlaster 16,η ίδια εταιρία κυκλοφορεί 2 από τις καλύτερες 
κάρτες ήχου για μουσικούς και λάτρεις παιχνιδιών,τις AWE32 και 
AWE64 συμβατές φυσικά με το πρότυπο SoundBlaster.
Creative SoundBlaster AWE32
Creative SoundBlaster AWE64
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2.1.2 Βιομηχανία υποστήριξης
Όταν  η  εταιρία  παιχνιδιών  Sierra  On-Line  αποφάσισε  να  υποστηρίξει
πρόσθετο υλικό αναπαραγωγής ήχου , αντί του ενσωματομένου υλικού όπως
ήταν το μεγάφωνο του IBM-PC ή των ενσωματομένων δυνατοτήτων του IBM
PCjr  και  Tandy 1000,  η έννοια του ήχου και της μουσικής στον υπολογιστή
αλλάξε ραγδαία.Δύο απότις εταιρίες που συνεργάστηκε αρχικά η Sierra ήταν οι
Roland και AdLib,επιλέγοντας τες για την παραγωγή μουσικής του παιχνιδιού
King's  Quest  4,που  υποστηρίζονταν  από  την  Roland  ΜΤ-32  και  την  AdLib
Music  Synthesizer.H MT-32  ήταν πολύ ανώτερη σε  ποιότητα,δεδομένου ότι
περιείχε  έναν συνθέτη ήχου που μπορούσε να συνδυάσει τα μικρά ηχητικά
δείγματα  με  συγκροτειμένους  ήχους  και  διέθετε  άριστο  effect  αντήχησης.Η
Sierra  επέλξε να χρησιμοποιήσει τα περισσότερα από τα χαρακτηριστικά της
MT-32  και  πρωτότυπα  κομμάτια  μουσικών  οργάνων  για  την  παραγωγή
μουσικών  effects  που  χρησιμοποιούνται  ως  υπόβαθρο(όπως  κελάηδισμα
πουλιών  ή  καλπασμός  αλόγων)  πριν  η  Sound  Blaster  φέρει  τα  δείγματα
πραγματικού ήχου στον κόχμο ψυχαγωγίας των υπλολογιστών.Πολλές εταιρίες
παραγωγής παιχνιδιών υποστήριξαν την MT-32 σε σχέση με την AdLib διότι η
πρώτη ήταν σε θέση να αποδόσει καλύτερη αναπαραγωγή ήχου σε σχέση με το
FM chip  που διέθεται η  AdLib.Η δημοτικότητα της  MT-32  άνοιξε τον δρόμο
για την υιοθέτηση  των προτύπων MPU-401/Roland Sound Canvas και General
MIDI  τα  οποία  και  αποτελέσαν  τα  πιο  διαδεδομένα  πρότυπα  για  την
αναπαραγωγή μουσικής παιχνιδιών μέχρι τα μέσα της δεκαετίας του '90.
Roland MT-32
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2.1.3 Εξέλιξη των χαρακτηριστικών
Οι πρώτες ISA κάρτες ήχου χαρακτηρίζονταν ως ημί-διπλοτύπου,το οποίο
σημαίνει ότι δεν μπορούσαν να εγγράφουν και να αναπαράγουν ψηφιακό ήχο
ταυτοχρόνως.Με το πέρασμα των χρόνων,οι ISA κάρτες όπως οι SoundBlaster
AWE  και  οι  Plug-and-Play  κλώνοι  τελικά  κυκλοφόρησαν  ως  πλήρως-
διπλοτύπου υποστηρίζοντας την ταυτόχρονη εγγραφή και αναπαραγωγή,όμως
εις βάρος της χρήσης των 2 καναλιών  IRQ  και  DMA αντί του ενός,χωρίς να
δημιουργείται ουσιαστική διαφορά με το να έχουμε 2 ημί-διπλοτύπου κάρτες
κατά  την  εγκατάσταση  του  υλικού.Προς  το  τέλος  της  “ζωής”  τους,οι  ISA
κάρτες  ξεκίνησαν  να  επωφελούνται  από  την  διαμοίραση  του  IRQ  σε
κανάλια,με  αποτέλεσμα  να  μειώνεται  το  IRQ  που  απαιτούνταν  στο  ένα
κανάλι,αλλά  ακόμα  χρειάζονταν δύο  DMA  κανάλια.Πολλές  PCI  κάρτες  δεν
έχουν αυτούς τους περιορισμούς και χαρακτηρίζονται περισσότερο πλήρους-
διπλοτύπου.Πρέπει ακόμα να σημειωθεί πως πολλές πρόσφατες κάρτες PCI δεν
χρειάζονται ελευ΄θερα DMA κανάλια για να λειτουργήσουν.
Καθ'όλη  την  διάρκεια  των  χρόνων,οι  κάρτες  εξελίχθηκαν  με  βάση  το
ποσοστό  δειγματοληψίας  ψηφιακού  ήχου.Στη  διαδρομή,μερικές  κάρτες
ξεκίνησαν  να  προσφέρουν  τη  τεχνική  υψηλής  ποιότητας  MIDI  σύνθεσης
μουσικής  που  χρησιμοποιεί  περιοδικές  κυματομορφές  στην  παραγωγή
μουσικών  τόνων.Επίσης  μερικές  κάρτες  ξεκίνησαν  να  έχουν  την  δική  τους
μνήμη RAM και τον δικό τους επεξεργαστή για την διαχείρηση δειγμάτων ήχου
και MIDI μουσικών οργάνων.
Για μεγάλο χρονικό διάστημα,οι κάρτες ήχου διέθεταν μόνο ένα ή δύο
κανάλια ψηφιακού ήχου με  εξαίρεση τις  κάρτες  της  E-MU “οικογένειας”,οι
οποίες είχαν υλικό που υποστήριζε περισσότερα από 32 ανεξάρτητα κανάλια
ψηφιακού  ήχου.Τα  πρώτα  παιχνίδια  στην  αγορά  χρειάζονταν  περισσότερα
κανάλια από τον  αριθμό που μπορούσε μια κάρτα να υποστηρίξει  ώστε  να
μπορούν να τα εξομοιώνουν πλήρως και να κάνουν μίξη  της εξόδου.Ακόμα
σήμερα,η τάση παραμένει ακόμα στη μίξη πολλαπλών ροών ήχου,με εξαίρεση
τα  προϊόντα  που  απευθύνονται  σε  οπαδούς  παιχνιδιών  ή  επαγγελματίες
μουσικούς,με  την  ουσιαστική  διαφορά  να  παρατηρείται  στην  διαμόρφωση
κόστους .Επίσης,στις αρχές της εφαρμογής του μοντέλου κυματομορφών στην
παραγωγή μουσικής,  οι  εταιρίες  καρτών ήχου μερικές φορές  μπορούσαν να
είναι περίφανες όσον αφορά την ικανότητα πολυφωνίας μιας κάρτας από την
άποψη της  MDI  σύνθεσης.Σε αυτή τη περίπτωση,η πολυφωνία αναφέρονταν
μόνο  στο  σύνολο  των  MIDI  νοτών  για  τις  οποίες  η  κάρτα  ήταν  ικανή  να
συνθέσει ταυτοχρόνως σε έναν δεδομένο χρόνο και όχι στο σύνολο των των
δειγμάτων ψηφιακού ήχου που η κάρτα είναι ικανή να λάβει.
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Οι κατασκευάστριες εταιρίες καρτών στην ρποσπάθεια να προσεγγίσουν
τον φυσικό ήχο που θα λάμβάνει ο χρήστης μέσω της κάρτας,αύξησαν και τον
αριθμό των φυικών καναλιών.Στις πρώτες κάρτες ο ήχος χαρακτηρίζονταν ως
mono(1  κανάλι).Ο  strereo(2  κανάλια)  ήχος  αναπτύχθηκε  στις  αρχές  της
δεκαετίας του 1980 και ο quadraphonic(4 κανάλια) ήχος ήρθε το 1989.Αυτός με
την σειρά του εξελίχθηκε σε 5.1 κανάλι ήχου που αποτελείται από 6 κανάλια
ήχου(1  κεντρικό  και  5  περιφερειακά),ενώ  σήμερα  οι  τελευταίες  κάρτες
υποστηρίζουν  περισσότερα  από  8  φυσικά  κανάλια  ήχου  μέσω  ενός  7.1
συστήματος ήχου.
2.1.4 Επαγγελματικές κάρτες ήχου
Οι επαγγελματικές κάρτες ήχου είναι κάρτες που έχουν βελτιστοποιηθεί
στην πολυκαναλική εγγραφή και αναπαραγωγή ήχου,και απευθύνονται κυρίως
σε μέσα που χρησιμοποιούνται σε  studios  μουσικής.Οι οδηγοί τους συνήθως
ακολουθούν  το  Audio  Stream Input  Output  πρωτόκολλο  για  επαγγελματική
επεξεργασία  ήχου ,ωστόσο οι  οδηγοί  ASIO  και  σε  κάρτες  που μπορούν να
χρησιμοποιηθούν  και  από  ένα  μεγάλο  ποσοστό  χρηστών  που  θέλουν  να
ασχοληθούν  με  την  επεξεργασία  ήχου  όχι  απαραίτητα  σε  επαγγελματικό
επίπεδο.
Οι  επαγγελματικές  κάρτες  είναι  γνώστες  και  ως  διεπαφές  ήχου(audio
interfaces),οι  οποές  πολλές  φορές  έχουν  την  μορφή  εξωτερικών  μονάδων
μεταλλικής  κατασκευής,και  χρησιμοποιούν  το  USB  ή  το  Firewire(Apple)
πρωτοκολο για να προσφέρουν ένα ικανοποιητικό ποσοστό πληροφοριών στον
χρήστη.Το βασικό σ'αυτά τα προϊόντα ,όσον αφορά τις συνδέσεις εισόδου και
εξόδου,είναι η άμεση υποστήριξη υλικού για κανάλια πολλαπλής εισόδου και
εξόδου,καθώς  επίσης  και  υψηλά  ποσοστά  δειγματοληψίας  σε  σχέση  με  τις
συμβατικές  κάρτες  ήχου.Από  αυτήν  την  άποψη,ο  ρόλος  των  μουσικών
διεπαφών, για πολυκαναλική εγγραφη δεδομένων και μίξη ήχου σε πραγματικό
χρόνο,γίνεται πιο απλός.
Από την άλλη πλευρά,τα χαρακτηριστικά που διαθέτουν οι απλές κάρτε
ήχου όπως είναι η επέκταση περιβαλλοντικών ήχων(EAX),η βελτιστοποίηση
επιτάγχυνσης του  hardware  υλικού καθώς τρέχει  ένα  παιχνίδι  ή  τα  ηχητικά
effects πραγματικού χρόνου,είναι δευτερεύοντα σε επαγγελματικές κάρτες,κάτι
που  δικαιολογεί  και  την  αποφυγή  μαζικής  επιλογής  χρήσης  τους.Οι  απλές
κάρτε ήχου(εύκολες στην χρήση) προσφέρονται για οικειακή χρήση ή χρήση
στο  γραφείο  για  λόγους  ψυχαγωγίας  σε  αντίθεση  με  τις  επαγγελματικές
διεπαφές ήχου που απευθύνονται σε ένα συγκεκριμένο αριθμό χρηστών που
ενδιαφέρονται για υψηλότερου επιπέδου επξεργασία ήχου μέσα από πολλαπλά
κανάλια.
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Γενικά,οι συμβατικές κάρτες ήχου είχαν αρκετούς περιορισμούς οι οποίοι
μπορεί  να μην παρατηρούνται σε μια επαγγελματική κάρτα ήχου.Ένα από  τα
χακτηριστικά  που  διαθέτουν  οι  σημερινές  κάρτες  είναι  ο  μετατροπέας
αναλογικού  σήματος  σε  ψηφιακό  και  το  αντίθετο.Όμως,σε  επαγγελματικές
εφαρμογές,υπάρχει  συνήθως  η  ανάγκη  για  ικανότητα  ενισχυμένης
εγγραφής(από αναλογικό σε ψηφιακό) ήχου,κάτι  το οποίο δεν  ικανοποιείται
από τον συγκεκριμένο μετατροπέα.Ένας σημαντικός περιορισμός των “κοινών”
καρτών είναι το συγκριτικά μεγάλο ποσοστό λάθους κατά το χρονικό διάστημα
που  χρειάζεται  ο  AD  μετατροπέας  για  να  ολοκληρώση την  μετατροπή  του
δείγματος  και  να  το  μεταφέρει  στην  μνήμη  του  υπολογιστή.Επίσης
παρατηρείται  περιορισμένο ποσοστό αποτελεσματικής δειγματοληψίας,καθώς
οι μη-επαγγελματικές κάρτες ήχου έχουν χαμηλό αριθμό καναλιών(2 για την
ακρίβεια) σε σχέση με τις επαγγελματικές κάρτες που διαθέτουν περισσότερα
από 2 κανάλια και περισσότερες προσβάσιμες διόδους σύνδεσης εν αντιθέσει
με  τον  μεταβλητό  μείγμα  εσωτερικών(και  πολλές  φορές  εικονικών)  και
εξωτερικών διόδων σύνδεσης που συναντάμε στις συμβατικές κάρτες.
AKAI EIE Pro Audio Interface(one of the top 10 for 2013)
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1.2.5 Hardware ήχου σε διάφορες πλατφόρμες
Η αρχική κάρτα, που χρησιμοποιήθηκε από υπολογιστές, ήταν γνωστή ως
Gooch Synthetic Woodwind,που στην ουσία ήταν ένας μουσικός οδηγός για
τερματικά της  PLATO.Η συγκεκριμένη κάρτα κατασκευάστηκε το 1972 και
αποτέλεσε  τον  προπομπό  όλων  των  μετέπειτα  καρτών  ήχου  και  των  MIDI
καρτών.
Ορισμένες  παιχνιδομηχανές  στα  πρώτα  χρόνια  κυκλοφορίας
τους,χρησιμοποίησαν κυρίως κάρτες ήχου για να πετύχουν την αναπαραγωγή
σύνθετων  ηχητικών  κυματομορφών  καθώς  και  ψηφιακής  μουσικής,παρά  να
εξοπλιστούν απλά με ήχο.Όπως για παράδειγμα η κάρτα Digital Compression
System Card  που χρησιμοποιήθηκε σε παιχνίδια που κυκλοφόρησαν από την
MidwayΣυγκεκριμένα το παιχνίδι  Mortal  Kombat 2  που σχεδιάστηκε για το
Midway T Unit hardware,το οποίο ήταν εξοπλισμένο με το YM2151 OPL chip
σε  συνδυασμό  με  τον  OKI  6295  DA  μετατροπέα  ήχου.Η  DSC  κάρτα
χρησιμοποιήθηκε  επίσης  στην  έκδοση  της  Midway  του  προγράμματος
Revolution  Χ  για  σύνθετη  επανάληψη  BGM  και  αναπαραγωγή  ομιλίας(την
κυκλοφορία  του  Revolution  X  επιμελήθηκαν  οι  Aerosmith,και  στόχος  του
παίκτη  ήταν  μέσα  από  “μάχες”  εναντιόν  εμποδίων  κατά  την  εξέλιξη  του
παιχνιδιού,να βρει τα πέντε μέλη του συγκροτήματος).
Οι MSX υπολογιστές βασίστηκαν σε κάρτες ήχου ώστε να μπορέσουν να
παράγουν  καλύτερη  ποιότητα  ήχου.Η  κάρτα,με  το  όνομα
Moonsound,χρησιμοποίησε  το  chip  OPL4  της  Yamaha  ωστόσο  πριν  την
συγκεκριμένη  κάρτα,υπήρχαν  οι  κάρτες  MSX  Music  και  MSX  Audio  που
σχεδιάστικαν με βάση τα  chips OPL2  και  OPL3  αντίστοιχα.Το 1977  για την
σειρά  υπολoγιστών Apple  II,η  οποία  δεν  διέθετε  από  κατασκευής  ηχητικές
δυνατότητες,κατασκευάστηκε ένα πλήθος κάρτών ήχου για μουσική όπως οι
ALF  Music  Card  MC16,MC1  και  Mockingboard καθώς  και  για  σύνθεση
ομιλίας όπως η Echo 2.Συγκεκριμένα το 1978,η πρώτη που κυκλοφόρησε ήταν
η  ALF Apple Music Synthesizer,με 3 φωνές και 2 ή 3 κάρτε μπορούσαν να
χρησιμοποιηθούν  για  να  δημιουργήσουν  6  ή  9  φωνές  σε  δικαναλικό
ήχο.Αργότερα  η  ALF  δημιούργησε  την  Apple  Music  2,ένα  μοντέλο  9
φωνών.Ωστόσο  η  κάρτα  που  χρησιμοποιήθηκε  περισσότερο  ήταν  η
Mockingboard.Η  Sweet  Micro  Systems  πούλησε  την  κάρτα  για  διάφορα
μοντέλα  υπολογιστών.Οι  πρώτες  κάρτες  της  σειράς,διέθεταν  ένα  εύρος  3
φωνών  σε  μονό  κανάλι,ενώ  κάποιες  που  κυκλοφόρησαν  αργότερα  είχαν  6
φωνές σε δπλό κανάλι.Μερικά υποστηρικτικά λογισμικά χρησιμοποίησηαν 2
κάρτες Mockingboard ώστε  να προσφέρουν 12-φωνο ήχο.Ως 12-φωνος κλώνος
αυτής  της  κάρτας,κυκλοφόρησε  από  τηνApplied  Endineering  η  Phasor.Στις
αρχές του 2005 η εταιρία με το όνομα ReactiveMicro.com παρήγαγε ένα ακόμη
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κλώνο 6 φωνών της  Mockingboard,την  Mockingboard v1  και είχε ακόμα ως
στόχο την κυκλοφορία ενός κλώνο της Phasor παράγοντας μια υβριδική κάρτα
με  χαρακτηριστικά  μεταξύ  της  Mockingboard   και  της  Phasor  και
υποστηρίζοντας σύνθεση ομιλίας.
Mockingboard sound card for Apple II
1.2.6 Εξωτερικές συσκευές ήχου
Οδηγοί ήχου σαν τον Covox Speech Thing  μπορούν να συνδεθούν σε
παράλληλη υποδοχή ενός IBM PC και να τροφοδοτήσουν με δείγμα δεδομένων
των  6  ή  8  bit  PCM  για  την  παραγωγή  ήχου.Ακόμα  πολλοί  τύποι
επαγγελματικών καρτών ήχου, συνήθως για ευκολότερη χρήση και μεγαλύτερη
αξιοπιστία ,έχουν την δομή μίας εξωτερικής διεπαφής τύπου FireWire ή USB.
Οι κάρτες ήχου που χρησιμουποιούσαν την  PCMCIA Cardbus  διεπαφή
,ήταν διαθέσιμες πριν οι φοριτοί υπολογιστές και τα notebooks κυκλοφορήσουν
με  ενσωματωμένη  κάρτα  ήχου  στην  μητρική  τους  και  η  συγκεκριμένη
τεχνολογία της  Cardbus  μπορούσε να χρησιμοποιηθεί στην περίπτωση που η
ποιότητα ήχου της ενσωματωμένης κάρτας δεν ήταν τόσο καλή.Γύρω στο 2005
οι  Cardbus  διεπαφές αντικαταστάθηκαν από την  Expresscard.Πολλές από τις
κάρτες  αυτής  της  σειράς,σχεδιάστηκαν  για  κινητά  ηχοσυστήματα  που
περιόδευαν  σε  διάφορα  μαγαζιά  και  clubs  (γνωστά  και  ως  mobile  Djs)
παίζοντας μουσική.Οι κάρτες παρείχαν στα συστήματα ξεχωριστές εξόδους με
σκοπό να επιτυγχάνεται ταυτόχρονη αναπαραγωγή και παρακολούθηση ήχου. 
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PCMCIA Cardbus
1.2.6 USB Audio Interfaces
Οι  κάρτς  ήχου  που  υποστηρίζουν  την  τεχνολογία  USB,πολλές  φορές
αποκαλούνται “USB Audio Interfaces” και συνήθως είναι εξωτερικές συσκευές
που συνδέονται  με  τον υπολογιστή μέσω ενός καλωδίου.Μια διεπαφή  USB
μπορεί να αναγνωριστεί από την κάρτα ήχου του υπολογιστή μέσω του οδηγού
της διεπαφής.Ο χρήστης εγκαθιστά τον οδηγό στον υπολογιστή καθώς και το
υποστηρικτικό λογισμικό επεξεργασίας ήχου,αφού έχει συνδέσει την διεπαφή
με το καλώδιο  USB  στον υπολογιστή και με το καλώδιο τροφοδοσίας στην
πρίζα.
Για  την  παρούσα  εργασία  χρησιμοποιήθηκε  η  USB  διεπαφή  ήχου
RP250.Η συγκεκριμένη audio interface ,που κυκλοφόρησε από την Digitech το
2008 ,είναι  ένας  guitar  mutli-effect  επεξεργαστής  ήχου  ,που  παρέχει  ένα
σύνολο ηχητικών effects για  κιθάρα,τα οποία  ο χρήστης μπορεί να δοκιμάσει
αλλά και να επεξεργαστεί χειροκίνητα μέσω των επιλογών της συσκευής ή του
λογισμικού  XEdit(διαθέσιμο στο  site  http://digitech.com/en/products/rp250 )
Επίσης  στο  συγκεκριμένο  site  δίνονται  και  οι  οδηγοί  συγχρονισμού  της
διεπαφής με τον υπολογιστή καθώς και ακριβείς οδηγίες χρήσης σε διάφορες
γλώσσες. Η RP250 αποδίδει υψηλής ποιότητας ήχο (1-καναλιού ή 2-καναλιών)
λόγω του AudioDNA2 DSP επεξεργαστή που διαθέτει.
Η χρήση της RP250 μπορεί επίσης να επεκταθεί όπως παρατηρήσαμε και
στην  επίτευξη  αλληλεπίδρασης  της  ηλεκτρικής  κιθάρας  με  κώδικες  Chuck
καθώς και να αποτελέσει τον δίαυλο για την ταυτόχρονη ηχογράφηση ηχητικών
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δειγμάτων που έχουν προγραμματιστεί σε  Chuck  και κομματιών που παίζει ο
χρήστης στην κιθάρα (θα αναλυθεί στο επόμενο κεφάλαιο)
Digitech RP250
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3.Chuck & Electric Guitar
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3.1 Εκμάθηση κιθάρας μέσω ChucK
Όπως  αναφέρθηκε  και  στην  αρχή,ο  βασικός  στόχος  της  παρούσας
εργασίας είναι η δυνατότητα εκμάθησης ηλεκτρικής κιθάρας μέσω της χρήσης
της  γλώσσας  προγραμματισμού  ChucK.  Συγκεκριμένα,έγινε  προσπάθεια
ανάπτυξης κώδικα,με την αναπαραγωγή του οποίου ,μέσω της virtual machine
που αναλαμβάνει  τον ρόλο ενός  εικονικού διδάσκοντα,ο ενδιαφερόμενος  να
έχει  την  δυνατότητα  να  γνωρίσει  την  βασική  θεωρεία  της  ηλεκτρικής
κιθάρας,να εξασκηθεί πάνω σε αυτήν καθώς και,έχοντας μελετήσει το πρώτο
κεφάλαιο  εκμάθησης  της  γλώσσας,να  προγραμματίσει  κώδικες
αλληλεπίδρασης  με  το  μουσικό  όργανο  μέσω  ειδικής  τεχνολογίας(audio
interfaces) και να δημιουργήσει και να ηχογραφήσει με την χρήση κατάλληλου
software  ηχητικά  δείγματα  μίξης  προγραμμάτων  ChucK  και  ηλεκτρικής
κιθάρας.Στις  παρακάτω  σελίδες  θα  παρουσιαστεί  η  βασική  θεωρία,ώστε  ο
μαθητής  να  μπορεί  παράλληλα  με  την  εξάσκηση  πάνω  στους  ηχητικούς
κώδικες,να διαθέτει και ένα εγχειρίδιο.
3.1.1 Οι φυσικές νότες στην κιθάρα
Αρχικά  καταγράφονται  οι  “φυσικές  νότες”  εως  και  το  5ο  τάστο  από
ανοιχτές χορδές και η συχνότητα που αντιστοιχεί κάθε νότα σε ένα πρόγραμμα
ChucK
Ανοιχτές  1o    2o       3o        4o       5o
  χορδές
        Ebass  |---F---|--------|---G---|--------|---A---| 1η χορδή
        B  |---C---|--------|---D---|--------|---E---| 2η χορδή
        G     |--------|---A---|--------|---B---|--------| 3η χορδή
        D         |--------|---E---|---F----|--------|---G---| 4η χορδή
         A      |--------|---B---|---C---|--------|---D---|  5η χορδή
E   |---F---|--------|---G---|--------|---A---|  6η χορδή
όπου  Ε=Μι με συχνότητα 40 για την Εbass(1η) και 64 για την Ε(6η)
 A=Λα με συχνότητα 45
 D=Ρε με συχνότητα 50
 G=Σολ με συχνότητα 55
 B=Σι με συχνότητα 59
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Να σημιωθεί ότι η συχνότητα αναφέρεται στην τονική νότα και για κάθε
μεταφορά  πάνω  στην  ταστιέρα,σύμφωνα  με  τον  αριθμό  των  τάστων  που
κινούμαστε πάνω στην ταστιέρα,αυξάνουμε και την συχνότητα.Πχ για την νότα
Λα  με  συχνότα  45  στο  5ο  τάστο,αν  θέλουμε  να  παίξουμε  την  Λα#  τότε
“αλλιόνουμε”  την  νότα  κατά  ένα  τάστο  και  η  συχνότητα  αυξάνεται  κατά
1,δηλαδή 46.Ομοίως για Λα ύφεση η συχνότητα θα γινόταν 44.Αυτό ισχύει για
όλες τις νότες με βάση την συχνότητα τονικής τους.Αφού έχουν παρουσιαστεί
οι νότες στην ταστιέρα μέχρι και το 5ο τάστο,ακολούθως δίνεται ο κώδικας
κουρδίσματος  για  κάθε  μία  από  τις  6  χορδές.Μέσω  της  virtual  machine
αναπαράγεται η τονική κάθε χορδής όταν παίζεται ανοιχτή σε ένα εύρος 100
επαναλήψεων,και  σύμφωνα  με  τον  ήχο,ο  μαθητής  στρίβει  το  κλειδί  της
εκάστοτε χορδής στην κορυφή της ταστιέρας μέχρι να πετύχει ίδιο ήχο με το
πρόγραμμα.Παράδειγμα κώδικα κουρδίσματος της Εbass
//The setup of Ebass choir (frequency of that note is 40)//
StifKarp  inst  =>  dac;  //connect  a  plucked  string  to  the  
soundcard out
for(int i ; i < 100 ; i++) { //play the note for 100 times
    
std.mtof( 40 ) => inst.freq; //set the note to Ebass
inst.noteOn( 0.5 ); //play a note at half volume
6::second => now; //compute audio for 6 second
}
Οι  κώδικες  κουρδίσματος  για  την  Εbass  καθώς  και για  τις  υπόλοιπες  5
χορδές,παρέχονται στον φάκελο 3.1.1_Choir_setting 
3.1.2 Συγχορδίες
Υπάρχουν 3 τρόποι για να παίξουμε συγχορδίες.Ο strum τρόπος κατά τον
οποίο το δεξί χέρι παίζει τις χορδές με μια κίνηση προς τα κάτω ή προς τα πάνω
και βγαίνει ένας συνολικός ήχος,χτυπώντας όλες τις χορδές που περιλαμβάνει η
εκάστοτε συγχορδία ξεκινώντας από την τονική της.Ανάλογα με το στιλ του
κομματιού,μπορούμε να παίζουμε πολλούς διαφορετικούς ρυθμούς με το δεξί 
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χέρι.Η κίνηση του χεριού προς τα κάτω ονομάζεται “θέση” και συμβολίζεται “
Π ” στο πεντάγραμμο και η κίνηση προς τα πάνω ονομάζεται άρση με σύμβολο
“  V ”.Οι  νότες  μιας  συγχορδίας  όταν  παίζονται  μία-μία,αναφερόμαστε  στο
arpege  τρόπο  παιξίματος  της  συγχορδίας  και  ο  συνδυασμός  των  2  τρόπων
ονομάζεται strum-arpege  κατά  τον  οποίο  μία  ή  περρισότερες  συγχορδίες
μπορούν να συνδυαστούν και να παιχτούν με την χρήση των 2 τρόπων.
Υπάρχουν  5  βασικές  κατηγορίες  συγχορδιών,οι  μινόρε,ματζόρε,μινόρε
και  ματζόρε  εβδόμης  καθώς  και  οι  συγχορδίες  τετάρτης.Αρχικά  θα
παρουσιαστούν  οι  μινόρε συγχορδίες  για  τις  7  νότες,οι  οποίες  παρέχονται
υλοποιημένες σε Chuck με aprege τρόπο παιξίματος στον φάκελο 3.1.2_Chords
/Minor_Chords
Cmin   Dmin      Emin
Fmin     Gmin       Amin
Bmin
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Οι συγχορδίες  Gm,Fm  και Βm  περιέχουν την τεχνική  Barre κατά την
οποία  ο  ασκούμενος  πατά  με  το  ένα  δάκτυλο(στις  συγκεκριμένες  είναι  ο
δείκτης με αριθμό 1 ) πολλές νότες μαζί.
Παράδειγμα κώδικα υλοποίησης της  Αm(  ή Α  minor) συγχορδίας σε  
Chuck
//Amin chord.Every note that is heard//
//it constitutes note of the chord//
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[45,52,57,60,64,60,57,52] @=> int mel[]; //the notes where 
//constituting 
                                   //the Amin chord
for (int i; i < 32 ; i++) { //loop of chord for 4 times
  
std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the 
//note
  
inst.noteOn( 0.5 ); //play a note at half volume
  500::ms => now; //compute audio for 0.3 sec,if we want 
//to change
                  //the speed of chord,we raise up or 
//roll down the time
}
Για  την  υλοποίηση των υπόλοιπων συγχορδιών μινόρε  καθώς και  την
εξάσκηση  πάνω σε  αυτές,ο  ασκούμενος,όπως  προαναφέρθηκε,  ας  ανατρέξει
στον φάκελο 3.1.2_Chords/Minor_Chords.
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Στην συνέχεια θα παρουσιαστούν οι ματζόρε συγχορδίες για τις 7 νότες
Cmaj     Dmaj     Emaj
 Fmaj     Gmaj    Amaj
Bmaj
Παρακάτω  δίνεται  ο  κώδικας  υλοποίησης  της  D  (ή  D  major) και  η
υλοποίηση  των  υπολοίπων  παρέχεται  στον  φάκελο
3.1.2_Chords/Major_Chords
//Dmaj chord.Every note that is heard//
//it constitutes note of the chord//
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//connect a plucked string to the soundcard out
StifKarp inst => dac;
[50,57,62,66,62,57] @=> int mel[]; //the notes where 
 //constituting 
                                   //the Dmaj chord
for (int i; i < 24 ; i++) { //loop of chord for 4 times
  
std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the note
  inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we want 
    //to change
                  //the speed of chord,we raise up or roll 
 //down the time
}
Η  επόμενη  κατηγορία  συγχορδιών  είναι  οι  συγχορδίες  τετάρτης,οι
οποίες δεν διακρίνονται σε μινόρε και ματζόρε και παρουσιάζονται ακολούθως
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Οι κώδικες υλοποίησης σε Chuck για τις 7 βασικές sus4 συγχορδίες,παρέχονται
στον φάκελο 3.1.2_Chords/Sus4_Chord . Παράδειγμα κώδικα υλοποίησης της 
Bsus4 
//Bsus4 chord.Every note that is heard//
//it constitutes note of the chord//
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[47,54,59,64,59,54] @=> int mel[]; //the notes where 
 //constituting 
                                         //the Bsus4 chord
for (int i; i < 24 ; i++) { //loop of chord for 4 times
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the note
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inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we want 
   //to change
                   //the speed of chord,we raise up or roll 
//down the time
}
Η  τελευταία  κατηγορία  συγχορδιών  είναι  οι  συγχορδίες  εβδόμης,οι
οποίες  διακρίνονται  σε  μινόρε  εβδόμης και  ματζόρε  εβδόμης  .Αρχικά
παρουσιάζονται οι μινόρε εβδόμης .Οι συγχορδίες εβδόμης χαρακτηρίζονται ως
κινητές συγχορδίες.Αν η τονική νότα βρίσκεται στην έκτη χορδή (Ebass)  τότε
το ακόλουθο σχήμα παρουσιάζει την θέση των δακτύλων στην ταστιέρα
Πχ για την Amin7,πατάμε ως τονική την Α στο 5ο τάστο της έκτης 
χορδής(Ebass) και όλες τις χορδές των 5ων τάστων των υπόλοιπων χορδών με 
την τεχνική barree και με το 3ο και 4ο δάκτυλο τις χορδές σύμφωνα με το 
παραπάνω σχήμα.Το ίδιο ισχύει για όλες τις min7 με τονικές νότες στην έκτη 
χορδή.
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Αν η τονική της συγχορδίας βρίσκεται στην 5η χορδή(Α),τότε η 
συγχορδία ακούγεται σύμφωνα με το παρακάτω σχήμα 
Πχ για την Cmin7, η τονική C πατιέται με το 1ο δάκτυλο στο 3ο τάστο 
της 5ης χορδής και όλες οι χορδές των 3ων τάστων με την τεχνική barree και με
το 2ο,3ο και 4ο δάκτυλο οι χορδές στα αντίστοιχα τάστα σύμφωνα με το 
παρπάνω σχήμα.Το ίδιο ισχύει και για τις υπόλοιπες συγχορδίες με τονική στην 
5η χορδή.Αναφορικά,οι Amin7 και Gmin7  παίζονται συνήθως με την τονική 
στην 6η χορδή(A στο 5ο τάστο και G στο 3ο τάστο αντίστοιχα) και οι 
Cmin7(τονική C στο 3ο τάστο ),Dmin7(D στο 5ο τάστο),Bmin7(B στο 2ο 
τάστο),Εmin7(E στο 7ο τάστο) και Fmin7(F στο 8ο τάστο) συνήθως στην 5η 
χορδή . Φυσικά και οι 7 νότες επαναλαμβάνονται είτε στην 6η είτε στην 5η 
χορδή καθώς κινούμαστε στην ταστιέρα σύμφωνα με τα διαστήματα που 
απέχουν οι νότες μεταξύ τους (βλέπε σχήμα σελ.78 οπότε οι συγχορδίες min7 
μπορούν να παιχτούν με τονική στην 6η ή στην 5η χορδή σύμφωνα με τα 2 
γενικά σχήματα παραπάνω,γιαυτό και θεωρούνται κινητές συγχορδίες. 
Η υλοποίηση των minor 7 συγχορδιών παρέχεται στον φάκελο 
3.1.2_Chords/Min7_Chords.Ακολουθεί ο κώδικας Chuck για την Dmin7 
//Dmin7 chord.Every note that is heard//
//it constitutes note of the chord//
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
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 [50,57,60,65,72,65,60,57] @=> int mel[]; //the notes 
//where constituting 
                                   //the Dmin7 chord
for (int i; i < 24 ; i++) { //loop of chord for 4 times
  
std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the note
  inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we 
  //want to change the speed of 
//chord,we raise up or roll down the 
//time
}
Αντίστοιχα  με  τις  μινόρε  εβδόμης  συγχορδίες,οι  ματζόρε  εβδόμης
χαρακτηρίζονται και αυτές ως κινητές συγχορδίες ανάλογα με την τονική της
νότας.Το  ακόλουθα  σχήματα  είναι  αντίστοιχα  για  ματζόρε  εβδόμης  με  την
τονική στην 6η και στην 5η χορδή αντίστοιχα
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Στον  φάκελο   3.1.2_Chords/Maj7_Chords  παρέχονται  οι  κώδικες
υλοποίησης  των  ματζόρε  εβδόμης  συγχορδιών  για  τις  7  βασικές  νότες  και
ακολούθως δίνεται  ενδεικτικά ο κώδικας για  την  Gmaj7  με τονική στην  6η
χορδή
//Gmaj7 chord.Every note that is heard//
//it constitutes note of the chord//
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[43,54,59,62,59,54] @=> int mel[]; //the notes where  
   //constituting 
                                   //the Gmaj7 chord
for (int i; i < 40 ; i++) { //loop of chord for 4 times
  
std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the 
//note
  inst.noteOn( 0.5 ); //play a note at half volume
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500::ms => now; //compute audio for 0.3 sec,if we 
   //want to change
                   //the speed of chord,we raise up or 
//roll down the time
}
3.1.3 Τεχνικές έκφρασης
Στην ηλεκτρική κιθάρα υπάρχουν κάποιες τεχνικές οι οποίες οδηγούν μια
νότα στο να ακουστεί πιο εκφραστική κατά το παίξιμο της.Οι συνηθέστερες
είναι οι εξής:
Vibrato
Τεχνική  η  οποία  χρησιμοποιείται  κατά  το  παίξιμο  νότας  με  μεγάλη
χρονική  διάρκεια.Πατώντας  την  νότα,κουνάμε  την  χορδή  παράλληλα  με  τα
τάστα  αυξομειώνοντας  το  ύψος  της  νότας  και  αναάλογα  με  την  ταχύτητα
αυξομείωσης,το vibrato χαρακτηρίζεται ως αργό ή γρήγορο. 
Bending
Γνωστό  και  στους  κιθαριστικούς  κύκλους  ως  “σήκωμα”,το  bending
αναφέρεται  στην τεχνική κατά την οποία μια νότα μέτατρέπεται  σε μια πιο
υψηλής συχνότητας νότα,σηκώνοντας την χορδή.Συγκεκριμένα ο ασκούμενος
πατά  την  νότα  που  θέλει  και  κρατώντας  το  πάτημα  σηκώνει  την  χορδή
παράλληλα με το τάστο.Η χρονική διάρκεια του bending μπορεί να ποικίλει 
Η συγκεκριμένη τεχνική πρωτοεμφανίστηκε στα blues στις αρχές του 1900 και
αναπτύχθηκε  στην  rock  της  δεκαετίας  του  '60  και  ως  και  τις  μέρες  μας
χρησιμοποιείται ευρέως σε πολλά μουσικά είδη προσφέροντας ένα διαφορετικό
και χαρακτηριστικό “χρώμα” στην σύνθεση ανεξαρτήτως είδους.Αναφορικά και
με  την  προηγούμενη  τεχνική,το  bending  μπορεί  να  χρησιμοπιοηθεί  σε
συνδυασμό και με το vibrato,όταν σηκώσουμε την χορδή πατώντας την αρχική
νότα  και  στην  καινούρια  νότα  υψηλότερης  συχνότητας  εφαρμόσουμε
αυξομείωση του ύψους της,ή αντίστοιχα έχοντας εφαρμόσει  bending  σε μια
νότα,επιστρέφουμε στην αρχική νότα και εφαρμόζουμε vibrato.
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Pizzicato-Mute
Η τεχνική αυτή χρησιμοποιείται κυρίως σε μουσικά είδη της  rock  και
metal  σε  συνδυασμό  κυριώς  με  παραμόρφωση  ήχου  από  τον  ενισχυτή,και
εφαρμόζεται ως εξής.Με το δεξί χέρι( ή αριστερό αν μιλάμε για αριστερόχειρες
κιθαρίστες) αγγίζουμε απαλά τις χορδές στο σημείο όπου συναντούν τη γέφυρα
και παίζοντας το αποτέλεσμα είναι ένας πιο “άψυχος” και “μπουκωμένος” ήχος
με μικρή διάρκεια.Προσοχή η συγκεκριμένη τεχνική δεν μπορεί να εφαρμοστεί
στην  1η  χορδή  (E)  και  έχοντας  καλύτερα  στις  πιο  μπάσες  χορδές  καθώς
κινούμαστε από την 1η προς την 6η χορδή( βέλτιστη εφαρμογή στην 6η-Ebass).
Slide
Όπως  υποδηλώνει  και  η  ονομασία  της  τεχνικής,αναφερόμαστε  στο
“γλύστρημα” του χεριού πάνω στην ταστιέρα.Πιο συγκεκριμένα,πατώνταςμια
νότα και χτυπώντας την χορδή,”σέρνουμε” το αριστερό μας χέρι αλλάζοντας
τάστα και κατά συνέπεια νότες χωρίς να χτυπάμε την χορδή με το δεξί.
Hammer On-Pull Off
Η τεχνική  hammer on  αναφέρεται στο απότομα πάτημα μιας χορδής με
οποιοδήποτε δάκτυλο του αριστερού χεριού είτε χτυπώντας αρχικά την χορδή
ανοιχτή είτε όχι.Και η τεχνική pull off  επιτυγχάνεται όταν πατώντας μια νότα
στην  ταστιέρα  με  ένα  δάκτυλο,παίζοντας  αυτήν  την  νότα  παράλληλα
πατήσουμε με ένα άλλο δάκτυλο μια άλλη νότα στην ίδια χορδή.Πχ, πατώντας
με το 1ο δάκτυλο την C στο 3ο τάστο της 1ης χρορδής,χτυπάμε την χορδή και 
ταυτόχρονα με το 3ο δάκτυλο πατάμε την  D στην ίδια χορδή.Γενικά και οι 2
αυτές τεχνικές χρησιμοποιούνται ώστε οι νότες να ηχούν μέσω των δακτύλων
του αριστερού χεριού.
3.1.4 Κλίμακες
Οι  κλίμακες  στην  εκμάθηση  ηλέκτρικής  κιθάρας,είναι  ένα  πολύ
σημάντικο κεφάλαιο,στο οποίο ο ασκούμενος θα πρέπει να δώσει αρκετή βάση
και  να  αφιερώσει  αρκετό  χρόνο  εξάσκησης,η  οποία  θα  τον  βοηθήσει  να
αποκτήσει  μία  αρκετά  υψηλή  ευχέρια  κίνησης  των  δακτύλων  πάνω  στην
ταστιέρα.Ύστερα από τον απαιτούμενο χρόνο ενασχόλησης,θα ναι σε θέση να
αυτοσχεδιάσει  πάνω σε  backing-tracks  συνδυάζοντας τεχνικές έκφρασης και
κλίμακες  καθώς  και  να  παίξει  τραγούδια  της  αγαπημένης  του  μουσικής
ανεξαρτήτου είδους διότι οι κλίμακες χρησιμοποιούνται ευρέως στην μουσική. 
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Στις ακόλουθες σελίδες,θα παρουσιαστούν οι κλίμακες σε διάφορες 
θέσεις πάνω στην ταστιέρα αναφορικά με κάποια νότα.Αρχικά παρουσιάζονται 
οι 5 θέσεις της Λα(Α) μινόρε πεντατονικής
Να σημειωθεί ότι οι παραπάνω θέσεις είναι κινητές,δηλαδή μπορούν να
χρησιμοποιηθούν για κάθε μινόρε πεντατονική κλίμακα αλλάζοντας την τονική
νότα(παραπάνω πχ είναι  η  Λα και  σημειώνεται  με  μαύρο κύκλο) στην  ίδια
φιλοσοφία με τις κινητές συγχορδίες.Η τονική για κάθε θέση σημειώνεται με
κύκλο.Όσον αφορά την ματζόρε,κάθε μινόρε πεντατονική κλίμακα έχει μια
σχετική  ματζόρε  πεντατονική,και  πιο  συγκεκριμένα  η  σχετική  ματζόρε
πεντατονική  έχει  τις  ίδιες  νότες  με  την  μινόρε  πεντατονική  και
χρησιμοποιεί σαν τονική τη 2η νότα της μινόρε πεντατονικής.Ο κώδικας
Chuck των  5  παρπάνω  θέσεων  της  πεντατονικής,παρέχεται  στον  φάκελο
3.1.3_Scales/A_Minor_Pedatonic_Scales
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Ενδεικτικά ο κώδικας υλοποίησης της 1ης θέσης
//A-Minor pendatonic 1st thesis (5o fret) scale. 45 is the 
//frequency of  A
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[45,48,50,52,55,57,60,62,64,67,69,72,69,67,64,62,60,57,55,52,50,
48] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the note
  inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we want 
  //to change
                   //the speed of exercise,we raise up or  
//roll down the time
}
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Η blues κλίμακα θα μπορούσα να χαρακτηριστεί ως μινόρε πεντατονική
με μία επιπλέον νότα.Πχ αναφορικά με την Λα πεντατονική μινόρε,η Λα blues
έχει επιπλέον την Μι-ύφεση που αναπαριστάται στο σχήμα με μπλε κύκλο
Οι κώδικες για τις 5 θέσεις της Λα blues κλίμακας βρίσκονται στον στον
φάκελο  3.1.3_Scales/A_Minor_Blues_Scales.  Ενδεικτικά  ο  κώδικας  της  3ης
θέσης της κλίμακας
//A-Minor Blues 3th thesis (9o fret) scale. 50 is the 
//frequency of the note on 10th fret
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[50,51,52,55,57,60,62,63,64,67,69,72,74,75,76,75,74,72,69,67,64,
63,62,60,57,55,52,51] @=> int mel[]; //sequence data
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for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the 
    //note
    inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we want 
   //to change
                   //the speed of exercise,we raise up or  
//roll down the time
}
Οι 7 θέσης της ματζόρε κλίμακας χρησιμοποιώντας ως τονική την νότα
Ντο( C )
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Οι κώδικες δίνονται ( στον τίτλο κάθε αρχείου κώδικα υποδηλώνεται το
τάστο που ξεκινά η θέση παραπέμποντας στο αντίστοιχο σχήμα παραπάνω )
στον  φάκελο  3.1.3_Scales/C_Major_Scale.  Δείγμα κώδικα  Chuck  της  6ης
θέσης(1ο σχήμα)
//C-Major 6th thesis (5o fret) scale. 45 is the frequency of 
//the note on 5th fret or the same note on 17th fret(1 octave 
//up) 
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[45,47,48,50,52,53,55,57,59,60,62,64,65,67,69,71,72,71,69,67,65,
64,62,60,59,57,55,53,52,50,48,47] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the 
    //note
  inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we 
  //want to change
                   //the speed of exercise,we raise up 
//or roll down the time
}
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Ακολουθούν  οι  7  θέσεις  της  φυσικής  μινόρε  η  οποία  ονομάζεται  και
εναλλακτικά  και  αιολικός  τρόπος(οι  τρόποι  θα  αναλυθούν  παρακάτω).Ως
τονική χρησιμοποιείται η νότα Λα ( Α ).
Οι κώδικες υλοποίησης(κάθε θέση-κώδικας αντιστοιχεί  σε κάθε σχήμα
ξεκινώντας από πάνω προς τα κάτω και αριστερά προς δεξιά) παρέχονται στο
φάκελο 3.1.3_Scales/A_Minor_Physical_Minor.  Ενδεικτικά ο κώδικας της 2ης
θέσης(2ο σχήμα παραπάνω)
//A-Physical  Minor   2st  thesis  (7o fret)  scale.  47  is  the  
//frequency of the note on 7o fret(B)
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
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[47,48,50,52,53,55,57,59,60,62,64,65,67,69,71,72,74,72,71,69,67,
65,64,62,60,59,57,55,53,52,50,48] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the note
  inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we want 
   //to change
                    //the speed of exercise,we raise up or 
  //roll down the time
}
Οι 7 θέσεις της Ρε( D ) αρμονικής μινόρε
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Στον φάκελο  3.1.3_Scales/D_Minor_Harmonic_Scale βρίσκονται οι 
κώδικες για τις 7 θέσεις της κλίμακας,όπου στον τίτλο του αρχείου κάθε 
κώδικα διευκρινίζεται και το τάστο που ξεκινά η θέση ώστε ο ασκούμενος να 
ανατρέχει στο αντίστοιχο σχήμα της παραπάνω εικόνας.Ενδεικτικά ο κώδικας 
της 4ης θέσης της κλίμακας
//D-Harmonic Minor  4st thesis (3o fret) scale. 43 is the 
//frequency of the note on 3o fret(G) 
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[43,45,46,49,50,52,53,55,57,58,61,62,64,65,67,69,70,69,67,65,64,
62,61,58,57,55,53,52,50,49,46,45] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the 
//note
    inst.noteOn( 0.5 ); //play a note at half volume
 
 500::ms => now; //compute audio for 0.3 sec,if we want
    //to change
                    //the speed of exercise,we raise up or 
//roll down the time
}
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Η τελευταία κλίμακα που παρουσιάζεται είναι η jazz μελωδική 
μινόρε,και οι επτά θέσεις της με αναφορική την νότα Λα( Α )
Οι κώδικες βρίσκονται στον φάκελο  3.1.3_Scales/D_Minor_Harmonic_Scale
Με την σειρά που δίνονται οι κώδικες,κάθε θέση αντιστοιχεί σε ένα σχήμα 
καθώς κινούμαστε στην παραπάνω εικόνα από πάνω προς τα κάτω και 
αριστερά προς τα δεξιά.Ενδεικτικά,ο κώδικας της 5ης θέσης της κλίμακας
//A-Minor_Jazz_Melodic 5st thesis (12o fret) scale. 52 is the 
frequency of //the note on 12 fret(E)
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
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[52,54,56,57,59,60,62,64,66,68,69,71,72,74,76,78,80,78,76,74,72,
71,69,68,66,64,62,60,59,57,56,54] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the note
  inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we want 
   //to change
                   //the speed of exercise,we raise up or 
//roll down the time
}
3.1.4 Τρόποι παιξίματος
Έχοντας παρουσιάσει στην προηγούμενη ενότητα τις βασικές κλίμακες 
της θεωρίας της κιθάρας,σε αυτήν την ενότητα θα παρουσιαστούν κάποιες 
“ειδικές” κλίμακες,οι τρόποι παιξίματος,τις οποίες ο ασκούμενος θα ταν καλό 
να γνωρίσει και να ασχοληθεί καθώς αναπτύσει το προσωπικό του κιθαριστικό 
στυλ.Οι τρόποι αποτελούν ένα πολύ συνηθισμένο μέσο έκφρασης από 
σημαντικούς κιθαρίστες σε διάφορα μουσικά είδη,οι οποίοι σε συνδυασμό με 
τις υπόλοιπες τεχνικές που παρουσιάστηκαν στις προηγούμενες ενότητες έχουν 
δημιουργήσει εφάνταστες συνθέσεις η δομή των οποίων βασίζεται στους 
τρόπους παιξίματος.Οι βασικοί τρόποι είναι 5 και ακολούθως θα παρουσιαστεί 
έκαστος
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Δωρικός
Ο Δωρικός παίζεται πάνω από συγχορδίες min7,και πχ για τις 5 θέσεις 
του με αναφορική νότα την Λα οι συγχορδίες που μπορούν να παιχτούν από 
πίσω είναι Αmin7 και Dmin7
Ενδεικτικά ο κώδικας της 3ης θέσης του Λα Δωρικού τρόπου(αντίστοιχο 
3ο σχήμα παραπάνω).Οι κώδικες για τις 5 θέσεις του Δωρικού τρόπου 
παρέχονται στον φάκελο 3.1.4_Guitar_playing_modes/A_Dorian
//A-Dorian_playing_mode  4st thesis (10o fret) . 50 is the 
//frequency of the note on 10o fret(D)
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[50,52,54,55,57,59,60,62,64,66,67,69,71,72,74,76,78,76,74,72,71,
69,67,66,64,62,60,59,57,55,54,52] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the note
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 inst.noteOn( 0.5 ); //play a note at half volume
 
 500::ms => now; //compute audio for 0.3 sec,if we want
    //to change
                     //the speed of exercise,we raise up or 
//roll down the time
}
Φρύγιος
Ο Φρύγιος παίζεται πάνω από συγχορδίες min7,πχ για αναφορική την 
νότα Λα,από πίσω μπορούν να παιχτούν οι συγχορδίες Amin7 και Gmin7.Οι 5 
θέσεις του Λα Φρύγιου
Ακολουθεί ο κώδικας για την 2η θέση του Λα Φρύγιου που αντιστοιχεί 
στο 2ο σχήμα παραπάνω και όλοι οι κώδικες Chuck για τον Λα Φρύγιο 
παρέχονται στον φάκελο 3.1.4_Guitar_playing_modes/A_Phrygian
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//A-Phrygian_playing_mode  2st thesis (6o fret) . 46 is the 
//frequency of the note on 6o fret(A#)
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[46,48,50,52,53,55,57,58,60,62,64,65,67,69,70,72,74,72,70,69,67,
65,64,62,60,58,57,55,53,52,50,48] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the 
//note
  inst.noteOn( 0.5 ); //play a note at half volume
 
 500::ms => now; //compute audio for 0.3 sec,if we want
   //to change
                  //the speed of exercise,we raise up or 
//roll down the time
}
Λύδιος
Ο Λύδιος τρόπος παίζεται πάνω από maj7 και οι 5 θέσεις του Λα Λύδιου
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Ενδεικτικά ο κώδικας της 4ης θέσης του Λα Λύδιου τρόπου(αντίστοιχο 
4ο σχήμα παραπάνω).Οι κώδικες για τις 5 θέσεις του Λύδιου τρόπου 
παρέχονται στον φάκελο 3.1.4_Guitar_playing_modes/A_Lydian
//A-Lydian_playing_mode  4st thesis (11o fret) . 51 is the 
//frequency of the note on 11o fret(D#)
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[51,52,54,56,57,59,61,63,64,66,68,69,71,73,75,76,78,76,75,73,71,
69,68,66,64,63,61,59,57,56,54,52] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the 
//note
  inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we 
//want to change
                  //the speed of exercise,we raise up 
//or roll down the time
}
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 Μυξολύδιος
Αναφορικά με την Λα νότα,οι 5 θέσεις του Λα Μυξολύδιου
Ακολουθεί ο κώδικας για την 1η θέση του Λα Μιξολύδιου που 
αντιστοιχεί στο 1ο σχήμα παραπάνω και όλοι οι κώδικες για τον Λα Μιξολύδιο 
παρέχονται στον φάκελο 3.1.4_Guitar_playing_modes/A_Mixolydian
//A-Mixolydian_playing_mode  1st thesis (5o fret) . 45 is the 
//frequency of A
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
[45,47,49,50,52,54,55,57,59,61,62,64,66,67,69,71,73,71,69,67,66,
64,62,61,59,57,55,54,52,50,49,47] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the note
  
inst.noteOn( 0.5 ); //play a note at half volume
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500::ms => now; //compute audio for 0.3 sec,if we want 
//to change
                  //the speed of exercise,we raise up or 
//roll down the time
}
Λόκριος
Ο τελευταίος τρόπος που παρουσιάζεται είναι ο Λόκριος και οι 5 θέσεις 
με αναφορική την νότα Λα
Οι κώδικες Chuck για τις 5 παραπάνω θέσεις του Λα Λόκριου δίνονται  
στον φάκελο 3.1.4_Guitar_playing_modes/A_Locrian.Ενδεικτικά ακολουθεί ο 
κώδικας της 5ης θέσης του Λα Λόκριου τρόπου που αντιστοιχεί στο 5ο σχήμα 
της παραπάνω εικόνας
//A-Locrian_playing_mode  5st thesis (3o fret) . 43 is the 
//frequency of the note on 3o fret(G)
//connect a plucked string to the soundcard out
StifKarp inst => dac; 
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[43,45,46,48,50,51,53,55,57,58,60,62,63,65,67,69,70,69,67,65,63,
62,60,58,57,55,53,51,50,48,46,45] @=> int mel[]; //sequence data
for (int i; i < 100000 ; i++) { //loops for a long i
  std.mtof ( mel[i%mel.cap()] ) => inst.freq; //set the 
   //note
  inst.noteOn( 0.5 ); //play a note at half volume
  
500::ms => now; //compute audio for 0.3 sec,if we 
  //want to change
                   //the speed of exercise,we raise up 
//or roll down the time
}
3.2 Guitar-Chuck Interaction
Στην συγκεκριμένη ενότητα θα παρουσιαστούν κώδικες,οι οποίοι μέσω 
της virtual machine της Chuck,επιτυγχάνουν συνδεσιμότητα και 
αλληλεπίδραση με την ηλεκτρικής κιθάρας διαμορφώνοντας το εξαγώμενο 
ψηφιακό σήμα από τα ηχεία σύμφωνα με τον κώδικα που τρέχει.Για να 
επιτευχθεί κάτι τέτοιο,θα πρέπει να έχει στην διάθεση του  ο χρήστης,μία 
διεπαφή μέσω της οποίας θα συνδέση την κιθάρα με τον Η/Υ.Στην παρούσα 
εργασία χρησιμοποιήθηκε μία USB Audio Interface Digitech RP250 (τα 
χαρακτηριστικά της οποίας αναλύθηκαν στο προηγούμενο κεφάλαιο).Αρχικά 
τοποθετούμε τον αντάπτορα στην πρίζα και τροφοδωτούμε με ρεύμα την 
διεπαφή και  συνδέουμε την κιθάρα μέσω καλωδίου στην υποδοχή 
Input.Ακολούθως αμέσω καλωδίου USB συνδέουμε την διεπαφή με τον 
υπολογιστή.Σε αυτό το στάδιο ο Η/Υ αναγνωρίζει τους οδηγούς της εξωτερικής
κάρτας ήχου.
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Για να επιτευχθεί η αλληλεπίδραση,θα πρέπει να αλλαχθούν οι επιλογές 
για τα μέσα εισόδου και εξόδου ήχου στην virtual machine. Mέσω του 
μονοπατιού Edit → Preferences → Audio , επιλέγεται ως Audio Input την 
διεπαφή USB Digitech RP250 και στην συνέχεια ως Audio Output τον οδηγό 
ηχείων που είναι συνδεδεμένα στον υπολογιστή.Οι παρακάτω εικόνες εξηγούν 
αυτά τα 3 βήματα
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Εφόσον έχουμε ρυθμίσει τις παραπάνω παραμέτρους,είμαστε έτοιμοι να
συνθέσουμε και να εκτελέσουμε κώδικα που επιτυγχάνει αλληλεπίδραση με το
μουσικό  όργανο.Η  γλώσσα  Chuck  παρέχει  στον  χρήστη  ένα  ευρύ  φάσμα
γεννήτριων  μονάδων (unit  generators)  τις  οποίες  μπορεί  να  χρησιμοποιήσει
καθώς  συνθέτει  κώδικα  αλλά  και  για  την  κατανόηση  ήδη
υπαρχόντων.Αναλυτικά  οι  unit  generators  με  τις  υποκλάσσεις  τους
παρουσιάζονται  στο  1ο  κεφάλαιο  καθώς  και  στο  site
http://chuck.cs.princeton.edu/doc/program/ugen.html 
Αρχικά  2  πολύ  σημαντικοί  καθολικοί  ειδικοί  (global  special) unit
generators,όπως αναφέρονται,είναι οι  adc και  dac .Ο πρώτος χρησιμοποιείται
για την αναγνώριση του αναλογικού σήματος(σήμα εισόδου) που στέλνουμε
από το συνδεδεμένο μέσο ( στην παρούσα εργασία παλμός χορδής ηλεκτρικής
κιθάρας  μέσω  usb  audio  interface)  και  ο  δεύτερος  για  την  εξαγωγή  του
σήματος(σήμα εξόδου) με την ανάλογη μορφοποίηση που έχει προγραμματίσει
ο  χρήστης.Μια  ενδεικτική  γραμμή  κώδικα  κατά  την  οποία  η  ένταση  του
αναλογικού σήματος εισόδου αυξάνεται μέσω του ugen Gain 
adc => Gain g => dac ; // ορίζουμε μια μεταβλητή τύπου Gain
1.0 => g.gain; // μέσω της g έχουμε πρόσβαση στο πεδίο gain 
//ώστε να ρυθμίσουμε την ένταση του σήματος 
//εξόδου
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Ακολούθως θα παρουσιαστούν και επεξηγηθούν κώδικες 
αλληλεπίδρασης που χρησιμοποιούν τους unit generators καθώς και άλλες 
βασικές τεχνικές προγραμματισμού σε Chuck οι οποίες παρουσιάστηκαν στο 
1ο κεφάλαιο.Κώδικες οι οποίοι φτιάχτηκαν ως φυσική ακολουθία των 
προηγούμενων κεφαλαίων.Ο χρήστης έχοντας αποκτήσει τις απαραίτητες 
γνώσεις και εξοικείωση πάνω στην θεωρία της ηλεκτρικής κιθάρας, της 
γλώσσας Chuck αλλά και τεχνολογία των audio interfaces,θα μπορέσει να 
“αυτοσχεδιάσει” με τεχνικές του 3ου κεφαλαίου(κλίμακες,τρόποι έκφρασης 
παιξίματος) πάνω σε backing-tracks κώδικες πειραματιζόμενος με διάφορα 
effects ήχου .
Αρχικά δίνεται ο κώδικας εξάσκησης πάνω στην πεντατονική κλίμακα 
της νότας Λα 
// Improvisation on A pedatonic scale //
//backing track on chords Amin-Cmaj-Gmaj-Dmaj//
adc => Gain g => NRev p => dac;
3.0 => g.gain;
.5 => p.gain;
.3 => p.mix;
//connect a plucked string to the soundcard out
StifKarp inst => Rhodey rh=> JCRev r => dac; 
220.0 => rh.freq;
0.95 => rh.gain;
.8 => r.gain;
.1 => r.mix;
[45,52,57,60,64,60,57,52] @=> int mel1[]; //the notes where
//constituting 
                                          //the Amin chord
112
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 10:18:43 EET - 137.108.70.7
[48,52,55,60,64,60,55,52] @=> int mel2[]; //the notes where
//constituting 
                                          //the Cmaj chord
[43,50,55,59,67,59,55,50] @=> int mel3[]; //the notes where
//constituting 
                                          //the Gmaj chord
[50,57,62,57,66,62,57,50] @=> int mel4[]; //the notes where
//constituting 
                                          //the Dmaj chord
for(int j; j<100000; j++){
   
    
 for(int i; i< mel1.cap(); i++){//play the chord 1 time
 
  std.mtof ( mel1[i%mel1.cap()] ) =>rh.freq; //set the note
  rh.noteOn( 0.5 ); //play a note at half volume
  400::ms => now;
 }
 for(int i; i< mel2.cap(); i++){
  std.mtof ( mel2[i%mel2.cap()] ) => rh.freq;
  rh.noteOn( 0.5 ); //play a note at half volume
  400::ms => now;
 }
 
 for(int i; i< mel3.cap(); i++){
  std.mtof ( mel3[i%mel3.cap()] ) => rh.freq;
  rh.noteOn( 0.5 ); //play a note at half volume
  400::ms => now;
 }
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 for(int i; i< mel4.cap(); i++){
  std.mtof ( mel4[i%mel4.cap()] ) => rh.freq;
  rh.noteOn( 0.5 ); //play a note at half volume
  400::ms => now;
 }
}
 Στον παραπάνω κώδικα αρχικά ο χρήστης στέλνει τον αναλογικό παλμό
και  μέσω της  interface  φτάνει  στον  υπολογιστή(adc),ο οποίος  με  βάση  τον
κώδικα  ρυθμίζει  την  ένταση  και  προσθέτει  έναν  συγκεκριμένο  τύπο  reverb
effect.Μέσω των μεταβλητών  g  και  r  έχουμε πρόσβαση στα πεδία των  STK
ugen Gain  και  Nrev και ρυθμίζουμε τα πεδία με τις επιθυμιτές τιμές.Το σήμα
έχει τροποποιηθεί και μέσω του dac εξάγεται από τα ηχεία.Παράλληλα με βάση
τον  υπόλοιπο  κώδικα,αναπαράγεται  μελωδία  δομημένη  με  τις  συγχορδίες
Amin-Cmaj-Gmaj-Dmaj και τροποποιημένη με τα επιθυμητά φίλτα-ugens.\
Οι βρόγχοι χρησιμοποιούνται για την επανάληψη της μελωδίας για έναν
μεγάλο αριθμό επαναλήψεων και εντός των βρόγχων αφού έχει προηγηθεί η
ανάθεση  του  πίνακα  με  τις  νότες  κάθε  συγχορδίας  ,που  χρησιμοποιείται,σε
μετάβλητές πίνακας(η χωρητικότητα κάθε πίνακα επιστρέφεται με πρόσβαση
στο  πεδίο  .cap()).Αν ο  χρήστης  ανατρέξει  στον  κώδικα  θα  μπορέσει  να
καταλάβει σε κάθε γραμμή κώδικα τι υλοποιείται μέσα από τα σχόλια.Στην ίδια
φιλοσοφία του παραπάνω κώδικα έχουν υλοποιηθεί κώδικες εξάσκησης πάνω
στην  blues  κλίμακα καθώς και σε τρόπους παιξίματος όπως ο Δωρικός και ο
Φρύγιος.
Θα ήταν μια καλή άσκηση,ο χρήστης ,όσο εξοικειώνεται με την ταστιέρα
και  την  θεωρία  της  κιθάρας,  να  δοκιμάσει  να  μεταβάλει  τον  ρυθμό
αναπαραγωγής  των  backing-tracks  σε  αυτούς  τους  κώδικες  σε  πιο  γρήγορο
μειώνοντας  τον  χρόνο  περιόδου  απο  400::ms  σε  πιο  χαμηλές  τιμές.Ακόμα
μπορεί να δοκιμάσει να συνθέσει κώδικες  backing-tracks  μόνος του με βάση
τους κώδικες των συγχορδιών που παρέχονται για περαιτέρω εξάσκηση στις
υπόλοιπες  κλίμακες  και  τρόπους  παιξίματος  και  να  μελετήσει  και  να
χρησιμοποιήσει τους επιθυμητούς  ugens  κατά την μετατροπή του αναλογικού
σήματος σε ψηφιακό και την αναπαραγωγή των backing-tracks. 
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Ο παρακάτω κώδικας υλοποιεί καθυστέρηση στον αναλογικό παλμό 
εισόδου της χορδής.Ο χρήστης αρχικά ορίζει των αριθμό των ψηφιακών 
παλμών καθυστέρησης της εξόδου και την συχνότητα αναπαραγωγής τους και 
στην συνέχεια μέσω ενός βρόγχου στέλνει τον 1ο αναλογικό παλμό  στην θέση 
0 (ή 1ο ψηφιακός παλμός εξόδου) και μέχρι η μεταβλητή i να γίνει ίση με τον 
καθρισμένο αριθμό παλμών καθυστέρησης (d_num) εξάγονται από τα ηχεία 
για κάθε d_line[i] παλμοί. Ένα πολύ ιδιαίτερο σημείο του συγκεκριμένου 
κώδικα είναι η υλοποίηση του βρόγχου if ο οποίος επιτυγχάνει πολυπλεξία 
των γραμμών καθυστέρησης d_num[i] και d_num[i+1] για όσο το i είναι 
μικρότερο του d_num-1. Δηλαδή αν ο χρήστης ορίσει ως d_num στην αρχή 
4,με την υλοποίηση της if θα ακούει από τα ηχεία 8 παλμούς καθυστέρησης 
ενώ με την παράληψη της if θα ακούει 4.
  // Delay effect //
3 => int d_num;// number of delay lines
300::ms => dur d;  // duration of delay lines
// the main code of effect
DelayA d_line[d_num]; 
adc => NRev r => dac;
.4 => r.mix;
.5
adc => d_line[0]; //the first line is the analog sign of 
   //instrument
for (int i; i<d_num; i++) {
    d_line[i] => dac;
   
 if (i<(d_num-1)) {
       
 d_line[i] => d_line[i+1]; // multiplex the sign 
//of line i 
  //and i+1
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}                                     //the result is 2*d_num 
//delay sound signs
  
  d => d_line[i].max;
     d => d_line[i].delay;
}
// time loop
while (true) {
           second => now;
}
  Οι  παραπάνω  κώδικες  αλληλεπίδρασης  καθώς  και  οι  υπόλοιποι
παρέχονται  στον  φάκελο  3.2_Guitar-Chuck_Interaction  .  Ένα  σημαντικό
σημείο,το  οποίο  παρατηρήσαμε  κατά  την  υλοποίηση  και  την  δοκιμή  των
προγραμμάτων  σε  συνδυασμό  με  την  κιθάρα  και  την  διεπαφή,  ήταν  η
καθυστέρηση  εξόδου  του  ψηφιακού  σήματος  όταν  χρησιμοποιήσαμε
συνδεδεμένα ηχεία στο  laptop.  Παρατηρήθηκε μια σημαντική απόκλιση των
χρόνων  μεταξύ  του  αναλογικού  παλμού  εισόδου  της  χορδής  και  του
τροποποιημένου  ψηφιακού  παλμού  εξόδου.Ενώ  η  απόκλιση  στον  χρόνο
μειώθηκε,σχεδόν μηδενίστικε θα μπορούσαμε να πούμε,όταν ο παλμός εξόδου
αναπαράγονταν από τα ηχεία του laptop.Το 1ο σχήμα αναφέρεται στην πρώτη
περίπτωση με συνδεδεμένα εξωτερικά ηχεία όπου το time_range μεταξύ του
σήματος εισόδου και του σήματος εξόδου ήταν 2  second  και το 2ο σχήμα
δείχνει την δέυτερη περίπτωση κατα την οποία το σήμα εξόδου αναπαράγεται
από τα ηχεία του υπολογιστή με  time_range=0.7 second  δηλαδή σχεδόν μη
αντιλήψιμο από τον χρήστη,ο οποίος στην 1η περίπτωση με την συγκεκριμένη
απόκλιση χρόνου θα δυσκολευτεί να συγχρονιστεί πάνω στο backing-track που
ακούγεται μέσω της virtual machine (miniAudicle) κάτι το οποίο δεν συμβαίνει
στην 2η περίπτωση.
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Σχήμα 1
Σχήμα 2
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Μέσα από τις ενότητες που ακολουθούν,ο χρήστης έχοντας κατανοήσει
τις  τεχνικές  προγραμματισμού σε  Chuck  καθώς και  την  βασική θεωρία  της
ηλεκτρικής κιθάρας,θα είναι σε θέση να γνωρίσει την ψηφιακή ηχογράφηση
και  πως  μπορεί  αυτή  να  επιτευχθεί  με  την  χρήση  κατάλληλων  λογισμικών
μεταξύ κώδικα Chuck και ηλεκτρικής κιθάρας μέσω της audio interface.
3.3 Digital Recording
Στην ψηφιακή ηχογράφηση,ο ήχος καταγράφεται άμεσα σε μια συσκευή
αποθήκευσης  ως  μία  ροή διακριτών  αριθμών,δημιουργώντας  ένα  αντίγραφο
του αυθεντικού αρχικού ήχου.Αρχικά ο ήχος εισάγεται σε αναλογική μορφή
δηλαδή σαν ένα συνεχές κύμα δείγματος το οποίο πρέπει  να μετατραπεί σε
διακριτό (ψηφιοποίηση).
Κατά  την  διάρκεια  της  ηχογράφησης  ενός  αναλογικού  σήματος,η
μετατροπή  analog to digital  απεικονίζει κάθε συντεταγμένη του αναλογικού
συνεχούς  σήματος  στις  αντίστοιχες  διακριτές  ψηφιακές  (Σχήμα  1)  και
αποτελείται  από  τρεις  φάσεις:  τη  δειγματοληψία,την  κβάντιση  και  την
κωδικοποίηση.Ως  ψηφιακός  θόρυβος  ορίζεται  η  απόκλιση  μεταξύ  μιας
συντεταγμένης  του  συνεχούς  αναλογικού  σήματος  και  της  αντίστοιχης
διακριτής του ψηφιακού.
Σχήμα 1
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όπου fs είναι η συχνότητα δειγματοληψίας και  Τs = 1/fs η περίοδος,και
σύμφωνα με το θεώρημα Nyquist οι τιμές του σήματος  μέσα σε ένα χρονικό
διάστημα t υπολογίζονται με τον τύπο
Όταν η τιμή της τάσης V είναι μεταξύ του 0 και της Vmax,τότα το βήμα
κβαντοποίησης Δ είναι
Δ = Vmax/(2^N)
όπου N ο αριθμός των ψηφιακών διακριτών bits του εκάστοτε δείγματος.
 
Το  παρακάτω  διάγραμμα(Σχήμα  2)  απεικονίζει  την  διαδικασία
μετατροπής  ενός  αναλογικού  σήματος  σε  ψηφιακό  παρουσιάζοντας  τα
ενδιάμεσα στάδια.
Σχήμα 2
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Δειγματοληψία  :  Η  διαδικασία  κατά  την  οποία  ένα  σήμα  συνεχούς
χρόνου(αναλογικό)  μετατρέπεται  σε  σήμα  διακριτού  χρόνου,παίρνοντας
δείγματα του αρχικού σήματος σε διακριτές τιμές χρόνου.Οπότε αν Χα(t) είναι
η  είσοδος  στον  δειγματολήπτη,τότε  η  έξοδος  του  Xα(nT)=X(n)  όπου  Τ  η
περίοδος δειγματοληψίας.
Κβάντιση :  Η διαδικασία μετατροπής ενός σήματος διακριτού χρόνου
συνεχών τιμών σε ένα σήμα διακριτού χρόνου δικριτών τιμών (ψηφιακό).Το
κάθε δείγμα του σήματος αντιπροσωπεύεται από μια τιμή η οποία επιλέγεται
από ένα πεπερασμένο σύνολο πιθανών τιμών.Η διαφορά μεταξύ του αρχικού
μη-κβαντισμένου δείγματος Χ(n) και της κβαντισμένης εξόδου Χq(t) αποτελεί
το λεγόμενο σφάλμα κβάντισης.
Κωδικοποίηση : Κατά την διάρκεια αυτής της διαδικασίας,κάθε διακριτή
τιμή Xq(n) αντιπροσωπεύεται από έναν αριθμό αποτελούμενο από ένα σύνολο
bits ( 0 και 1).
Έχοντας  ολοκληρωθεί  η  παραπάνω  διαδικασία  με  την  χρήση  του
κατάλληλου  λογισμικού  ηχογράφησης,δημιουργείται  το  ψηφιακό  αρχείο
αναπαραγωγής στον  Η/Υ.  Το συγκεκριμένο αρχείο,που συγκροτείται  από το
σύνολο  των  bits  που  προκείπτουν  κατά  το  βήμα  κωδικοποίησης,για  να
αναπαραχθεί  από  ένα  αναλογικό  μέσο  όπως  είναι  τα  ηχεία  του
υπολογιστή,πρέπει  να  ακολουθήσει  την αντίστροφη  διαδικασία  δηλαδή να
μετατραπεί σε αναλογικό σήμα(αντιστοίχιση κάθε ψηφιακού δείγματος με μια
ηλεκτρική  στάθμη).Τη  λειτουργία  αυτή  αναλαμβάνει  ένα  ολοκληρωμένο
κύκλωμα μετατροπέα ψηφιακού σε αναλογικό σήμα  (D/A Convertion).  Αυτό
το κύκλωμα συναντάται σε κάθε συσκευή αναπαρωγής ψηφιακού ήχου(όπως οι
κάρτες  ήχου  του  Η/Υ).Ο  DAC  λαμβάνει  τα  ψηφιακά  δεδομένα  με  μια
συχνότητα ίση με αυτή που χρησιμοποιήθηκε από το ADC στην προηγούμενη
διαδικασία,και  παράγει  μια  ηλεκτρική  τάση  η  οποία  μεταβάλλεται
ανάλογα,δίνοντας  στην  έξοδο το  αναλογικό σήμα,το οποίο όταν σταλεί  στα
αναλογικά μέσα (ηχεία)  αποδίδει το αρχικό ακουστικό σήμα.Κάθε ψηφιακό
αρχείο αποτελείται από δύο μέρη,το τμήμα κεφαλίδας που περιέχει  βασικές
πληροφορίες  που  αφορούν  το  αρχείο(ρυθμός  δειγματοληψίας,εύρος
δείγματος,τύπο  συμπίεσης  κτλ.)  οι  περισσότερες  από  τις  οποίες  είναι
απαραίτητες για την ολοκληρωμένη αποκωδικοποίηση του,και το τμήμα που
περιλαμβάνει καθ'αυτή την ηχητική πληροφορία η οποία θα διαβαστεί και θα
εκτελεστεί από τις κατάλληλες συσκευές όπως υποδείχθηκε από τα στοιχεία
της κεφαλίδας κατά την αποκωδικοποίηση  
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3.4 Recording Software
Για την διαδικασία ηχογράφησης,έχουν δημιουργηθεί πολλά λογισμικά τα
οποία είναι συμβατά με  Windows,MacOS καθώς και  Linux.Κάποια από αυτά
είναι επί πληρωμή οπως είναι τα Cakewalk Sonar,Ableton,Cubase Steinberg και
Sony  Acid  καθώς  και  free  λογισμικά  σαν  τα  Audacity,Music  Editor  και
Wavepad.
Το  Audacity,το  οποίο  και  χρησιμοποιείται  στην  παρούσα
εργασία,αποτελεί  ένα  ελεύθερο λογισμικό ανοιχτού κώδικα με  αρκετά  απλο
περιβάλλον  εργασίας,λόγω της  wxWidgets  βιβλιοθήκης,για  ηχογράφηση  και
επεξεργασία μουσικής και δυνατότητα εγκατάστασης πέραν των Αγγλικών και
σε άλλες 34 γλώσσες,διαθέσιμο και για τις τρεις προαναφερθείσες πλατφόρμες
καθώς  και  αλλά  λειτουργικά  συστήματα.Το  πρόγραμμα  δημιουργήθηκε  τον
Μάιο  του  2000  από  τους  Dominic  Mazzoni  και  Roger  Dannenberg  στο
πανεπιστήμιο Carnegie Mellon.Μέχρι και τον Οκτώβριο του 2011 αποτελούσε
το ενδέκατο πιο διαδεδομένο πρόγραμμα που έκαναν download οι χρήστες από
το  SourceForge  με  76.5  εκατομμύρια  downloads  και  έχει  βραβευτεί  ως  το
καλύτερο project για πολυμέσα το 2007 και το 2009.
Στο λειτουργικό κομμάτι,το Audacity μπορεί να ηχογραφήσει ταυτόχρονα
από πολλαπλές πηγές καθώς και να χρησιμοποιηθεί για την επεξεργασία κάθε
μορφής ήχου καθώς και για την ηχογράφηση και μίξη ολόκληρων μουσικών
albums σε κανονικό studio.
Συγκεκριμένα μπορούν να εισαχθούν καθώς και να εξαχθούν αρχεία ήχου
της  μορφής  WAV,AIFF,MP3(μέσω  του  LAME  κωδικοποιητή  ο  οποίος
παρέχεται  ξεχωριστά)Ogg  Vorbis  και  όλες  τις  μορφές  αρχείων  που
υποστηρίζονται  από  την  libsandfile βιβλιοθήκη  του  προγράμματος.Όλες  οι
εκδόσεις μέχρι και την 1.3.2,υποστήριζαν αρχεία τύπου  FLAC.Από την 1.3.6
έκδοση και μετά υποστηρίζονται επιπλέον μορφές όπως οι  WMA,AAC,AMR
καθώς και AC3 μέσω της FFmpeg βιβλιοθήκης.
Ο  χρήστης  έχει  την  δυνατότητα  να  παίξει  μουσική  πάνω  σε
ηχογραφημένα backing tracks με δυνατότα πολυκαναλικής επαναηχογράφησης
και  επεξεργασίας  του  αρχείου  που  προκείπτει  (αντιγραφή,περικοπή  και
διαμόρφωση σημείων στην  κυματομορφή).Επίσης  το  Audacity  παρέχει  έναν
μεγάλο αριθμό ψηφιακών effects καθώς και την επέκταση αυτών με την χρήση
της  γλώσσας  προγραμματισμού  για  μουσική  σύνθεση  Nyquist η  οποία
βασίζεται στα πρότυπα της γλώσσας Lisp.
To  Audacity  διαθέτει  έναν  αλγόριθμο  εύρεσης  πάυσεων  μεταξύ
κομματιών  που  χρησιμοποιείται  για  την  αποθήκευση  κάθε  κομματιού-
τραγουδιού  σε  ξεχωριστό  αρχείο.Αυτό  δίνει  την  δυνατότητα  αυτόματης
μετατροπής αναλογικών κασσετών σε ψηφιακή μορφή.
121
Institutional Repository - Library & Information Centre - University of Thessaly
09/12/2017 10:18:43 EET - 137.108.70.7
Επιπλέον  δυνατότητες  που  παρέχει  το  πρόγραμμα  είναι  η  φασματική
επεξεργασία ήχου με την χρήση του μετασχηματισμού Fourier,η δυνατότητα
αφαίρεσης  θορύβου  καθώς  και  η  λεπτομερής  ρύθμιση  της  ταχύτητας
παιξίματος κρατώντας σταθερό τον ρυθμό-τόνο(για συγχρονισμό κυρίως  ήχου
με κινούμενη εικόνα).
Στα αρνητικά του προγράμματος είναι το ότι υποστηρίζει μόνο 32-bits
VST(Virtual  Studio  Technology)  effects ήχου  με  έλλειψη  σε  64-bit  ή  VST
μουσικά  όργανα  και  effects  πραγματικού  χρόνου.Επίσης  όπως
προαναφέρθηκε,το Audacity για να υποστηρίξει αρχεία τύπου WMA ,AAC και
AC3  θα  πρέπει  να  συμπεριληφθεί  και  η  βιβλιοθήκη  FFmpeg.Ακόμα,όσο
εύκολο  φαίνται  να  αφαιρέσεις  τα  φωνητικά  από  ένα  τραγούδι  για  την
δημιουργία  karaoke-κομματιού,η  διαδικασία  μέσω  του  προγράμματος
απαρτίζεται από πολλά βήματα με απαραίτητη και την χρήση της αφαίρεσης
θορύβου.
Οι  σχεδιαστές  του  Audacity  θέλοντας  το  πρόγραμμα  να  γίνει  πολύ
δημοφιλές στον τομέα της εκπαίδευσης,προσπάθησαν να δημιουργήσουν ένα
λογισμικό το οιποίο θα ναι ιδιαίτερα εύχρηστο και οικείο για τους μαθητές και
τους καθηγητές.
Γενικά  το  πρόγραμμα  έχει  λάβει  διθυραμβικές  κριτικές  και  υψηλές
βαθμολογίες  κατά καιρούς από διάφορα έγκυρα μέσα πάνω στον τομέα της
μουσικής τεχνολογίας και των υπολογιστών,καθιστώντας το πολύ ψηλά στις
προτιμήσεις  εκατομμύρια  χρηστών,ανταγωνιζόμενο  άλλα  λογισμικά  ίδιας
χρήσης μεγάλων εταιριών όπως είναι το Ableton και το Cubase Steinberg.
Στιγμιότυπο κυματομορφής ηχογράφησης στο Audacity
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3.5 Guitar-Chuck Recording
Η γλώσσα  Chuck  δίνει την δυνατότητα στον χρήστη,μέσω της εντολής
rec,να ηχογραφήσει νήματα που τρέχουν παράλληλα στην  virtual machine  με
την  εκτέλεση  κώδικα  ηχογράφησης,εξάγοντας  ένα  αρχείο  της  μορφής  .wav
.Ακολούθως  δίνεται  ο  κώδικας  που  πρέπει  να  εκτελείται  ταυτόχρονα  με  το
πλήθος των νημάτων που θέλουμε να ηχογραφήσουμε.
//the parallel code for recording concurrent shreds //
// the name of the extracting file .wav
me.arg(0) => string filename;
if( filename.length() == 0 ) "rec.wav" => filename;
// pull samples from the dac
dac => Gain g => WvOut w => blackhole;
// this is the output file name
filename => w.wavFilename;
<<< w.filename() >>>;
// any gain you want for the output
.5 => g.gain;
//  temporary  workaround  to  automatically  close  file  on  
//remove-shred
null @=> w;
// infinite time loop...
// ctrl-c will stop it, or modify to desired duration
while( true ) 1::second => now;
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Στα πλαίσια της παρούσας εργασίας,σε συνδυασμό με τις ενότητες 3.1
και  3.2  ,επιλέχθηκε  ως  δείγμα  επιλέγεται  ο  κώδικας
pedatonic_scale_interaction.ck  ,με  δυνατότητα  αυτοσχεδιασμού  πάνω  σε
backing-track  που  είναι  δομημένο  πάνω στις  συγχορδίες  Αmin-Cmaj-Gmaj-
Dmaj,για  ηχογράφηση  με  εξαγώμενο  αρχείο
pedatonic_scale_improvisation.wav .Αυτό  επιτυγχάνεται  όταν  “τρέξει”  ο
χρήστης  παράλληλα  με  τον  παραπάνω  κώδικα  που  επιλέχθηκε,τον  κώδικα
record_code.ck  που βρίσκεται στον φάκελο  3.3_Guitar-Chuck_Recording  και
τον  κώδικα  αλληλεπίδρασης-αυτοσχεδιασμού(  και  έχει  παρουσιαστεί  στην
προηγούμενη σελίδα).Στον ίδιο φάκελο υπάρχει και το εξαγώμενο αρχείο .wav
με αυτοσχεδιασμό του γράφοντα πάνω στο backing-track.
Στιγμιότυπο του miniAudicle,όπου “τρέχουν” ταυτόχρονα τα 2
νήματα record_code.ck και pedatonic_scale_interaction.ck στην virtual
machine 
Να σημειωθεί ότι ο χρήστης για να ακούσει το εξαγώμενο ηχητικό αρχείο
.wav θα πρέπει να αποσυνδέσει την usb audio interface,εκτός αν έχει 
συνδεδεμένα ηχεία σ'αυτήν,διότι ο υπολογιστής χρησιμοποιεί ως μέσο 
οδήγησης ήχου την διεπαφή.
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Ακολούθως θα παρουσιαστεί η διαδικασία ηχογράφησης νημάτων Chuck,
που αναπαράγονται μέσω της virtual machine του miniAudicle,μέσω του 
Audacity.Ο συγχρονισμός της Chuck με το συγκεκριμένο πρόγραμμα 
ηχογράφησης σε λειτουργικά συστήματα όπως Lixux και MacOSX μπορεί να 
επιτευχθεί μέσω “εικονικής” σύνδεσης των audio drivers με την χρήση της 
εφαρμογής qjackctl και Jack OSX αντίστοιχα όπως παρουσιάζεται ακολούθως.
Linux
Αρχικά  ανοίγουμε  το  qjackctl  από  το  path  Applications>Sound  &  
Video>QjackCtl
Στη  συνέχεια  πριν  συνδεθούμε  στον  audio  server πατάμε  Setup  και  
επιλέγουμε  τον  σωστό  τύπο  στο  πεδίο  interface  σύμφωνα  με  τα  
χαρακτηριστικά  της  κάρτας  ήχου  που  έχουμε  καθώς  και  το  εύρος  
δειγματοληψίας.Πχ για interface τύπου “hw:0” και sample rate “48000”
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Ακολούθως πατάμε “Start” στο παράθυρο του qjackctl,και εμφανίζεται η
ένδειξη started.
Σε αυτό το σημείο ανοίγουμε το  miniAudicle  και ενεργοποιούμε την  
virtual  machine  ώστε  στις  συνδέσεις  του  Jack  να  εμφανιστεί  το  
Chuck.Πατώντας  “Connect”,μπορούμε  να  δούμε  όλες  τις  συνδέσεις  
μεταξύ του συστήματος και του miniAudicle.
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Μετά από όλη την παραπάνω διαδικασία,είμαστε έτοιμοι να ανοίξουμε το
Audacity μέσω του path Applications>Sound & Video>Audacity
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Πρώτο βήμα είναι η αλλαγή των προεπιλογών ώστε να συγχρονίσουμε το
πρόγραμμα με το  Jack,μέσω του path Edit>Preferences>Devices όπως 
φαίνεται στις 2 επόμενες εικόνες
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Αλλάζουμε  με  τις  ρυθμίσης  της  ποιότητας  ηχογράφησης  στο  πεδίο  
Quality  σύμφωνα με  το  sample  rate  που επιλέξαμε  σε  προηγούμενο  
βήμα,πχ “48000”
Για να προχωρήσουμε στο τελικό βήμα της ηχογράφησης,θα πρέπει να  
ενεργοποιήσουμε το Audacity πατώντας το κουμπί “Record”.Αν όλα τα 
βήματα  υλοποιήθηκαν  σωστά,στο  παράθυρο  των  συνδέσεων  του  
Jack,θα  πρέπει  οι  2  πρώτοι  έξοδοι  του  miniAudicle  να  είναι  
συνδεδεμένοι  με  τις  2  “PortAudio”  εισόδους  και  κατά  την  
αναπαραγωγή του νήματος στην  virtual machine  θα εμφανίζεται η  
κυματομορφή ηχογράφησης στο κανάλι του Audacity.
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MacOSX
Αρχικά  ο  χρήστης  πρέπει  να  κατεβάσει  το  Audacity  μέσω  του  link  
http://audacity.sourceforge.net/download/ (σημειώνεται  ότι  η  έκδοση  
1.2.5  δεν  συγχρονίζεται  με  το  Jack,καθώς  και  το  Jack  OSX  από  το  
http://jackosx.com/download.html ,και να επανεκκινήσει το σύστημα.
Εφόσον έχει γίνει επανεκκίνηση,ο χρήστης διαβάζει το JackPilot μέσω 
του path Applications>Jack>JackPilot
Αν είναι η πρώτη φορά που ο χρήστης διαβάζει τον Jack server,θα 
εμφανιστεί η καρτέλα ρυθμίσεων,την οποία ρυθμίζει σύμφωνα με την 
παρακάτω εικόνα.Ακολούθως πρέπει να εκκινήσει τον Jack server και να 
πατήσει το κουμπί Routing 
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Σε αυτό το σημείο,ανοίγουμε το miniAudicle και στο πεδίο preferences 
ρυθμίζουμε σαν audio input/output τον Grame:Jack Router και το εύρος
δειγματοληψίας 48000Hz
Έπειτα από τις παραπάνω ρυθμίσεις,ανοίγουμε την  virtual machine  και  
θέτουμε ένα νήμα σε λειτουργία.Θα πρέπει ο χρήστης  να ελέγξει αν  
μπορεί να δει τους κόκκινους διαύλους εισόδου-εξόδου στην καρτέλα  
διαχείρησης  των  συνδέσεων  του  Jack.  Αν  όχι,πρέπει  να  πατήσει  στο 
miniAudicle του  πεδίου  Send Ports  και  διπλό-κλικ  στο  system του  
Recieve Ports.Η συγκεκριμένη διαδικασία θα συνδέσει το miniAudicle 
στο System playback (DAC) κοκκινίζοντας την σύνδεση
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Στη  συνέχεια,ο  χρήστης  ανοίγει  το  Audacity  και  στο  πεδίο  
Preferences,ρυθμίζει  ως  audio  device  τον  Jack  Router  και  εύρος  
δειγματοληψίας  48000Hz,όπως φαίνεται στις ακόλουθες εικόνες
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Ο χρήστης κάνοντας κλικ στο miniAudicle του Send Ports και διπλό κλικ
στο  Audacity  του  Recieve  Ports,θα  μπορέσει  να  συνδέσει  τα  δύο
προγράμματα.Πατώντας το κουμπί ηχογράφησης  Record  στο Audacity,είναι
σε θέση να καταγράψει οποιδήποτε νήμα έχει τεθεί σε λειτουργία στην virtual
machine,όπως αποδεικνύει και η κυματομορφή  που εμφανίζεται στο κανάλι
ηχογράφησης
Windows
Στα  Windows  ακολουθούμε παρόμοια διαδικασία με  Linux,αφού πρώτα
έχουμε  κατεβάσει  και  εγκαταστήσει  το  Jack  για  Windows  σύμφωνα  με  τις
οδηγίες  του  site  http://jackaudio.org/jack_on_windows .Στην  συνέχεια
συνδεόμαστε  στον  Jack  server  και  μέσω  του  Setup  του Jack  control
ρυθμίζουμε κατάλληλα για  Windows τις  προεπιλογές.  Αλλάζουμε τον  driver
(ο  alsa  είναι μόνο για  linux)  και την  interface  σε αυτά που χρησιμοποιεί το
σύστημα.Όπως  και  στα  Linux,αφού  πατήσουμε  Start στο  Jack  control και
εκκινήσουμε την virtual machine,μπορούμε να δούμε,μέσω του Connect, όλες
τις  συνδέσεις του  miniAudicle  με το σύστημα.Ακολούθως για να επιτευχθεί
ηχογράφηση,ανοίγουμε το  Audacity  και ρυθμίζοντας κατάλληλα τα πεδία στο
Preferences ώστε να συγχρονιστεί το πρόγραμμα με το miniAudicle μέσω της
Jack connection,πατάμε το Record ώστε κάθε νήμα που εκτελείται στην virtual
machine  να ηχογραφείται,όπως αποδεικνύεται και από την κυματομορφή στο
κανάλι ηχογράφησης.
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Στα  πλαίσια  της  παρούσας  εργασίας,κατά  την  ηχογράφηση  μέσω
Audacity(σε  λειτουργικό  σύστημα  Windows),χρησιμοποιήθηκαν  οι  κώδικες
αλληλεπίδρασης  blues_scale_interaction και  rain_effect_interaction  η
υλοποίηση  των  οποίων  παρέχεται  στον  φάκελο
3.2_Guitar_Chuck_Interaction.Συγκεκριμένα,έχοντας  συνδέσει  την  διεπαφή
στον Η/Υ,αλλάξαμε στα Preferences του miniAudicle το Audio Input σε DigiTech
RP250 In/Out (3-USB Audio Device)  ώστε να δέχεται το αναλογικό σήμα της
κιθάρας προς επεξεργασία στον κώδικα,και εν συνεχεία αφού ενεργοποιήσαμε
την  virtual  machine,συνδέσαμε  το  Audacity  με  το  miniAudicle(όπως
περιγράφεται στις προηγούμενη σελίδα) και πατήσαμε το κουμπί  Record.Μόλις
θέσαμε  σε  λειτουργία  το  εκάστοτε  νήμα  αλληλεπίδρασης  και  παράλληλα
παίζοντας  κιθάρα,το  Audacity  ηχογραφούσε  το  ηχητικό  αποτέλεσμα  (όπως
αποδεικνύει  και  η  κυματομορφή)  εξάγωντας  ένα  αρχείο  .wav.Για  τους  δύο
παραπάνω  κώδικες  αντίστοιχα,δημιουργήθηκαν  τα  εξαγώμενα
audacity_blues_scale_improvisation.wav και
audacity_rain_effect_balland_improvisation.wav  με  κιθαριστικό
αυτοσχεδιασμό του γράφοντα πάνω σε Λα blues κλίμακα(βλ. 3.1 κεφάλαιο) με
backing-track  σε  A7-D7-E7  συγχορδίες  για  το  πρώτο  αρχείο  και  εκτέλεση
εισαγωγής γνωστής  rock  μπαλάντας (Stairway To Heaven-Led Zeppelin)  με
backing-effect ήχο βροχής για το δεύτερο αρχείο.
Στιγμιότυπο ηχογράφησης νήματος που τρέχει στην virtual machine
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