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II existe un vaste eventail de conditions pouvant induire une deficience cognitive chez un 
individu. On peut entre autres penser a la schizophrenic, la maladie d'Alzheimer, la 
deficience intellectuelle, les traumatismes craniens ou les accidents cerebro-vasculaires. 
Chacune de ces conditions afflige l'individu d'une deficience cognitive presentant des 
caracteristiques differentes, mais qui provoque souvent une certaine perte d'autonomie 
decoulant de difficultes de planification. II est fort possible que l'individu eprouve des 
difficultes a planifier correctement des activites de la vie quotidienne telles que la preparation 
des repas, les activites d'hygiene ou meme des activites de loisirs, qui peuvent etre tout aussi 
importantes pour le processus de readaptation. Un individu dans cet etat requiert une forme 
d'assistance pour lui permettre de conserver une certaine autonomic 
Une solution souvent appliquee a cette problematique est d'assigner un clinicien 
professional a un individu atteint d'une deficience cognitive. Le clinicien assiste l'individu 
en planifiant les activites pour lesquelles ce dernier eprouve des difficultes, puis en lui 
fournissant un horaire qu'il peut alors suivre pour accomplir ses activites, sans avoir eu a les 
planifier lui-meme. Cette solution permet a l'individu de rester relativement autonome. La 
tache du clinicien est cependant difficile, car un clinicien est generalement affecte a un grand 
nombre d'individus, chacun souffrant de troubles cognitifs necessitant des considerations 
particulieres au niveau de la planification des activites. 
Une orthese cognitive nominee MOBUS a ete developpee au laboratoire DOMUS dans le 
cadre de projets connexes destines a ce type de problematique. Cette orthese fournit entre 
autres des services qui permettent d'assurer la communication entre le clinicien et son patient. 
Le clinicien dispose done d'outils lui permettant de transmettre des horaires a son patient et 
de valider leur bonne execution; cependant dans son etat actuel, MOBUS n'offre aucun 
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service au clinicien lui permettant de faciliter le processus de planification en tant que tel. Le 
clinicien doit done generer manuellement des horaires pour tous ses patients, une tache ardue 
et repetitive necessitant un temps considerable dont le clinicien pourrait disposer pour fournir 
d'autres types d'assistance a ses patients ou en prendre de nouveaux en charge. 
Des recherches ont ete effectuees dans le but de fournir des services au clinicien afin 
d'alleger sa tache au niveau de la planification. Ce memoire presente la demarche et les 
resultats de ces recherches, soit l'analyse de la problematique du clinicien, le developpement 
d'un outil de planification automatique destine a soutenir le clinicien, son integration a 
l'orthese cognitive MOBUS et finalement les resultats de certaines experimentations de 
planification de cas cliniques typiques. 
Veuillez prendre note que le masculin est utilise au cours de ce memoire uniquement dans le 
but d'alleger le texte. 
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Introduction 
Ce projet de recherche s'inscrit parmi les projets en developpement du laboratoire DOMUS 
(DOmotique et informatique Mobile de l'Universite de Sherbrooke). Les recherches 
effectuees au laboratoire DOMUS gravitent autour des habitats intelligents et de 1'assistance 
aux personnes en perte d'autonomie due a une deficience cognitive. Le but de ces recherches 
est de permettre a ces personnes de conserver le plus d'autonomie possible, car il est 
generalement souhaitable qu'elles restent le plus independantes possible. On constate en effet 
que la dependance d'une personne en perte d'autonomie envers un aidant (professionnel ou 
non) engendre non seulement des couts materiels importants, mais peut egalement empirer la 
deficience cognitive dont elle souffre, ou accelerer sa progression. Le laboratoire DOMUS 
tente done de mettre en place des outils qui permettent de reduire la dependance d'une 
personne soufrrant d'un deficit cognitif envers son ou ses aidant(s), ralentissant ainsi la 
progression de son deficit cognitif ou accelerant sa readaptation. Plusieurs ortheses cognitives 
ont deja ete developpees et deployees en milieu experimental et clinique en lien avec cet 
objectif. Voyons maintenant dans quel contexte le present projet de recherche s'insere. 
Contexte 
Plusieurs types de conditions peuvent engendrer une deficience cognitive chez un individu. 
On peut entre autres penser a la maladie mentale (schizophrenic et psychose par exemple), a 
la demence reliee au vieillissement (maladie d'Alzheimer), a des accidents provoquant des 
traumas cerebraux (traumatismes craniens et accidents cerebro-vasculaires par exemple) ou a 
la deficience intellectuelle [16]. Un individu soufrrant d'une telle condition et par 
consequence d'un deficit cognitif est qualifie de patient dans la presente recherche. Le deficit 
cognitif du patient peut prendre diverses formes, soit des difficulty d'apprentissages, des 
troubles de comportement, des difficultes de resolution de problemes, des troubles de 
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memoire, et bien d'autres encore [36]. Cependant, la plupart des patients presentent des 
troubles d'organisation. Cette recherche s'interesse a ce type de difficulte cognitive. Un 
patient presentant des troubles d'organisation ne peut plus planifier ses activites de la vie 
quotidienne (AVQ) correctement, et requiert de l'assistance de la part d'un aidant s'il doit 
conserver une certaine autonomic 
Lorsque le patient n'est pas assez autonome pour demeurer seul a domicile, il habitera dans 
des residences alternatives, telles que foyer de groupe, famille d'accueil ou residence 
supervisee. Dans ces hebergements, le logeur ou psychoeducateur sera responsable de 
s'assurer d'une vie sociale active pour le patient. II planifiera des activites pour s'assurer que 
le patient realise ses AVQ, ses activites de travail et ses activites de loisirs. 
Une pratique courante dans le milieu clinique est d'assigner un aidant professionnel a un 
patient afin de l'aider a planifier ses activites. Un tel aidant est qualifie d'intervenant dans la 
presente recherche. Plusieurs patients sont generalement assignes a un intervenant 
simultanement. L'intervenant connait les particularites des deficiences cognitives de ses 
patients et la nature de leurs activites quotidiennes. Son role est de planifier des horaires pour 
les activites qui ont ete reconnues comme posant des problemes au patient. Le patient peut 
ensuite executer ces horaires et accomplir ses activites sans avoir eu a les planifier lui-meme. 
Le patient et l'intervenant doivent disposer d'une methode de communication qui permettra 
au patient d'acceder a l'assistance que son intervenant peut lui fournir. Le patient devrait 
idealement pouvoir acceder a l'assistance de l'intervenant au sein de son environnement 
usuel ainsi que lors de ses deplacements. Un systeme permettant une telle communication est 
qualifie de systeme mobile dans la presente recherche. Une orthese cognitive a &e developpee 
dans ce sens au Laboratoire DOMUS. MOBUS (MOBilite a l'Universite de Sherbrooke) est 
un systeme qui permet a l'intervenant de specifier des horaires a ses patients, et au patient de 
les consulter et d'en valider l'execution sur une plate-forme mobile, qu'il peut facilement 
transporter dans ses deplacements. MOBUS est un outil dont l'utilite et la valeur ont ete 
demontrees lors de plusieurs experimentations en milieu clinique. MOBUS fournit 
d'excellentes fonctionnalites de communication entre le patient et l'intervenant [22]. 
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Cependant, MOBUS n'offre aucun service qui supporte l'intervenant dans la planification des 
activity de ses patients. Un horaire doit etre genere manuellement par l'intervenant pour 
chaque patient sur une base reguliere (typiquement sur une base hebdomadaire). La tache est 
compliquee par le grand nombre de patients assignes a un intervenant et par le fait que le 
deficit cognitif de chaque patient force l'intervenant a tenir compte de considerations 
particulieres pour chaque horaire. 
Dans ce contexte, l'intervenant doit allouer une grande partie de son temps a la gestion des 
horaires de ses patients sur une base cas par cas. II s'agit la d'une tache ardue et repetitive 
dont l'ampleur l'empeche de consacrer plus de temps a fournir d'autres types d'assistance a 
ses patients ou a prendre de nouveaux patients a sa charge. 
Objectifs de recherche 
Nous desirons done faciliter la tache de l'intervenant en lui fournissant un outil qui lui 
permettra d'automatiser la planification d'horaire en fonction de certaines caracteristiques 
associees a chaque patient. Cet outil devrait idealement generer des horaires complets en 
fonction des caracteristiques des deficiences cognitives et des activity a accomplir de chaque 
patient, ou au moins fournir une base d'horaire que l'intervenant pourra completer. Cet outil 
devrait egalement etre en mesure de s'interfacer avec le systeme mobile, afin que les patients 
et intervenants deja habitues a utiliser ce systeme puissent aisement continuer a le faire. 
L'intervenant muni d'un tel outil pourra done allouer moins de temps a la planification 
d'horaire, temps qu'il pourra consacrer a de nouveaux patients ou a fournir une meilleure 
assistance a ceux deja a sa charge. 
Methodologie 
Nous avons suivi la methodologie suivante au cours de cette recherche et nous la 
presenterons en detail: 
• Identification des besoins du patient et par consequent de ceux de l'intervenant 
14 
• Inference des caracteristiques que le planificateur doit presenter 
• Selection d'un type de planificateur approprie 
• Implementation d'un planificateur concret (modification et adaptation du type de 
planificateur) 
• Tests sur scenarios typiques et interface avec le systeme mobile MOBUS 
Resultats 
Nous presenterons finalement les resultats de la recherche. Des scenarios typiques 
d'utilisation ont ete recueillis lors de rencontres avec des intervenants ayant participe a des 
experimentations du systeme mobile MOBUS en milieu clinique avec de veritables patients. 
Des cas d'experimentations ont ete construits a partir de ces donnees et ont ete soumis au 
planificateur implements. Nous discuterons des resultats obtenus et des futurs travaux dont 
pourront beneficier le planificateur et le systeme mobile MOBUS. 
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Chapitre 1 
Enonce de la problematique 
Notre objectif de recherche est de faciliter la tache de l'intervenant en lui fournissant un outil 
qui lui permettra d'automatiser une partie de la planification d'horaire de ses patients. Pour 
accomplir cet objectif, nous desirons implementer un planificateur capable de prendre 
automatiquement cette tache en charge. Nous devons cependant considerer le contexte 
clinique dans lequel l'intervenant et le patient evoluent presentement, ainsi que leur actuelle 
utilisation du systeme mobile MOBUS. Lorsque nous aurons examine le role de ces trois 
acteurs (intervenant, patient, MOBUS), nous pourrons alors examiner la problematique et 
definir les caracteristiques que le planificateur devra presenter ainsi que la nature de son 
integration a MOBUS. 
1.1 Le patient 
Le patient est defini comme un individu atteint d'un deficit cognitif lui ayant cause une perte 
d'autonomic 
1.1.1 Description 
Plusieurs types de conditions peuvent engendrer une deficience cognitive chez le patient. 
Dans le present contexte, la clientele generalement suivie par un intervenant peut souffrir 
d'une condition telle que [12]: 
• Pathologies psychiatriques - schizophrenic, psychose. 
• Demence reliee au vieillissement - maladie d'Alzheimer. 
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• Traumas - traumatismes craniens, accidents cerebro-vasculaires, lesions cerebrates. 
• Deficience intellectuelle - anomalies chromosomiques, malformations congenitales 
du systeme nerveux central, maladies gen&iques, etc. 
ou d'une combinaison de ces conditions. Toutes ces conditions engendrent un deficit cognitif, 
mais la nature de ce dernier peut s'averer extremement vartee. La plupart des cas presentent 
cependant au moins une forme de troubles d'organisation. Le patient eprouve des difficultes a 
planifier et done executer correctement ses AVQ. Parmi les difficultes les plus regulierement 
recensees, on retrouve [24]: 
• Prise de medication : oubli, erreur de posologie, prise du mauvais medicament. 
• Taches menageres : incapacity a realiser des taches d'entretien de la residence 
correctement ou regulierement. 
• Rendez-vous en milieu clinique : oubli, difficulte a planifier ses deplacements. 
• Hygiene : difficulte a accomplir des taches d'hygiene personnelle regulierement. 
• Loisirs organises : oubli, difficulte a planifier ses deplacements (les loisirs sont une 
partie importante du processus de readaptation dans certains cas). 
• Deplacements : difficulte" a planifier correctement un trajet entre la residence et le lieu 
d'un rendez-vous. 
Les difficultes causees par un deficit cognitif varient de patient en patient, et ne sont pas 
necessairement liees a la condition ayant provoque ce deficit. Par exemple, pour deux 
patients atteints de schizophrenic, il est possible que l'un eprouve des difficultes a accomplir 
ses taches menageres, mais soit en mesure de planifier ses deplacements correctement, alors 
que Pautre n'^prouve aucun probleme a entretenir sa residence, mais soit incapable de 
planifier le deplacement necessaire pour se rendre a un rendez-vous. II n'existe pas de profil 
typique pour un deficit cognitif, chaque cas presente ses propres particularites [9]. Un patient 
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eprouvant ce type de difficulte a perdu une partie de son autonomic II est g&ieralement 
souhaitable de permettre a un patient de garder le plus d'independance possible, en vertu du 
fait qu'extraire un patient de son environnement habituel pour l'integrer dans un milieu 
clinique ou il sera fortement encadre a generalement pour effet d'accentuer les deficits 
cognitifs ou d'en accentuer la degenerescence [28]. Le patient a cependant besoin d'une 
forme d'assistance dans la planification de ses activites pour conserver son independance. 
1.1.2 Role dans le present contexte 
Le patient en perte d'autonomie est assigne a un intervenant clinique qui lui fournira 
l'assistance necessairea la planification de ses AVQ pour lesquelles il eprouve des 
difficultes. Le patient pourra ainsi continuer a evoluer dans son environnement habituel. 
Le patient n'est pas en contact direct ou continuel avec son intervenant. II recoit l'assistance 
de son intervenant via un systeme qui permet la communication bidirectionnelle entre les 
deux acteurs. Ce systeme est mobile, et peut l'accompagner dans ses deplacements, afin qu'il 
ait acces a l'assistance de son intervenant tant a l'interieur qu'a l'exterieur de sa residence. Le 
systeme mobile permet egalement au patient d'indiquer qu'il a complete les AVQ planifiees 
par son intervenant. 
1.2 L'intervenant 
L'intervenant est defini comme un aidant professionnel auquel des patients sont assignes. 
1.2.1 Description 
L'intervenant est un professionnel en milieu clinique qui detient une connaissance 
approfondie de la clientele qu'il dessert, des conditions cliniques de celle-ci et des 
particularites des deficits cognitifs qui en resultent. II a la responsabilite d'aider ses patients a 
planifier les AVQ pour lesquelles ils eprouvent des difficultes, mais ne doit pas fournir de 
l'assistance d'une maniere qui rend ses patients dependants de cette assistance. La raison 
d'etre de l'intervenant est de permettre au patient de conserver le plus d'independance 
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possible. L'intervenant doit done fournir au patient l'assistance minimale qui lui permet 
d'accomplir les activites pour lesquelles il eprouve des difficultes. 
L'intervenant a generalement la responsabilite de fournir de l'assistance a un grand nombre 
de patients, habituellement affiiges par la meme condition (schizophrenic, deficience 
intellectuelle, etc.). 
1.2.2 Role dans le present contexte 
L'intervenant doit s'assurer que ses patients conservent le plus d'autonomie possible malgre 
leur deficit cognitif. II doit done identifier les AVQ pour lesquelles ses patients eprouvent des 
difficultes de planification et leur fournir une assistance en consequence [19]. Cette 
assistance prend generalement la forme d'un horaire hebdomadaire explicitant les activites 
identifiees comme problematiques. Un exemple est donne" a la Figure 1. 
Une fois que l'intervenant a determine la nature des besoins d'assistance d'un patient, il doit 
produire un horaire pour ce dernier sur une base hebdomadaire. La nature de ces horaires 
varie dans le temps, et comme chaque patient assigne a rintervenant presente des besoins 
typiquement differents, cette tache est laborieuse. Dans certains cas, la readaptation du 
patient peut aussi etre un objectif du travail de l'intervenant. L'intervenant cherchera a 
planifier des horaires de moins en moins detailles pour un patient, afin que celui-ci devienne 
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Figure 1 Un horaire typique planifie par l'intervenant 
20 
L'intervenant doit aussi effectuer iin suivi de ses patients pour s'assurer que l'assistance 
fournie est adequate, soit s'assurer que : 
• l'horaire fourni a un patient cible bel et bien les activites avec lesquelles ce dernier 
eprouve des difficultes 
• le patient accomplit les activites qui sont planifiees pour lui 
• l'horaire fourni est assez detaille pour permettre au patient d'etre fonctionnel, sans lui 
causer une perte d'autonomie 
L'intervenant utilise egalement le systeme mobile pour transmettre les horaires qu'il a 
planifies pour ses patients, et pour faire le suivi des activites qui ont ete completees. 
1.3 Le systeme mobile MOBUS 
Le patient et l'intervenant utilisent un systeme mobile assurant la communication 
bidirectionnelle entre les deux parties. Le patient l'utilise pour recevoir l'assistance fournie 
par son intervenant, et l'intervenant l'utilise pour transmettre son assistance a ses patients et 
effectuer un suivi des activites completees. Une implementation d'un systeme capable 
d'assurer ces services a ete developpee au laboratoire DOMUS et d^ployee en milieu 
clinique. II s'agit du systeme mobile MOBUS. 
1.3.1 Description 
MOBUS est une application client-serveur. Le serveur est concu pour etre deploye sur une 
plate-forme hardware PC de type desktop. Le client est aussi concu pour etre deploy^ sur 
desktop, mais peut egalement etre deploye sur des appareils portables ayant une capacite 
d'acces a Internet, par exemple sur un Personal Data Assistant (PDA) ou un Smartphone 
[34,35]. Le client comporte deux versions, la version intervenant et la version patient. La 
Figure 2 illustre l'architecture MOBUS. 
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Figure 2 Architecture MOBUS 
1.3.2 Role dans le present contexte 
MOBUS met en place les services necessaires a la communication entre l'intervenant et ses 
patients. 
La version intervenant permet a l'intervenant de se connecter au serveur MOBUS et d'y faire 
la gestion des ses patients, soit construire des horaires pour ses patients, les televerser au 
serveur et plus tard obtenir de l'information concernant les activites completees (ou 
negligees) par un patient en particulier. La version client permet au client de se connecter au 
serveur MOBUS et de telecharger l'horaire que son intervenant a planifie pour lui, puis d'y 
acceder dans un format rappelant un agenda. Le patient peut ensuite suivre son horaire et 
valider qu'il a accompli ses activites. Ces donnees de validation sont ensuite televersees au 
serveur MOBUS qui les rend disponibles pour l'intervenant. La Figure 3 illustre l'affichage 
des activites a accomplir tel que presents au patient. 
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Figure 3 Interface du client patient 
L'intervenant et le patient ont tous deux acces a un appareil portable, mais l'intervenant 
utilise generalement le client deploye sur une plate-forme desktop, en vertu du fait que cet 
environnement elimine plusieurs limitations au niveau de 1'interface usager, et du fait qu'un 
desktop est tres facilement accessible a partir de son environnement de travail. Les Figure 4 et 
Figure 5 illustrent les interfaces de cette version. 
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Figure 5 Interface du client intervenant (2) 
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Le patient utilise son client sur son appareil portable exclusivement, ce qui lui permet d'avoir 
acces a 1'assistance de son intervenant en tout lieu. 
MOBUS offre d'autres services, tels que la journalisation des symptomes du patient, la 
requete d'assistance en direct (bouton panique), l'aide contextuelle et la localisation GPS du 
patient. Une description plus complete est disponible en [23]. La presente recherche ne 
s'interesse qu'a la partie agenda. 
1.4 Problematique 
L'intervenant dispose d'un temps limite pour s'occuper des patients qui lui sont assignes. II 
doit planifier un grand nombre d'horaires pour des patients eprouvant des difficultes variees. 
De plus, plusieurs patients necessiteront un horaire contenant des activites similaires (prises 
de medication, entretien menager, loisirs organises par exemple), mais comme les patients 
presentent des deficits differents et evoluent dans des environnements varies, l'intervenant ne 
peut generalement reutiliser le meme horaire pour plusieurs patients, meme si ces derniers 
doivent accomplir les memes activites. Par exemple, pour deux patients devant accomplir une 
tache d'entretien menager, il est possible que l'un eprouve des difficultes a l'accomplir 
l'apres-midi, alors que l'autre eprouve des difficultes a l'accomplir une certaine journee de la 
semaine. L'intervenant doit faire la gestion de diwevses preferences associees a chaque patient 
lors du processus de planification. 
Les objectifs de readaptation compliquent egalement la situation. En effet, meme si un patient 
accompli hebdomadairement les memes activites, l'intervenant doit progressivement faire 
diminuer la quantite d'assistance qu'il lui fournit, et par consequent ne peut pas reutiliser le 
meme horaire semaine apres semaine. L'intervenant doit faire la gestion de la granularite de 
Passistance qu'il planifie pour ses patients. 
La specification des horaires au systeme mobile peut egalement s'averer difficile, comme 
chaque activite planifiee doit etre specifiee manuellement, pour chaque horaire de chaque 
patient. 
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Dans son etat actuel, MOBUS n'offre aucun service destine a aider Pintervenant a produire 
des horaires poxir ses patients. L'intervenant doit construire chaque horaire individuellement, 
puis le specifier manuellement au systeme, tout en faisant la gestion de toutes les contraintes 
et particularites mentionnees jusqu'ici. 
Ces facteurs rendent la tache de l'intervenant laborieuse et repetitive, et le force a y consacrer 
une grande partie de son temps et de ses ressources. Si l'intervenant disposait d'un outil 
prenant en charge une partie du travail de planification, il disposerait alors de plus de temps 
et de ressources, qu'il pourrait utiliser pour fournir d'autres types d'assistance a ses patients 
ou a en prendre de nouveaux a sa charge. 
1.5 Service d'aide a la planification 
Afin d'alleger la tache de l'intervenant, nous proposons le developpement d'un service qui 
facilitera le processus de planification d'horaire. Ce service prendra la forme d'un 
planificateur automatique capable de generer des horaires valides pour les patients d'un 
intervenant, ou au moins generer des horaires pouvant servir de base a l'intervenant. 
1.5.1 Role du planificateur 
Dans le present contexte, le planificateur aura la responsabilite de generer un horaire explicite 
pour un patient particulier a partir d'une specification generate des activites qu'il doit 
accomplir, des preferences de ce dernier qu'il doit tenter de respecter et du niveau de 
granularite de 1'assistance que l'intervenant desire fournir. L'horaire genere pour un patient 
est ensuite automatiquement exporte vers systeme mobile MOBUS, puis valide par 
l'intervenant. Une fois qu'un horaire a ete exporte, il se comporte exactement comme un 
horaire ayant ete entre manuellement par l'intervenant (i.e. le patient y a acces via le client 
MOBUS, l'intervenant peut consulter les informations sur les activites completers, etc.). La 
Figure 6 illustre la maniere dont le planificateur s'insere dans l'architecture MOBUS. 
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Figure 6 Le planificateur dans l'architecture MOBUS 
1.5.2 Caracteristiques du planificateur 
A la suite de 1'analyse des roles des acteurs du present contexte, nous avons presente le 
concept de planificateur automatique a des intervenants en milieu clinique utilisant deja le 
systeme mobile MOBUS. Grace a la cooperation des intervenants, nous avons pu determiner 
la nature des caracteristiques que le planificateur devrait comporter. 
1.5.2.1 Planification orientees sur les taches et notion de granularite 
Le planificateur doit 6tre oriente sur la notion de tache decomposable en sous-taches. 
L'intervenant exprime naturellement le probleme de planification d'horaire d'une maniere 
hi^rarchique, du haut vers le bas. Lorsque nous avons demande des exemples de planification 
pour un patient aux intervenants, nous avons obtenu des reponses telles que : 
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« Mon patient a un rendez-vous a la clinique. II devra premierement se preparer a sortir, puis se 
rendre a la clinique. Son rendez-vous est le matin, il devra done s'habiller. Pour se rendre a la 
clinique, il devra prendre le bus. » 
et ainsi de suite. On remarque qu'il est facile de deduire une hierarchie de taches a accomplir 
a partir de cet enonce, tel qu'illustre par la Figure 7 
Figure 7 Une hierarchie de taches simple 
II n'est pas necessaire que le planificateur soit oriente vers des buts a accomplir. 
L'intervenant planifie typiquement un horaire pour faire accomplir a son patient certaines 
taches precises et connues (par exemple, prendre deux douches par semaine), et non pas pour 
lui faire atteindre un certain but (par exemple, etre propre a la fin de la semaine). Les buts 
sont implicites et peu interessants pour l'intervenant. 
Les objectifs de readaptation et les particularites de chaque patient rendent la notion de 
granularite tres interessante pour l'intervenant. Pour les raisons presentees dans la description 
des acteurs, l'intervenant doit souvent planifier des horaires plus ou moins detailles 
accomplissant la meme tache pour un ou plusieurs patients. II doit presentement generer des 
horaires differents pour chaque cas. Un planificateur permettant de presenter un horaire 
accomplissant les memes activites mais avec des niveaux de granularite differents permettrait 
a l'intervenant de reutiliser le meme horaire plusieurs fois. 
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1.5.2.2 Contraintes temporelles 
L'intervenant considere le temps comme une grille horaire representant une semaine. La 
duree des blocs horaires peut varier, mais des blocs discrets de 15 minutes sont geneialement 
utilises. Une duree est associee a chaque activite planifiee. Certaines activites peuvent etre 
considerees comme ayant une duree inferieure a un bloc horaire, et dans certains cas, il est 
possible de planifier plusieurs activites dans le meme bloc horaire. Les contraintes 
temporelles suivantes doivent aussi pouvoir etre exprimees : 
• une tache doit etre planifiee a un moment precis dans la grille horaire 
• une tache doit etre planifiee dans un intervalle particulier (jour de la semaine, soir, 
matin, etc.) 
• une tache doit etre planifiee avant/apres une autre tache 
• deux taches doivent etre executees le meme jour de la semaine 
• deux taches doivent etre planifiees l'une immediatement apres Pautre 
Le planificateur peut done consid£rer le temps comme discret et representant une periode 
hebdomadaire (l'intervenant ne planifie pas sur une base mensuelle, par exemple). Le 
planificateur doit pouvoir permettre l'expression des types de contraintes temporelles 
illustrees. 
1.5.2.3 Preferences associees au patient 
Tel que presente dans la description des acteurs, l'intervenant doit tenir compte de certaines 
preferences associees au patient lors du processus de planification. Bien qu'il ne soit pas 
absolument necessaire pour l'intervenant de respecter ces preferences lors de la planification 
d'un horaire pour un patient, il est souhaitable qu'il le fasse. Un horaire respectant les 
preferences associees a un patient a en effet beaucoup plus de chance d'etre respecte par ce 
dernier. Le planificateur doit done pouvoir exprimer cette notion de preferences, soit une 
contrainte qu'il doit tenter de respecter, mais qui peut etre relaxee s'il est impossible de 
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generer un horaire la respectant. Les contraintes temporelles mentionnees plus haut doivent 
pouvoir etre exprimees en tant que preferences. La presence d'une sous-tache dans une 
hierarchie de taches doit aussi pouvoir etre exprimee comme une preference. Par exemple, 
l'intervenant sait que son patient eprouve des problemes de concentration. II va d'abord tenter 
d'inclure une periode de repit entre deux activites considerees comme difficiles, afin de 
reposer son patient, s'il est possible de le faire. S'il est impossible d'inclure une periode de 
repit, l'intervenant fournira a son patient un horaire contenant seulement les deux activites 
considerees comme difficiles. L'horaire accomplira tout de meme les activites desirees, mais 
aura moins de chance d'etre respecte par le patient. 
Le planificateur doit se comporter de maniere similaire, soit d'abord tenter de respecter toutes 
les preferences specifiees, puis graduellement les lever si elles sont impossibles a respecter. 
1.5.2.4 Autres considerations 
Les performances quant au temps d'execution du planificateur ne sont pas un facteur 
determinant. L'intervenant planifie en effet les horaires de ses patients sur une base 
hebdomadaire, jamais en tant r6el ou dans un contexte qui necessite un temps de reponse 
extremement court. Les performances doivent neanmoins rester raisonnables. 
Les horaires generes par le planificateur doivent pouvoir etre automatiquement exportes vers 
le systeme mobile MOBUS, sans devoir etre modifies manuellement. De plus, l'insertion du 
planificateur dans rarchitecture MOBUS ne doit avoir aucune influence sur les services deja 
presents, tant du cote de l'intervenant que de celui du patient. MOBUS est deja deploye en 
milieu clinique, et l'insertion d'un nouveau service doit 6tre completement transparente pour 




Etat de Part 
Tel qu'enonce dans la definition de la probl&natique, nous desirons ajouter a l'orthese 
cognitive MOBUS un service de planification automatique. II existe cependant d'autres 
ortheses implementant des services similaires ou connexes fondes sur une relation de type 
intervenant-patient. Examinons d'abord ces ortheses afin de determiner si Putilisation de 
MOBUS est toujours justifiable dans le present contexte. 
2.1 Ortheses basees sur la planification 
2.1.1 MEMOS 
MEMOS est une application fondee sur le principe client-serveur. Le client est deploye sur 
un telephone cellulaire assigne au patient. L'intervenant definit des activites pour son patient 
en utilisant une definition de langage Extensible Markup Language (XML) [17]. 
L'intervenant peut egalement definir une retroaction au patient lors de la completion d'une 
activite, ainsi qu'une serie de rappels qui doivent etre transmis au patient par rapport a une 
activite. Le patient confirme la completion de ses activites via son client, et peut reporter une 
activite a une date ulterieure, s'il le desire. Le processus de planification survient lorsqu'une 
activite est negligee; MEMOS tente alors de repositionner l'activite en fonction de sa nature, 
sa duree et de l'horaire du patient. MEMOS utilise des techniques de planification 
specifiquement concues pour cette application. Une description complete est disponible en 
[32]. Les notions de granularite d'horaires ou de preferences associees a un patient ne sont 
pas prises en consideration. MEMOS permet cependant une gestion tres efficace des activites 
negligees par le patient. 
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2.1.2 PEAT - Planning and Execution Assistant Trainer 
PEAT est une application de gestion d'activites destinee a etre deployee sur une plate-fonne 
Pocket PC qui met en place des services de planification automatique. Une liste d'activites 
devant etre planifiees est specifiee sous la forme de scripts, auxquels sont assoctees des 
contraintes de duree et de positionnement de ces activites (exemple: telle activite dure 45 
minutes et doit etre effectuee entre 8h00 et 9h00). Les scripts peuvent etre specifies tant par 
l'intervenant que par le patient. Lorsque les scripts sont correctement definis, le systeme 
genere ensuite un horaire quotidien pour le patient. L'horaire respecte les contraintes 
specifiees, si possible. PEAT offre egalement des services d'assistance visuelle et auditive au 
patient et permet le monitoring de la completion d'activites. Des services de re-planification 
automatique sont aussi fournis; si certaines activites planifiees a un horaire ne sont pas 
completees, PEAT tente de re-planifier un horaire quotidien les incluant. Une description 
complete est disponible en [14]. La planification est basee sur un systeme d'LA developpe a la 
NASA et nomme PROgram Planning and Execution Language [13]. Ce systeme de 
planification est base sur les buts a atteindre et a ete concu pour minimiser 1'intervention 
humaine. Les services de re-planification de PEAT sont particulierement interessants, 
notamment le fait que la re-planification prend place sur la plate-forme mobile assignee au 
patient, ce qui lui fournit une autonomic supplemental. Certains facteurs doivent cependant 
etre pris en consideration dans un contexte ou Ton minimise l'interaction humaine. Ces 
considerations font l'objet d'une discussion au chapitre 5. Les notions de granularite 
d'horaires ou de preferences associees a un patient ne sont pas prises en consideration. 
2.1.3 Autominder 
Autominder est une orthese cognitive basee sur une philosophic differente de celles 
mentionnees jusqu'ici. Autominder ne cherche pas a fournir un horaire de type agenda au 
patient. Le systeme vise plutot a analyser 1'execution d'un plan par le patient en temps reel, 
puis a lui fournir des rappels et a le motiver a accomplir les activites pour lesquelles 
Autominder a detecte la possibility de non completion, ou une autre forme de situation 
problematique prenant en consideration la definition d'horaire du patient et la nature de son 
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deficit cognitif. Autominder a d'abord ete concu pour etre deploye sur un robot mobile, dans 
le cadre du projet Nursebot [26], mais le systeme pourrait clairement etre adapte a d'autres 
plates-formes, telles que des appareils portables [25]. Les mecanismes de description des 
troubles cognitifs d'Autominder peuvent s'averer interessants, en particulier au niveau de la 
specification de preferences associ6es au patient. Aucune notion de granularity au niveau de 
l'horaire n'est prise en consideration. 
2.1.4 Conclusion 
Toutes les ortheses cognitives mentionnees ci-haut mettent l'accent sur la planification d'un 
horaire pour le patient, mais n'accordent que peu d'attention a soutenir l'intervenant dans un 
contexte d'elaboration de plan en initiative mixte. Bien que la gestion de preferences soit 
supportee dans certaines d'entre elles, il reste qu'aucun mecanisme de profilage de patients 
n'est mis en place, et que les preferences ne peuvent etre gerees sur une base patient par 
patient. L'orthese cognitive MOBUS a quant a elle ete fondee sur l'hypothese que 
l'intervenant devra fournir de l'assistance a plusieurs patients ayant des profils differents. Les 
infrastructures requises pour en faire la gestion sont deja en place. De plus, MOBUS est deja 
deploye dans la population cible de notre problematique, et cette derniere est deja a l'aise 
avec son utilisation. II est done logique de considerer MOBUS comme orthese cognitive dans 
le present contexte. 
2.2 Planificateurs 
Plusieurs types d'algorithmes peuvent etre utilises pour effectuer la planification d'un horaire 
de type agenda. Examinons les solutions classiques, ainsi que leur forces et faiblesses par 
rapport a la problematique enoncee. 
2.2.1 Exploration de Pespace d'etats 
Les algorithmes d'exploration de l'espace d'etats tel que A-star [29] et Forward/Backward 
Search [31] peuvent etre utilises pour effectuer une planification. II suffit de definir une serie 
d'operateurs representant des actions, un etat initial et un etat but a atteindre, puis de lancer le 
33 
processus d'exploration. Des mecanismes d'heuristique peuvent accelerer 1'exploration. Des 
planificateurs ont deja ete construits sur ces techniques, par exemple STRIPS [5]. 
Ces techniques ont l'avantage d'etre extremement simples a impl&nenter. Cependant, elles 
sont generalement peu performantes par rapport aux autres techniques presentees. De plus, il 
peut etre difficile d'exprimer les problemes du present contexte en une serie d'operateurs 
accomplissant un but, puisque les buts sont implicites et peu interessants pour Pintervenant. 
Le concept de preference y est egalement difficile a exprimer. 
2.2.2 Problemes a satisfaction de contraintes (constraint satisfaction 
problems) 
On peut d f^inir un probleme a satisfaction de contraintes (CSP) comme une serie de variables 
libres auxquelles un certain nombre de valeurs peuvent etre affectees. Des contraintes 
peuvent ensuite etre definies pour chaque variable [33]. Resoudre le probleme revient a 
trouver une assignation de valeurs qui respecte toutes les contraintes specifiees. Des 
techniques d'exploration tres performantes existent pour resoudre ce type de problemes, par 
exemple la propagation de contraintes Forward Checking, la selection Minimum Remaining 
Values et la selection Least Constraining Value [30]. 
La generation d'une grille horaire peut aisement se reduire a un CSP, il suffit de definir une 
serie de variables representant les blocs de la grille horaire, et des activites pouvant les 
occuper. On specifie ensuite les contraintes pour chaque activite. 
Des systemes de gestion d'agenda ont deja &e construits a partir de ces techniques, telles que 
SelfPlanner [27]. 
Les techniques de resolution de CSP sont tres bien adaptees a la recherche d'une solution 
respectant des contraintes et elles sont relativement simples a implementer. Dans le present 
contexte, elles peuvent etre adaptees pour admettre des contraintes optionnelles (preferences). 
Cependant, les techniques de resolution de CSP n'effectuent pas de planification en tant que 
telle, elles ne font qu'assigner des valeurs a des variables en cherchant a respecter les 
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contraintes specifiees. II peut etre difficile d'exprimer certaines situations du present 
contexte. 
2.2.3 Planification avec logique temporelle {temporal logic planning) 
La planification avec logique temporelle (TLP) est une technique de planification basee sur la 
technique d'exploration de l'espace d'etats Forward Search [1]. TLP met en place un 
mecanisme permettant d'orienter la recherche. Des strategies de recherche sont definies au 
moyen d'expressions de type Linear Temporal Logic. Lors de la recherche, ces expressions 
sont evaluees afin de determiner si l'exploration peut continuer a progresser a partir d'un etat, 
i.e. s'il est possible de respecter les strategies specifiees. L'exploration des sous-espaces 
d'etats respectant les strategies specifiees est favorisee, ce qui mene a la decouverte d'un plan 
plus rapidement qu'une exploration non orientee. 
TLPlan [2] est un planificateur tres performant qui a ete construit a partir de ces techniques. 
De par le fait qu'elles reposent sur la logique temporelle, les techniques de planification TLP 
peuvent naturellement etre etendues pour faire la gestion de contraintes temporelles. Une 
solution a egalement ete proposee pour faire la gestion de preferences [3]. Cette solution a 
l'interessante particularite de trouver un plan respectant une quantite optimale de preferences 
specifiees. 
Cependant, les performances remarquables des techniques de planification TLP reposent sur 
une bonne definition de strategic de recherche. En l'absence d'une bonne strategic, les 
performances sont reduites a celles des techniques classiques d'exploration de l'espace d'etat. 
De plus, les techniques de planification TLP restent orient^es sur la recherche d'un etat but; 
dans le present contexte la planification orientee sur les buts est peu interessante car elle va a 
contresens du raisonnement naturel de l'intervenant. 
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2.2.4 Planification avec reseaux de taches hierarchisees (hierarchal task 
networks) 
La planification avec reseaux de taches hierarchisees (HTN) est vine technique de 
planification qui presente la particularite interessante d'exprimer ses operateurs de 
planification comme une serie de methodes qui peuvent etre appliquees a des taches que Ton 
desire planifier [8]. Le processus de planification applique une methode a une tache, ce qui la 
decompose en sous-taches qui doivent elles-memes etre planifiees, puis applique d'autres 
methodes a ces sous-taches et ainsi de suite jusqu'a ce qu'il ne reste aucune tache a 
decomposer, et qu'un plan soit par consequent trouve. Des planificateurs complets bases sur 
la planification HTN ont deja ete construits, notamment pour considerer des problemes 
generiques tel que SHOP2 [20], ou pour considerer des problemes precis incluant des 
contraintes temporelles complexes tel que Con/Plan [4]. 
Le processus de decomposition d'une tache de haut niveau en sous-taches qui doivent etre a 
leur tour decomposers est remarquablement proche du processus de planification manuel de 
l'intervenant tel que presente en 1.5.2.1. 
HTN offre egalement un mecanisme naturel pour generer des plans avec divers niveaux de 
granularity. Lors du processus de planification, lorsqu'une methode est appliquee a une tache, 
les sous-taches en resultant peuvent etre marquees de la tache ayant provoque leur creation. 
Ceci est repute au fur et a mesure du processus, de sorte que le plan final contiendra des 
operateurs qui peuvent etre associes aux taches de haut niveau ayant mene a leur insertion 
dans le plan. Avec cette information en main, il est desormais possible de presenter le plan 
avec un niveau configurable de granularite, en regroupant les operateurs selon une ou 
plusieurs taches de haut niveau. Ceci permet de reutiliser le meme plan dans divers scenarios. 
De plus, ralgorithme HTN peut etre facilement etendu pour faire la gestion de preferences en 
considerant ces dernieres comme des priorites dans la decomposition de tache. A la definition 
d'une methode, on peut marquer une sous-tache de sorte que le planificateur tentera 
seulement de la decomposer s'il est possible de le faire. Lors du processus de planification, 
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une tache ainsi marquee sera d'abord incluse dans la decomposition, mais si cette 
decomposition mene eventuellement a un echec de la planification, un retour en arriere sera 
alors effectue et une nouvelle decomposition n'incluant pas la tache marquee sera generee. Le 
meme raisonnement peut etre applique" a la specification de contraintes. 
II faut cependant noter que la complexity de l'algorithme HTN peut rendre 1'implementation 
de ces techniques de planification plus lourde que les autres approches mentionnees. La 
specification des hierarchies de taches d^finissant bien un probleme de planification peut 
egalement s'averer lourde. 
2.2.5 Conclusion 
En considerant la presente problematique, le choix d'une technique de planification HTN 
comme base du service de planification devant etre integre a MOBUS apparait comme une 
bonne decision. II y a une forte correlation entre le raisonnement de l'intervenant et le 
processus de planification HTN, ce qui devrait faciliter son utilisation. Le processus peut 
egalement etre etendu pour accommoder les caracteristiques requises enoncees dans la 




Nous avons presente les techniques de planification HTN et les raisons pour lesquelles nous 
avons retenu ce type de solution au Chapitre 2. Nous presentons maintenant la realisation du 
planificateur concret base sur ce choix, soit les concepts de bases sur lesquels il est fonde, 
1'algorithme de planification qui en resulte, et finalement l'integration du planificateur au 
systeme mobile MOBUS. La description de Penvironnement de developpement ainsi que le 
code du planificateur tel qu'implements sont fournis a 1'annexe A 
3.1 Concepts de base 
Decrivons d'abord les concepts de base sur lesquels notre algorithme de planification est 
fonde. Nous developpons le planificateur dans un environnement oriente objet (00) [6,18], et 
nous supposons que le lecteur est familier avec ce type d'environnement. 
3.1.1 Variable 
Une variable est un objet pouvant prendre une valeur quelconque. Une variable est dite 
instanciee si une valeur lui est assignee. Une variable est dite non instanciee si aucune valeur 
ne lui est assignee. 
3.1.2 Etat 
Un etat est un objet comprenant une description d'etat et un certain nombre de parametres 
(des variables instanciees ou non), decrivant une situation quelconque. 
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3.1.3 Tache et primitive 
Une tache ou primitive est un objet comprenant un nom, un certain nombre de parametres 
(des variables instanciees ou non), decrivant une action a accomplir. Une tache est une action 
qui doit etre decomposee en sous-taches et/ou sous-primitives, alors qu'une primitive est une 
action qui ne requiert aucune decomposition pour etre realised. Une primitive comprend 
egalement une liste de pre-conditions (une liste d'etats devant etre respectes pour pouvoir 
realiser Taction), effets (une liste d'etats qui seront generes par la realisation de Taction), 
ainsi qu'une duree temporelle en nombre de blocs horaire (voir 3.1.6). La duree peut etre 
consideree comme nulle (instantanee) ou infinie. Une primitive est dite completement 
instanciee si toutes ses variables sont instanciees. 
3.1.4 Relation 
Une relation est un objet comprenant une description et un certain nombres de parametres 
(des taches ou primitives), decrivant une relation quelconque entre plusieurs taches et 
primitives. Par exemple, une tache A avant une primitive B, une tache A le meme jour qu'une 
primitive B, etc. Les relations implementees dans la version actuelle du planificateur sont 
donnees a T annexe E. 
3.1.5 Methode 
Une methode est un objet applicable a une tdche comprenant un nom, un parametre (une 
tache a decomposer), une liste de pre-conditions (une liste d'etats devant §tre respectes pour 
pouvoir appliquer la methode a la tache en parametre), une liste de sous-taches et/ou sous-
primitives decomposant la tache en parametre, ainsi qu'une liste de relations impliquant les 
sous-taches et/ou sous-primitives. Lorsqu'une methode est applique^ a une tache, cette 
derniere est decomposee en sous-tSches et/ou sous-primitives specifiees par la methode, et les 
relations specifiees par la methode sont generees. 
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3.1.6 Grille horaire 
Une grille horaire est un objet representant la tranche de temps consideree par le 
planificateur. La grille horaire constitue une discretisation du temps, soit un nombre de 
blocs horaire consecutifs representant une certaine periode. Chaque bloc horaire est considere 
comme ayant la meme duree que tous les autres. Les blocs d'une grille horaire peuvent 
contenir une ou plusieurs references a une primitive, indiquant la position de cette primitive 
dans la periode de temps discrete. Un bloc horaire peut contenir plusieurs references a des 
primitives si ces dernieres sont de duree nulle ou infinie. Un bloc horaire est considere 
comme occupe s'il contient une reference a une primitive ayant une duree autre que nulle ou 
infinie. 
3.1.7 Monde 
Un monde est un objet comprenant un etat (l'etat courant du monde), une liste de taches et de 
primitives, une grille horaire (indiquant la position des primitives du monde), ainsi qu'une 
liste de relations (les relations entre les taches et primitives du monde). Une primitive peut 
etre appliquee a un monde, ce qui modifie l'etat courant du monde en fonction de la 
definition de la primitive appliquee. Une decomposition de tache (le resultat d'une 
application d'une methode sur une tache) peut egalement etre appliquee a un monde, ce qui 
ajoute les sous-taches/sous-primitives de la decomposition ainsi que leurs relations au monde, 
et retire la tache decomposed. 
3.1.8 Plan 
Un plan est un objet comprenant une liste de primitives et une grille horaire indiquant leur 
position dans le temps. Un plan peut etre vide, i.e. ne contenir aucune primitive. Un plan peut 
etre marque comme 6tant un echec, auquel cas son contenu n'a aucune signification. Une 
primitive peut etre ajoutee a un plan, generant ainsi un nouveau plan. L'ajout d'une primitive 
a un plan marque comme un echec genere un autre plan marque comme un echec. 
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3.1.9 Preference 
Une preference est un statut qui peut etre applique a une relation, une sous-tache ou une 
primitive lors de la specification d'une methode. Un objet marque du statut de preference est 
considere comme pouvant etre ignore si n&essaire lors du processus de decomposition de 
tache. Si l'application d'une methode a une tache mene a un echec, le planificateur peut 
revenir en arriere et tenter d'appliquer la methode de nouveau en ignorant un ou plusieurs 
objet(s) marque(s) comme preference. Si une preference sur une relation est relaxee, celle-ci 
ne sera pas engendree par la decomposition de la tache. Si une preference sur une sous-tache 
ou sous-primitive est relaxee, celle-ci ainsi que toutes les relations lui faisant reference ne 
seront pas engendrees par la decomposition de la tache. 
Une priorite est associee a chaque preference. Le planificateur relaxera les preferences d'une 
m&hode dans l'ordre croissant, de la moins prioritaire a la plus prioritaire. Si plusieurs 
preferences ont le meme niveau de priorite, elles sont toutes relaxees en meme temps. II est 
important de noter que le planificateur applique d'abord une methode en incluant toutes les 
preferences, et tente uniquement de les relaxer si cela aboutit a un echec. 
Considerons un exemple afin d'illustrer le comportement du planificateur par rapport aux 
preferences. Soit la definition de methode suivante, qui decompose une tache (cleaning-








(pref take-rest (patient)) 
relations 
(precedence cleaning-kitchen cleaning-living-room) 
(pref last take-rest)) 
La sous-tache (take-rest (patient)) est marquee comme une preference, signifiant 
qu'elle peut etre omise s'il est impossible de trouver un plan l'incluant. La relation (last 
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take-rest)) indiquant que la sous-tache (take-rest (patient)) doit etre effectuee apres 
toutes les autres sous-taches est egalement marquee comme une preference, signifiant qu'elle 
peut etre relaxee s'il est impossible de trouver un plan la respectant. 
Supposons qu'au cours du processus de planification, le planificateur doive decomposer une 
tache (c leaning-apar tment ( p a t i e n t ) ) . II lui applique la methode (c lean-apar tment) 
en respectant toutes les preferences. Le processus de planification se poursuit ensuite. 
Supposons maintenant que le processus echoue: il est incapable de trouver un plan a partir de 
cette decomposition, tel qu'illustre a la Figure 8. 
(cleaning-bedroom p) 
OK OK L- OK Impossible! 
Figure 8 Une decomposition en sous-taches menant a un echec 
Le processus n'a pas ete capable de trouver une decomposition pour la sous-tache (take-
rest (patient)). Avant de conclure que l'application de la methode (clean-apartment) 
a la tache (take-rest (patient)) mene a un echec, le planificateur examinera d'abord la 
methode (clean-apartment) afin de determiner s'il est possible de relaxer une preference. 
Dans le present cas, la methode consideree contient effectivement deux preferences pouvant 
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etre relaxees. Le planificateur choisi de relaxer la relation (last take-rest)), et relance le 
processus de planification, menant a la decomposition illustrSe a la Figure 9. 
( c l e a n i n g - a p a r t m e n t p) 
( ( c l e a n - a p a r t m e n t p) ~\ 
( c l e a n i n g - b e d r o o m p) ( c l e a n i n g - l i v i n g - r o o m p! 
( c l e a n i n g - k i t c h e n p) ( t a k e - r e s t p 
L-OK OK OK OK 
Figure 9 Une decomposition en sous-taches menant a succes 
Cette fois-ci, le processus de planification se poursuit et mene a un succes. Si le processus 
avait mene" a un echec, la preference sur la sous-tache (take-rest (patient)) aurait a son 
tour ete relaxee, ce qui aurait mene a un plan dans lequel aucun repos n'est preVu lorsqu'on 
realise la tache (cleaning-apartment (patient)). Le planificateur choisit les preferences 
a relaxer en fonction d'un ordre de priorite specifie a la definition du probleme. 
3.1.10 Granularite 
Afin de pouvoir presenter un plan avec divers niveaux de granularite, le planificateur 
effectue un marquage des sous-taches et sous-primitives engendrees par 1'application d'une 
methode a une tfiche. Une sous-tache ou sous-primitive est marquee comme provenant de la 
tache l'ayant engendree. Toutes les marques sont conservees et propagees vers le bas, de 
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sorte que pour toute primitive il est possible de determiner la hierarchie de tache Payant 
engendree. 
3.2 Le planificateur 
Les concepts de base ayant ete d^finis, nous pouvons maintenant considerer le probleme de 
planification et l'algorithme a lui appliquer. 
3.2.1 Probleme de planification 
La definition d'un probleme de planification, ou domaine, correspond a la specification des 
entites suivantes: 
• une configuration de grille horaire, soit la taille de la grille horaire et la tranche de 
temps qu'elle discretise 
• un bassin de methodes disponibles, soit la specification de toutes les methodes 
pouvant etre utilisees pour decomposer des taches dans le processus de planification 
• un monde initial, soit un monde representant l'etat initial et contenant la ou les taches 
initiales a realiser 
3.2.2 Algorithme 
Soit ralgorithme suivant qui retourne un plan et est appliqu6 au monde initial. Le bassin de 
methodes disponibles est considere comme global, constant et accessible a tout point de 


































si monde ne contient aucune tache 
retourne plan vide 





est une primitive 
si U est completement instanciee 
choisir S une position de la grille de monde [*] 
mondeSuivant <- monde avec U appliquee et 
positionee en S 
plan - PLANIFICATEUR(mondeSuivaiit) 
retourne U union plan 
sinon 
permute <- toutes les valeurs possibles pour 
les variables non instanciees de U 
choisir P un element de permute [*] 
U' «- P applique a U 
choisir S une position de la grille de monde [*] 
mondeSuivant <- monde avec U' appliquee et 
positionee en S 
plan «- PLANIFICATEUR(2nondeSuivant) 
retourne U union plan 
est une tache 
applicable «- toutes les methodes applicables a U 
si applicable est vide 
retourne echec 
choisir M une methode de applicable [*] 
mondeSuivant <- monde avec M applique a U 
plan <~ PLANIFICATEUR(TnondeSuivant) 
si plan est un echec 
choisir P une preference de M [*] 
MRelaxee +- M avec la preference P relaxee 




Figure 10 Algorithme de planification 
Les lignes marquees d'un [ * ] constituent des points de retour en arriere (backtracking), i.e. 
si le prochain plan genere par une selection s'avere etre un echec, une autre selection sera 
effectuee et le processus sera relance a partir de ce point. Le planificateur effectue les 
selections dans un ordre non-deterministe par defaut, mais peut etre configure pour les faire 
de maniere deterministe. Ce principe s'applique a toutes les selections sauf a la selection de 
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preference en 4.6.1. Les preferences sont toujours relaxees dans leur ordre croissant de 
priorite, de la moins prioritaire a la plus prioritaire. 
L'algorithme instancie les primitives non completement instanciees en 3.2. Les valeurs 
possibles que peuvent prendre les variables d'une primitive sont inferees a partir du monde 
courant, et toutes les permutations possibles de ces valeurs, sont ensuite calculees. 
L'instanciation ne se fait qu'au niveau des primitives, les taches ayant des variables non 
instanciees sont decomposers sans §tre instanciees. 
Le marquage des sous-taches et sous-primitives est effectue aux lignes 4.4 et 4.6.3. Une 
sous-tache ou primitive est marquee de la tache qui l'a engendr£e, et herite egalement de 
toute les marques de cette derniere. Une primitive est done marquee de toutes les taches 
l'ayant eventuellement engendree. II est done possible d'analyser un plan obtenu afin de 
presenter au patient un horaire regroupant des primitives provenant de la decomposition 
d'une meme tache. Notons que cette analyse est un processus effectue en dehors de 
l'algorithme. 
3.3 Integration au systeme mobile MOBUS 
Le planificateur dispose des services requis pour exporter un plan au systeme mobile 
MOBUS automatiquement. 
Un identifiant de patient ainsi qu'une date representant le debut de la periode de planification 
doivent etre founds au planificateur. Le planificateur convertit chaque primitive d'un plan en 
une activite dont le format est reconnu par MOBUS, s'interface ensuite directement avec la 
base de donnees utilisee par MOBUS et y exporte les activites creees. Du point de vue du 
systeme mobile, il n'y a aucune difference entre les activites creees par le planificateur et 
celles entrees manuellement par l'intervenant. Les dates de debut et de fin d'activite sont 
automatiquement inf&rees a partir de la date fournie, des positions dans la grille horaire et des 
durees des primitives du plan. 
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Le planificateur peut etre configure pour presenter un plan selon une granularite 
correspondant a une certaine tSche. Les primitives gen&ees par cette tache sont alors 
remplacees par une nouvelle primitive correspondant a la tache, dont la position et duree sont 
inferees a partir des primitives originales. 
Un plan exporte vers MOBUS de la sorte peut etre consulte par l'intervenant et le patient, 
avec les presents clients MOBUS respectifs, sans aucune modification. Les activites 
apparaissent de la meme maniere, qu'elles aient ete entrees manuellement par l'intervenant 
ou generees par le planificateur. 




Le planificateur implement^ a et6 soumis a des experimentations destinees a evaluer la 
qualite des caracteristiques qu'il devait presenter ainsi que des besoins auxquels il devait 
repondre tels que presentes dans les chapitres precedents. Les domaines de planification ont 
d'abord ete construits a partir d'un probleme jouet, soit un cas theorique tres simpliste 
destine a verifier le bon fonctionnement des fonctionnalites de base du planificateur (i.e. s'il 
existe un plan pour un domaine, peut-il le trouver, la gestion des preferences, de la 
granularite et de la planification horaire est-elle correctement effectuee, etc.). D'autres 
domaines ont ensuite ete construits a partir de scenarios d'utilisation typiques recoltes aupres 
d'intervenants ayant participe a des experimentations anterieures du systeme mobile MOBUS 
en milieu clinique. 
4.1 Cas theorique 
Nous avons debute par soumettre le planificateur a un domaine de planification theorique 
classique: la construction d'une pile de blocs. Plusieurs algorithmes de planification font 
leurs premieres preuves sur ce type de probleme, qui peut facilement etre adapte pour illustrer 
plusieurs types de contraintes de planification [11]. 
4.1.1 Domaine theorique 
Nous considerons le domaine suivant qui permet de representer des blocs de diverses 




parametres : A B 
// prend le bloc A sur la table et le depose sur le bloc B 
unstackFromBlock 
parametres : A B 
// prend le bloc A sur le bloc B et le depose sur la table 
Methodes: 
StackTwoBlocks 
Decompose : (StackTwoBlocks A B) 
Parametres : A B 
Sous-taches : (stackFromTable A B) 
Relation : nil 
// empile le bloc A sur le bloc B 
ClearBlockA 
Decompose : (clearBlock A) 
Parametres : A 
Sous-taches : nil 
Relation : nil 
// ne fait rien, le bloc A est deja libre 
ClearBlockB 
Decompose : (clearBlock A) 
Parametres : A B 
Sous-taches : (unstackFromBlock B A) 
Relation : nil 
// depile le bloc B du bloc A, liberant ainsi le bloc A 
Make3Pile 
Decompose : (make3Pile A B C ) 
Parametres : A B C 
Sous-taches : (clearBlock A) (clearBlock B) (clearBlock C) 
(StackTwoBlocks B C) (StackTwoBlocks A B) 
Relation : (before (StackTwoBlocks B C) (StackTwoBlocks A B)) 
(before (clearBlock A) (StackTwoBlocks B C)) 
(before (clearBlock B) (StackTwoBlocks B C)) 
(before (clearBlock C) (StackTwoBlocks B C)) 
// construit une pile de trois blocs, A au dessus, B au milieu 
// et C a la base 
Les pre-conditions et effets sont consequents aux operations effectuees et sont omis pour 
simplifler l'exemple. Le domaine complet tel qu'implemente est fourni a l'annexe C. 
Ce domaine extremement simple permet de creer une pile de trois blocs en s'assurant d'abord 
que les trois blocs sont libres, puis en empilant le deuxieme sur le troisieme et finalement le 
premier sur le deuxieme. Notons que de par cette specification, pour empiler deux blocs, le 
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bloc a deplacer doit se trouver sur la table. Rappelons qu'il ne s'agit pas d'un domaine 
complet ou peraiettant de trouver un plan optimal, simplement d'un outil qui permet de 
valider le bon fonctionnement du planificateur. 
Nous construisons ensuite sept scenarios bases sur ce domaine. Pour chaque scenario, la 
configuration initiale du monde est telle qu'illustree par la Figure 11. 
E) 
BBEIPD 
N : Noir Be : Bleu 
R : Rouge Be : Blane V : Vert 
Figure 11 Configuration initiale du cas theorique 
soit quatre blocs (blanc, bleu, noir et vert) reposant sur la table et un bloc rouge reposant sur 
le bloc bleu. Chaque scenario utilise une grille horaire constitute de 8 blocs. Cette grille 
horaire ne represente aucune tranche de temps discretisee (i.e. une journee, une heure, etc.) 
mais simplement 8 blocs de temps discret que les primitives peuvent occuper. Ce domaine 
simpliste double de cette configuration initiale limite les plans possibles pour une tache 
initiale, ce qui permet d'isoler facilement les caracteristiques du planificateur a valider. 
Le temps d'execution moyen pour 100 executions est fourni pour chaque scenario. 
L'algorithme est utilise de maniere non deterministe. L'environnement de test est decrit a 
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l'annexe B. Le surligneur dans les resultats indique qu'un bloc horaire est occupe par une 
primitive. 
4.1.1.1 Scenario theorique 1 
Nous verifions d'abord que le planificateur trouve un plan valide s'il en existe un. La duree 
des primitives est fixee a un bloc horaire. La tache initiale est fixee a (make3Piie RED BLUE 
GREEN) , soit faire une pile telle que le bloc vert est a la base, le bloc bleu repose sur le bloc 
vert et le bloc rouge repose au sommet de la pile. Nous obtenons le resultat typique : 









Found schedule in 0:00:00:032 (32 ms) 
(PRIMITIVE unstackFromBlock (&37 RED) (&33 BLUE)) 
(PRIMITIVE stackFromTable (&112 BLUE) (&113 GREEN)) 
(PRIMITIVE stackFromTable (&132 RED) (&133 BLUE)) 
qui constitue en effet le seul plan valide pour realiser la pile desiree a partir de la 
configuration initiale. 
Temps d'execution moyen: 32 ms. Sans aucune conrrainte et avec des blocs specifies, le 
planificateur trouve rapidement un horaire valide. 
4.1.1.2 Scenario theorique 2 
Nous verifions ensuite la capacite du planificateur a gerer les variables non instanciees. La 
duree des primitives est fixee a un bloc horaire. La tache initiale est fixee a (make3Piie RED 
? ?) soit faire une pile de trois blocs dont le bloc du dessus est rouge Nous obtenons le 
resultat typique: 





4: (PRIMITIVE unstackFromBlock (&5B RED) (&58 BLUE)) 
5: (PRIMITIVE stackFromTable (&80 WHITE) (&81 BLUE)) 
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6: (PRIMITIVE stackFromTable (&C3 RED) (&C4 WHITE)) 
7: 
Found schedule in 0:00:00:140 (140 ms) 
Les piles construites presentent toujours le bloc rouge au dessus et par consequent la premiere 
primitive de chaque plan genere est toujours (unstackFromBiock RED BLUE), ce qui est 
coherent avec le domaine, pour lequel il est en effet impossible d'empiler un bloc ne reposant 
pas sur la table sur un autre bloc. La couleur des deux autres blocs est aleatoire tel qu'attendu 
de la part d'un algorithme non d&erministe. 
Temps d'execution moyen: 114 ms. Une augmentation rationnelle etant donne que le 
planificateur doit desormais examiner le monde et en deduire des permutations d'instances 
pour les variables non instanciees. 
4.1.1.3 Scenario theorique 3 
Nous verifions maintenant la capacite du planificateur a effectuer Pexploration complete de 
l'espace de decomposition et a realiser qu'aucun plan valide n'existe. La duree des primitives 
est fixee a un bloc horaire. La tache initiale est fixee a (make3Piie RED BLUE RED) soit 
faire une pile de trois blocs avec 2 blocs rouges. Nous obtenons le meme r^sultat a chaque 
execution: 
PLAN: FAILED 
Found schedule in 0:00:00:359 (359 ms) 
La tache initiale est en effet impossible a realiser, le monde initial ne contenant qu'un seul 
bloc rouge. II n'existe aucun plan valide, et le planificateur le realise. 
Temps d'execution moyen: 357 ms. Le planificateur doit faire l'exploration complete de 
l'espace de decomposition pour realiser qu'aucun plan valide n'existe. On remarque que ce 
temps est considerable pour un espace si restreint. Une discussion sur les performances suivra 
au Chapitre 5. 
52 
4.1.1.4 Scenario theorique 4 
Nous verifions maintenant la capacite du planificateur a faire la gestion correcte de la grille 
horaire. Nous modifions le domaine de sorte que les seuls plans valides realisant la tache 
initiale component des primitives dont la duree cumulative excedent la taille de la grille 
horaire. La duree des primitives est fixee a trois blocs horaires. La tache initiale est fixee a 
(make3Piie RED ? ?) soit faire une pile de trois blocs dont le bloc du dessus est rouge. 
Nous obtenons le meme resultat a chaque execution : 
PLAN: FAILED 
Found schedule in 0:00:00:922 (922 ms) 
Bien qu'il existe un plan valide pour realiser la tache initiale, ce dernier doit contenir au 
minimum trois primitives en fonction de la configuration initiale du monde. Pour former une 
pile presentant le bloc rouge sur le dessus, il faudra obligatoirement depiler le bloc rouge du 
bloc bleu (car on ne peut deplacer un bloc pour l'empiler sur un autre que s'il repose sur la 
table), et par consequent, le plus court plan valide contient trois primitives, soit: 
(unstackFromBlock RED BLUE) 
(stackFromTable A B) 
(stackFromTable RED A) 
avec A et B deux blocs de couleurs differentes autre que RED. Trois primitives d'une duree de 
trois blocs horaire ne peuvent etre simultanement placees dans une grille ne contenant que 
huit blocs horaire. II n'existe done pas de plan qui puisse realiser la tache initiale et le 
planificateur le realise. 
Temps d'execution moyen: 920 ms. Le planificateur doit faire l'exploration complete de 
l'espace de decomposition ainsi que des permutations d'instances pour les variables non 
instanciees afin de realiser qu'aucun plan valide n'existe, augmentant le temps d'execution 
par rapport au scenario 3. 
Remarquons que si ce scenario est modifie pour utiliser une grille horaire de 9 blocs (ou 
plus), le planificateur trouve un plan valide, par exemple : 
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(PRIMITIVE unstackFromBlock (&3 RED) (&56 BLUE)) 
(PRIMITIVE stackFromTable (&24C BLUE) (&24D GREEN)) 
(PRIMITIVE stackFromTable (&28F RED) (&290 BLUE)) 
Found schedule in 0:00:00:078 (78 is) 
4.1.1.5 Scenario theorique 5 
Nous verifions une fois de plus la capacite du planificateur a faire la gestion correcte de la 
grille horaire. Le domaine reste le merae qu'au scenario 4.1.1.4, mais cette fois-ci il existe 
des plans valides r^alisant la tache initiale dont la duree cumulative des primitives est 
inferieure a la taille de la grille horaire. La duree des primitives est fixee a trois blocs 
horaires. La tache initiale est fixee a (make3Pile ? ? ?) soit faire une pile de trois blocs 
quelconques. Nous obtenons le resultat typique : 
Time Grid Contents: 
0: 







Found schedule in 0:00:00:219 (219 ms) 
Tel que vu au scenario 4, il est impossible de generer un plan contenant trois primitives avec 
cette configuration, et par consequent aucun plan genere ne place le bloc rouge au-dessus de 
la pile. Le planificateur trouve cependant un plan valide pour realiser une pile de trois blocs 
qu'il peut inserer dans la grille horaire. Les blocs selectionnes sont aleatoires tel qu'attendu. 
Temps d'execution moyen: 197 ms. Le planificateur risque d'explorer un grand nombre de 
decompositions qui meneront vers des plans ou il faudra empiler le bloc rouge, et qui 
contiendront done trois primitives. Ces explorations echoueront toutes, ce qui explique 
l'augmentation du temps d'execution par rapport au scenario 2, tres similaire. 
(PRIMITIVE stackFromTable (&1374 GREEN) (&1375 BLACK)) 
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4.1.1.6 Scenario theorique 6 
Nous verifions maintenant la capacite du planificateur a gerer la notion de preference. La 
duree des primitives est fixee a un bloc horaire. Nous specifions egalement une preference 
temporelle de haute priorite (mais pouvant etre relaxee) au niveau de la methode Make3Piie, 
modifiant les relations de ses sous-taches comme suit: 
Relation : (before (stackTwoBlocks B C) (stackTwoBlocks A B)) 
(before (clearBlock A) (stackTwoBlocks B C)) 
(before (clearBlock B) (stackTwoBlocks B C)) 
(before (clearBlock C) (stackTwoBlocks B C)) 
(BeginAt (stackTwoBlocks A B) 2 highPriority) 
Cette nouvelle relation indique que les primitives engendrees par la decomposition de 
(stackTwoBlocks A B) devraient commencer a la position du bloc horaire 2, si possible. La 
tache initiale est fixee a (make3Piie RED BLUE GREEN). Nous obtenons le meme resultat a 
chaque execution: 
Time Grid Contents: 
0: (PRIMITIVE unstackFromBlock (&48 RED) (&44 BLUE)) 
1: (PRIMITIVE stackFromTable (&37F BLUE) (&380 GREEN)) 






Found schedule in 0:00:00:094 (94 ms) 
II s'agit en effet du seul horaire possible respectant cette preference. Comme au scenario 1, le 
seul plan possible pour realiser la tache initiale est: 
(unstackFromBlock RED BLUE) 
(stackFromTable BLUE GREEN) 
(stackFromTable RED BLUE) 
dans cet ordre. En considerant que chaque primitive a une duree d'un bloc horaire, si on 
desire placer (stackFromTable RED BLUE) au bloc horaire 2, il s'en suit que 
( s t ackFromTab le BLUE GREEN) doit etre place au bloc horaire 1 et (uns tackFromBlock 
RED BLUE) doit etre place au bloc horaire 0. Le planificateur realise qu'il existe un horaire 
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respectant l'ordonnancement du plan et la preference temporelle specifiee, et est en mesure 
de le trouver. 
Temps d'execution moyen: 70 ms. Le planificateur requiert plus de temps qu'au scenario 1 
pour generer un plan similaire. Ceci provient du fait qu'il doive potentiellement considerer 
plusieurs positions horaires pour les primitives qui echoueront avant de trouver la 
configuration respectant la preference. 
4.1.1.7 Scenario th£orique 7 
Nous verifions finalement la capacite du planificateur a relaxer une preference, si necessaire. 
La duree des primitives est fixee a un bloc horaire. Nous specifions egalement une preference 
temporelle de haute priorite (mais pouvant etre relaxee) au niveau de la methode Make3Pile, 
modifiant les relations de ses sous-taches comme suit: 
Relation : (before (stackTwoBlocks B C) (stackTwoBlocks A B)) 
(before (clearBlock A) (stackTwoBlocks B C)) 
(before (clearBlock B) (stackTwoBlocks B C)) 
(before (clearBlock C) (stackTwoBlocks B C)) 
(BeginAt (stackTwoBlocks A B) 1 highPriority) 
Cette nouvelle relation indique que les primitives engendr^es par la decomposition de 
(stackTwoBlocks A B) devraient commencer a la position du bloc horaire 1, si possible. La 
tache initiale est fixee a (make3Pile RED BLUE GREEN) . Nous obtenons le resultat typique : 
Time Grid Contents: 
0: (PRIMITIVE unstackFromBlock (&3 RED) (&400C BLUE)) 
1: 
2: 
3: (PRIMITIVE stackFromTable (&4064 BLUE) (&4065 GREEN)) 
4: 
5: 
6: (PRIMITIVE stackFromTable (&40A2 RED) (&40A3 BLUE)) 
7: 
Found schedule in 0:00:00:391 (391 ms) 
Tel que vu au scenario 6, il est en effet impossible de positionner (stackFromTable RED 
BLUE) au bloc horaire 1, car les deux autres primitives doivent etre positionnees 
anterieurement. Le planificateur realise qu'il ne peut respecter la preference specifiee. Par 
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consequent, il la relaxe pour trouver un plan valide r^alisant la tache initiale, mais ne 
respectant pas la preference. 
Temps d'execution moyen: 331 ms. Le planificateur considere d'abord la preference comme 
une contrainte obligatoire, et doit done faire l'exploration complete du sous-espace de 
decomposition qui la respecte avant de la relaxer, d'ou l'augmentation du temps d'execution 
par rapport au scenario 6. 
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4.1.2 Resume des resultats : cas theorique 











Decouverte d'un plan valide 
variables complement 
instancies 
Decouverte d'un plan valide 
variables non instancies 
Detection de l'absence de 
plan valide 
tache initiate irr^alisable 
Detection de l'absence de 
plan valide 
tache initiale realisable, mais 
horaire impossible 
Gestion horaire 
tache initiale realisable, 
contraintes horaires 
Gestion de preferences 
preference accommodable 




Trouve le seul plan valide 
possible, genere un horaire 
correct 
Trouve un plan valide, 
variables correctement 
instanciees, gendre un horaire 
correct 
Ne trouve aucun plan valide 
(echec de planification) 
Ne trouve aucun plan valide 
(echec de planification) 
Trouve un plan valide, 
genere un horaire correct 
Trouve un plan valide, 
genere un horaire respectant 
la preference 
Trouve un plan valide, 
genere un horaire ne 



















Tableau 1 Resume des resultats - cas theorique 
Notons que la gestion de la granularite sera validee lors d'une experimentation avec le 
premier scenario clinique decrit plus bas, qui s'y prete parfaitement. 
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4.2 Cas clinique 
Ayant valide le comportement de base du planificateur grace aux tests effectues avec le cas 
theorique, nous avons ensuite construit des domaines correspondant a certains scenarios 
d'utilisation typique tels que recueillis aupres d'intervenants au cours de rencontres dans la 
phase d'identification des besoins du patient et de l'intervenant (presente au Chapitre 1). 
II est important de considerer la representation discrete du temps lors de la configuration du 
planificateur. Comme l'espace d'etats au cours du processus de planification croit (entre 
autres) en fonction de la taille de la grille horaire, il est important de choisir la taille de grille 
minimale qui represente une discretisation du temps suffisamment precise pour repondre aux 
besoins de l'intervenant. Si la taille de la grille est trop petite, l'intervenant perd la capacite 
de specifier des horaires precis, et si la taille est inutilement grande, les performances du 
planificateur ne sont plus acceptables. Les scenarios recueillis indiquent que l'intervenant 
planifie les horaires de ses patients pour une periode couvrant une semaine. Les activites sont 
habituellement dexoupees en blocs de 15 minutes, ce qui semble fournir une precision 
suffisante pour la plupart des cas. Nous utilisons done une grille horaire representant une 
semaine, soit 4 blocs par heure, 24 heures par jour, 7 jours par semaine pour un total de 672 
blocs. La semaine debute au bloc 0, soit le dimanche OhOO et se termine au bloc 671, soit le 
samedi 23h45. 
Trois domaines representant un probleme specifique ont ensuite ete construits. D'abord, la 
planification d'un deplacement entre le lieu de residence et un centre de jour. Ensuite, la 
planification d'une journee tenant compte de la prise de medicaments, des repas, d'une 
activite de loisirs et d'un rendez-vous a une clinique. Finalement, la planification d'une 
semaine complete typique tenant compte de plusieurs types d'activites. Des scenarios ont 
ensuite ete construits pour chaque domaine afin de valider certains comportements du 
planificateur. Comme pour le cas theorique, le temps d'execution moyen pour 100 executions 
est fourni pour chaque scenario. L'algorithme est utilise de maniere non deterministe. 
L'environnement de test est decrit a l'annexe B. 
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4.2.1 Domaine 1 : emplacement residence - centre de jour 
Ce domaine permet la specification d'un deplacement de la residence du patient jusqu'au 
centre de jour ou il est attendu. Le domaine specifie une hierarchie de methodes detaillee 
pour chaque etape du deplacement (prendre le tramway a partir de la residence, marcher du 
tramway a l'edifice hebergeant le centre de jour, prendre la navette de retour jusqu'a la 
residence). Cette activite est planiftee pour le dimanche et doit debuter a 9h00. Le domaine 
complet tel qu'implemente est fourni a l'annexe C. Ce type d'activite correspond au cas 
typique de readaptation, pour lequel on desire progressivement diminuerla quantite 
d'assistance fournie au patient, et permet done de valider la capacite du planificateur a gerer 
la granularite. Notons que seule la partie de la grille horaire meublee par le plan est fournie 
pour des fins de clarte. Le surligneur indique qu'un bloc est occupe par une primitive/tache. 
Contrairement au cas theorique, on associe une valeur temporelle a chaque bloc horaire (une 
heure de la journee). 
4.2.1.1 Scenario 1: detail complet 
Nous configurons d'abord le planificateur pour generer un horaire avec le plus haut niveau de 
granularite possible, soit le detail complet de l'activite. Nous obtenons le resultat suivant: 









(PRIMITIVE Aller a l'arret Tram Universite (&A PATIENT)) 
(PRIMITIVE Prendre Tram direction de Universite Claude Bernard 
(&F PATIENT)) 
(PRIMITIVE Descendre a l'Arret Feyssine (&7 PATIENT)) 
(PRIMITIVE Tourner a gauche sur Rue de la republique 
(&28 PATIENT)) 
(PRIMITIVE Tourner a droite sur la Place Jean Mace (&24 PATIENT) 
(PRIMITIVE Tourner a gauche sur la Rue Philippe Pinel 
(&1F PATIENT)) 
(PRIMITIVE Aller jusqu'au n°72 de la Rue Philippe Pinel 
(&19 PATIENT)) 





11:00: (PRIMITIVE Aller A 1'arret de la navette (&2F PATIENT)): 
(PRIMITIVE Prendre navette (&2E PATIENT)) 
11:15: 
Found schedule in 0:00:00:614 (614 ms) 
Les primitives completes pour effectuer un deplacement de la residence jusqu'au centre de 
jour sont incluses dans l'horaire. Remarquons egalement que cet horaire illustre la capacite 
du planificateur a faire la gestion de plusieurs primitives positionnees au meme bloc horaire 
(lOhOO et 1 lhOO dans le present cas) et considerees comme ayant une duree nulle (inferieure 
a un bloc horaire). Dans l'etat actuel du planificateur, deux types de primitives recoivent une 
consideration particuliere par rapport au positionnement dans la grille horaire. 
D'abord, un bloc horaire peut contenir une quantite illimitee de primitives ayant une duree 
nulle. Lors du processus de planification, on considere qu'un bloc horaire contenant une telle 
primitive peut en contenir d'autres du meme type, mais aucun autre type de primitives (par 
exemple, une primitive ayant une duree non nulle). En d'autres termes, un bloc horaire 
contenant une primitive de duree nulle est considere comme occupe, mais d'autres primitives 
de duree nulle peuvent y etre positionnees. Cette consideration est requise pour permettre la 
planification de taches ayant une duree reelle inferieure a la duree d'un bloc horaire 
(generalement 15 minutes dans les utilisations cliniques observees). Sans ce traitement 
particulier, le planificateur considererait simplement un bloc horaire contenant une telle 
primitive comme occupe, et ne pourrait y positionner d'autres primitives. Par exemple, dans 
le resultat precedent, les cinq primitives positionnees au bloc horaire de lOhOO devraient etre 
positionnees dans des blocs horaires differents. 
Ensuite, un bloc horaire contenant une primitive ayant une duree infinie (soit une duree 
particuliere representant le fait que la duree reelle de la primitive est inconnue ou sans 
importance) n'est pas considere comme etant occupe. Un tel bloc peut contenir une autre 
primitive de duree non nulle ou une serie de primitives de duree nulle (tel que presente ci-
haut) avant d'etre considere comme occupe. Un bloc horaire peut contenir plusieurs 
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primitives de duree infinie. Un tel bloc est toujours consider^ comme libre. Cette 
consideration permet la planification de taches intemporelles ou dont la duree n'a aucune 
importance. Elles sont typiquement utilisees pour representer le debut d'une tache dont la 
duree depassera l'etendue de la grille horaire et qui peut Stre interrompue en tout temps, pour 
indiquer au patient de d£buter la lecture d'un livre par exemple. 
Temps d'execution moyen: 625 ms. 
4.2.1.2 Scenario 2 : details de prise de tram omis 
Nous coniigurons ensuite le planificateur pour generer un horaire omettant les details 
necessaires pour prendre le tram. Nous obtenons le resultat suivant: 
COLLAPSING (Prendre tram jusqu'au centre) 
WEEK SCHEDULE: 
(PRIMITIVE Prendre tram jusqu'au centre (&32 PATIENT)) 
(PRIMITIVE Tourner a gauche sur Rue de la republique 
(&28 PATIENT)) 
(PRIMITIVE Tourner a droite sur la Place Jean Mace (&24 PATIENT) 
(PRIMITIVE Tourner a gauche sur la Rue Philippe Pinel 
(&1F PATIENT)) 
(PRIMITIVE Aller jusqu'au n°72 de la Rue Philippe Pinel 
(&19 PATIENT)) 
(PRIMITIVE Aller au local 505, 5eme etage (&17 PATIENT)) 
(PRIMITIVE Aller a l'arret de la navette (&2F PATIENT)) 



















Found schedule in 0:00:00:625 (625 ms) 
Les primitives accomplissant la prise du tram ne sont plus incluses dans l'horaire. Ces 
primitives originellement engendrees par la decomposition de cette tache sont remplacees par 
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celle-ci. La duree et position de la nouvelle tache sont inferees a partir des durees et positions 
de ses primitives. 
Temps d'execution moyen: 625 ms. 
4.2.1.3 Scenario 3 : details de prise de tram, de marche et de prise de navette 
omis 
Nous configurons ensuite le planificateur pour generer un horaire omettant les details 
necessaires pour prendre le tram, marcher jusqu'au centre de jour et prendre la navette de 
retour. Nous obtenons le resultat suivant: 
COLLAPSING (Prendre tram jusqu'au centre), (Marcher jusqu'au centre) AND 












11:00: (PRIMITIVE Prendre navette de retour (&34 PATIENT)) 
11:15: 
Found schedule in 0:00:00:641 (641 ms) 
Les primitives originellement engendrees par la decomposition des taches de plus haut niveau 
sont remplacees par celles-ci. 
Temps d'execution moyen: 625 ms. 
4.2.1.4 Scenario 4 : aucun detail 
Nous configurons finalement le planificateur pour generer un horaire omettant les details 
necessaires pour r£aliser la tache globale de se rendre au centre de jour . Nous obtenons le 
resultat suivant: 
63 














Found schedule in 0:00:00:615 (615 ms) 
Les taches de haut niveau originellement engendrees par la decomposition de la tache globale 
sont remplacees par celle-ci. 
Temps d'execution moyen: 625 ms. 
Le planificateur est en mesure de gerer adequatement la notion de granularite. Remarquons 
que le temps moyen d'execution n'est pas affecte par le niveau de granularite. Le 
planificateur doit en effet considerer la plus haute granularite possible afin d'examiner les 
primitives d'un tel horaire pour ensuite pouvoir inferer les durees et effets de taches de haut 
niveau a substituer. Peu importe la granularite specifiee, un horaire complet est toujours 
genere, et il est done normal que le temps d'execution ne soit pas affecte par la granularite 
desiree. 
4.2.2 Domaine 2 : journee - medication, prise de repas, autres activities 
Ce domaine permet la specification de la prise de medication et la prise de repas du patient 
pour une journee particuliere (un samedi). Le domaine specifie une hierarchie de methodes 
pour la prise de medication et des repas. D'autres hierarchies sont specifiees pour des 
activites complementaires comme des activites de loisirs ou un rendez-vous a la clinique. Des 
preferences pour chaque type d'activites sont ensuite specifiees. Le domaine complet tel 
qu'implemente est fourni a l'annexe C. Ce type de domaine correspond a la planification 
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typique de la journee d'un patient par l'intervenant. Les hierarchies d'activites et les 
preferences qui y sont associees sont independantes les unes des autres en fonction du type 
d'activites (medication, repas, loisirs, clinique, etc.). On demande au planificateur de 
construire un horaire qui les accomplira tout en respectant, si possible, les preferences 
specifiees. Ce domaine permet de valider la capacite du planificateur a faire une gestion 
correcte des preferences pour des activites n'ayant a priori aucune hierarchie commune. Les 
contraintes temporelles matin et soir sont definies telles que : 
• matin: la tache doit etre positionnee dans le deuxieme quart de la representation 
discrete de la journee, soit entre 6h00 et 1 lh45 inclusivement 
• soir: la tache doit etre positionnee dans le quatrieme quart de la representation 
discrete de la journee, soit entre 18h00 et 23h45 inclusivement 
Ces definitions de matin et soir pourraient etre modifiees en changeant la relation Timezone 
implementee dans le planificateur actuel (voir annexe E). Notons que seule la partie de la 
grille horaire meublee par le plan est fournie pour des fins de clarte. 
4.2.2.1 Scenario 1: medication, repas, loisirs, sans conflit 
Nous specifions d'abord les activites comme suit: 
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Medication 
Leponex 2 fois par jour 
Tardiferon 1 fois par jour 
Contrainte temporelle obligatoire sur Leponex: matin et soir 
Contrainte temporelle obligatoire sur Tardiferon: matin 
Preference : prise de medication a 8h00 et 19h00 
duree de 1 bloc - 15 minutes 
Dejeuner 
Contrainte temporelle obligatoire: 8h30 
duree de 2 blocs - 30 minutes 
Diner 
Souper 
Contrainte temporelle obligatoire: 
duree de 3 blocs - 45 minutes 
Contrainte temporelle obligatoire: 
duree de 4 blocs - 1 heure 
Jeu d'echecs 
Contrainte temporelle obligatoire: 
































(PRIMITIVE breakfast (&2D PATIENT)) 
(PRIMITIVE chess (&32 PATIENT)) 
(PRIMITIVE lunch (&19 PATIENT)) 
(PRIMITIVE dinner (&20 PATIENT)) 
(PRIMITIVE takeMedication (&8 PATIENT) (43 Leponex)) 
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Found schedule in 0:00:00:188 (188 ms) 
Pour chaque r^sultat, la medication et les repas sont toujours correctement positionnes aux 
memes moments, en fonction des contraintes temporelles specifiees. Le jeu d'echecs est 
toujours positionne le matin, suivant la definition de la tranche de temps matinale (second 
quart de la journee). Cette specification ne genere aucun conflit facilement soluble par le 
deplacement de l'activite jeu d'echecs. Un horaire valide respectant toutes les preferences 
specifiees existe et le planificateur le trouve. 
Temps d'execution moyen: 172 ms. 
4.2.2.2 Scenario 2 : medication, repas, avec conflit 
Nous specifions ensuite les activites comme suit: 
Medication 
Leponex 2 fois par jour 
Tardiferon 1 fois par jour 
Contrainte temporelle obligatoire sur Leponex: matin et soir 
Contrainte temporelle obligatoire sur Tardiferon: matin 
Preference : prise de medication a 8h00 et 19h00 
duree de 1 bloc - 15 minutes 
Dejeuner 
Contrainte temporelle obligatoire: 8h30 
duree de 2 blocs - 30 minutes 
Diner 
Contrainte temporelle obligatoire: 12hl5 
duree de 3 blocs - 45 minutes 
Souper 
Contrainte temporelle obligatoire: 18hl5 
duree de 4 blocs - 1 heure 
























(PRIMITIVE breakfast (&E PATIENT)) 
(PRIMITIVE lunch (&8 PATIENT)) 
(PRIMITIVE dinner (&A PATIENT)) 
(PRIMITIVE takeMedication (&1A PATIENT) (&3 Leponex) 
Found schedule in 0:00:00:234 (234 ms) 
Pour chaque resultat, la medication du matin et les repas sont toujours correctement 
positionnes aux memes moments, en fonction des contraintes temporelles obligatoires 
specifiees. II est cependant impossible de respecter la preference de prise de medication a 
19h00 puisqu'elle entre en conflit avec la contrainte temporelle obligatoire specifiee pour le 
soupera 18hl5. Le souper a effectivement une duree de 4 blocs horaires et debute a 18hl5, 
ce qui implique que cette primitive couvre les blocs horaires de 18hl5, 18h30, 18h45 et 
19h00. Le bloc horaire de 19h00 etant done occupe, il est impossible d'y positionner la 
primitive (takeMedication PATIENT Leponex), tel que la preference definie sur la prise de 
medication l'indique. 
II n'existe pas d'horaire valide respectant toutes les preferences specifiees. Le planificateur le 
realise et relaxe la preference sur la prise de medication du soir, en la positionnant ailleurs. 
Remarquons que pour chaque resultat, toutes les contraintes temporelles obligatoires sont 
toujours respectees (en particulier, la deuxieme prise de medication est toujours positionnee 
le soir, mais jamais a 19h00). Un horaire valide respectant toutes les contraintes temporelles 
obligatoires (ainsi que certaines preferences) existe et le planificateur le trouve. 
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Temps d'execution moyen: 207 ms. Le planificateur realise relativement rapidement qu'il 
doit relaxer une preference par rapport au scenario 1. 
4.2.2.3 Scenario 3 : medication, repas, loisirs, clinique, sans conflit 
Nous specifions ensuite les activites comme suit: 
Medication 
Leponex 1 fois par jour 
Tardiferon 1 fois par jour 
Contrainte temporelle obligatoire sur Leponex: matin 
Contrainte temporelle obligatoire sur Tardiferon: matin 
Preference : prise de medication a 7h30 
duree de 1 bloc - 15 minutes 
Dejeuner 
Contrainte temporelle obligatoire: 8h45 
duree de 2 blocs - 30 minutes 
Clinique 
Contrainte temporelle obligatoire: lOhOO 
duree de 10 blocs - 2 heures 30 minutes 
Jeu d'echecs 
Contrainte temporelle obligatoire: matin 
duree de 4 blocs - 1 heure 









































(PRIMITIVE takeMedication (&3D PATIENT) (&3F Leponex) 
(&40 Tardiferon)) 
(PRIMITIVE chess (&11 PATIENT)) 
(PRIMITIVE breakfast (&D PATIENT) 





Found schedule in 0:00:00:125 (125 ms) 
Pour chaque resultat, la medication du matin, le dejeuner et le rendez-vous a la clinique sont 
toujours correctement positionnes aux mdmes moments, en fonction des contraintes 
temporelles specifiees. Le planificateur positionne le jeu d'echecs d'une maniere qui 
respecte toutes les preferences et contraintes obligatoires, mais ce faisant il est possible qu'il 
choisisse un emplacement peu pratique (par exemple, 6h00). Ce scenario illustre la necessite 
d'une definition precise des preferences pour chaque activite. Nous pourrions par exemple 
definir une preference additionnelle indiquant que le jeu d'echecs doive etre positionne apres 
la prise de medicament du matin, ce qui garantirait un horaire plus realiste pour le patient 
(bien que par rapport au domaine fourni au planificateur, l'horaire genere soit parfaitement 
valide). 
Dans l'etat actuel du planificateur, les relations permettant de specifier diverses contraintes 
ont ete definies d'un point de vue d'informaticien. Avant d'utiliser le planificateur dans un 
milieu clinique, il sera important de redefinir les relations d'une maniere correspondant aux 
besoins explicites de l'intervenant. Par exemple, il serait probablement a propos de redefinir 
la contrainte temporelle matin comme specifiant que la tache doit etre positionnee entre 8h00 
et 1 lh45 inclusivement. 
Temps d'execution moyen: 120 ms. 
4.2.2.4 Scenario 4 : medication, repas, loisirs, clinique, avec conflit 








duree de 1 
Dejeuner 
Contrainte 
duree de 2 
Clinique 
Contrainte 
duree de 1 
Jeu d'echecs 
Contrainte 
duree de 8 
Preference 
fois par jour 
1 fois par jour 
temporelle obligatoire sur Leponex: matin 
temporelle obligatoire sur Tardiferon: matin 
: prise de medication a 7h30 
bloc - 15 minutes 
temporelle obligatoire: 8h45 
blocs - 30 minutes 
temporelle obligatoire: lOhOO 
0 blocs - 2 heures 30 minutes 
temporelle obligatoire: matin 
blocs - 2 heures 
: les echecs peuvent etre omis 

























(PRIMITIVE takeMedication (&4995 PATIENT) (&4998 Leponex) 
(&4999 Tardiferon)) 
(PRIMITIVE breakfast (&49A2 PATIENT)) 
(PRIMITIVE Clinic appointment with Dr. M (&499A PATIENT)) 
Found schedule in 0:00:29:204 (29204 ms) 
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Pour chaque resultat, la medication du matin, le dejeuner et le rendez-vous a la clinique sont 
toujours correctement positionnes aux memes moments, en fonction des contraintes 
temporelles specifiees. La nouvelle duree du jeu d'echecs (2 heures) le rend cependant 
impossible a positionner dans la periode matinale tel que le specifie une contrainte temporelle 
obligatoire. En effet, la presence des primitives (breakfast PATIENT) et (Clinic 
appointment with Dr. M PATIENT) (dont le positionnement est dicte par des contraintes 
temporelles obligatoires) ne laisse aucune sequence suffisamment grande de blocs horaires 
libres pour positionner la primitive (chess PATIENT) le matin (une contrainte temporelle 
dure indique que le jeu d'echecs doit etre obligatoirement positionne le matin). Dans ce 
domaine-ci, le jeu d'echecs constitue cependant une activite qui peut etre omise. Le 
planificateur le realise et g&iere done un horaire n'incluant pas le jeu d'echecs. 
Temps d'execution moyen: 28050 ms. Le planificateur considere l'entierete de la grille 
horaire lors du processus de planification, meme si des preferences ou contraintes 
obligatoires specifient qu'une primitive doit occuper une position particuliere. Le 
planificateur doit faire l'exploration complete des positions ou il est possible de placer le jeu 
d'echecs avant de realiser qu'il est impossible de generer un horaire Pincluant, et done de 
pouvoir relaxer la preference specifiant la presence du jeu d'echecs dans l'horaire. Ce 
scenario illustre une faiblesse de l'algorithme et ouvre une discussion sur les ameliorations 
possibles a lui apporter, qui font l'objet du Chapitre 5. 
4.2.3 Domaine 3 : semaine complete 
Ce domaine permet la specification de diverses activites pour la planification d'une semaine 
complete. Le domaine specifie des hierarchies de methodes pour des activites de loisirs 
(dessin et sport), des activites d'entretien (menage de la residence), des activites d'hygiene 
(douches), des activites sociales (rencontres planifiees) ainsi que des activites quotidiennes de 
routine (medication, recharge d'agenda electronique). Le domaine complet tel qu'implemente 
est fourni a Pannexe C. Ce type de domaine correspond a la planification typique d'une 
semaine d'un patient par l'intervenant. Ce domaine de synthese permet de valider la capacite 
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du planificateur a generer un horaire correspondant a des scenarios d'utilisation typique tels 
que recueillis aupres d'intervenants en milieu clinique. 
4.2.3.1 Scenario 1: semaine complete 
Nous specifions les hierarchies de methodes necessaires a la representation des activites 
suivantes: 
• prise de medication: Leponex, Tardiferon et cachet pour le ventre 
quotidiennement 
• loisirs : dessin de paysage, dessin de portrait, sport libre, piscine, badminton 
• hygiene : deux douches dans la semaine 
• entretien : menage de la residence et lessive 
• social: instance unique de rencontre a la residence, repas therapeutique et 
centre social 
• routine : tri du linge sale et recharge d'agenda quotidiennement 
Certaines preferences et contraintes obligatoires sont aussi specifiees. Certaines activites 
doivent etre accomplies a un moment particulier (piscine et badminton par exemple), d'autres 
doivent presenter un ordonnancement particulier, certaines peuvent etre deplacees (les 
douches par exemples), etc. Le planificateur est ensuite lance. Nous obtenons le resultat 
illustre a la Figure 12, presente sous forme graphique. Une grille horaire typique donnee en 
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Figure 12 Un resultat typique de la planification d'une semaine complete 
Temps d'execution moyen: 847 ms. Le planificateur dispose de la grille horaire complete 
pour positionner ses primitives et trouve un horaire valide dans un delai acceptable. 
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Les horaires generes par le planificateur pour ce domaine presentent de grandes similitudes 
avec les scenarios d'utilisation typique recueillis. lis pourraient servir de base a un 
intervenant, ou meme e"tre directement utilises pour certains patients. Remarquons que ce 
domaine peut etre etendu pour inclure des hierarchies de methodes decrivant d'autres 
activites, ou modifie afin que les hierarchies incluses soient plus ou moins detaillees. Des 
notions de granularite pourraient aussi etre utilisees. 
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4.2.4 Resume des resultats : cas clinique 
Les Tableau 2, Tableau 3 et Tableau 4 resument les resultats obtenus pour le cas clinique. 








Horaire accomplissant un 
defacement 
detail complet 
Omission des details d'une 
sous-t&che particuliere 
Omission des details de 
toutes les sous-taches 
Aucun detail, activity 
seulement 
Resultat 
G6nere un horaire valide, 
presente le detail complet 
Omet les primitives de la 
sous-t&che, presente les 
autres details 
Remplace toutes les 
primitives par leur tSche de 
plus haut niveau 
Remplace toutes les 











multiples a la 
meme position 
Inference de dur6e 
et position de la 
sous-tSche a partir 
de ses primitives 
Inference de dur^e 
et position de 
l'activite" a partir 
des primitives de 
ses sous-taches 
Tableau 2 Resume des resultats - cas clinique, domaine 1 
76 


























Genere un horaire valide, 
respecte les contraintes 
obligatoires et preferences 
G6nere un horaire valide, 
respecte les contraintes 
obligatoires mais relaxe une 
preference 
Gendre un horaire valide, 
respecte les contraintes 
obligatoires et preferences 
Genere un horaire valide, 
respecte les contraintes 













La position des 
loisirs est correcte 
mais peut s'averer 
peu pratique 






Tableau 3 Resume des resultats - cas clinique, domaine 2 
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Horaire d'une semaine 
typique, preferences et 
contraintes diverses 
Resultat 
Genere un horaire valide, 
respecte les contraintes 







typique, peut 6tre 
augmente 
Tableau 4 Resume des resultats - cas clinique, domaine 3 
4.3 Exportation vers le systeme mobile MOBUS 
Nous avons egalement valider 1'implementation de l'interface entre le planificateur et le 
systeme mobile MOBUS, afin de verifier si les horaires generes par le planificateur peuvent y 
etre correctement exportes de maniere automatique. 
Le planificateur met en place les services necessaires pour exporter les horaires generes pour 
les scenarios precedents vers le systeme mobile MOBUS. Lorsqu'un horaire hebdomadaire 
est genere, il peut ensuite etre exporte vers MOBUS pour un patient et une semaine en 
particulier. La conversion de la sortie du planificateur en un format reconnu par MOBUS 
ainsi que l'interface avec le serveur MOBUS sont automatiquement prises en charge par le 
planificateur. Une date representant le debut de la semaine desiree ainsi qu'un identifiant de 
patient doivent etre fournis au planificateur, qui se charge ensuite de creer les activity 
MOBUS a partir de Phoraire genere. L'horaire genere est considere comme representant une 
semaine complete (peu importe la taille de la grille horaire lui etant associee); les dates de 
debut et les durees des activites MOBUS sont inferees a partir de la grille horaire, de la date 
de debut de semaine et de 1'identifiant de patient fournis. Lors de la definition de domaine, il 
est possible d'attacher des informations supptementaires aux primitives et aux taches qui 
permettent de definir le titre de l'activite MOBUS qui sera finalement presente au patient via 
le client MOBUS. Par defaut, le nom de la primitive ou de la tache est utilise, mais on peut 
specifier tout autre titre voulu, ou construire des titres a partir des variables d'une primitive. 
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On pourrait par exemple configurer une primitive (PRIMITIVE takeMedication (&23D 
PATIENT) (&253 Leponex) ($254 Tardiferon)) pour afficher le titre d'activite MOBUS 
Prendre Leponex et Tardiferon plutdt que d'afficher takeMedication. 
A titre d'exemple, nous presentons les informations fournies au patient par le client MOBUS 
suite a l'exportation du domaine 1 - scenario 3 , soit l'horaire suivant : 
SUNDAY 
0 8 : 4 5 : 
0 9 : 0 0 : (PRIMITIVE. P r e n d r e : t r a m j u s q u ' a u c e n t r e (&32 PATIENT)) 
09-: 1 5 : 
0 9 : 3 0 : 
09:45':, 




11:00: .(.PRIMITIVE Prendre navette de retour (&34 PATIENT)) 
11:15: 
Le patient accede a son horaire exactement comme si chaque activite avait ete entree 
manuellement par un intervenant. II peut les visualiser, confirmer, etc, au meme titre que 
toute autre activite MOBUS. La Figure 13 illustre le cycle de vie typique d'un horaire pour le 
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Figure 13 Cycle de vie d'un horaire pour le patient 
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Notons que tout horaire genere par le planificateur peut etre exporte vers MOBUS de la 
meme maniere, incluant les plans du cas tbiorique, bien que cela n'ait aucun sens. 
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Chapitre 5 
Discussion et travaux futurs 
Pour resoudre la problematique enoncee, nous avons elabore un planificateur base sur les 
algorithmes de decomposition de hierarchies de taches. A la suite des r^sultats obtenus, nous 
discutons maintenant de la pertinence de la recherche effectuee et en faisons une critique. 
Nous presentons egalement les travaux futurs qui peuvent etre envisages. 
5.1 Contributions 
Au cours de cette recherche, nous avons etendu un algorithme de planification etabli avec des 
notions de planification dans le temps, gestion de preferences et gestion de granularite au 
niveau des taches, afin qu'il puisse etre adapte au probleme particulier de la planification 
d'horaire pour personnes atteintes de deficit cognitif. Le planificateur construit a partir de cet 
algorithme etendu a cependant et€ implements de maniere a etre decouple des domaines de 
planification qu'il considere. II pourrait aisement etre utilise pour resoudre d'autres types de 
problemes. Le cas theorique presente au chapitre 4 Pillustre bien. II y a en effet peu a faire 
pour passer de ce domaine a un domaine similaire aux problemes de Dock-Worker Robots 
[7]. 
La nature 0 0 de Penvironnement de developpement du planificateur le rend egalement 
facile a modifier afin d'exprimer de nouveaux types de relations entre les taches et primitives 
d'un domaine de planification. La nature et la quantity des relations que le planificateur peut 
considerer ne sont limitees que par les ressources materielles disponibles et les besoins du 
programmeur les implementant. Une relation definie et utilisee lors de la resolution d'un 
domaine devient disponible pour les futurs problemes de planification. 
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Par consequent, le planificateur implement^ fait preuve d'une grande fiexibilite par rapport 
aux types de problemes qu'il peut exprimer. La notion de granularite est cependant plus 
attachee a la problematique d'une population atteinte de deficits cognitifs, mais elle peut etre 
completement ignoree si elle n'est pas requise. 
Dans le present contexte d'application, le planificateur construit a ete integre a l'orthese 
cognitive MOBUS dont l'utilite a ete demontree, et qui est presentement utilisee en milieu 
clinique. MOBUS a ete construit sur le principe qu'un intervenant fournit de l'assistance a un 
grand nombre de patients et les infrastructures necessaires pour en faire la gestion sont deja 
en place. Les resultats initiaux indiquent que l'ajout de ce nouveau service d'aide a la 
planification allegera effectivement la tache de l'intervenant, lui permettant de consacrer plus 
de temps a fournir une meilleure assistance a ses patients. 
5.2 Critique 
Le choix d'un algorithme de type HTN comme premisse de recherche a permis la 
construction d'un planificateur tres flexible, tel qu'illustre" par les domaines tres varies qu'il 
peut prendre en consideration, mais cette fiexibilite a un prix. 
D'abord, la specification de domaine de planification, bien que permettant d'exprimer des 
problemes complexes, peut s'averer tres lourde. Dans l'6tat actuel de la recherche, les 
hierarchies de taches pour chaque domaine doivent etre specifiees en code JAVA respectant 
les standards et definitions d'objets (taches, primitives, methodes, relations, preferences, etc.) 
mis en place par le planificateur. Comme le reste du projet, le code requis pour definir les 
hierarchies de taches respecte les principes 0 0 et devrait pouvoir etre manipule" relativement 
aisement par un individu ayant des connaissances de programmation 00 . II est cependant 
irrealiste de supposer qu'un intervenant sera en mesure de le faire, ce qui impose la presence 
d'un informaticien a ses cotes lors des experimentations futures. Ceci pose un probleme, car 
dans le present contexte d'utilisation, l'intervenant devrait pouvoir interagir avec l'orthese 
cognitive MOBUS lui-meme, sans aucune assistance externe. 
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Ensuite, les performances en temps d'ex^cution du planificateur pourront eventuellement 
s'averer problematiques. Les performances observees lors des tests sur les scenarios typiques 
restent acceptables, mais de par la nature d'un algorithme de type HTN, a mesure que les 
domaines deviendront complexes et/ou contiendront de plus en plus de preferences generant 
des conflits, le temps requis par processus de planification convergera vers une valeur 
inacceptable. A titre d'exemple, lors du developpement, des scenarios de tests au pire cas ont 
ete construits afin d'assurer la validite du planificateur. 
Certaines definitions modestes de domaines incluant une quarantaine de taches a planifier 
pouvaient generer des temps d'execution atteignant plusieurs heures, sur les memes 
environnements de test que ceux presentes au chapitre 4, ce qui constitue un delai 
inacceptable. II est cependant important de remarquer que ces domaines ont et£ construits de 
maniere a generer des conflits au niveau des preferences de manieres a ce que le planificateur 
ne puisse trouver une solution qu'apres avoir effectue l'exploration complete de l'espace de 
decompositions et relaxe toutes les preferences possibles. En d'autres termes, la toute 
derniere decomposition exploree etait celle qui menait a un plan. II est possible que le 
planificateur trouve un plan valide pour un domaine incluant beaucoup plus de taches a 
decomposer en un temps en dessous de quelques secondes si aucun conflit ne survient ou si 
les conflits potentiels sont facilement solubles (par exemple, s'il suffit de repositionner une 
primitive a un autre bloc horaire). Comme pour toute planification HTN, une bonne 
definition de domaine est requise pour assurer un temps de planification minimal [21]. 
Cependant, dans le present contexte, l'intervenant ne devrait pas avoir a se soucier de 
contraintes d'optimisation du domaine. 
Des solutions potentielles a ces problemes sont presentees dans la prochaine section. 
Nous remarquons finalement que la plupart des scenarios typiques recueillis aupres des 
intervenants constituent des problemes qui peuvent generalement etre exprim^s comme une 
grille horaire discrete que Ton tente de remplir d'activites auxquelles sont associees certaines 
contraintes. Certains algorithmes de type CSP peuvent resoudre ces problemes d'une maniere 
extremement performante, et ont l'avantage de presenter une specification de probleme 
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g&ieralement plus simple que les algorithmes de planification. II aurait pu etre interessant de 
considerer une solution de type CSP, au prix de la perte de Pexpressivite rendue possible par 
le planificateur construit. 
5.3 Travaux futurs 
Plusieurs projets peuvent etre envisages a la suite de la presente recherche. 
5.3.1 Experimentation en milieu clinique 
La capacite du planificateur a generer des horaires correspondant aux besoins de l'intervenant 
a ete validee par des tests effectues sur des scenarios d'utilisation typiques recueillis a partir 
d'experimentations passees en milieu clinique [23]. La prochaine etape rationnelle consiste a 
mettre en place une serie d'experimentations dans ce meme milieu, avec l'orthese cognitive 
MOBUS etendue des services de planification. De telles experimentations permettront de 
valider le comportement et l'utilite du planificateur dans un veritable contexte d'utilisation 
ainsi que de cibler de nouveaux besoins de l'intervenant et d'adapter le planificateur en 
consequence. 
Avant de lancer un tel projet d'experimentation, nous devons cependant considerer la 
complexity de la specification de domaines de planification evoquee a la section precedente. 
Au cours d'une experimentation initiale, il serait acceptable d'assigner un informaticien a 
l'intervenant pour l'aider a definir les domaines de planification de ses patients, mais il serait 
plus interessant de profiter de cette occasion pour developper des outils permettant une 
specification plus facile. 
Une hierarchie de taches deja definie peut etre reutilisee dans n'importe quel domaine. Nous 
pourrions d'abord envisager un outil permettant la gestion de « librairies » de hierarchies de 
taches predefinies (hierarchie pour la medication, hierarchie pour l'hygiene, hierarchie pour 
l'entretien, etc.). L'intervenant utiliserait cet outil pour specifier quelle(s) hierarchie(s) de 
taches doivent etre planifiees pour son patient. L'outil genererait ensuite le code necessaire 
pour la specification de domaine a partir des hierarchies predefinies. 
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Cette solution serait acceptable pour des experimentations initiales. Elle est cependant limitee 
par la quantite de hierarchies pr£definies. Si l'intervenant desire specifier de nouvelles 
hierarchies de taches, le probleme de complexite apparait a nouveau. 
Idealement, le developpement d'un outil capable de prendre une specification informelle 
et/ou en langage naturel de la part de l'intervenant et de la transformer en une specification 
formelle (telle qu'utilisee par le planificateur) eliminerait completement le probleme de 
complexite. Le passage du langage naturel a une specification formelle est cependant un 
probleme extremement complexe en lui-meme [15]. 
5.3.2 Amelioration des performances 
Bien que les performances en temps d'execution du planificateur paraissent acceptables pour 
la plupart des cas d'utilisation typiques, il serait interessant d'effectuer un travail 
d'optimisation, si ce n'est que pour ameliorer le temps de reponse afin de faciliter la tSche 
l'intervenant. Nous pouvons remarquer deux points en particulier qui pourraient mener a des 
ameliorations de performance considerables 
5.3.2.1 Exploration parallele 
L'algorithme presente au chapitre 3 constirue une exploration de l'espace de decomposition 
des hierarchies de taches. L'exploration d'espace se prete bien au parallelisme. 
Lors de la selection d'un element (tache, primitive, position horaire, valeur de variable, 
methode ou preference a relaxer), il serait possible de modifier l'algorithme afin que 
plusieurs elements soient selectionnes (2, 4, 8 etc.). Un meme nombre de mondeSuivant 
pourrait ensuite etre generes, et les appels recursifs a PLANIFICATEUR en decoulant 
pourraient etre lances dans des processus concurrents. Sur une plate-forme supportant des 
processus concurrents, l'exploration complete sera acceleree. On pourrait limiter les 
explorations concurrentielles a un certain type d'element (les taches et primitives par 
exemple), afin de garder le nombre de processus concurrents plus bas. A titre d'exemple, la 
Figure 14 illustre la decomposition concurrente de deux taches. 
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selection de lache 1 et tache2 
a decomposer 
Figure 14 Exploration concurrente de deux decompositions de tache 
Le planificateur a ete implements en JAVA 5.0. L'environnement JAVA 6.0 met en place un 
un puissant framework implementant tous les services requis au developpement 
d'applications desirant utiliser des processus d'execution concurrents (creation/destruction de 
processus, communication inter-processus, decouplage de la plate-forme materielle, etc.).Ce 
framework a egalement ete integre a l'environnement JAVA 5.0 [10]. II serait interessant de 
l'utiliser pour paralleliser le planificateur. 
5.3.2.2 Exploration intelligente 
Dans 1'implementation actuelle du planificateur, Pexploration de l'espace de decomposition 
est effectuee de maniere non-deterministe. Les selections d'elements a considerer sont bases 
sur un ordre pseudo-aleatoire. Bien que fonctionnelle, cette exploration aveugle peut causer 
des problemes de performance, en particulier lorsque des preferences et/ou des contraintes 
obligatoires generent des conflits, comme l'illustre le temps moyen d'execution du scenario 
presente en 4.2.2.4. L'algorithme doit effectuer l'exploration complete du sous-espace 
courant avant de pouvoir determiner qu'il doive lever une preference, ou realiser que ce sous-
espace ne mene a aucun plan valide. II n'y a aucun mecanisme orientant l'exploration. 
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II serait possible d'etendre l'algorithme de planification pour orienter 1'exploration en 
fonction des relations specifiees pour les taches et primitives. Nous pouvons envisager deux 
principaux mecanismes d'orientation. 
II serait d'abord interessant d'imptementer un mecanisme d'ordonnancement au niveau de la 
selection de blocs horaire. Lorsque le planificateur considere une primitive a positionner dans 
la grille horaire, tous les blocs horaires libres accommodant la duree de la primitive sont a 
priori consideres comme un emplacement potentiel. La primitive est ensuite positionnee a un 
tel emplacement, puis une verification est faite afin de determiner si les contraintes specifiees 
pour cette primitive sont respectees. Comme pour toutes les autres selections, les blocs 
horaires sont consideres dans un ordre pseudo-al^atoire. Cependant, nous avons constate que 
des contraintes et/ou preferences temporelles sont habituellement associees aux primitives 
dans la plupart des domaines d'utilisation typiques. Un mecanisme qui forcerait le 
planificateur a considerer d'abord les blocs horaires respectant les contraintes et/ou 
preferences temporelles associees a une primitive aurait pour effet de forcer le planificateur a 
considerer en premier lieu les sous-espaces d'exploration ayant des chances de mener a un 
plan respectant ces contraintes et/ou preference. La decouverte d'un plan valide (s'il existe) 
serait done acceleree. 
II serait egalement interessant d'implementer un mecanisme analysant les causes ayant mene 
a l'echec d'une exploration d'un sous-espace, afin d'orienter l'exploration a la suite de cet 
echec, ou meme l'arreter. Reprenons le scenario presente en 4.2.2.4. Tel que presente, la 
lenteur du temps d'execution provient du fait que le planificateur considere toutes les 
decompositions de taches possibles incluant la primitive du jeu d'echecs, et pour chaque 
decomposition, considere toutes les positions possibles de chaque primitive avant de pouvoir 
realiser qu'il est impossible de respecter la preference specifiant Pinclusion du jeu d'echecs. 
La decision de lever la preference est prise seulement apres avoir explore toutes les 
decompositions menant a un echec. S'il etait possible de determiner la cause d'un echec des 
que celui-ci survient, il serait possible d'eliminer les explorations qui provoqueront un echec 
pour la meme cause, r&luisant ainsi la taille de l'espace a explorer. 
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Cependant, la nature completement libre de 1'implementation des relations mise en place par 
le planificateur rend ce type d'analyse difficile. Une relation peut prendre toute forme 
imaginee par le programmeur l'ayant implementee et Pechec d'une exploration peut etre 
engendre par une multitude de combinaisons de facteurs (qui peuvent evoluer dans la duree 
de vie du planificateur). II est done laborieux d'elaborer une mecanique formelle permettant 
l'analyse d'echec. 
5.3.3 Re-planification automatique 
L'integration d'un service de planification automatique au systeme mobile MOBUS mene 
naturellement a la consideration d'un processus de re-planification automatique. Comme le 
systeme mobile MOBUS conserve des informations sur les activites ayant ete completees (ou 
negligees) par le patient, il serait possible de comparer ces informations a Phoraire original 
du patient. La re-planification automatique d'un nouvel horaire accomplissant les activites 
negligees pourrait alors etre effectuee, possiblement sans 1'intervention de l'intervenant. 
Cependant, certains points doivent etre considered dans le present contexte. 
Premierement, une certaine prudence doit etre exercee si Ton desire fournir un horaire au 
patient sans Pintervention directe de l'intervenant. Comme nous Pavons vu, le deficit cognitif 
du patient peut engendrer des contraintes particulieres lors de la construction d'un horaire; 
Phoraire re-planifie pourrait ne plus respecter ces contraintes. 
Deuxiemement, une quelconque forme de detection de faux negatifs doit etre implementee au 
niveau de la completion des activites. Un patient utilisant MOBUS est atteint d'un deficit 
cognitif, et, comme Pinformation sur les activites qu'il a completees est essentiellement 
obtenue a partir d'une confirmation du patient, il est raisonnable de supposer que certaines 
activites seront incorrectement marquees comme completees et vice versa. Un processus de 
re-planification qui ne detecterait pas au moins un minimum de faux negatifs fournirait au 
patient des horaires trompeurs ne correspondant pas a la situation reelle du patient, ce qui ne 
ferait qu'accentuer ses troubles cognitifs plutot que de les soulager. Le planificateur et le 
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systeme MOBUS l'utilisant doivent etre integres dans un environnement capable d'assurer la 
supervision du patient necessaire a cette detection de faux negatifs. 
Finalement, nous devons considerer la plate-forme sur laquelle le processus de re-
planification prendra place. II serait interessant de re-planifier a meme 1'appareil portable 
assigne au patient. Ceci pourrait lui assurer une certaine autonomic s'il advenait que le lien au 
serveur MOBUS ne soit plus disponible pour une raison quelconque. Malheureusement, dans 
l'etat actuel de 1'implementation du planificateur, il n'est pas envisageable de le deployer sur 
une plate-forme portable en vertu de ses exigences en memoire et en puissance de calcul. Un 




Dans ce m&noire, nous avons presente la relation entre un patient et son intervenant, lew 
utilisation du systeme mobile MOBUS et comment l'introduction d'un planificateur 
automatique dans ce contexte peut contribuer a reduire la charge de travail de l'intervenant et 
par consequent ameliorer la qualite de l'assistance que le patient recoit. 
Les resultats initiaux obtenus a partir de scenarios typiques provenant d'experimentations 
anterieures indiquent que le planificateur implemente est en mesure de repondre aux besoins 
de l'intervenant par rapport a la gestion de la granularite, des preferences associees a un 
patient et de la planification dans le temps. Les scenarios recueillis proviennent 
principalement de populations schizophrenes, mais nous estimons que les techniques de 
planification utilises peuvent aussi s'averer utiles pour d'autres populations. 
II faut cependant remarquer que dans son etat actuel, la specification d'un probleme de 
planification pour un patient s'avere difficile pour un usager n'ayant pas de connaissances 
informatiques, ce qui est le cas de la plupart des intervenants. II sera necessaire d'elaborer des 
outils permettant une interface facile entre l'intervenant et le planificateur. 
L'integration d'un planificateur automatique au systeme mobile MOBUS est neanmoins un 
pas dans la bonne direction, et une serie d'experimentations en milieu clinique permettra de 
raffiner ses caracteristiques et de s'assurer qu'il soit bien adapte aux besoins presents et 
futurs de Tintervenant, lui permettant ainsi de fournir une meilleure assistance a ses patients. 
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Annexe A 
Implementation du planificateur 
A.1 Environ nement de developpement 
> PC sous Windows XP SP 3 
> ProjetOO 
> JAVA5.0(jrel.5.0_15) 
> SDK Eclipse 3.2.2 
> JDBC 3.0 (interface a MOBUS) 
> Integre aux infrastructures de developpement du laboratoire DOMUS: projet 
mobus_planner 
91 
A.2 Implementation de l'algorithme de planification 
Ce code correspond a I'implementation de I'algorithme presente en 3.2.2. Le lecteur est 
invite a consulter le projet complet disponible par les infrastructures du laboratoire 
DOMUS. 
public Plan recursivePlan(World currentWorld, boolean determinist) { 
Plan partialPlan = new Plan(false, currentWorld.getScheduleSize()); 
if (currentWorld.getActionPool () .getAHAction() .isEmptyO ) { // nothing to plan, return 
successful but empty plan 
return partialPlan; 
} 
ActiveSet<Action> eligibleAction = currentWorld.getActionWithoutPrecedence(); 
Iterator<Action> eligibleActionlterator; 
if (determinist) { 
eligibleActionlterator = eligibleAction.iterator(); 
} else { 
eligibleActionlterator = eligibleAction.nditerator (); 
> 
while (eligibleActionlterator.hasNext()) { 
Action thisAction = eligibleActionlterator.next(); 
if (thisAction.isPrimitive()) { 
if (((Primitive) thisAction).nbFreeVariable().compareTo(0) == 0) { 




if (determinist) { 
freeScheduleSpotlterator = freeScheduleSpot.iterator(); 
) else { 
freeScheduleSpotlterator = freeScheduleSpot.nditerator(); 
) 
boolean precondBroken = false; 
while (freeScheduleSpotlterator.hasNext()) { 
currentWorld.removePrimitiveFromSchedule((Primitive) thisAction); 
if ( precondBroken ) { // this primitive breaks preconds, it's useless to 
try it in other spots 
break; 
> 
Integer thisScheduleSpot = freeScheduleSpotlterator.next(); 
currentWorld.setPrimitivelnSchedule((Primitive)thisAction, 
thisScheduleSpot); 




} catch (PrimitiveNotApplicableToWorld e) { // preconds not respected 
precondBroken = true; 
continue; 





partialPlan = recursivePlan(nextWorld, determinist); 
if (! partialPlan.isFailedf)) { 




} else { // this primitive has free variables 










if (determinist) { 
permutationlterator = permutator.iterator(); 
} else { 
permutationlterator = permutator.nditerator(); 
} 
while(permutationlterator.hasNext()) { 





} catch (PermutationNotApplicable e) f 
e.printStackTrace(); 
System.exit(0); 
} catch (FailedDuplicateCheck e) { // permutation induced an invalid 







if (determinist) { 
freeScheduleSpotlterator = freeScheduleSpot.iterator(); 
) else { 
freeScheduleSpotlterator = freeScheduleSpot.nditerator(); 
} 
boolean precondBroken = false; 
while (freeScheduleSpotlterator.hasNext()) { 
currentWorld.removePrimitiveFromSchedule((Primitive) thisAction); 
if ( precondBroken ) { // this primitive breaks preconds, it's useless 
to try it in other spots 
break; 
} 




nextWorld = currentWorld.dumbClone(thisAction); 
nextWorld.ApplyPrimitive( 
(Primitive) currentWorld.getNextWorldActionO ) ; 
} catch (PrimitiveNotApplicableToWorld e) { // preconds not respected 
93 
((Primitive) thisAction).clearFreeVariable(); 
precondBroken = true; 
continue; 




partialPlan = recursivePlan(nextWorld, determinist); 
if (! partialPlan.isFailedO) { 








) else { 
ActiveSet<Method> applicableMethod = 
methodPool.getAHMethodsDecomposingTask((Task) thisAction); 
MethodPreferenceLifterlterator applicableMethodlterator = 
new MethodPreferenceLifterlterator(applicableMethod.getActiveSet(),determinist); 
while (applicableMethodlterator.hasNext()) { 
Method thisApplicableMethod = applicableMethodlterator.next(); 
World nextWorld = currentWorld.dumbClone(thisAction); 
try { 
// apply nextWorld task to method which will decompose it 
thisApplicableMethod.applyTaskVar( 
(Task) currentWorld.getNextWorldActionO , true); 




} catch (MethodNotApplicableToWorld e) { // method can't be applied to 
nextWorld due to preconds, dead end, move on 
continue; 




} catch (TaskNotApplicableToMethod e) { // caught a bad task, move on 
continue; 
} 
partialPlan = recursivePlan(nextWorld, determinist); 






// all actions/methods/schedule spots tried at this point, 
and all preferences have been lifted, 






Environnement de test 
> Pentium 4 single core CPU 3.0 Ghz (hyper-threading active) 
> 2 GB RAM 
> machine virtuelle JAVA 1.5.0_15 




Suivent les domaines de planification des cas theoriques et cliniques tels qu 'implements lors 
des tests. Le lecteur est invite a consulter la definition complete des tests, disponible par les 
infrastructures du laboratoire DOMUS. 
C.l Cas theorique 
// methods to stack blocks 
// one for stacking from the table, one from stacking from another block 
Task t_stack2Blocks = new Task("stack2Blocks"); 
Variable v_blockA = new Variable (); 
Variable v_blockB = new Variable(); 
t_stack2Blocks.setParam(v_blockA, vJblockB); 
Method m_Stack2Blocks = new Method("Stack2Blocks", t_stack2Blocks); 
m_Stack2Blocks.setParam(v_blockA, v_blockB); 
m_Stack2Blocks.setPrecond(new State ("clear", v_blockA), 
new State("clear", v_blockB), 
new State("onTable", v_blockA)); 
Primitive p_stackFromTable = new Primitive("stackFromTable") ; 
p_stackFromTable.setParam(v_blockA, v_blockB); 
p_stackFromTable.setPrecond(new State("clear", v_blockA), 
new State("clear", v_blockB), 
new State("onTable", v_blockA)); 
p_stackFromTable.setPositiveEf feet (new StateC'on", v_blockA, v_blockB) ) ; 
p_stackFromTable.setNegativeEffeet(new State("onTable", v_blockA), 
new State("clear", v_blockB)); 
p_stackFromTable.setTimeCellLength(1); 





// methods to clear a block 
// one for a block that's already clear, one for a block under another block 
Task t_clearBlock = new TaskC'clearBlock") ; 
Variable v_blockToClear = new Variable(); 
t_clearBlock.setParam(v_blockToClear); 
Method m_clearBlockA = new Method("ClearBlockA", t_clearBlock); 
m_clearBlockA.setParam(v_blockToClear); 
m_clearBlockA.setPrecond(new State("clear", v_blockToClear)); 
m_clearBlockA.setSubtask(); // already clear, do nothing 
m_clearBlockA.setSubtaskRelation(); 
Method m clearBlockB = new Method("ClearBlockB", t clearBlock); 
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m_clearBlockB.setParam(v_blockToClear); 
Variable v_blockBlocking = new Variable(); 
m_clearBlockB.setPrecond(new StateC'on", v_blockBlocking, v_blockToClear), 
new State("clear", v_blockBlocking)); 
Primitive p_unstackFromBlock = new Primitive("unstackFromBlock"); 
p_unstackFromBlock.setParam(v_blockBlocking, v_blockToClear); 
p_unstackFromBlock.setPrecond(new StateC'on", v_blockBlocking, v_blockToClear), 
new State("clear", v_blockBlocking)); 
p_unstackFromBlock.setPositiveEffeet(new State("onTable", v_blockBlocking), 
new State("clear", v blockToClear)); 
on", v_blockBlocking, v_blockToClear) p_unstackFromBlock.setNegativeEffect(new State(' 
p_unstackFromBlock.setTimeCellLength(1); 





// methods to make a 3 pile 
Task t_make3Pile = new Task("make3Pile"); 
Variable v_blockOne = new Variable(); 
Variable v_blockTwo = new Variable(); 
Variable v_blockThree = new Variable(); 
t_make3Pile.setParam(v_blockOne, v_blockTwo, v_blockThree); 
Method m_make3Pile = new Method("Make3Pile", t_make3Pile); 
m_make3Pile.setParam(v_block0ne, v_blockTwo, v_blockThree); 
// to make a 3 pile we need to 
Task t_clearBlockOne = new Task("clearBlock"); // clear the first block 
t clearBlockOne.setParam(v_blockOne); 
Task t_clearBlockTwo = new TaskC'clearBlock") 
t clearBlockTwo.setParam(v blockTwo); 
// clear the second block 
Task t_clearBlockThree = new TaskC'clearBlock"), 
t clearBlockThree.setParam(v blockThree); 
// clear the third block 
Task t_stackTwoOnThree = new Task("stack2Blocks"); // stack block one on block two 
t stackTwoOnThree.setParam(v blockTwo, v blockThree); 
Task t_stackOneOnTwo = new Task("stack2Blocks"), 
t_stackOneOnTwo.setParam(v_blockOne,v_blockTwo), 
// stack block three on block two 
m_make3Pile.setSubtask(t_clearBlockOne,t_clearBlockTwo, t_clearBlockThree, t_stackTwoOnThree, 
t_stackOneOnTwo) ; 
m_make3Pile.setSubtaskRelation(new Precedence(t_stackTwoOnThree, t_stackOneOnTwo), 
new Precedence(t_clearBlockOne, t_stackTwoOnThree), 
new Precedence(t_clearBlockTwo, t_stackTwoOnThree), 
new Precedence(t_clearBlockThree, t_stackTwoOnThree)); 
if ( testCase == 5 ) { 
m_make3Pile.setSubtaskRelation(new Precedence(t_stackTwoOnThree, t_stackOneOnTwo), 
new Precedence(t_clearBlockOne, t_stackTwoOnThree), 
new Precedence(t_clearBlockTwo, t_stackTwoOnThree) , 




( testCase == 6 ) { 
m_make3Pile.setSubtaskRelation(new Precedence(t_stackTwoOnThree, t_stackOneOnTwo), 
new Precedence(t_clearBlockOne, t_stackTwoOnThree), 
new Precedence(t_clearBlockTwo, t_stackTwoOnThree), 
new Precedence(t_clearBlockThree, t_stackTwoOnThree), 
new BeginAt(t_stackOneOnTwo, 1,10) 
); 
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C.2 Cas clinique 
C.2.1 Domaine 1 : emplacement residence - centre de jour 
Variable v_patient = new Variable(); 
// method for Saturday activities 
Task t_satAct = new TaskC'saturdayActivities") ; 
t_satAct.setParam(v_patient); 
Method m_satAct = new Method("DoSaturdayActivities", t_satAct); 
m_satAct.setParam(vjpatient); 
m_satAct.setPrecond(); 
Task t_sat = new Task("Aller au centre de jour"); 
t_sat.setParam(v_patient); 
m_satAct.setSubtask(t_sat); 
m_satAct.setSubtaskRelation(new Timezone(t_sat, Timezone.SATURDAY)); 
// method for reaching day center 
Task t_dayCenter = new Task("Aller au centre de jour"); 
t_dayCenter.setParam(v_patient); 
Method m_dayCenter = new Method("DoGoDayCenter", t_dayCenter); 
m_dayCenter.setParam(v_patient); 
m_dayCenter.setPrecond(); 
Task t_takeBus = new Task("Prendre bus jusqu'au centre"); 
t_takeBus.setParam(v_patient); 
Task t_walk = new Task("Marcher jusqu'au centre"); 
t_walk.setParam(v_patient); 
Task t_getBack = new Task("Prendre navette de retour"); 
t_getBack.setParam(v_patient); 
m_dayCenter.setSubtask(t_takeBus, t_walk, t_getBack); 
m_dayCenter.setSubtaskRelation(new Precedence(t_takeBus, t_walk), 
new Precedence(t_walk, t_getBack)); 
m_dayCenter.setExplicitOn(new GranularityType("explicitDayCenter")); 
// method for taking the bus 
Task t_busToCenter = new TaskC'Prendre bus jusqu'au centre"); 
t_busToCenter.setParam(v_patient); 
Method m_busToCenter = new Method("DoBusToDayCenter", t_busToCenter); 
m_busToCenter.setParam(v_patient); 
m_busToCenter.setPrecond(); 












m_busToCenter.setSubtask(p_bus01, p_bus02, p_bus03); 
Vector<Action> agg = new Vector<Action>(); 
agg.add(p_bus 01); 
agg.add(p_bus02); 
m_busToCenter.setSubtaskRelation(new BeginAtDaySpot(p_bus01, 36), 
new Precedence(p_bus01, p_bus02), 
new Agglomerate(agg), 
new BeginAtDaySpot(p_bus03, 39) ); 
m_busToCenter.setExplicitOn(new GranularityType("explicitTakeBus")); 
// method for walking to center 
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Task t_walkToCenter = new TaskC'Marcher jusqu 'au c e n t r e " ) ; 
t_walkToCenter.setParam(v_patient); 
Method m_walkToCenter = new Method("DoWalkToCenter", t_walkToCenter); 
m_walkToCenter.setParam(v_patient); 
m_walkToCenter.setPrecond(); 




















m_walkToCenter.setSubtask(p_walk01, p_walk02, p_walk03, 
m_walkToCenter.setSubtaskRelation(new Precedence(p_walk05, p_walk04) 
new Precedence(p_walk04, p_walk03), 
new Precedence(p_walk03, p_walk02), 
new Precedence(p_walk02, p_walk01), 












// method for walking to center 
Task t_takeShuttleBack = new TaskC'Prendre navette de retour"); 
t_takeShuttleBack.setParam(v_patient); 
Method m_takeShuttleBack = new Method("DoTakeShuttleBack", t_takeShuttleBack); 
m_takeShuttleBack.setParam(v_patient); 
m_takeShuttleBack.setPrecond(); 
Primitive p_shuttle01 = new Primitive("Aller a 1'arret de la navette"); 
p_shuttle01.setParam(v_patient); 
p_shuttle01.setPrecond(); 
p_shuttle01. setTimeCellLength (0) ; 





m_takeShuttleBack.setSubtaskRelation(new Precedence(p_shuttle02, p_shuttle01), 
new BeginAtDaySpot(p_shuttle02, 44), 
new BeginAtDaySpot(p_shuttle01, 44)); 
m_takeShuttleBack.setExplicitOn(new GranularityType("explicitShuttle")); 
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C.2.2 Domaine 2 : journee - medication, prise de repas, autres activities 
Variable v_patient = new Variable(); 
// method for Saturday activities 
Task t_satAct = new Task("saturdayActivities"); 
t_satAct.setParam(v_patient); 
Method m_satAct = new MethodC'DoSaturdayActivities", t_satAct); 
m_satAct.setParam(v_patient); 
m_satAct.setPrecond (); 
Task t_meds = new Task("dailyMedication"); 
t_meds.setParam(v_patient); 
Task t_food = new Task("dailyFood"); 
t_food.setParam(v_patient); 
if (testCase == 0) { 
Task t_chess = new Task("chess"); 
t_chess.setParam(v_patient); 
m_satAct.setSubtask(t_food, t_meds, t_chess); 
m_satAct.setSubtaskRelation(new Timezone(t_meds, Timezone.SATURDAY), 
new Timezone(t_food, Timezone.SATURDAY), 
new Timezone(t_chess, Timezone.SATURDAY)); 
} 
if (testCase == 1) ( 
Task t_chess = new Task("chess"); 
t_chess.setParam(v_patient); 
m_satAct.setSubtask(t_meds, t_food); 
m_satAct.setSubtaskRelation(new Timezone(t_meds, Timezone.SATURDAY), 
new Timezone(t_food, Timezone.SATURDAY)); 
} 
if (testCase == 2) { 
Task t_chess = new Task("chess"); 
t_chess.setParam(v_patient) ; 
t_chess.setPreferenceRank(100); 
Task t_clinic = new Task("clinic appointment"); 
t_clinic.setParam(v_patient); 
m_satAct.setSubtask(t_food, t_meds, t_clinic, t_chess); 
m_satAct.setSubtaskRelation(new Timezone(t_meds, Timezone.SATURDAY), 
new Timezone(t_clinic, Timezone.SATURDAY), 
new Timezone(t_chess, Timezone.SATURDAY), 
new Timezone(t_food, Timezone.SATURDAY)); 
) 
if (testCase == 3) { 
Task t_chess = new Task("chess"); 
t_chess.setParam(v_patient); 
t_chess.setPreferenceRank(100); 
Task t_clinic = new Task("clinic appointment"); 
t_clinic.setParam(v_patient); 
m_satAct.setSubtask(t_food, t_meds, t_clinic, t_chess); 
m_satAct.setSubtaskRelation(new Timezone(t_meds. Timezone.SATURDAY), 
new Timezone(t_clinic, Timezone.SATURDAY), 
new Timezone(t_chess, Timezone.SATURDAY), 
new Timezone(t_food, Timezone.SATURDAY)); 
} 
// method hierarchy for daily medication 
Task t_dailyMed = new Task("dailyMedication"); 
t_dailyMed.setParam(v_patient); 
Method m_dailyMed = new Method("TakeDailyMed", t_dailyMed); 
m_dailyMed.setParam(v_patient); 
m_dailyMed.setPrecond(); 
Primitive p_takemorningMed = new Primitive("takeMedication"); 





p_takemorningMed.setMOBUSExportString("Prendre 2 Leponex et 1 Tardiferon"); 
Primitive p_takeeveningMed = new Primitive("takeMedication"); 
p_takeeveningMed.setParam(v_patient, new Variable("Leponex")); 
p_takeeveningMed.setPrecond(); 
p^takeeveningMed.setTimeCellLength(1); 
p_takeeveningMed.setMOBUSExportString("Prendre 2 Leponex"); 
if (testCase ==0) { 
m_dailyMed.setSubtask(p_takemorningMed, p_takeeveningMed); 
m_dailyMed.setSubtaskRelationfnew Timezone(p_takemorningMed, Timezone.MORNING), 
new Timezone(p_takeeveningMed, Timezone.EVENING), 
new SameDay(p_takemorningMed, p_takeeveningMed), 
new BeginAtDaySpot(p_takemorningMed, 32, 20), 
new BeginAtDaySpot(p_takeeveningMed, 76, 50)); 
} 
if (testCase == 1) { 
m_dailyMed.setSubtask(p_takemorningMed, p_takeeveningMed); 
m_dailyMed.setSubtaskRelationfnew Timezone(p_takemorningMed, Timezone.MORNING), 
new Timezone(p_takeeveningMed, Timezone.EVENING), 
new SameDay(p_takemorningMed, p_takeeveningMed), 
new BeginAtDaySpot(p_takemorningMed, 32, 20), 
new BeginAtDaySpot(p_takeeveningMed, 76, 50)); 
} 
if (testCase ==2) { 
m_dailyMed.setSubtask(p_takemorningMed); 
m_dailyMed.setSubtaskRelationfnew Timezone(p_takemorningMed, Timezone.MORNING), 
new BeginAtDaySpot(p_takemorningMed, 30)); 
> 
if (testCase == 3) { 
m_dailyMed.setSubtask(p_takemorningMed); 
m_dailyMed.setSubtaskRelation(new Timezone(p_takemorningMed, Timezone.MORNING), 
new BeginAtDaySpot(p_takemorningMed, 30)); 
// method hierarchy for daily food 
Task t_dailyFood = new Task("dailyFood"); 
t_dailyFood.setParam(v_patient); 
Method m_dailyFood = new MethodC'TakeDailyFood", t_dailyFood) ; 
m_dailyFood.setParam(v_patient); 
m_dailyFood.setPrecond(); 










Primitive p_dinner = new Primitive("dinner"); 




if (testCase == 0) { 
m_dailyFood.setSubtask(p_breakfast, p_lunch, p_dinner); 
m_dailyFood.setSubtaskRelationfnew Timezone(p_breakfast, Timezone.MORNING), 
new Timezone(p_lunch, Timezone.AFTERNOON), 
new Timezone(p_dinner, Timezone.EVENING), 
new SameDay(p_breakfast, p_lunch), 
new SameDay(p_breakfast, p_dinner), 
new BeginAtDaySpot(p_breakfast, 34), 
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new BeginAtDaySpot(p_lunch, 49), 
new BeginAtDaySpot(p_dinner, 72)); 
} 
if (testCase == 1) { 
m_dailyFood.setSubtask(p_breakfast, p_lunch, p_dinner); 
m_dailyFood.setSubtaskRelation(new Timezone(p_breakfast, Timezone.MORNING), 
new Timezone(p_lunch, Timezone.AFTERNOON), 
new Timezone(p_dinner, Timezone.EVENING), 
new SameDay(p_breakfast, p_lunch), 
new SameDay(p_breakfast, p_dinner), 
new BeginAtDaySpot(p_breakfast, 34), 
new BeginAtDaySpot(p_lunch, 49), 
new BeginAtDaySpot(p_dinner, 73)); 
> 
if (testCase == 2) { 
m_dailyFood.setSubtask(p_breakfast); 
m_dailyFood.setSubtaskRelation(new Timezone(p_breakfast, Timezone.MORNING), 
new BeginAtDaySpot(p_breakfast, 35)); 
} 
if (testCase == 3) ( 
m_dailyFood.setSubtask(p_breakfast); 
m_dailyFood.setSubtaskRelation(new Timezone(p_breakfast, Timezone.MORNING), 
new BeginAtDaySpot(p_breakfast, 35)); 
} 
// method hierarchy chess 
Task t_Chess = new TaskC'chess") ; 
t_Chess.setParam(v_patient); 
Method m_chess = new Method)"PlayChess", t_Chess); 
m_chess.setParam(v_patient); 
m_chess.setPrecond(); 




p_chess.setMOBUSExportString("Jouer aux echecs"); 
m_chess.setSubtask(p_chess); 
if (testCase == 0) { 
m_chess.setSubtaskRelation(new Timezone(p_chess, Timezone.MORNING)); 
> 
if (testCase == 1) { 
m_chess.setSubtaskRelation(new Timezone(p_chess, Timezone.MORNING)); 
} 
if (testCase == 2) { 
p_chess.setTimeCellLength(4); 
m_chess.setSubtaskRelation(new Timezone(p_chess, Timezone.MORNING)); 
> 
if (testCase ==3) { 
p_chess.setTimeCellLength(8); 
m_chess.setSubtaskRelation(new Timezone(p_chess, Timezone.MORNING)); 
) 
// method hierarchy fo clinic 
Task t_Cl in ic = new TaskC'c l in ic appointment"),* 
t_Clinic.setParam(v_patient); 
Method m_clinic = new Method("ClinicAppointment", t_Clinic); 
m_clinic.setParam(v_patient); 
m_clinic.setPrecond(); 




p_clinic.setMOBUSExportString("RDV avec Dr. M a la clinique"); 
m_clinic.setSubtask(p_clinic); 




if (testCase == 1) { 
m_clinic.setSubtaskRelation(new 
} 
if (testCase == 2) { 
m_clinic.setSubtaskRelation(new 
} 
if (testCase == 3) { 
m_clinic.setSubtaskRelation(new 
Timezone(p_clinic, Timezone.MORNING), 
new BeginAt(p_clinic, 616)); 
Timezone(p_clinic, Timezone.MORNING), 
new BeginAt(p_clinic, 616)); 
Timezone(p_clinic, Timezone.MORNING), 
new BeginAt(p_clinic, 616)); 
Timezone(p_clinic, Timezone.MORNING), 
new BeginAt(p_clinic, 616)); 
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C.2.3 Domaine 3 : semaine complete 
Variable v_patient = new Variable(); 
// method for weekly activities 
Task t_weeklyAct = new TaskC'weeklyActivities") ; 
t_weeklyAct. setParam (v_j?atient); 
Method m_weeklyAct = new Method("DoWeeklyActivities", t_weeklyAct); 
m_weeklyAct.setParam(v_patient); 
m_weeklyAct.setPrecond(); 
Task t_DrawAct = new Task("weeklyDrawing"); 
t_DrawAct.setParam(v_patient) ; 
Task t_Sport = new Task("weeklySport"); 
t_Sport.setParam(v_patient); 
Task t_Cleaning = new Task("weeklyCleaning"); 
t_Cleaning.setParam(v_patient); 
Task t_Shower = new Task("weeklyShower"); 
t_Shower.setParam(v_patient); 
Task t_Other = new TaskC'weeklyOther") ; 
t_Other.setParam(v_patient); 
Task t_DayRoutine = new Task("weeklyDayRoutine"); 
t_DayRoutine.setParam(v_patient); 
m_weeklyAct.setSubtask(t_DrawAct, t_Sport, t_Cleaning, t_Shower, t_Other, t_DayRoutine); 
m_weeklyAct.setSubtaskRelation(); 
// method hierarchy for drawing 
Task t_weeklyDrawing = new Task("weeklyDrawing"); 
t_weeklyDrawing.setParam(v_patient); 
Method m_weeklyDrawing = new Method("DoWeeklyDrawing", t_weeklyDrawing); 
m_weeklyDrawing.setParam(v_patient); 
m_weeklyDrawing.setPrecond(); 
Task t_drawA = new Task("drawing"); 
t_drawA.setParam(v_patient, new Variable("SCENERY") ); 
Task t_drawB = new Task("drawing"); 
t_drawB.setParam(v_patient, new Variable("PORTRAIT")); 
m_weeklyDrawing.setSubtask(t_drawA, t_drawB); 
m_weeklyDrawing.setSubtaskRelation(new Timezone(t_drawA, Timezone.AFTERNOON), 
new Timezone(t_drawA, Timezone.MONDAY), 
new Timezone(t_drawB, Timezone.MORNING), 
new Timezone(t_drawB, Timezone.SATURDAY)); 
Variable v_subject = new Variable!); 
Task t_draw = new Task("drawing"); 
t_draw.setParam(v_patient, v_subject); 
Method m_drawing = new Method("DoDrawing", t_draw); 
m_drawing.setParam(v_patient); 
m_drawing.setPrecond(); 






// method hierarchy for sports 
Task t_weeklySport = new Task("weeklySport"); 
t_weeklySport.setParam(v_patient) ; 
Method m_weeklySport = new MethodC'DoWeeklySport", t_weeklySport) ; 
m_weeklySport.setParam(v_patient); 
m_weeklySport.setPrecond(); 













m_weeklySport.setSubtask(p_sport, p_piscine, p_bad); 
m_weeklySport.setSubtaskRelation(new BeginAt(p_sport, 236), new BeginAt(p_piscine, 438), 
new BeginAt(p_bad, 532)); 
// method hierarchy for cleaning 
Task t_weeklyCleaning = new TaskC'weeklyCleaning") ; 
t_weeklyCleaning.setParam(v_patient); 
Method m_weeklyCleaning = new Method("DoWeeklyCleaning", t_weeklyCleaning); 
m_weeklyCleaning.setParam(v_patient); 
m_weeklyCleaning.setPrecond(); 
Task t_cleanA= new Task("cleanApart"); 
t_cleanA.setParam(v_patient); 
Task t_cleanB = new Task("laundry"); 
t_cleanB.setParam(v_patient); 
m_weeklyCleaning.setSubtask(t_cleanA, t_cleanB); 
m_weeklyCleaning.setSubtaskRelation(new Timezone(t_cleanA, Timezone.MORNING), 
new Timezone(t_cleanB, Timezone.WEDNESDAY)); 
Task t_cleanApart = new TaskC'cleanApart") ; 
t_cleanApart.setParam(v_patient); 
Method m_cleanApart = new Method("DoCleanApart", t_cleanApart); 
m_cleanApart.setParam(v_patient); 
m_cleanApart.setPrecond(); 






Task t_laundry = new Task("laundry"); 
t_laundry.setParam(v__patient) ; 
Method m_laundry = new Method("DoLaundry", t_laundry); 
m_laundry.setParam(v_patient); 
m_laundry.setPrecond(); 









m_laundry.setSubtaskRelation(new Precedence(p_laundry, p_dresser), 
new Timezone(p_laundry, Timezone.MORNING), 
new Timezone(p_dresser, Timezone.AFTERNOON)); 
// method hierarchy for showers 
Task t_weeklyShower = new TaskC'weeklyShower") ; 
t_weeklyShower.setParam(v_patient); 
Method m_weeklyShower = new Method("DoWeeklyShower", t_weeklyShower); 
m_weeklyShower.setParam(v_patient); 
m_weeklyShower.setPrecond(); 
Task t_showerA = new Task("shower"); 
t_showerA.setParam(v_patient); 
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Task t_showerB = new TaskC'shower"); 
t_showerB.setParam(v_patient); 
m_weeklyShower.setSubtask(t_showerA, t_showerB); 
m_weeklyShower.setSubtaskRelation(new BeginAt(t_showerA, 37), new BeginAt(t_showerB, 325)), 
Task t_shower = new TaskC'shower"); 
t_shower.setParam(v_patient); 
Method m_shower = new Method("DoShower", t_shower); 
m_shower.setParam(v_patient); 
m_shower.setPrecond() ; 






// method hierarchy for misc activities 
Task t_weeklyOther = new Task("weeklyOther"); 
t_weeklyOther.setParam(v_patient); 
Method m_weeklyOther = new Method("DoWeeklyOther", t_weeklyOther); 
m_weeklyOther.setParam(v_patient); 
m_weeklyOther.setPrecond(); 












m_weeklyOther.setSubtask(p_houseMeeting, p_mealTherapy, p_socialCenter); 
m_weeklyOther.setSubtaskRelation(new BeginAt(p_houseMeeting, 452) , 
new BeginAt(p_mealTherapy, 328), 
new BeginAt(p_socialCenter, 150)); 
// method hierarchy for day routine 
Task t_weeklyDayRoutine = new Task("weeklyDayRoutine"); 
t_weeklyDayRoutine.setParam(v_patient); 
Method m_weeklyDayRoutine = new MethodC'DoWeeklyDayRoutine", t_weeklyDayRoutine); 
m_weeklyDayRoutine.setParam(v_patient); 
m_weeklyDayRoutine.setPrecond (); 
Task t_sEOD = new Task("dailyRoutine"); 
t_sE0D.setParam(v_patient); 
Task t_mEOD = new Task("dailyRoutine"); 
t_mEOD.setParam(v_patient); 
Task t_tEOD = new TaskC'dailyRoutine") ; 
t_tEOD.setParam(v_patient); 
Task t_wEOD = new TaskC'dailyRoutine"); 
t_wEOD.setParam(v_patient); 
Task t_ttE0D = new TaskC'dailyRoutine"); 
t_ttE0D.setParam(v_patient); 
Task t_fEOD = new TaskC'dailyRoutine"); 
t_fEOD.setParam(v_patient); 
Task t_ssE0D = new TaskC'dailyRoutine"); 
t_ssEOD.setParam(v_patient); 
m_weeklyDayRoutine.setSubtask(t_sEOD, t_mEOD, t_tEOD, t_wE0D, t_ttE0D, t_fEOD, t_ssEOD); 
m_weeklyDayRoutine.setSubtaskRelation(new Timezone(t_sEOD, Timezone.SUNDAY), 
new Timezone(t_mEOD, Timezone.MONDAY), 
new Timezone(t tEOD, Timezone.TUESDAY), 
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new Timezone(t_wEOD, Timezone.WEDNESDAY), 
new Timezone(t_ttEOD, Timezone.THURSDAY), 
new Timezone(t_fEOD, Timezone.FRIDAY), 
new Timezone(t_ssEOD, Timezone.SATURDAY)); 
Task t_dailyRoutine = new TaskC'dailyRoutine") ; 
t_dailyRoutine.setParam(v_patient); 
Method m_dailyRoutine = new Method("DoDailyEOD", t_dailyRoutine); 
m_dailyRoutine.setParam(v_patient); 
m_dailyRoutine.setPrecond(); 








Primitive p_takemorningMed = new Primitive("takeMedication"); 
p_takemorningMed.setParam(v_patient, new Variable("Leponex"), 
new Variable("Tardiferon"), 
new Variable("Stomach pill")); 
p_takemorningMed.setPrecond(); 
p_takemorningMed.setTimeCellLength(1) ; 
Primitive p_takeeveningMed = new Primitive("takeMedication"); 
p_takeeveningMed.setParam(v_patient, new Variable("Leponex"), 
new Variable("Stomach pill")); 
p_takeeveningMed.setPrecond(); 
p_takeeveningMed.setTimeCellLength(1); 
m_dailyRoutine.setSubtask(p_dirty, p_recharge, p_takemorningMed, p_takeeveningMed); 
m_dailyRoutine.setSubtaskRelation(new BeginAtDaySpot(p_dirty, 83), 
new BeginAtDaySpot(p_recharge, 84), 
new BeginAtDaySpot(p_takemorningMed, 36), 
new BeginAtDaySpot(p_takeeveningMed, 76)); 
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Annexe D 
Sortie du planificateur 
D.l Cas clinique, domaine 3 : semaine complete 
Une sortie typique du planificateur 








































09:00 (PRIMITIVE takeMedication (&115 PATIENT) (&128 Leponex) (&129 Tardiferon) 
(&12A Stomach pill)) 





































































(PRIMITIVE takeMedication (SF2 PATIENT) (&10A Leponex) (&10B Stomach pill): 
(PRIMITIVE Separate dirty clothes (&2EE PATIENT)) 




































































(PRIMITIVE takeMedication (S509 PATIENT) (S516 Leponex) (&517 Tardiferon) 
(&518 Stomach pill)) 
(PRIMITIVE Clean Appartment (&490 PATIENT)) 
(PRIMITIVE Social Center (&21 PATIENT): 




































































(PRIMITIVE takeMedication (&522 PATIENT) (&532 Leponex) (S533 Stomach pill)) 
(PRIMITIVE Separate dirty clothes (S5A6 PATIENT)) 
(PRIMITIVE Recharge agenda (&4ED PATIENT)) 
(PRIMITIVE takeMedication (S2D5 PATIENT) 
(&2DC Stomach pill)) 
(&2DA Leponex) (&2DB Tardiferon) 
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(PRIMITIVE Sport (&2BB PATIENT)) 
(PRIMITIVE takeMedication (&139 PATIENT) (&145 Leponex) (&146 Stomach pill)) 
(PRIMITIVE Separate dirty clothes (SA5 PATIENT)) 








































































(PRIMITIVE Laundry (&5AD PATIENT)) 
(PRIMITIVE takeMedication (&80 PATIENT) (&9F Leponex) (&A0 Tardiferon) 
(&A1 Stomach pill)) 
(PRIMITIVE Shower (&59E PATIENT)) 
(PRIMITIVE Meal therapy (&2A0 PATIENT)) 
(PRIMITIVE Put laundry away (&5B3 PATIENT) 
(PRIMITIVE takeMedication (S191 PATIENT) (&1A2 Leponex) (&1A3 Stomach pill)) 
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(PRIMITIVE Separate dirty clothes (S3B3 PATIENT): 







































09:00: (PRIMITIVE takeMedication (S46E PATIENT) 
(&47C Stomach pill)) 


































2 0 : 0 0 
2 0 : 1 5 
20 :30 
2 0 : 4 5 
2 1 : 0 0 
2 1 : 1 5 
21 :30 
2 1 : 4 5 
2 2 : 0 0 
2 2 : 1 5 
2 2 : 3 0 
2 2 : 4 5 
2 3 : 0 0 
2 3 : 1 5 
2 3 : 3 0 









0 1 : 4 5 
02 :00 








0 4 : 1 5 
(PRIMITIVE Swimming (S285 PATIENT)) 
(PRIMITIVE House meeting (&58B PATIENT)) 
(PRIMITIVE takeMedication (&56F PATIENT) (&577 Leponex) (S578 Stomach pill)) 
(PRIMITIVE Separate dirty clothes (&36E PATIENT)) 




































































(PRIMITIVE takeMedication (&34B PATIENT) (&353 Leponex) (S354 Tardiferon) 
(S355 Stomach pill)) 
(PRIMITIVE Badminton (S595 PATIENT)) 
(PRIMITIVE takeMedication (&232 PATIENT) (&24A Leponex) (&24B Stomach pill)) 
(PRIMITIVE Separate dirty clothes (S1D9 PATIENT)) 
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(PRIMITIVE takeMedication (&421 PATIENT) (&440 Leponex) (&441 Tardiferon) 
(S442 Stomach pill)) 
(PRIMITIVE Drawing (&5B8 PATIENT) (&5BB PORTRAIT)) 
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(PRIMITIVE takeMedication (S4D0 PATIENT) (S4E7 Leponex) (&4E8 Stomach pill)) 
(PRIMITIVE Separate dirty clothes (&57E PATIENT)) 
(PRIMITIVE Recharge agenda (&54E PATIENT)) 




Suivent les relations implementees par la presente version du planificateur. II est possible 
a"en definir d'autres. Du point de vue de I'algorithme de planification, toute combinaison de 
relations est valide, meme si celle-ci comporte des elements contradictoires (par exemple, 
positionner une meme tdche a deux blocs horaires differents). 
Agglomerate (taskl, task2, ..., taskN) 
Les t&ches sp6cifi6es doivent §tre positionn^es dans des blocs horaire formant une sequence continue. 
Les taches peuvent Stre dans n'importe quel ordre a l'interieur de cette sequence. 
BeginAt(task, position) 
La tache sp6cifi6e doit e"tre positionn^e a la position exacte de la grille horaire sp6cifie«. 
BeginAtDaySpot(task, dayPosition) 
La tMie sp&iftee doit etre positionn6e a la position du jour de la semaine de la grille horaire sp6cif!6e 
(par exemple, le bloc correspondant a 8h30, peu importe le jour de la semaine). 
Precedence(taskl, task2) 
La premiere tdche doit Stre positionn^e avant la seconde. 
SameDay(taskl, task2) 
Les deux t&ches doivent e"tre positionn&s dans le m6me jour de semaine (par exemple, les deux taches 
doivent 6tre positionn^es le jeudi). 
Timezone(task, zone) 





• Jour de la semaine 
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