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Einleitung  
 
Kaum eine andere Branche entwickelt sich so rasant wie die IT-Industrie. Die 
kontinuierlich steigende Rechnerkapazität hat zur Folge, dass man heute bei 
Anwendungssoftware allgemein von einer Halbwertzeit von fünf Jahren ausgeht. Die 
immer leistungsfähiger werdende Hardware bedingt die ständige Entwicklung neuer 
Software. Anwender, die die damit verbundenen Möglichkeiten für sich nutzen wollen, 
sind somit gezwungen, sich diesem Prozess anzupassen.
1
  
  Ausgangspunkt dieser Bachelorarbeit war die Herausforderung, eine Musik-
datenbank, die Mitte der neunziger Jahre mit dem veralteten Datenbankprogramm 
F&A erstellt und bis 2011 damit gepflegt wurde, in eine neue Umgebung zu 
übertragen. Die Hauptmotivation hinter diesem Projekt bestand darin, anschließend die 
Möglichkeit zu besitzen, die in dieser Musikdatenbank abgelegten Informationen, 
welche bisher ausschließlich dem Anwender (der Autor) persönlich zugängig waren, 
zukünftig auf einer Webseite bereitzustellen. Das bisherige System konnte diese 
Anforderung nicht erfüllen, weshalb der Anwender gezwungen war, sein altes 
Anwendungssystem in eine neue technologische Umgebung zu übertragen. Einen 
solchen Prozess bezeichnet man als Migration.
2
  
  Im Fokus dieser Arbeit steht die Migration von Informationssystemen. Ein solches 
System, bestehend aus Hardware, Datenbank, Software und Anwendungen, dient der 
Bereitstellung von Informationen für eine bestimmte Zielgruppe.
3
 Während sich im 
Falle der Musikdatenbank das Angebot an interessierte Musikliebhaber richtet und 
somit einem ausschließlich informativen Zweck dient, hat die Erfassung, Verarbeitung, 
Übertragung, Analyse und Bereitstellung von Informationen für Unternehmen eine 
weitaus existentiellere Bedeutung, da sämtliche Geschäftsprozesse davon abhängen. 
Aus diesem Grunde sind Migrationsprojekte für Unternehmen besonders kritisch.
4
 
 Entsprechend beschäftigt sich der Großteil der Fachliteratur vorrangig mit der 
Migration von betrieblichen Informationssystemen. Die Musikdatenbank, die im 
Rahmen dieser Arbeit migriert wurde, ist verglichen mit solchen Informations-
systemen weitaus weniger komplex und kann somit auch nicht als Fallstudie für 
betriebliche Migrationen großem Umfangs dienen, die mitunter eine Dauer von 
                                                          
1
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2
 vgl. Brodie, Michael L./Stonebraker, Michael (1995): Migrating Legacy Systems. San Francisco: Morgan Kaufmann, S.7 
3
 vgl. Uni Protokolle Lexikon: „Informationssystem“, URL: http://www.uni-protokolle.de/Lexikon/Informationssystem.html 
4
 vgl. Brodie/Stonebraker (1995): S.XV 
  
mehreren Jahren aufweisen. Dennoch lassen sich auch an diesem relativ kleinen 
Projekt typische Problemstellungen eines Migrationsprozesses exemplarisch darstellen. 
Zunächst wird im Kapitel 1 ein Überblick über das Thema Migration gegeben. Im 
Kapitel 2 werden anschließend zwei Vorgehensmodelle vorgestellt, die in der Praxis 
bei der Migration komplexer Informationssysteme angewandt werden. Das Fall-
beispiel, die Migration der Musikdatenbank, wird in den Kapiteln 3 und 4 betrachtet.  
  Diese Arbeit hat nicht den Anspruch, neue Strategien in diesem Feld zu entwickeln. 
Sie gibt vielmehr einen Überblick über den aktuellen Stand der Wissenschaft, 
verdeutlicht anhand des Fallbeispiels konkrete Problemstellungen und zeigt 
Lösungswege auf. Im Fokus steht hier insbesondere die Migration der Daten, welche 
aufgrund der unkonventionellen Ablage im Ausgangssystem eine besondere 
Herausforderung darstellte.   
 1 
 
1.  Migration – Überblick  
 
1.1 Migration - Definition und Abgrenzung  
        
In der Informationstechnik bezeichnet der Begriff Migration den Prozess bei der 
Umstellung von einer bisherigen zu einer neuen technologischen Umgebung. Diese 
Umstellung kann das gesamte System betreffen, sich aber auch nur auf Teile dieses 
Systems wie die Daten, die Programme oder die Benutzerschnittstellen beschränken. 
Typischerweise handelt es sich bei dem Ausgangssystem einer Migration um ein 
Legacy-System (Altsystem). Daher soll hier zunächst geklärt werden, was unter einem 
Legacy-System verstanden wird. Brodie und Stonebraker geben in ihrem Buch 
„Migrating Legacy Systems“ folgende Definition: “A legacy information system is any 
information system that significantly resists modification and evolution to meet new 
and constantly changing business requirements.”5 Solche Legacy-Systeme zeichnen 
sich laut der Autoren durch eine Reihe negativer Charakteristika aus
6
:  
 großes System mit mehreren Millionen Zeilen Code 
 geschrieben in veralteten Programmiersprachen wie COBOL 
 entweder basierend auf einem veralteten Datenbankmanagementsystem 
(DBMS) oder überhaupt keinem DBMS, sondern einer Flat-File-Datenbank 
(z.B. ISAM oder VSAM) 
 autonomes System, dessen Applikationen unabhängig, ohne Schnittstellen zu 
anderen Applikationen arbeiten. Falls Schnittstellen existieren, dann nur in 
Form von Export- und Importfunktionen oder ohne Sicherstellung von 
Datenkonsistenz   
Hinzu kommt, dass mitunter Teile des Quellcodes nicht zugänglich oder schlecht bzw. 
überhaupt nicht dokumentiert sind. Falls die ursprünglichen Dokumentationen vor-
liegen, reflektieren diese meistens nicht die aktuelle Funktionalität des Systems, da im 
Laufe der Jahre viele Änderungen und Anpassungen am System vorgenommen 
wurden.
7
 
                                                          
5
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6
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7
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Ein weiteres Problem veralteter Systeme ist deren Umgang mit referentieller Integrität. 
Entweder wird diese vollständig ignoriert, oder es existieren lediglich implizite, nicht-
deklarierte Fremdschlüssel, deren Behandlung nicht wie bei modernen System von der 
Datenbank selbst, sondern von den Applikationen übernommen wird.
8
   
  Während Brodie und Stonebraker 1995 das Alter eines typischen Legacy-Systems 
mit zehn Jahren angeben, wird heute davon ausgegangen, dass aufgrund der immer 
schneller aufeinander folgenden Technologiewellen eine Software schon nach weniger 
als fünf Jahren zu einem Legacy-System wird.
9
 Entscheidend bei der Bewertung ist 
freilich nicht allein das Alter des Systems, sondern die Frage, ob dieses den neuen 
Anforderungen, die der Anwender an das System stellt, weiterhin gerecht wird. 
Dementsprechend kann auch eine gerade erst entwickelte Software bereits ein Legacy-
System sein.  
  Wenn eine solche Situation eintritt, muss sich der Anwender entscheiden, ob er auf 
dem alten System verharren und somit das Risiko eingehen will, über kurz oder lang 
gegenüber der Konkurrenz zurückzufallen, oder ob er sich den Anforderungen der 
neuen Technologie anpasst. In letzterem Fall gibt es zwei Möglichkeiten: Eine 
Neuentwicklung oder eine Migration. Die Übergänge zwischen diesen beiden Verfahren 
können in der Praxis durchaus fließend sein, wie auch das Praxisbeispiel dieser Arbeit 
später zeigen wird. In der Theorie wird versucht, diese streng voneinander zu trennen, 
aber auch hier finden sich Überschneidungen. Brodie und Stonebraker definieren 
Migration wie folgt: „Legacy IS migration begins with a legacy IS and ends with a 
comparable target IS. This target IS is significantly different from the original, but it 
contains substantial functionality and data from the legacy IS.“10 Bei der Migration darf 
sich demnach der dem System zugrunde liegende Code ändern, die eigentlichen 
Funktionen und die Daten des Ausgangssystems bleiben im Zielsystem aber weitgehend 
unverändert. Die Beibehaltung der Funktionalität betonen auch Sneed, Wolf und 
Heilmann in ihrem Buch „Softwaremigration in der Praxis“. Ihre Definition des 
Migrationsbegriffs im Rahmen der Überführung betrieblicher Informationssysteme geht 
in Bezug auf die Funktionalität sogar noch einen Schritt weiter: „Softwaremigration 
bezeichnet die Überführung eines Softwaresystems in eine andere Zielumgebung oder 
in eine sonstige andere Form, wobei die fachliche Funktionalität unverändert bleibt.“11 
                                                          
8
 vgl. Thiran, Philippe/Hainaut, Jean-Luc/Houben, Geert-Jan/Benslimane, Djamal (2006): Wrapper-Based Evolution of Legacy 
Information Systems. In: ACM Transactions on Software Engineering and Methodology Vol. 15 No.4, S.329-359. New York: 
ACM, S. 331 
9
 vgl. Sneed et al. (2010): S.3 
10
 Brodie/Stonebraker (1995): S.7 
11
 Sneed et al. (2010):  S.25 
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Dies mag zunächst verwundern, da die Möglichkeit, neue Funktionen zu 
implementieren, nicht selten eines der Hauptmotive für einen Systemwechsel darstellt. 
Sneed et al. bewerten solche Motive jedoch als falsche Gründe für eine Migration (siehe 
Abschnitt 2.2). Weiterhin grenzen sie Migration klar von einer Neuentwicklung ab: 
„Die Neuentwicklung bestehender Legacy-Systeme ist keine Migration, allenfalls eine 
Entwicklung unter Wiederverwendung von Teilen des alten Systems.“12 Die Autoren 
betonen die Wichtigkeit dieser Trennung damit, dass die unveränderte Funktionalität die 
Vorrausetzung einer gleichbleibenden Testbasis sei, was sie als einen der zentralen 
Vorteile der Migration darstellen. Das Hinzufügen neuer, erweiterter Funktionen sollte 
demnach erst nach erfolgreichem Abschluss einer Migration erfolgen.
13
 Während hier 
Migration und Neuentwicklung deutlich voneinander abgegrenzt werden, finden sich in 
der Literatur auch Gegenbeispiele, wie der Abschnitt 2.4 zeigt. In der Praxis sind die 
Übergänge durchaus fließend, geht man jedoch von einer reinen, von Grund auf 
vorgenommenen Neuentwicklung eines Systems aus, so lässt sich diese innerhalb des 
Softwareengineerings dem Bereich der Softwareentwicklung zuordnen. Dahingegen 
zählt die Migration, wie in Abbildung 1 illustriert, zu einer von mehreren Maßnahmen 
im Rahmen der Softwareerhaltung. Diese ist dem englischen Begriff Maintenance 
gleichzusetzen. Der IEEE Standard for Software Maintenance unterscheidet mehrere 
Arten von Softwareerhaltung, denen allesamt gemein ist, dass sie ein bestehendes 
System am Leben erhalten: Korrigierende Erhaltung („corrective maintenance“), 
verbessernde Erhaltung („perfective maintenance“) und anpassende Erhaltung 
(„adaptive maintenance“).14 Softwareerhaltung als Oberbegriff (“software 
maintenance”) wird dort folgendermaßen definiert: „Modification of a software product 
performed after delivery to correct faults, to improve performance or other attributes, or 
to adapt the product to a modified environment.“15 Softwaremigration lässt sich 
demnach in den Bereich der Softwareerhaltung und insbesondere der anpassenden 
Erhaltung einordnen, da die Migration, indem sie das System in eine neue Umgebung 
überträgt, dieses gleichzeitig am Leben erhält.
16
 Weitere Maßnahmen, die ebenfalls in 
den Bereich der Softwareerhaltung fallen, und die es von der Migration zu 
differenzieren gilt, sind Evolution, Wartung und Sanierung von Software.   
                                                          
12
 ebd.: S.25 f. 
13
 vgl. ebd: S.26 
14
 vgl. IEEE Std. 1219 (1998): Standard for Software Maintenance. Los Alamitos: IEEE Computer Society Press, S.3 f. 
15
 ebd., S.3 
16
 vgl. Sneed et al. (2010): S.27 
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 Abb.1: Begriffliche Einordnung der Softwaremigration 
 
Evolution (oder Weiterentwicklung) bezeichnet die inkrementelle Veränderung eines 
bestehenden Systems. Sie wird immer dann vorgenommen, wenn die aktuelle 
Systemarchitektur veränderten Anforderungen nicht mehr gerecht wird. Dies geschieht 
über eine Anpassung des Codes. Solange als Ergebnis dieser Maßnahme der neue Code 
einen Anteil von 20 Prozent nicht überschreitet, spricht man von Evolution. Ist der 
Anteil höher, handelt es sich um eine Neuentwicklung. Evolution ist somit eine 
Vorstufe zur Neuentwicklung und unterscheidet sie sich wie diese insofern von einer 
Migration, dass sie im Ergebnis eine veränderte Funktionalität aufweist.
17
  
  Wartung beinhaltet die Korrektur von Fehlern des bestehenden Systems sowie 
kleine Änderungen, die so geringfügig sind, dass noch nicht von einer 
Weiterentwicklung gesprochen werden kann.
18
  
  Sanierung (oder Re-Engineering) zielt auf die Verbesserung der Qualität des 
bestehenden Systems ab. Wie bei der Migration bleibt dabei die Funktionalität 
unverändert. Der Unterschied zwischen Migration und Sanierung besteht darin, dass 
letztere weder die Sprache noch die Umgebung eines Systems verändert. Sie verbessert 
lediglich die Architektur oder den Code des aktuellen Systems. Sanierungsmaßnahmen 
können jedoch im Vorfeld von Migrationsprojekten dazu dienen, diese zu vereinfachen. 
                                                          
17
 vgl. ebd., S.25 f. 
18
 vgl. ebd., S.27 
Software Engineering
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Auch im Anschluss sind sie geeignet, um die Qualität des migrierten Systems zu 
verbessern.
19
  
 
1.2 Gründe für Migration 
 
Anwender werden immer dann zu einer Migration gedrängt, wenn das bestehende 
System neue Anforderungen an Hard- oder Software nicht mehr ausreichend erfüllt. 
Parallel zur Ablösung alter durch neue IT-Technologien veralten die 
Anwendersysteme, die sich auf diese Technologien stützen.   
  Die Alternative zur Migration ist - abgesehen von einer kompletten Neu-
entwicklung - die Beibehaltung des alten Systems. Es ist nicht immer zwingend 
notwendig, sofort auf die neuesten Technologien umzusteigen. Solange das bestehende 
System den Anforderungen, die der Anwender an es stellt, gerecht wird, kann ein 
Verbleib durchaus eine vertretbare Entscheidung sein. Allerdings bringt dieser Weg 
einige Nachteile mit sich. Softwaresysteme weisen mit zunehmendem Alter eine 
sinkende Qualität bei steigenden Erhaltungskosten auf. Diese Tatsache bremst auf 
lange Sicht die Weiterentwicklung und führt zu Stagnation. Vor allem große 
Unternehmen oder Behörden verwenden oft Technologien, die zum Teil weit über 20 
Jahre alt sind. Anwendungen sind noch in Sprachen wie Assembler oder COBOL 
implementiert und laufen auf zentralen Großrechnersystemen. Hinzu kommt, dass die 
Daten in veralteten, nicht-relationalen Datenbanksystemen gespeichert sind. Solche 
Strukturen sind durch Heterogenität und Komplexität geprägt, entsprechend hoch ist 
der Aufwand, diese Systeme am Leben zu erhalten. Regelmäßige Nachbesserungen 
und Anpassungen der Software erhöhen die Komplexität und sind zudem nicht selten 
mit einem Qualitätsverlust verbunden. Heute geht man davon aus, dass Unternehmen, 
die ihre Systeme bereits länger als zehn Jahren betreiben, über 60 Prozent ihres IT-
Budgets für die Kosten der Systemerhaltung ausgeben. Ein weiteres Problem kann 
darin bestehen, dass der Support für die verwendete Hard- oder Software vom 
Hersteller eingestellt wird oder dass alte Programmiersprachen nicht länger unterstützt 
werden und nicht mehr kompatibel sind. Unternehmen, denen es frühzeitig gelingt, sich 
von dieser Erblast zu befreien, verschaffen sich einen klaren Vorteil gegenüber jenen, 
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die an ihren alten Systemen festhalten. Neue Herausforderungen am Markt erfordern 
neue Systeme, die flexibler und effizienter sind. Neue Geschäftsprozesse werden oft 
nur von neuen Systemen unterstützt. Unternehmen laufen daher Gefahr, aufgrund der 
mangelnden Anpassungsfähigkeit ihrer Systeme neue Chancen und Möglichkeiten zu 
verschlafen und somit hinter der Konkurrenz zurückzufallen.
20
   
  Ein weiterer Grund für Migration ist der zunehmende Mangel an qualifiziertem IT-
Personal, welches mit der veralteten Software ausreichend vertraut ist. Mit der Zeit 
wird es immer schwieriger, Spezialisten für die alten Technologien zu finden.
21
   
  Sneed et al. legen großen Wert darauf, dass Qualität nie ein Hauptgrund für eine 
Migration sein darf. Qualität werde zwar häufig als solcher genannt, sei für sie jedoch 
ein falscher Grund: „Die Erhaltung der ursprünglichen Funktionalität ist das oberste 
Ziel einer Migration. Ein weiteres Ziel könnte die Erhaltung der bisherigen Qualität 
sein.“22 Vielmehr sei mit einer Migration nicht selten ein Qualitätsverlust verbunden, 
der aber deshalb in Kauf genommen werde, da der Anwender den Lieferanten der alten 
proprietären Sprachen nicht mehr traue.
23
   
  Während Migrationsprojekte in der Vergangenheit vorrangig durch die technischen 
Unzulänglichkeiten der veralteten Systeme bedingt waren, spielen sie heute zunehmend 
auch im Gebiet der IT-Integration eine wichtige Rolle: In der Unternehmenswirtschaft 
geht die Entwicklung dahin, dass die aktuelle Generation der auf Client/Server-
Architektur basierenden Systeme mittelfristig von einer serviceorientierten Architektur 
(SOA) abgelöst werden soll. Dahinter verbirgt sich die Vision einer barrierefreien IT-
Landschaft, in der sämtliche Geschäftsprozesse innerhalb eines Unternehmens oder 
sogar unternehmensübergreifend miteinander vernetzt werden. Das angestrebte Ziel ist 
höhere Effektivität verbunden mit gesteigerter Flexibilität im Hinblick auf zukünftige 
Anforderungen. Um diese Vision wahr werden zu lassen, sehen sich die Unternehmen 
mit der Herausforderung konfrontiert, sämtliche an den Geschäftsprozessen beteiligten 
Applikationen zusammenzuführen. In vielen Fällen werden innerhalb eines 
Unternehmens aber unabhängig voneinander entwickelte Applikationen verwendet, die 
zudem nicht selten aus unterschiedlichen Generationen stammen.
24
 Hier ist es Aufgabe 
von Migrationsprojekten, die Voraussetzung  für eine anschließende Integration 
sämtlicher Prozesse zu schaffen. Dabei müssen neue Schnittstellen implementiert und 
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 vgl. ebd., S.1 ff., sowie  ebd., S.32 ff. 
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Daten migriert werden.
25
 Diese neueste Form von Migrationsprojekten unterscheidet 
sich von denen der Vergangenheit dadurch, dass sie nicht wie bisher nur Hard- und 
Software betrifft, sondern eine Migration des gesamten Unternehmens bedeutet. Die 
Umstellung auf eine SOA hat eine komplette Umstrukturierung der bisherigen 
Geschäftsprozesse zur Folge, mit ihr einher geht eine Umstrukturierung der 
Abteilungen des Unternehmens. Fortan sind die jeweiligen Fachabteilungen für die 
Modellierung der sie betreffenden Geschäftsprozesse zuständig. Steuerungs- und 
Präsentationslogik fallen nicht mehr in den Zuständigkeitsbereich der IT-Abteilungen, 
die sich nun ausschließlich um Datenhaltung, Datenaustausch und Datenverarbeitung 
kümmern.
26
   
 
1.3 Migrationsarten 
 
Migrationsprojekte lassen sich in Bezug auf den Gegenstand der Migration 
unterscheiden. Wird das gesamte System in eine neue Umgebung versetzt, spricht man 
von einer Systemmigration. Dies ist die komplexeste Form der Migration. Es ist aber 
auch möglich, nur einzelne Bestandteile dieses System zu migrieren. Je nachdem 
welcher Bestandteil betroffen ist, handelt es sich dann um eine der folgenden 
Migrationsarten: Daten-, Programm-, Oberflächen- oder Schnittstellenmigration (siehe 
Abbildung 2).
27
  
  Bei einer reinen Datenmigration werden ausschließlich die Daten übertragen, 
während die Programme in ihrer bisherigen Form bestehen bleiben. Dies ist bei der 
Migration von einer relationalen Datenbank zu einer anderen relativ problemlos und 
vollautomatisiert zu bewerkstelligen. Komplizierter stellt sich die Migration von einer 
relationalen in eine objektorientierte Struktur dar. An ihre Grenzen stößt die reine 
Datenmigration, sobald das Ausgangssystem auf einer veralteten, nicht-relationalen 
Datenbank beruht. Eine ausschließliche Migration der Daten ist dann selten möglich, da 
Struktur und Zugriffslogik von neuer und alter Datenbank so unterschiedlich sind, dass 
die Datenmigration auch eine Programm-Migration nach sich zieht. Der Wechsel von 
einer hierarchischen oder Flat-File-Datenbank zu einer relationalen oder objekt-
                                                          
25
 vgl. Sneed et al. (2010): S.26 f. 
26
 vgl. ebd., S.263 
27
 vgl. ebd., S.38 f. 
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orientierten Datenbank kann somit eine Herausforderung darstellen.
28
   
 
 
 
Abb.2: Migrationsarten 
 
Die Programm-Migration in Reinform belässt die Daten in ihrer alten Umgebung und 
migriert ausschließlich die Anwendungslogik. Hier existieren drei mögliche Varianten: 
Ein Wechsel der Programmiersprache bei gleichbleibender Umgebung, ein Wechsel der 
Umgebung bei gleichbleibender Sprache, oder eine Migration von Sprache und Um-
gebung.
29
  
  Eine reine Oberflächenmigration belässt Daten und Programme in ihrer alten 
Umgebung, während ausschließlich die Benutzerschnittstellen migriert werden. Die 
Voraussetzung dafür ist eine klare Trennung zwischen Programmlogik und Benutzer-
schnittstellen im Legacy-System. Wenn dies nicht der Fall ist, kann in manchen Fällen 
mithilfe von Sanierungsmaßnahmen vor der Migration eine solche Trennung 
vorgenommen werden. Ist dies aufgrund einer zu starken Verflechtung nicht möglich, 
müssen sowohl Oberfläche als auch Programmlogik migriert werden.
30
  
  Bei der Schnittstellenmigration werden die Systemschnittstellen, also jene 
                                                          
28
 vgl. ebd., S.40 f. 
29
 vgl. ebd., S.41 
30
 vgl. ebd., S.42 f. 
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Schnittstellen, über die das alte System mit anderen Systemen kommuniziert, migriert. 
Dieser Schritt ist immer dann notwendig, wenn fremde Systeme, mit denen das alte 
System Daten austauscht, sich verändern. Dabei kann es sich um migrierte oder 
vollkommen neue Systeme handeln, die sich durch neuartige Schnittstellenprotokolle 
auszeichnen, an die das alte System in der Folge angepasst werden muss. Während die 
frühen Systeme für den Datenaustausch sequenzielle Exportdateien in einem eigenen 
Format bereitstellten oder synchrone Prozeduraufrufe verwendeten, geschieht diese 
Kommunikation heute oft über XML-Dateien bzw. asynchrone SOAP-Nachrichten. 
Dies erfordert Eingriffe in jenen Teil des Programmcodes, der für den Austausch von 
Daten zuständig ist.
31
   
 
1.4 Migrationsstrategien   
 
Die Schwierigkeit der von Sneed et al. propagierten strikten Trennung zwischen 
Migration und Neuentwicklung zeigt sich bei den Begriffen der drei unterschiedlichen 
Migrationsstrategien: Konversion, Kapselung und Reimplementierung. Für letztere wird 
in der Literatur nämlich auch der Begriff Neuentwicklung verwendet. Sneed selbst 
bedient sich 1999 in seinem Buch „Objektorientierte Softwaremigration“ dieses 
Begriffs und versteht dabei Neuentwicklung als eine der drei möglichen Strategien im 
Rahmen einer Migration bestehender Daten und Programme in eine neue Umgebung 
(siehe Abbildung 3).
32
   
  Dieser Begriff ist also nicht mit einer Neuentwicklung von Grund auf zu 
verwechseln. Während es gilt, letztere von Migration abzugrenzen, ist Neuentwicklung, 
wie sie hier verstanden wird, ein Weg der Migration. Sneed unterscheidet dabei 
zwischen Daten und Programmen. Die Daten werden vollkommen neuen Strukturen 
zugeordnet. Im Zuge dessen können Daten umformatiert, und neue Schlüssel bestimmt 
werden. Allein die semantische Bedeutung der Daten bleibt unverändert, so dass die 
eigentlichen Werte erhalten bleiben. Bei den Programmen geht die erlaubte 
Veränderung noch weiter: Funktionen können neu definiert, und Zugriffe auf die 
Datenbank neu implementiert werden.  
 
                                                          
31
 vgl. ebd., S.43 f. 
32
 vgl. Sneed (1999): S.20 
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Abb.3: Die drei Migrationsstrategien  
 
Zudem kann es zu einem Austausch von Programmiersprache und Kommunikations-
system kommen. Die neue Software ist also mit der alten kaum noch vergleichbar.
33
 
Sneed kommt zu folgendem Schluss: „Die Entwickler werden lediglich durch die 
Semantik der alten Daten gehemmt. Auf der funktionalen Seite steht ihnen alles 
offen.“34 Daraus lässt sich folgern, dass am Ende einer Migration also durchaus ein 
System mit neuer Funktionalität stehen kann. 11 Jahre später ersetzten Sneed et al. in 
„Softwaremigration in der Praxis“ den Begriff Neuentwicklung im soeben be-
schriebenen Sinne durch den Begriff Reimplementierung – vermutlich, um den doppel-
deutigen Charakter des Begriffs zu vermeiden.
35
 Reimplementierung ist demnach eine 
freie Übersetzung des Systems, bei der einzelne Bausteine migriert werden. Diese 
                                                          
33
 vgl. ebd., S.20 
34
 ebd., S.20 
35
 Es ist auch denkbar, dass es sich in „Objektorientierte Softwaremigration“ bei dem Begriff der Neuentwicklung um eine 
ungenaue      Übersetzung von Sneeds Begriff der Reimplementierung handelt. Aber auch dieser Fall würde die Schwierigkeit 
verdeutlichen, in der Praxis diese Begriffe klar voneinander zu trennen. 
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müssen anschließend mit denen des Ursprungssystems vergleichbar sein, damit von 
einer Migration gesprochen werden kann.
36
 Abgesehen von der veränderten Be-
zeichnung wird hier nun auch die Strategie enger gefasst. Wo zuvor auf der 
funktionalen Seite alles offen stand, betonen die Autoren nun die Vergleichbarkeit als 
eine Grundbedingung.  
   Die beiden alternativen Migrationsstrategien zur Neuentwicklung bzw. Re-
implementierung sind die Konversion und die Kapselung. Konversion stellt die reinste 
Form der Migration dar: Daten und Programme werden meist automatisiert in die neue 
Umgebung übertragen. Während die Form der neuen Umgebung eine andere ist, bleiben 
Daten und Programme unverändert.
37
 Anders als bei der Reimplementierung handelt es 
sich nicht um eine freie, sondern eine exakte Übersetzung des Systems. Jeder Datentyp 
der Quellsprache wird in den ihm entsprechenden Datentyp der Zielsprache übersetzt. 
Anweisungen und Anweisungsabfolgen des migrierten Programms müssen zur Laufzeit 
in der gleichen Reihenfolge wie im Ausgangsprogramm ausgeführt werden.
38
   
  Im Vorfeld muss daher eine intensive Ist-Analyse des Legacy-Systems erfolgen, 
um dieses ausreichend zu verstehen. Wenn keine hinreichende Systemdokumentation 
existiert, und die ursprünglichen Programmierer nicht mehr zur Verfügung stehen, wird 
das Ausgangssystem mithilfe von Reverse-Engineering-Aktivitäten nachdokumentiert. 
Dabei werden sämtliche Informationen aus dem Quellcode extrahiert, die notwendig 
sind, um eine abstrakte Beschreibung des Systems zu erhalten, die dann als Grundlage 
für das Zielsystem dienen kann.
39
  
  Bei der Datenkonversion sind zwei Ebenen zu unterscheiden. Auf der unteren 
Ebene werden die Datentypen und auf der oberen Ebene die Datenbankstrukturen kon-
vertiert. Bei einer Migration zwischen zwei relationalen Datenbanken ist somit nur eine 
Konversion auf unterer Ebene notwendig, da die aus relationalen Tabellen bestehende 
Struktur unverändert bleibt. Auf unterer Ebene müssen ausschließlich nicht-kompatible 
Datentypen konvertiert werden. Dahingegen ist bei einer Migration von einer nicht-
relationalen zu einer relationalen Datenbank zusätzlich die obere Ebene betroffen. In 
einem solchen Fall ändert sich die gesamte Datenbankstruktur. Eine Normalisierung der 
Ausgangsdatenbank hat zur Folge, dass bestimmte Attribute in neue Tabellen 
ausgelagert werden müssen.
40
  
                                                          
36
 vgl. Sneed et al. (2010):  S.35 
37
 vgl. ebd., S.11 
38
 vgl. ebd., S.36 
39
 vgl. Hoffman/Carver (1996): S.270 
40
 vgl. Sneed et al. (2010):  S.161 f. 
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Bei der Konversion von einer hierarchischen in eine objektorientierte Struktur werden 
die Daten als Zwischenschritt in eine relationale Struktur überführt, da es anschließend 
einfacher ist, von dort aus Objekte zu bilden. Aus den Prozeduren der alten Programme 
müssen nun Methoden gebildet werden. Hierbei hängt die Schwierigkeit davon ab, auf 
welchen Sprachen diese aufbauen. Handelt es sich um Sprachen wie C oder COBOL, 
von denen eine objektorientierte Erweiterung existiert, lassen sich die alten Prozeduren 
in neue Methoden überführen, ohne dass sich an den Einzelanweisungen etwas ändert. 
Bei Sprachen ohne eine solche Erweiterung wie PL/I oder Assembler ist dies nicht 
möglich, weshalb eine Konversion in eine objektorientierte Struktur dann sehr 
aufwendig und praktisch auszuschließen ist.
41
  
  Die Kapselung als dritte Alternative repräsentiert einen Kompromiss zwischen den 
beiden genannten Strategien. Sie wurde Ende der neunziger Jahre als Reaktion auf die 
Herausforderung der aufkommenden objektorientierten Programmierung entwickelt.
42
  
Bei der Kapselung werden Daten und Programme weder konvertiert noch 
reimplementiert, sondern bleiben in ihrer alten Umgebung, in der sie von einer als 
Wrapper bezeichneten Softwareschale umhüllt werden. Während nur die 
Benutzeroberfläche mit der lokalen Verarbeitungslogik reimplementiert wird, stellt der 
Wrapper Schnittstellen zwischen altem und neuem System zur Verfügung und ist dabei 
für die Übersetzung zwischen den unterschiedlichen Sprachen verantwortlich. 
Beispielsweise kann in einem solchen Fall die Frontend-Software mit einer neueren 
Sprache wie Java reimplementiert werden, während die Backend-Software weiterhin 
aus Assembler- oder COBOL-Programmen besteht.
43
  
  Darüber hinaus ist es die Aufgabe des Wrappers, die Konsistenz der Daten zu 
garantieren. Er muss sicherstellen, dass sowohl die Applikationen des gekapselten 
Legacy-Systems als auch die neuen Applikationen Änderungen an den Daten 
vornehmen können, ohne dass dadurch die Datenintegrität gefährdet wird.
44
  
  Die Entscheidung für eine dieser drei Strategien ist immer abhängig von der 
Bewertung des zu migrierenden Legacy-Systems. Eine Konversion oder Kapselung der 
Daten ist grundsätzlich immer möglich, kann sich aber problematisch gestalten, wenn 
diese in einer veralteten Struktur und dazu einer sehr ungewöhnlichen Form 
abgespeichert sind.  Eine Analyse der alten Programmstruktur kann als Ergebnis haben, 
                                                                                                                                                                                
 
41
 vgl. Sneed (1999): S.21 f. 
42
 vgl. Sneed et al. (2010):  S.36 f. 
43
 vgl. Sneed (1999): S.22 f., sowie Sneed et al. (2010):  S.12 
44
 vgl. Thiran et al. (2006): S. 333 
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dass dessen Größe und Komplexität als so hoch eingestuft wird, dass eine Konversion 
aufgrund der notwendigen und dabei zu aufwendigen Restrukturierungsmaßnahmen 
ausgeschlossen wird. Desweiteren kann der Fall eintreten, dass die Qualität des alten 
Programms als zu niedrig eingestuft wird, und die benötigten Sanierungsmaßnahmen 
daher aus Kostengründen nicht zu rechtfertigen sind.
45
   
  Die ideale Strategie wäre eine Kombination aus Konversion, Kapselung und 
Reimplementierung, bei der für jede zu migrierende Komponente des Legacy-Systems 
die am besten geeignete dieser drei Strategien gewählt wird. Aus Kostengründen 
entscheidet man sich aber in der Praxis meistens für eine Strategie, mit der dann alle 
Komponenten migriert werden.
46
  
 
 
                                                          
45
 vgl. Sneed (1999): S.19, sowie ebd., S.24 f. 
46
 vgl. Sneed et al. (2010):  S.13 
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2.  Migration - Vorgehensmodelle 
 
Für die Migration von Legacy-Systemen existieren unterschiedliche Vorgehens-
modelle. Das früheste Modell ist der Cold-Turkey-Ansatz. Als Alternative dazu wurde 
der Chicken-Little-Ansatz entwickelt. Beide Ansätze werden in den nächsten beiden 
Abschnitten vorgestellt. Darüber hinaus existieren weitere Vorgehensmodelle wie der 
Butterfly-Ansatz, der Renaissance-Ansatz und die Migrationsfabrik.
47
 Auf eine 
genauere Vorstellung dieser Vorgehensmodelle soll in dieser Arbeit verzichtet werden, 
da sie für das in den Kapiteln 3 und 4 präsentierte Fallbeispiel aufgrund dessen niedri-
ger Komplexität nicht in Betracht gezogen wurden.    
 
2.1 Cold-Turkey-Ansatz 
 
Der Cold-Turkey-Ansatz hat seinen Namen vom englischen Begriff „cold turkey“, 
welcher übersetzt „kalter Entzug“ bedeutet. Dieser Ansatz  beschreibt die vollständige 
Neuentwicklung eines Zielsystems. Das gesamte Legacy-System wird dabei von Grund 
auf mit modernen Softwaretechniken reimplementiert. Parallel zu diesem Prozess wird 
das bestehende Legacy-System weiter verwendet. Erst wenn die Neuentwicklung 
abgeschlossen ist, wird schließlich in einem einzigen Schritt vom alten auf das neue 
System umgestellt.
48 Der Cold-Turkey-Ansatz ist die traditionelle Vorgehensweise bei 
der Umstellung von alten auf neue Systeme. Während Brodie und Stonebraker diesen 
Ansatz als einen von zwei möglichen Migrationsansätzen beschreiben, nimmt ihn 
Sneed in „Softwaremigration in der Praxis“ heraus aus diesem Kontext und setzt ihn 
mit seinem Begriff der Neuentwicklung gleich, welchen er - wie in Kapitel 1 erläutert - 
klar von Migration abgrenzt.
49   
  Theoretisch kann jedoch auch eine Neuentwicklung als Migration betrachtet 
werden. Dies ist dann der Fall, wenn sich die Neuentwicklung eins zu eins am Legacy-
System orientiert. Die Grundvorrausetzung für diese Vorgehensweise ist ein 
umfassendes Verständnis des Legacy-Systems. Aufgrund der Komplexität und Größe 
                                                          
47
 vgl. ebd., S.50 ff. 
48
 vgl. Brodie/Stonebraker (1995): S.8 
49
 vgl. Sneed et al. (2010):  S.8 
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von diesen Systemen ist es aber in der Praxis in den meisten Fällen unmöglich, diese 
Grundvoraussetzung zu erfüllen. Die ursprünglichen Entwickler stehen oft nicht mehr 
zur Verfügung, und exakte Dokumentationen des Systems sind nicht existent. Somit 
bleibt als einzige Informationsquelle der Code an sich, aus dem dann Rückschlüsse auf 
die Funktionalität des Systems abgeleitet werden müssen. Selbst wenn dies theoretisch 
möglich ist, können je nach Komplexität dieses Systems der damit verbundene 
Zeitaufwand sowie die Kosten zu hoch sein, als dass sie eine derartige Eins-zu-Eins-
Neuentwicklung rechtfertigen. Darüber hinaus gilt es, sämtliche Applikationen zu 
identifizieren, welche auf das Legacy-System zugreifen und von diesem abhängig sind. 
  Typischerweise wird in Unternehmen über die Jahre eine Vielzahl von solchen 
Applikationen in unterschiedlichen Abteilungen entwickelt, von deren Existenz oft nur 
die jeweiligen Entwickler wissen. Hierbei kann es sich um nicht-geschäftskritische 
Applikationen wie Reportgeneratoren oder Abfrageprogramme, aber auch um 
Gateway-Applikationen zu anderen geschäftskritischen Systemen handeln. Werden 
diese Abhängigkeiten nicht berücksichtigt, kann eine Veränderung am neuen System 
ungewünschte Auswirkungen auf eine Reihe weiterer Systeme nach sich ziehen. Eine 
intensive Analyse ist also zwingend notwendig. Die lange Entwicklungszeit von nicht 
selten mehreren Jahren bringt ein weiteres Problem mit sich: Während das neue System 
entwickelt wird, verändern sich die Geschäftsprozesse und somit die Anforderungen an 
das System. Diese neuen Anforderungen müssen also während des gesamten 
Migrationsprojekts in Betracht gezogen werden, da das neue System ansonsten bereits 
vor seiner Fertigstellung selbst zu einem Legacy-System wird.
50   
  Hinzu kommt, dass eine Eins-zu-Eins-Neuentwicklung von vielen Unternehmen 
gar nicht gewünscht wird. Die Kosten für eine Neuentwicklung sind für sie nur dann 
gerechtfertigt, wenn diese zusätzliche, bisher nicht mögliche Funktionen verspricht. Ob 
in einem solchem Fall noch von Migration gesprochen werden kann, ist wie bereits 
beschrieben strittig. Sicher jedoch ist, dass das Hinzufügen neuer Funktionalität bei 
einer grundsätzlichen Orientierung am bestehenden System die Komplexität des zu 
entwickelnden Zielsystems weiter ansteigen lässt und das Risiko eines Scheiterns des 
Projekts erhöht.
51 
  
  Wenn das Risiko aber überschaubar ist, und genügend finanzielle und personelle 
Ressourcen zur Verfügung stehen, können gerade die funktionale Erweiterung des 
Systems und der damit verbundene Nutzen für das Unternehmen eine Neuentwicklung 
                                                          
50
 vgl. Brodie/Stonebraker (1995): S.9 ff. 
51
 vgl. ebd., S.9 
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bzw. eine Migration mit dem Cold-Turkey-Ansatz rechtfertigen.
52
 
 
 
2.2  Chicken-Little-Ansatz 
 
Der große Nachteil des Cold-Turkey-Ansatzes besteht in dem hohen Risiko eines 
Scheiterns des Migrationsprojekts, welches aufgrund der mit diesem Ansatz 
verbundenen Punkt-Umstellung des Systems erst am Ende des gesamten Projekts 
erkannt werden kann. Ausgehend von dieser Problematik wurde in den neunziger 
Jahren an der University of California in Berkeley ein alternativer Ansatz, der Chicken-
Little-Ansatz, entwickelt und von Brodie und Stonebraker in ihrem Buch „Migrating 
Legacy Systems“ vorgestellt. Hierbei handelt es sich um einen inkrementellen 
Migrationsansatz, den die Autoren wie folgt beschreiben: „Migrate the legacy IS, in 
place, by small incremental steps until the desired long-term objective is reached. 
Chicken Little permits planners to control risk, step by step, choosing the increment 
size.“53  
  Um das Risiko zu minimieren, wird das System nach und nach in kleinen Schritten 
in die neue Zielumgebung migriert. Während des Migrationsprozesses werden das alte 
und neue System parallel betrieben. Bereits migrierte Komponenten stehen in der 
neuen Umgebung zur Verfügung, während andere zunächst weiterhin im Legacy-
System existieren. Um die Datenkonsistenz beim parallelen Betrieb beider Systeme zu 
garantieren, werden Gateways eingesetzt, die für die Koordination zwischen Legacy- 
und Zielsystem zuständig sind. Das Migrationsprojekt wird dadurch wesentlich 
komplexer und somit auch zeit- und kostenintensiver. Der klare Vorteil dieses Ansatzes 
besteht aber darin, dass nie das ganze Migrationsprojekt scheitert, sondern immer nur 
der jeweils vorgenommene Schritt, welcher dann anschließend wiederholt werden 
kann.
54
  
  Je kleiner die Inkremente gewählt werden, desto geringer ist das Risiko. Neben der 
Risikominimierung hat dieser Ansatz den Vorteil, dass aus Problemen, die in 
vorherigen Schritten auftreten, Schlüsse gezogen werden können, die dann für die 
folgenden Schritte hilfreich sein können. Im Gegensatz zum Cold-Turkey-Ansatz 
können beim Chicken-Little-Ansatz Probleme, die zu Beginn des Projekts nicht 
                                                          
52
 vgl. Sneed et al. (2010):  S.8 f. 
53
 Brodie/Stonebraker (1995): S.13 
54
 vgl. Sneed et al. (2010):  S.51 
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vorhersehbar waren, relativ früh im Migrationsprozess erkannt und behandelt werden.
55
 
 Generell richtet sich die Größe der jeweiligen Inkremente nach der Risikobereitschaft 
der Projektplaner. Inwieweit eine Zerlegung des Systems in einzelne zu migrierende 
Inkremente aber überhaupt möglich ist, hängt von der Architektur des Systems ab. 
Grundsätzlich bestehen Informationssysteme immer aus den folgenden drei 
Komponenten: Schnittstellen, Applikationen und Datenbanken. Diese können im 
Idealfall getrennt voneinander migriert werden.   
  Im Vorfeld der Migration muss eine Analyse ergeben, wie sehr die Komponenten 
miteinander verflochten sind. Entsprechend unterscheiden Brodie und Stonebraker 
zwischen drei Systemarchitekturen: Zerlegbare, semi-zerlegbare und nicht-zerlegbare 
Architekturen.
56
  
  Abbildung 4 zeigt eine zerlegbare Architektur mit mehreren voneinander unab-
hängigen Applikationsmodulen, welche jeweils über eigene Schnittstellen zu einer 
Datenbank, sowie Benutzer - und Systemschnittstellen verfügen.  
 
                             
                                        Abb.4: Zerlegbare Architektur  
 
                                                          
55
 vgl. Brodie/Stonebraker (1995): S.13 f. 
56
 vgl. ebd., S.14 f. 
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Dahingegen ist auf Abbildung 5 eine nicht-zerlegbare Architektur zu sehen. Ein 
solches System bezeichnet man als Black Box, da die innere Funktionsweise des 
Systems nicht ersichtlich ist.
57
 Das Modul mit dem beispielsweise der Anwender 
interagiert, ist hier dasselbe Modul, in dem die Kommunikation zwischen 
Applikationen und Datenbank stattfindet.   
 
 
                                   
                                  Abb.5: Nicht-zerlegbare Architektur 
 
 
 
Die dritte Variante, die semi-zerlegbare Architektur, ist eine Mischung aus den beiden 
genannten Architekturen. Hier können Benutzer- und Systemschnittstellen getrennt 
voneinander betrachtet werden, während die Applikationen und Datenbank-
schnittstellen so miteinander verflochten sind, dass eine Trennung nicht möglich ist.
58
  
 
 
                                                          
57
 vgl. ebd., S.17 
58
 vgl. ebd., S.16 
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Der Chicken-Little-Ansatz beinhaltet die folgenden 11 Schritte:
59
  
 
     1. Inkrementelle Analyse des Legacy-Systems  
     2.   Inkrementelles Zerlegen der Struktur des Legacy-Systems  
     3.   Inkrementeller Entwurf der Schnittstellen des Zielsystems  
     4.   Inkrementeller Entwurf der Applikationen des Zielsystems 
     5.   Inkrementeller Entwurf der Datenbank des Zielsystems  
     6.   Inkrementelle Implementierung des Zielsystems  
     7.   Inkrementelle Entwicklung und Einrichtung der benötigten Gateways  
     8.   Inkrementelle Migration der Legacy-Datenbank  
     9.   Inkrementelle Migration der Legacy-Applikationen 
   10.   Inkrementelle Migration der Legacy-Schnittstellen  
   11.   Inkrementelle Umstellung auf das Zielsystem  
 
Diese Abfolge bezieht sich nicht auf das gesamte System, sondern auf die jeweiligen 
Inkremente. Entsprechend werden die 11 Schritte für jedes Inkrement wiederholt. 
Wurde ein Inkrement erfolgreich migriert, erfolgen vor dem nächsten Durchgang 
erneut eine Analyse des Zielsystems sowie eine Überarbeitung des Entwurfs und der 
Implementierung des Zielsystems. Würde man hingegen die Schritte auf das gesamte 
System anwenden, entspräche dies einer Cold-Turkey-Migration.   
  Je nach Migrationsprojekt können einzelne Schritte vernachlässigt werden. Handelt 
es sich beispielsweise um eine reine Datenmigration, müssen weder Schnittstellen noch 
Applikationen entworfen und implementiert werden. Darüber hinaus kann die 
Reihenfolge der Schritte variieren, da es das Ziel des Chicken-Little-Ansatzes ist, dass 
sämtliche Schritte unabhängig voneinander vollzogen werden können. Diese 
Unabhängigkeit herzustellen, ist ebenfalls Aufgabe der Gateways.
60
   
  Der Chicken-Little-Ansatz hat also den großen Vorteil, dass er hilft, das Risiko 
eines Migrationsprojekts deutlich zu minimieren. Sein großer Nachteil besteht jedoch 
in dem aus der Einrichtung der Gateways resultierenden hohen Zeit- und Kostenauf-
wand. 
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 vgl. ebd., S.32 
60
 vgl. ebd., S.30 ff. 
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3.   Die Musikdatenbank  
 
3.1  Beschreibung des Ausgangssystems  
 
Das zu migrierende Ausgangssystem des im Folgenden beschriebenen Fallbeispiels 
war ein Datenbanksystem, mit dem der Anwender eine Musikdatenbank verwaltet 
hatte. Die zugrundeliegende Software war das Programm F&A. Hierbei handelte es 
sich um die deutsche Version des englischsprachigen Textverarbeitungs- und 
Datenbankprogramms Q&A. 
 
3.1.1  Das Programm Q&A 
 
Q&A wurde 1985 von der Firma Symantec für das Betriebssystem MS-DOS auf den 
Markt gebracht. Ab der Version 4.0 war Q&A auch für Microsoft Windows erhältlich. 
Nach der Veröffentlichung der Version 5.0 gab Symantec 1995 bekannt, keine 
weiteren Upgrades des Programms zu entwickeln. Im September 1998 stellte Symantec 
schließlich den Verkauf sowie den Support des Produkts gänzlich ein. Als Antwort auf 
die Produkteinstellung wurde 2000 von einer Gruppe aus ehemaligen Q&A-
Entwicklern und -Beratern die US-Firma Lantica Software, LLC gegründet, welche 
2003 das Nachfolgeprodukt Sesame Database Manager veröffentlichte.
61
 Sesame 
Database Manager bietet einen automatischen Import von Datenbanken an, die mit 
Q&A 4.0 oder Q&A 5.0 für MS-DOS oder mit Q&A für Microsoft Windows erstellt 
wurden.
62
  
  Mit Q&A lassen sich lediglich nicht-relationale Datenbanken entwerfen. Sämtliche 
Informationen werden in einer einzigen Tabelle abgelegt und in einer Datei mit dem 
proprietären dtf-Format abgespeichert. Zusätzlich wird zu jeder Datenbank eine Index-
Datei angelegt, welche Meta-Daten für einen schnelleren Zugriff auf die Datenbank 
enthält. Es handelt sich bei Q&A also um eine Flat-File-Datenbank, ergänzt durch eine 
Index-Datei. Aufgrund seiner nicht-relationalen Struktur erfüllt Q&A nicht die 
                                                          
61
 vgl. Lantica Software, LLC: „Company - Profile“, URL: http://www.lantica.com/Company/ 
62
 vgl. Lantica Software, LLC: „Q&A - Q&A Translation Guide“, URL: http://www.lantica.com/QA/translate.html 
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Anforderungen eines Datenbankmanagementsystems. Möchte der Anwender 
Informationen zwischen zwei Tabellen vereinen, funktioniert dies nur über 
Kopiervorgänge. Im Gegensatz zu einer relationalen Datenbank existieren keine 
Beziehungen zwischen Tabellen sowie keine Primärschlüssel zur eindeutigen 
Identifizierung eines Datensatzes. Eine Integrität der Daten ist somit nicht gesichert.  
 
3.1.2  Die Musikdatenbank 
 
Die Datenbank wurde 1994 angelegt und vom Anwender bis zum Beginn des 
Migrationsprojekts im Jahr 2011 benutzt. Während des gesamten Zeitraums war die 
Version F&A 4.0 für MS-DOS verwendet worden, zuletzt auf einem Medion-Notebook 
mit dem Betriebssystem Microsoft Vista.   
  Die Datenbank war vom Anwender ursprünglich angelegt worden, um seine CD- 
und Schallplattensammlung zu archivieren. Diese Titel waren weitgehend auf das 
Musikgenre Hip-Hop beschränkt. Daraus entwickelte sich mit der Zeit der Anspruch, 
eine Diskografie für sämtliche jemals erschienenen Hip-Hop-Veröffentlichungen 
anzulegen. Später wurde die Datenbank um Tonträger aus anderen Genres erweitert. 
Als Informationsquellen dienten neben den eigenen Tonträgern Bestellkataloge, 
Tonträger von Freunden und auch Plattenkritiken aus Musikzeitschriften. Ab 2002 
wurden schließlich diverse Internetseiten als Informationsquellen herangezogen.  
  Anfangs beschränkte sich diese Diskografie auf wenige Informationen über den 
jeweiligen Tonträger: Titel, Interpret, Veröffentlichungsjahr und Plattenlabel. Im Laufe 
der Jahre wurde die Datenbank immer wieder um neue Datenfelder erweitert. Das 
spätere Hinzufügen neuer Datenfelder sowie die insbesondere in den neunziger Jahren 
unzureichenden Informationsquellen hatten zur Folge, dass bei vielen Tonträgern 
Informationen fehlten.   
  Zu Beginn des Migrationsprojekts hatte die Datenbank die in der Abbildung 6 zu 
sehende Struktur. Ein Datensatz der Datenbank repräsentierte dabei einen Tonträger 
und bestand jeweils aus 22 Datenfeldern. Die Gesamtzahl der Datensätze betrug 
47.826. 
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Abb.6: Struktur der Ausgangsdatenbank  
 
Im Folgenden eine Erläuterung zu den jeweiligen Datenfeldern: 
 „Act“: Interpret des Tonträgers 
 „Sex“: Geschlecht des Interpreten; drei mögliche Einträge: „male“, „female“ 
und „both“ für Gruppen mit Männern und Frauen 
 „Record“: Titel des Tonträgers 
 „Album“, „EP“, „Mixtape“ und „Single“: Format des Tonträgers; das 
zutreffende Feld hatte das Sonderzeichen Asterisk als Eintrag, die anderen 
Felder waren leer 
 „Label“: Das Plattenlabel, bei dem der Tonträger erschienen war  
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 „Year“: Veröffentlichungsjahr des Tonträgers 
 „Country“: Heimatland des Interpreten 
 „City“: Heimatstadt des Interpreten 
 „Borough“: Heimatstadtteil des Interpreten 
 „Status“: Mögliche Einträge waren die Zahlen 1-4 mit folgenden Bedeutungen:        
1: Der Anwender besaß den Tonträger 
2: Der Tonträger war mit hoher Priorität auf der Wunschliste des Anwenders 
3: Der Tonträger war mit niedriger Priorität auf der Wunschliste des Anwenders 
4: alle Tonträger, für die die Punkte 1-3 nicht zutrafen 
 „I Got It On“: Format, auf dem der Anwender den Tonträger besaß 
 „Genre“: Das Musikgenre des Tonträgers 
 „Notes“: Feld für Notizen über Besonderheiten 
 „Soundtrack/Compilation“: Falls es sich um eine Single-Auskopplung eines 
Soundtracks oder einer Kompilation handelte, stand hier der Titel dieses 
Soundtracks bzw. dieser Kompilation 
 „Alias“: Alias des Interpreten 
 „Group Members“: Falls es sich beim Interpreten um eine Gruppe handelte, 
standen hier deren Mitglieder. Handelte es sich um einen Solokünstler, enthielt 
das Feld denselben Eintrag wie das Feld „Act“ 
 „Artists“: Gastmusiker des Tonträgers 
 „Producers“: Die Produzenten des Tonträgers 
 „Songs“: Die auf dem Tonträger enthaltenen Songs und Informationen zu 
diesen Songs 
 
Die einzigen Pflichtfelder waren „Act“, „Record“ und „Status“. Außerdem musste 
entweder „Album“, „EP“, „Mixtape“ oder „Single“ einen Eintrag haben, und zugleich 
durften die anderen drei Felder keinen Eintrag haben. Das Feld „Sex“ hatte als Default-
Wert den Eintrag „male“.63  Alle weiteren Felder konnten leer sein. Hierbei war vom 
Anwender keine Unterscheidung gemacht worden zwischen jenen Feldern, die leer 
waren, weil die entsprechende Information ihm nicht bekannt war, und solchen, bei 
denen kein Wert existierte. So konnte ein leeres Feld bei „Artists“ entweder bedeuten, 
                                                          
63
 Wenn der Anwender keine genauen Informationen über das Geschlecht des Interpreten besaß oder diese anhand des Namens 
nicht herleiten konnte, hatte er angenommen, dieser wäre männlich. Aufgrund der Tatsache, dass Hip-Hop ein männerdominiertes 
Genre ist, war diese Annahme mit ungefähr 90-prozentiger Wahrscheinlichkeit korrekt, führte jedoch bei den verbleibenden 10 
Prozent zu fehlerhaften Daten. 
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dass es auf dem Tonträger keine Gastmusiker gab, oder aber, dass es welche gab, und 
dem Anwender diese Information nicht bekannt war.  
  Es existierte kein Primärschlüssel zur eindeutigen Identifizierung eines 
Datensatzes. Vor jedem neuen Eintrag musste der Anwender daher mithilfe der 
Suchfunktion von Q&A überprüfen, ob der einzutragende Datensatz bereits vorhanden 
war.   
  Außerdem existierten in der Datenbank mehrere Datenfelder mit nicht-atomaren 
Einträgen. Beispielsweise standen - falls als Interpret eine Gruppe vorlag - sämtliche 
Mitglieder, jeweils getrennt durch ein Semikolon, in einem einzigen Datenfeld, dem 
Feld „Group Members“. Da sämtliche Informationen in einer Tabelle abgelegt waren, 
war darüber hinaus eine große Anzahl redundanter Daten auszumachen. Obwohl ein 
Datensatz jeweils einen Tonträger repräsentierte, enthielt jeder Datensatz mehrere 
Datenfelder, deren Informationen sich nicht auf den Tonträger, sondern den Interpreten 
des Tonträgers bezogen. Existierte zum Beispiel ein „Künstler A“ als Interpret von 10 
Tonträgern, so gab es in der Datenbank 10 Datensätze, bei denen jeweils im Feld „Act“ 
der Eintrag „Künstler A“ stand. War „Künstler A“ zudem ein Solokünstler, gab es bei 
jedem dieser 10 Datensätze im Feld „Group Members“ ebenfalls den Eintrag „Künstler 
A“. Solche Redundanzen in Bezug auf Künstler traten außerdem in den Feldern „Sex“, 
„Country“, „City“, „Borough“ und „Alias“ auf, sobald ein Künstler Interpret mehr als 
eines Tonträgers war.  
 
3.2 Gründe für eine Migration 
 
Das Ausgangssystem war nach der Definition von Brodie und Stonebraker als ein 
klassisches Legacy-System einzustufen. Es basierte nicht auf einem 
Datenbankmanagementsystem, sondern einer Flat-File-Datenbank. Zudem handelte es 
sich um ein weitgehend autonomes System mit einer nicht-zerlegbaren Architektur. 
Die Kommunikation zwischen Anwender und Programm fand hier über dasselbe 
Modul wie die Kommunikation zwischen Programm und Datenbank statt. Das System 
basierte auf einer proprietären Programmiersprache. Der Quellcode war nicht 
zugängig, und eine Dokumentation des Programms stand nicht zur Verfügung. 
Dennoch wäre eine Migration nicht notwendig gewesen, wenn der Anwender 
beabsichtigt hätte, das System weiterhin ausschließlich für die bisherigen Zwecke zu 
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nutzen. Jedoch stellte der Anwender neue Anforderungen an das System. Er hatte 
bereits ab dem Jahr 2002 die Idee, die Informationen seiner Datenbank auf einer 
Webseite zur Verfügung zu stellen. Zu diesem Zeitpunkt gab es noch kein 
vergleichbares Angebot einer auf das Genre Hip-Hop fokussierten Online-Diskografie. 
Dass eine Nachfrage an einem solchen Angebot besteht, zeigt die US-amerikanische 
Webseite Discogs.
64
 Hierbei handelt es sich um ein Community-basiertes 
Onlineprojekt, welches im November 2000 ins Leben gerufen wurde. Anfänglich war 
Discogs auf Diskografien für das Genre „Elektronische Musik“ beschränkt. 
Mittlerweile deckt die Seite sämtliche Genres ab und gilt als wichtige Referenzseite für 
Musiksammler, -fans und -journalisten.
65
   
  Hätte der Anwender seine Diskografie bereits 2002 als Webseite online gestellt, 
hätte diese durchaus mit Discogs konkurrieren können, da Discogs zum damaligen 
Zeitpunkt nach Recherchen des Anwenders weniger Künstler und Tonträger des 
Genres Hip-Hop abdeckte als die Diskografie des Anwenders. Dieses Fallbeispiel steht 
somit auch exemplarisch für die Tatsache, dass ein zu langes Verharren auf einem 
Legacy-System dazu führen kann, dass der Anwender Chancen und Möglichkeiten 
verpasst.   
  Dennoch hegte der Anwender weiterhin den Wunsch, die Musikdatenbank in naher 
Zukunft online zu stellen. Hieraus ergaben sich neue Anforderungen, denen das 
Ausgangssystem nicht mehr gerecht wurde. Aufgrund des zugrundeliegenden 
Betriebssystems MS-DOS war das Ausgangssystem nur bedingt netzwerkfähig. Für die 
angestrebte Client/Server-Architektur musste das System in eine serverseitigen 
Datenbank und ein clientseitiges Anwendungsprogramm aufgeteilt werden. Dies war 
aufgrund der nicht-zerlegbaren Architektur mit dem alten System nicht zu 
bewerkstelligen. Somit wurde dieses auch bezogen auf den konkreten Anwendungsfall 
zu einem Legacy-System, welches in eine neue Umgebung migriert werden musste.   
  Eine weitere Motivation für eine Migration lieferte die Struktur der 
Ausgangsdatenbank. Aufgrund dessen nicht-relationaler Struktur war es dem 
Anwender bis dato nicht möglich, sich einen genauen Überblick über seinen 
Datenbestand zu beschaffen. Da sämtliche Daten in einer einzigen Tabelle abgelegt 
waren, hatte er lediglich einen Überblick darüber, wie viele Tonträger es in der 
Datenbank gab, da deren Anzahl der Anzahl aller Datensätze entsprach. Nicht möglich 
hingegen, war eine genaue Auflistung sämtlicher Künstler, Plattenlabels, Songs, 
                                                          
64
 www.discogs.com 
65
 vgl. Resident Advisor: „Discogs: Vinyl Revolution“, URL: http://www.residentadvisor.net/feature.aspx?1166 
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Länder, Städte und Stadtteile. Die Überführung der Daten in eine relationale 
Datenbank und die daraus resultierende Möglichkeit, die genannten Objekte auflisten 
zu können, stellten somit den zweiten Hauptgrund für eine Migration dar.  
  Ein zusätzlicher Grund war die Aussicht, durch eine optimierte Datenbankstruktur 
und der daraus resultierenden Reduzierung von Redundanzen zukünftig weniger 
Aufwand beim Eintragen neuer Daten aufbringen zu müssen.   
  Es war darüber hinaus der erklärte Wunsch des Anwenders, sämtliche Daten der 
Ausgangsdatenbank zu migrieren, auch wenn diese in bestimmten Fällen Datenfelder 
mit unvollständigen Informationen aufwiesen.  Solche Daten waren in den neunziger 
Jahren eingetragen worden und stellten zum damaligen Zeitpunkt auch in 
unvollständiger Form einen Wert dar. Diese Informationen mögen aus heutiger Sicht 
keinen objektiven Wert besitzen, da andere Webseiten wie Discogs in vielen Fällen die 
entsprechenden vollständigen Informationen bereitstellen. Allerdings besaßen sie für 
den Anwender einen so hohen subjektiven Wert, dass er nicht auf sie verzichten wollte.
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4.   Migration der Musikdatenbank 
 
4.1  Migrationsart und -strategie 
 
Am Ende des Migrationsprozesses sollte ein neues System stehen, welches sämtliche 
Funktionen erfüllt, die bisher das Ausgangssystem erfüllt hatte. Als Ergebnis sollte der 
Anwender in der Folge unabhängig von der alten F&A-Datenbank sein. Entsprechend 
war das Ziel dieses Migrationsprojekts eine Systemmigration, bei der sämtliche 
Bestandteile, also Benutzeroberfläche, Programm und Daten migriert werden mussten. 
Als passende Migrationsstrategie wurde sich bei der Benutzeroberfläche und dem 
Programm für eine Reimplementierung entschieden. Als Benutzeroberfläche, welche 
im Ausgangssystem ein MS-DOS-Eingabefenster war, sollte am Ende eine grafische 
Weboberfläche stehen. Auf Programmebene beschränkten sich die Funktionen des 
Ausgangssystems auf die Verarbeitung von Dateneingaben  und  
-änderungen sowie eine Suchfunktion. Diese Funktionen mussten demnach auch das 
neue System erfüllen. Dank dieser auf Programmebene simplen Anforderungen waren 
eine weitere, genauere Analyse der Programmlogik des Ausgangssystems und Reverse-
Engineering-Maßnahmen nicht notwendig.  Anderenfalls hätte sich dies aufgrund der 
bereits beschriebenen Struktur als eine große Herausforderung erwiesen.  
  Den eigentlichen Wert des Ausgangssystems und somit das Hauptaugenmerk des 
Migrationsprojekts repräsentierten aber weder die Benutzeroberfläche noch das 
Programm, sondern die Daten. Während deren semantische Bedeutung erhalten bleiben 
sollte, mussten die Daten neuen Strukturen zugeordnet werden. Die Überführung der 
Daten von einer nicht-relationalen in eine relationale Struktur bedingte eine 
Konversion auf oberer und unterer Ebene. Auf unterer Ebene wurden für alle Attribute 
neue, dem MySQL-Standard entsprechende Datentypen definiert. Auf der oberen 
Ebene musste zunächst eine Normalisierung der bisherigen Struktur durchgeführt 
werden. Die Attribute der Ausgangsdatenbank mussten dafür analysiert, und Entity-
Typen und deren Beziehungen identifiziert werden. Als Folge wurden Attribute in neue 
Tabellen ausgelagert. Die Beziehungen waren aufgrund der nicht-relationalen Struktur 
nicht explizit gegeben, aber aus der Semantik ableitbar. Nicht-atomare Attributwerte 
mussten zerlegt werden, da sie sonst eine Verletzung der ersten Normalform dargestellt 
hätten. Schlüssel, die bisher nicht existent waren, mussten bestimmt werden. Bei den 
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vier Datenfeldern „Album“, „EP“, „Mixtape“ und „Single“ ging die vorgenommene 
Veränderung so weit, dass es sich um eine Reimplementierung der Daten handelte. 
Während in der Ausgangsdatenbank das Format des Tonträgers etwas unglücklich über 
einen Eintrag in einem dieser vier Datenfelder abgespeichert worden war, wurde für 
die Zieldatenbank das neue Attribut „format“ eingeführt, welches die bisherigen Werte 
der vier Datenfelder repräsentieren sollte.  
  Die Strategie für die Migration der Daten war also eine Mischform aus Konversion 
und Reimplementierung, während bei dem Programm und der Oberfläche vollständig 
auf eine Reimplementierung gesetzt wurde.  
  Dieser Prozess unterschied sich von einer Neuentwicklung von Grund auf insofern, 
als dass der gesamte Neuentwicklungsprozess  nach den bestehenden Daten und der 
Bedingung, diese beizubehalten, ausgerichtet werden musste. Die Reimplementierung 
von Programmlogik und Benutzeroberfläche orientierte sich somit an der durch die 
Daten vorgegebenen Struktur. 
 
4.2 Vorgehensweise 
 
Der Hauptfokus dieser Arbeit lag auf der Migration der Daten. Demnach hatten der 
Entwurf und die Implementierung der Zieldatenbank die höchste Priorität. Am Ende 
des Projekts sollten die Voraussetzungen dafür geschaffen sein, dass die in der 
Ausgangsdatenbank enthaltenen Informationen auf einer Webseite bereitgestellt 
werden konnten. Der finale Entwurf und die Gestaltung einer Weboberfläche für einen 
zukünftigen Webauftritt sollten erst im Anschluss an diese Arbeit entstehen. Dennoch 
war zumindest das Implementieren einer rudimentären Benutzeroberfläche sowie eines 
Anwendungsprogramms notwendig, da die migrierten Daten angezeigt werden 
mussten, um den Erfolg der Datenmigration beurteilen zu können. Aus diesen 
Überlegungen ergab sich eine Vorgehensweise mit sechs aufeinander folgenden 
Schritten: 
 
1.  Festlegung des Zielsystems 
2.  Entwurf der Zieldatenbank 
3.  Implementierung der Zieldatenbank 
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4.  Implementierung der Benutzeroberfläche 
5.  Implementierung der Programmlogik 
6.  Migration der Daten 
 
Die bei diesem Projekt gewählte Vorgehensweise entsprach grundsätzlich dem Cold-
Turkey-Ansatz, da die Umstellung auf das neue System erst am Ende des gesamten 
Prozesses vollzogen werden sollte. Das damit verbundene Risiko eines Scheiterns war 
aufgrund der niedrigen Komplexität des Ausgangssystems überschaubar. Der 
Hauptgegenstand der Migration waren die Daten. Dahingegen war eine exakte 
Übersetzung der Programmlogik weder notwendig noch erwünscht.   
  Ein weiterer Vorteil dieses Projekts bestand darin, dass das zu migrierende System 
keinen geschäftskritischen Charakter hatte und ausschließlich von einem einzigen 
Anwender genutzt wurde. Es war darüber hinaus möglich, während des 
Migrationsprozesses auf die vom System bereitgestellten Anwendungen, also das 
Eintragen neuer Datensätze oder das Ändern bestehender Datensätze, zu verzichten. 
Dieses Migrationsprojekt ist daher in keiner Weise mit einer Migration in einem 
Unternehmensumfeld zu vergleichen, wo sämtliche Geschäftsprozesse von der Funktion 
der Datenbank abhängen, und nicht selten eine pausenlose Verfügbarkeit der Daten 
garantiert sein muss.   
  Ein Vorgehen nach dem Chicken-Little-Ansatz wäre bei diesem Projekt nicht 
gerechtfertigt gewesen, da ein paralleler Betrieb von altem und neuem System aufgrund 
der beschriebenen Begebenheiten nicht notwendig war. Auch hätte sich aufgrund der 
nicht-zerlegbaren Architektur des Ausgangssystems ein inkrementelles Vorgehen als 
sehr schwierig erwiesen. 
 
4.3 Festlegung des Zielsystems 
 
Aus Kostengründen kam als Zielsystem nur eine Open-Source-Lösung infrage. In der 
Folge wurde sich für das Open-Source-Datenbankmanagementsystem MySQL 
entschieden. Die Applikationen des Zielsystems sollten mit der Skriptsprache PHP 
implementiert werden. Ein Grund für die Kombination aus MySQL und PHP war die 
Tatsache, dass diese von den meisten Webservern unterstützt wird. Ein weiterer Grund 
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war die einfachere Erlernbarkeit von PHP im Vergleich zu anderen Sprachen.
66
 Dies 
spielte aufgrund der mangelnden Programmiererfahrung eine nicht unerhebliche Rolle. 
 
4.4 Entwurf der Zieldatenbank 
 
Zunächst wurde eine Analyse der Ausgangsdatenbank vorgenommen, um die Entity-
Typen und Beziehungen der Zieldatenbank zu bestimmen. Übertragen auf das 
relationale Modell lag in der Ausgangsdatenbank nur ein Entity-Typ, nämlich der 
Tonträger, mit 22 Attributen, den 22 Datenfeldern, vor. Eigentliche Beziehungen waren 
explizit nicht gegeben, sondern nur durch die Semantik der Daten impliziert.  
  Durch die Analyse und anschließende Normalisierung ergaben sich für die 
Umsetzung der Zieldatenbank acht Entity-Typen. Diese sind nachstehend mit ihren 
Attributen aufgelistet: 
 Record (recordID, title, year, genre, format, notes, status, medium)  
 Artist (artistID, artistName, gender, artistType, description)  
 Song (songID, songTitle, version)  
 Label (labelID, labelName)  
 Country (countryID, countryName)  
 City (cityID, cityName, state)  
 Borough (boroughID, boroughName)  
 Hood (hoodID, hoodName)  
 
 Weiterhin wurden fünf 1:N-Beziehungen ausgemacht, für deren Umsetzung fünf der 
acht Entity-Typen um ein Fremdschlüsselattribut ergänzt werden mussten:  
 
     Record (recordID, title, year, genre, format, notes, status, medium, countryID) 
     Label (labelID, labelName, parentLabelID)  
  City (cityID, cityName, state, countryID)  
  Borough (boroughID, boroughName, cityID)  
  Hood (hoodID, hoodName, boroughID)  
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 vgl. Connolly, Thomas/Begg, Carolyn (2010): Database Systems (5. Auflage). Boston: Addison-Wesley, S.993 
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Außerdem wurden folgende 26 N:M-Beziehungen identifiziert:  
 
RecordHasInterpret (recordID, artistID)  
RecordHasLabel (recordID, labelID)  
RecordHasSong (songID, recordID, trackNumber, bonusTrack)  
MemberOnRecord (artistID, recordID)  
ArtistIsMemberOf (memberID, groupID)  
Alias (artistID, artistAliasID)  
FeatureArtistOnRecord (artistID, recordID, artistFunction)   
ProducerOnRecord (artistID, recordID)  
CoProducerOnRecord (artistID, recordID)  
ArrangerOnRecord (artistID, recordID)  
HostedBy (artistID, recordID)  
MixedBy (artistID, recordID)   
CountryHasArtist (artistID, countryID, chronology)  
CityHasArtist (artistID, cityID, chronology) 
BoroughHasArtist (artistID, boroughID, chronology)  
HoodHasArtist (artistID, hoodID, chronology)  
SongInterpret (artistID, songID)  
SongFeatureArtist (artistID, songID, artistFunction)  
SongProducer (artistID, songID)  
SongCoProducer (artistID, songID)  
SingleFrom (singleID, albumID)  
AlternateRecordTitle  (recordID, alternateRecordID)  
AlternateSongTitle  (songID, alternateSongID)  
CoverVersion (coverID, originalID)  
Sample (samplingID, sampledID, sampledLine, notes)  
MovieSample (movieTitle, songID, sampledQuote, notes)  
 
Für sämtliche Entity-Typen wurden IDs eingeführt, welche in der Zieldatenbank ihre 
Werte über eine Autoinkrementierung erhalten sollten. Zwingend notwendig waren IDs 
für „Record“ und „Song“, da sowohl der Titel eines Tonträgers  als auch der Titel eines 
Songs mehrfach vorkommen konnten und somit nicht zur eindeutigen Identifizierung 
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eines Tupels genügten. Bei den übrigen sechs Entity-Typen war zunächst der jeweilige 
Name („artistName“, „labelName“, „countryName“, „cityName“, „boroughName“ und 
„hoodName“) ein Schlüsselkandidat, da der Anwender das Problem mehrfach 
vorkommender Namen in der Ausgangsdatenbank mit einer Nummerierung gelöst hatte. 
So existierten in der Datenbank beispielsweise zwei unterschiedliche Künstler mit dem 
Namen „Chuck Jackson“, die dadurch unterschieden wurden, dass der eine als „Chuck 
Jackson“ und der andere als „Chuck Jackson [2]“ eingetragen worden war. Dennoch 
wurde sich auch bei diesen sechs Entity-Typen für eine Einführung von IDs 
entschieden, um weniger Speicherplatz in der Zieldatenbank zu beanspruchen. Das 
Attribut „medium“ des Entity-Typs „Record“ entsprach dem bisherigen Datenfeld „I 
Got It On“. Außerdem erhielt „Record“ das Attribut „format“, welches für die bisher 
von den Datenfeldern „Album“, „EP“, „Mixtape“ und „Single“ repräsentierten Werte 
eingeführt wurde.   
  Der Entity-Typ „Artist“ erhielt mit „description“ und „artistType“ zwei neue 
Attribute. Diese Merkmale waren in der Ausgangsdatenbank nicht durch eigene 
Datenfelder repräsentiert, ergaben sich aber aus der Semantik. Um zusätzliche 
Informationen über einen Künstler abzulegen, hatte der Anwender das Datenfeld 
„Alias“ verwendet. Die betreffende Information wurde dort in eckigen Klammern 
eingetragen, um diese von einer tatsächlichen Alias-Information zu unterscheiden. 
Abbildung 7 zeigt ein solches Beispiel. Die Werte „Isaac Hayes III“ und „Isaac ‚Ike 
Dirty„ Hayes III“ sind tatsächliche Alias-Informationen zum Künstler „Ike Dirty [2]“. 
Dahingegen ist der Wert „son of Isaac Hayes“ eine Zusatzinformation zu diesem 
Künstler.  
 
 
Abb.7: Beispielwerte für die Datenfelder „Act“ und „Alias“  
 
Für solche Informationen wurde nun das Attribut „description“ eingeführt.  
Das zweite neue Attribut, „artistType“, konnte die Werte „Solo Artist“ und „Group“ 
annehmen. Eine Unterscheidung zwischen Solokünstlern und Gruppen war in der 
Ausgangsdatenbank explizit nicht gegeben. Jedoch ließ sich diese Unterscheidung 
durch die Tatsache herleiten, dass ein Tonträger eines Solokünstlers in den 
Datenfeldern „Act“ und „Group Members“ denselben Eintrag aufweisen musste.   
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  Bei einer Neuentwicklung von Grund auf, wäre es eventuell sinnvoll gewesen, die 
Tatsache, dass es diese beiden Arten von Künstlern geben kann, über zwei 
verschiedene Entity-Typen, etwa „Solo Artist“ und „Group“, abzubilden. Hier wurde 
sich aus zwei Gründen gegen eine solche Realisierung entschieden. Zum einen 
existierten in der Ausgangsdatenbank Datensätze ohne Eintrag im Datenfeld „Group 
Members“. Dies konnte entweder bedeuten, dass es sich um eine Gruppe handelte, 
deren Mitglieder dem Anwender nicht bekannt waren, oder einen Solokünstler, von 
dem der Anwender nicht wusste, dass es sich um einen solchen handelte, und es 
aufgrund des Künstlernamens auch nicht herleiten konnte. Eine Zuordnung zu „Solo 
Artist“ oder „Group“ wäre also nicht möglich gewesen. Zum anderen musste ein 
Mitglied einer Gruppe nicht zwingend ein Solokünstler sein, da es auch sogenannte 
Supergruppen geben konnte, die sich aus mehreren Gruppen zusammensetzen. 
Aufgrund dieser Überlegungen wurde sich für nur einen Entity-Typ „Artist“ 
entschieden, der sämtliche Künstler repräsentierte.  
  Außerdem wurde sich gegen eine Entwurfsvariante entschieden, bei der der 
Künstlername auf zwei Attribute für Vor- und Nachnamen verteilt worden wäre, da 
dies nur Sinn gemacht hätte, wenn es einen eigenen Entity-Typ für Solokünstler 
gegeben hätte. Aber selbst in diesem Fall wäre es nicht immer möglich gewesen, im 
Nachhinein aus der Semantik der bestehenden Daten abzuleiten, ob es sich bei einem 
aus zwei Wörtern zusammengesetzten Künstlernamen tatsächlich um einen Vor- und 
Nachnamen handelte. Diese durch die bestehenden Daten vorgegebene Einschränkung 
beim Entwurf verdeutlicht ebenfalls den Unterschied zwischen einer Reimplemen-
tierung im Rahmen einer Migration und einer Neuentwicklung von Grund auf.  
  Die Mitgliedschaft in einer Gruppe wurde über zwei unterschiedliche N:M-
Beziehungen realisiert. Im Datenfeld „Group Members“ waren immer nur jene 
Gruppenmitglieder vermerkt worden, die bei dem entsprechenden Tonträger 
mitgewirkt hatten. Künstler, die nur während eines Zeitraums Mitglied waren, in dem 
die Gruppe keine Tonträger veröffentlichte, konnten somit bis dato nicht berücksichtigt 
werden. Um ein solches Szenario zukünftig abbilden sowie einen Überblick über alle 
Mitglieder unabhängig vom Tonträger geben zu können, wurde die selbst-
referenzierende N:M-Beziehung „ArtistIsMemberOf“ eingeführt, welche sämtliche 
Mitglieder einer Gruppe berücksichtigte. Die entsprechende Tabelle erhielt somit zwei 
Fremdschlüssel auf die Tabelle „Artist“: „memberID“ und „groupID“. Um die 
Tonträger-abhängige Mitgliedschaftsinformation der Ausgangsdatenbank nicht zu 
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verlieren, wurde zusätzlich die N:M-Beziehung „MemberOnRecord“ eingeführt.   
  Für die Realisierung der Künstler-Aliase wurde die selbstreferenzierende N:M-
Beziehung „Alias“ verwendet. Da ein Tonträger mehrere Interpreten haben konnte, 
wurde die N:M-Beziehung „RecordHasInterpret“ eingeführt. Die Abbildung der 
Gastmusiker aus dem Datenfeld „Artists“ wurde über die Beziehung 
„FeatureArtistOnRecord“ realisiert. Das Attribut „artistFunction“ konnte genauere 
Informationen über die Funktion, die der betreffende Künstler auf dem Tonträger 
erfüllt, enthalten. Diese Informationen waren in der Ausgangsdatenbank in eckiger 
Klammer vor dem Künstler eingetragen. Die Analyse des Datenfelds „Producers“ 
lieferte drei N:M-Beziehungen: „ProducerOnRecord“, „CoProducerOnRecord“ und 
„ArrangerOnRecord“. Auch hier hatte der Anwender eckige Klammern verwendet, um 
Unterscheidungen vorzunehmen. Zusätzlich gab es die N:M-Beziehungen „HostedBy“ 
und „MixedBy“, welche einen Spezialfall repräsentierten, der bei Tonträgern des 
Formats „Mixtape“ vorkommen konnte.   
Während „FeatureArtistOnRecord“, „ProducerOnRecord“ und „CoProducerOnRecord“ 
sich auf den gesamten Tonträger bezogen, konnte die Ausgangsdatenbank darüber hin-
aus entsprechende Informationen zu den jeweiligen Songs beinhalten. Diese waren ent-
weder explizit in eckigen Klammern hinter dem entsprechenden Song vermerkt oder 
ergaben sich daraus, dass der Tonträger nur einen Song enthielt, und somit gefolgert 
werden konnte, dass alle Produzenten des Tonträgers auch Produzenten dieses Songs 
sein mussten. Entsprechend wurden die Beziehungen „SongFeatureArtist“ (ebenfalls 
mit dem Attribut „artistFunction“), „SongProducer“ und „SongCoProducer“ 
eingeführt. Diese Realisierung führte nun auch in der Zieldatenbank zu Redundanzen, 
da beispielsweise ein Produzent eines Songs sowohl in „ProducerOnRecord“ als auch 
in „SongProducer“ eingetragen wurde. Dennoch wurde diese Realisierung als 
notwendig erachtet, da der Anwender nicht bei jedem Tonträger genaue Informationen 
zu den Songs abgelegt hatte. Bei einer Neuentwicklung von Grund auf hingegen wäre 
es denkbar gewesen, ausschließlich Produzenteneinträge zu den Songs zu machen. Die 
Information über sämtliche Produzenten des Tonträgers wäre dann über die auf dem 
Tonträger enthaltenen Songs abrufbar gewesen.   
  Die Analyse der Datenfelder „Country“, „City“ und „Borough“ ergab die Entity-
Typen „Country“, „City“, „Borough“ und „Hood“. Während “Borough” den Stadtteil 
des Künstlers repräsentierte, stand “Hood” für die Nachbarschaft des Künstlers. Diese 
Information konnte zusätzlich im Datenfeld „Borough“ enthalten sein, indem sie mit 
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einem Komma getrennt vor der eigentlichen „Borough“-Information vermerkt war. So 
bedeutete beispielsweise der Eintrag „Flatbush, Brooklyn“, dass der betreffende 
Interpret aus dem Stadtteil Brooklyn und  der Nachbarschaft Flatbush in Brooklyn 
stammte. Da ein Künstler aus mehreren Ländern, Städten, Stadtteilen und 
Nachbarschaften stammen konnte, wurden die N:M-Beziehungen „CountryHasArtist“, 
„CityHasArtist“, „BoroughHasArtist“ und „HoodHasArtist“ eingeführt. Alle vier 
erhielten das zusätzliche Attribut „chronology“. Dieses repräsentierte den Sachverhalt, 
dass der Anwender die Zeichenkette „->/“ verwendet hatte, um einen Ortswechsel 
eines Interpreten abzubilden. So konnte es beispielsweise im Datenfeld „Country“ den 
Eintrag „USA->/Germany“ geben, wenn der Interpret von den USA nach Deutschland 
umgezogen war. In der Zieldatenbank gäbe es dann für den betreffenden Künstler zwei 
Einträge bei „CountryHasArtist“: Einen mit der „countryID“ für USA und dem Wert 1 
bei „chronology“ und einen weiteren mit der „countryID“ für Deutschland und dem 
Wert 2 bei „chronology“. Um für Nachbarschaften, Stadtteile und Städte die jeweilige 
Zugehörigkeit zur nächsthöheren Ortseinheit, sprich die jeweilige 1:N-Beziehung, 
abzubilden, erhielten die entsprechenden Entity-Typen als zusätzliches Attribut einen 
Fremdschlüssel („countryID“ bei „City“, „cityID“ bei „Borough“ und „boroughID“ bei 
„Hood“). Der Entity-Typ „City“ erhielt außerdem das Attribut „state“. Diese 
Information konnte in der Ausgangsdatenbank im Datenfeld „City“ mit einem Komma 
getrennt hinter der eigentlichen Stadt vermerkt sein und repräsentierte die höchste 
Verwaltungseinheit eines Staates, zu der die Stadt zugehörig war.  Für Städte aus 
Deutschland wäre dies beispielsweise das dazugehörige Bundesland (Beispieleintrag: 
„Barnim, Brandenburg“) oder für Städte aus den USA der dazugehörige Bundesstaat 
(Beispieleintrag: „Augusta, Georgia“). Die anfängliche Überlegung, einen zusätzlichen 
Entity-Typ „State“ in der Ortshierarchie zwischen „City“ und „Country“ einzuführen, 
wurde verworfen, da in der Ausgangsdatenbank nicht zu jeder Stadt die notwendige 
Information vorhanden gewesen wäre. Diese Information hätte zwar aus externen 
Quellen bezogen werden können, jedoch hätte es hier ein Problem mit kleinen Ländern 
wie Stadtstaaten geben können, die eine solche Verwaltungseinheit nicht aufweisen. 
Eine weitere Überlegung war, komplett auf diese Zusatzinformation zu verzichten. 
Hiergegen sprach zum einen, dass der Anwender sie unter anderem verwendet hatte, 
um gleichnamige Städte desselben Landes wie beispielweise Richmond im US-
Bundesstaat Virginia und Richmond im US-Bundesstaat Kalifornien zu unterscheiden. 
Zum anderen war es der Wunsch des Anwenders, zumindest in Bezug auf die USA 
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zukünftig auch Informationen über die Bundesstaaten der Künstler zu erfassen. Somit 
wurde sich dazu entschieden, „state“ als ein Attribut von „City“ aufzunehmen, welches 
einen Nullwert annehmen konnte.   
  Neben den Ortsinformationen über die Interpreten enthielt die Ausgangsdatenbank 
Informationen über das Land, in dem der jeweilige Tonträger erschienen war. Für den 
Fall, dass der Tonträger in einem anderen Land veröffentlicht wurde als dem Land, aus 
dem der Interpret stammte, hatte der Anwender dies mit einem entsprechenden 
Länderkennzeichen in eckigen Klammern im Datenfeld „Record“ vermerkt. Existierte 
ein solches Länderkennzeichen nicht, bedeutete dies, dass der Tonträger in demselben 
Land, aus dem der Interpret stammte, erschienen war. In der Zieldatenbank wurde dies 
über eine 1:N-Beziehung mit dem Fremdschlüsselattribut „countryID“ des Entity-Typs 
„Record“ umgesetzt.  
  Die N:M-Beziehungen „AlternateRecordTitle“ und „AlternateSongTitle“ wurden 
für Tonträger und Songs eingeführt, welche unter verschiedenen Titeln veröffentlicht 
worden waren. In Einzelfällen waren solche Informationen in der Ausgangsdatenbank 
abgelegt, größtenteils mussten diese aber im Anschluss an die Migration von Hand 
eingetragen werden.  
  Für die im Datenfeld „Soundtrack/Compilation“ enthaltenen Informationen über 
Single-Auskopplungen wurde die Beziehung „SingleFrom“ eingeführt. Hier musste 
ebenfalls eine N:M-Beziehung verwendet werden, da es Sonderfälle geben konnte, in 
denen eine Single eine Auskopplung aus zwei unterschiedlichen Soundtracks oder 
Kompilationen darstellte.  
  Die N:M-Beziehungen „CoverVersion“, „Sample“ und „MovieSample“ ergaben 
sich aus einer zweiten Musikdatenbank des Anwenders, die weitere Informationen über 
Songs enthielt. Diese Daten sollten im Anschluss an dieses Migrationsprojekt nach 
einigen notwendigen Re-Engineering-Maßnahmen ebenfalls in die neue Datenbank 
migriert werden. Daher wurden sie beim Entwurf der Zieldatenbank bereits 
berücksichtigt.  
  Das dazugehörige ER-Schema (siehe Anhang) wurde mit dem Modellierungs-
werkzeug MySQL Workbench
67
 entworfen. Mithilfe dieses Werkzeuges wurden 
zudem sämtliche Integritätsbedingungen definiert.    
 
                                                          
67
 www.mysql.de/products/workbench/ 
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4.5 Implementierung der Zieldatenbank 
 
Zunächst wurde das frei verfügbare und vorkonfigurierte Softwarepaket XAMPP in der 
Version 1.7.3 für Windows auf dem Zielrechner installiert. Die verwendeten 
Komponenten dieses Pakets beinhalteten den Apache Webserver in der Version 2.2.15, 
den Datenbankserver MySQL in der Version 5.4, die Benutzeroberfläche 
phpMyAdmin für MySQL in der Version 3.3 sowie die Skriptsprache PHP. Als 
Zielrechner wurde dasselbe Medion-Notebook verwendet, auf dem sich auch das 
Ausgangssystem befand.  
  Nach der Installation wurden mit phpMyAdmin zunächst die Zieldatenbank und 
anschließend die Datenbanktabellen angelegt. Die nötigen CREATE TABLE-
Anweisungen wurden mithilfe von MySQL Workbench basierend auf dem 
Datenbankentwurf automatisch generiert.  
  Vor der Implementierung der Programmlogik und der Benutzeroberfläche wurden 
Testdatensätze migriert, um diese anschließend anzeigen und somit das implementierte 
System testen zu können. Daher wird im folgenden Abschnitt 4.6 zunächst die 
Migration der Daten beschrieben. In den Abschnitten 4.7 und 4.8 folgt eine Erläuterung 
zu Programmlogik und Benutzeroberfläche. Diese Reihenfolge entspricht also nicht 
dem eigentlichen Migrationsprozess, da die vollständige Migration der Daten erst 
vollzogen wurde, nachdem die Programmlogik und die Benutzeroberfläche 
implementiert waren.  
 
4.6 Migration der Daten    
 
Die Migration der Daten erfolgte in den folgenden vier Schritten:  
 
      1.  Export der Daten  
     2.  Re-Engineering  
     3.  Import der Daten   
     4.  Test der Migrationsergebnisse  
 
Diese Schritte wurden während des Migrationsprozesses mehrmals wiederholt. Zu 
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Beginn wurden Testdatensätze migriert. Diese wurden so ausgewählt, dass von ihnen 
möglichst alle zuvor identifizierten Sonderfälle abgedeckt wurden. Durch diese 
Testmigration wurden weitere noch nicht berücksichtigte Sonderfälle identifiziert. 
Hierbei handelte es sich um unterschiedliche Konventionen, die vom Anwender für 
gleiche Sachverhalte verwendet worden waren. Hier wurde im Einzelfall entschieden, 
ob die Sonderfälle durch Re-Engineering-Maßnahmen eliminiert werden konnten, oder 
das Importprogramm entsprechend angepasst werden musste. Wenn die Anzahl der 
Sonderfälle auf weniger als 100 begrenzt war, wurden die betreffenden Datensätze in 
der Ausgangsdatenbank vor dem nächsten Export manuell auf die häufiger 
vorkommende Konvention angepasst. Durch diese Vereinheitlichung konnte die 
Komplexität des Importprogramms gesenkt werden.  
  Diese Testmigrationen wurden vor der eigentlichen Migration der gesamten Daten 
so oft wiederholt, bis sämtliche Sonderfälle vom Testprogramm abgedeckt wurden.  
 
 
4.6.1  Export der Daten 
 
Das Ausgangssystem verfügte über keine direkte Schnittstelle zu anderen Programmen, 
sondern bot lediglich eine Exportfunktion in den Formaten DIF (Data Interchange 
Format), dBASE und Paradox sowie als Text-Datei im CSV-Format an. Daher wurde 
zunächst getestet, welches dieser vier Formate sich am besten eignete. Die exportierte 
dBASE-Datei wurde in Microsoft Excel und die Paradox-Datei in Microsoft Access 
importiert. Die DIF-Datei sowie die Text-Datei im ASCII Format wurden mit einem 
Text-Editor geöffnet. Hierbei erwies es sich als problematisch, dass der Anwender 
beim Anlegen der F&A-Datenbank die Datenfelder auf eine bestimmte Zeichenanzahl 
begrenzt hatte. Beispielsweise war das Datenfeld „Producers“ auf 63 Zeichen begrenzt. 
Benötigte der Anwender hier mehr als 63 Zeichen hatte er von einer F&A-Funktion 
Gebrauch gemacht, mit der sich das Datenfeld auf eine unbegrenzte Zeichenanzahl 
erweitern ließ (siehe Abbildung 8). Bei den so erweiterten Datenfeldern gingen sowohl 
beim Export als dBASE-Datei als auch beim Export als Paradox-Datei die über die 
eigentlich definierte Zeichenanzahl hinausgehenden Zeichen verloren (siehe 
Abbildungen 9 und 10). Somit blieben nur noch das DIF-Format sowie das CSV-
Format als Optionen übrig. Hier ergab sich bei beiden Formaten das Problem, dass 
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bestimmte Sonderzeichen wie die Umlaute falsch dargestellt wurden. Beim CSV-
Format gab es zusätzlich das Problem, dass sämtliche doppelte Anführungszeichen in 
einfache Anführungszeichen umgewandelt worden waren, und eine Rückumwandlung 
nicht möglich war, da in der Ausgangsdatenbank auch einfache Anführungszeichen 
verwendet worden waren, und eine Unterscheidung daher nicht getroffen werden 
konnte.  
 
 
 
Abb.8: Erweitertes Datenfeld „Producers“ in der Ausgangsdatenbank  
 
 
 
Abb.9: In Microsoft Excel importierte dBASE-Datei  
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 Abb.10: In Microsoft Access importierte Paradox-Datei  
 
 
Da das Problem der verlorengegangenen doppelten Anführungszeichen vom Anwender 
als vernachlässigbar beurteilt wurde, wurde sich dazu entschieden, die Text-Datei im 
CSV-Format für den folgenden Import zu verwenden, da diese Datei aufgrund ihrer 
simpleren Struktur einfacher zu behandeln war als die DIF-Datei, die zusätzliche Meta-
Daten enthielt, die nicht benötigt wurden.  
  Die CSV-Datei wies folgende Struktur auf: Jede Zeile entsprach einem Datensatz 
der Ausgangsdatenbank. Die Werte der jeweiligen Datenfelder der Ausgangsdatenbank 
wurden von doppelten Anführungszeichen umschlossen und untereinander durch ein 
Semikolon getrennt.
68
   
Nachfolgend steht eine Beispielzeile der exportierten Textdatei:  
 
"Nas";"Male";"It Was Written";"*";" ";" ";" ";"Columbia";"1996"; "USA"; "New York"; 
"Queensbridge, Queens";"1";"Vinyl";"Hip Hop";" ";" ";"Nasty Nas"; "Nas";"A.Z.; Foxy Brown; 
"Cormega; Mobb Deep; Lauryn Hill; Jojo"; "Trackmasters; Dave Atkinson; Havoc [Mobb Deep]; 
"L.E.S.; Kirk Goddy aka Curt Gowdy; Rashad Smith; Live Squad; D.J. Premier; Dr. Dre";" " 
 
 
                                                          
68
 Hier hätte auch die Option bestanden, auf die doppelten Anführungszeichen vor und hinter jedem Datenfeldwert zu verzichten, 
wodurch die Umwandlung der doppelten Anführungszeichen innerhalb der Werte verhindert worden wäre. Jedoch wäre dann keine 
Trennung zwischen den Datenfeldern mehr möglich gewesen, da ein Semikolon auch innerhalb eines Datenfeldwertes vorkommen 
konnte.  
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4.6.2 Re-Engineering 
 
Neben den bereits beschriebenen manuellen Anpassungen auf einheitliche 
Konventionen, waren weitere Re-Engineering-Maßnahmen notwendig. Zunächst 
musste das Problem der falsch dargestellten Sonderzeichen gelöst werden. Das 
Ausgangssystem hatte die MS-DOS-Zeichensatztabelle Codepage 850 verwendet. Um 
alle Zeichen nach dem Export korrekt darstellen zu können, musste die exportierte 
Textdatei in einen von dem Zielsystem, Microsoft Windows, unterstützten Zeichensatz 
konvertiert werden. Dafür wurde ein PHP-Programm („convert.php“) geschrieben, 
welches alle Zeichen der Textdatei von Codepage 850 in ISO-8859-1 konvertierte. 
Außerdem wurden mit demselben Programm die exportierten Datensätze um eine ID 
ergänzt. Dafür wurde die Textdatei zeilenweise in ein Array eingelesen, und dieses 
Array anschließend mit einer Schleife durchlaufen. Der aktuelle Zähler, erhöht um 
einen Wert, wurde dabei als ID verwendet. Diese wurde, umschlossen von doppelten 
Anführungszeichen und gefolgt von einem Semikolon, am Anfang der entsprechenden 
Zeile eingefügt. Somit entsprach nun jede Zeile einem Datensatz der 
Ausgangsdatenbank, erweitert um eine eindeutige ID zu jedem Tonträger. Diese 
Maßnahme wurde aus zwei Gründen vorgenommen: Die Analyse hatte ergeben, dass 
die Textdatei für den Import der Daten in mehreren Schritten durchlaufen werden 
musste. Der Tonträger selbst musste im ersten Schritt eingefügt werden, während die 
jeweilige ID des betreffenden Tonträgers auch in den darauffolgenden Schritten 
benötigt wurde. Wäre die ID des Tonträgers mit einer Autoinkrementierung eingefügt 
worden, hätte diese ID für alle folgenden Schritte zwischengespeichert werden müssen, 
was die Komplexität des zu entwickelnden Importprogramms deutlich erhöht hätte. 
Der zweite Grund für diese Maßnahme war der sich daraus ergebene Vorteil, mit der 
vorher eingefügten ID nach dem Import eine klare Referenz zu besitzen, anhand der die 
Daten der Zieldatenbank mit denen der Ausgangsdatenbank verglichen werden 
konnten. 
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4.6.3 Import der Daten  
  
Der nun folgende Import  der Daten stellte aufgrund der unkonventionellen Ablage der 
Daten in der Ausgangsdatenbank die größte Herausforderung des gesamten Projekts 
dar. Um die exportierten Daten aus der Textdatei in die Zieldatenbank zu importieren, 
wurde ein PHP-Programm geschrieben. Aufgabe dieses Programms war es, die 
Zeichenketten in der Textdatei nach vorgegebenen Mustern zu untersuchen und danach 
die entsprechenden INSERT-Anweisungen für die jeweiligen Tabellen zusammen-
zustellen und auszuführen. Dafür wurde zunächst die zuvor sanierte Textdatei 
zeilenweise in ein Array eingelesen, und dieses Array anschließend mit einer Schleife 
durchlaufen. In jedem Schleifendurchlauf wurde somit eine Zeile der Textdatei und 
dementsprechend ein Datensatz der Ausgangsdatenbank behandelt. Dies geschah 
generell nach folgendem Muster: 
 
1. Zerlegen der Zeichenkette, um die einzelnen Datenfelder zu erhalten 
2. Weitere Zerlegung dieser Datenfelder bei nicht-atomaren Werten 
3.   Überprüfung des Datenfelds auf alle für  dieses Datenfeld zutreffenden                       
 Sonderfälle 
4.   Behandlung der Sonderfälle und entsprechende Aufbereitung der Daten 
5.     Zusammenstellen und Ausführen der SELECT-Anweisungen, um zu                   
überprüfen, ob ein entsprechender Eintrag bereits existiert 
6.    ggf. Zusammenstellen und Ausführen der INSERT-Anweisungen 
7.   Zwischenspeichern von Daten, die für die Behandlung nachfolgender       
Datenfelder benötigt werden 
 
Vorab wurden Überlegungen angestellt, in welcher Reihenfolge die jeweiligen 
INSERT-Anweisungen ausgeführt werden sollten. Diese Reihenfolge war in vielen 
Fällen durch die Integritätsbedingungen des Datenbankschemas vorgegeben. 
Beispielsweise konnte ein neuer Eintrag in die Tabelle „City“ erst erfolgen, wenn es 
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einen dazugehörigen Eintrag in der Tabelle „Country“ gab, da „City“ als 
Fremdschlüssel das „Country“ referenzierende Attribut „countryID“ besaß.  
Neben der Festlegung der Reihenfolge innerhalb einer Schleife wurde erörtert, ob die 
Behandlung sämtlicher Datenfelder in einer oder in mehreren Schleifen geschehen 
sollte. Eine Behandlung in nur einer Schleife hätte an mehreren Stellen UPDATE-
Anweisungen nach sich gezogen, da genauere Ortsinformationen zu einem bereits 
eingefügten Künstler erst bei einem späteren Schleifendurchlauf vorkommen konnten. 
Ein Künstler konnte in insgesamt fünf Datenfeldern enthalten sein: „Act“, „Alias“, 
„Group Members“, „Artists“ und „Producers“. Je nachdem aus welchem Datenfeld der 
Künstler extrahiert wurde, waren unterschiedlich genaue Ortsinformationen über 
diesen Künstler gegeben, da sich diese stets auf den Interpreten, sprich das Datenfeld 
„Act“ bezogen. Die genauesten Ortsinformationen erhielt man demnach, wenn der 
Künstler aus dem Feld „Act“ oder dem Feld „Alias“ extrahiert wurde. Stand der 
Künstler als tatsächliches Gruppenmitglied im Feld „Group Members“, gab es 
ebenfalls Ortsinformationen. War dieser Künstler jedoch in der Ausgangsdatenbank 
neben seiner Eigenschaft als Gruppenmitglied zusätzlich als eigenständiger Interpret 
eines Tonträgers vertreten, hatte der Anwender häufig nur bei diesen Datensätzen 
genauere Informationen abgelegt. Ein Beispiel hierfür ist die Gruppe Geto Boys. 
Sämtliche Datensätze mit dieser Gruppe als Interpreten hatten in der Ausgangs-
datenbank im Datenfeld „City“ den Wert „Houston“. Über eines der Mitglieder, den 
Künstler Big Mike, gab es jedoch bei dessen Tonträgern als Solokünstler im Datenfeld 
„City“ den Wert „New Orleans->/Houston“, also eine genauere Information. Wurde ein 
Künstler hingegen aus den Datenfeldern „Artists“ oder „Producers“ extrahiert, so gab 
es gar keine Ortsinformation über diesen Künstler.   
  Aufgrund dieser Überlegungen wurde sich dazu entschieden, die Behandlung dieser 
Datenfelder in getrennten Schleifen vorzunehmen. Zuerst wurden nur Künstler aus den 
Datenfeldern „Act“ und „Alias“ mit ihren Ortsinformationen eingetragen, danach 
sämtliche noch nicht berücksichtigte Künstler aus dem Datenfeld „Group Members“ 
mit ihren Ortsinformationen und schließlich alle verbleibenden Künstler aus den 
Datenfeldern „Artists“ und „Producers“. 
  Darüber hinaus mussten jene Tonträger, bei denen es sich um einen Soundtrack 
oder eine Kompilation handelte, gesondert behandelt werden, da bei diesen Daten-
sätzen die Song-Informationen nicht im Datenfeld „Songs“, sondern gemeinsam mit 
den dazugehörigen Interpreten im Datenfeld „Artists“ abgelegt worden waren.   
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  Da die Überprüfung auf Sonderfälle in den meisten Fällen mithilfe von regulären 
Ausdrücken geschehen musste, wurden die rechenintensiven PHP-Funktionen 
preg_match und preg_match_all benötigt. Um die jeweilige Laufzeit der einzelnen 
Schleifen zu verkürzen, wurde sich daher für eine weitere Aufteilung der Schleifen 
entschieden.  
  Als Konsequenz ergaben sich für den gesamten Import sieben aufeinanderfolgende 
Schritte, in denen jeweils die gesamte Textdatei zeilenweise eingelesen, und das 
resultierende Array in einer Schleife durchlaufen wurde. Allen Schritten gemein war, 
dass zu Beginn eines jeden Schleifendurchlaufs, der aktuelle Arraywert, also die 
aktuelle Zeile der Textdatei, anhand der durch den Export vorgegebenen 
Trennzeichenkette (ein von doppelten Anführungszeichen umschlossenes Semikolon) 
zerlegt wurde. Durch die Zerlegung ergab sich ein neues Array mit 23 Feldern, die den 
22 Datenfeldern der  Ausgangsdatenbank plus der hinzugefügten ID entsprachen. Für 
jeden Schritt wurde eine Datei angelegt („import1.php“, „import2.php“, etc.). Die 
Aufgaben der jeweiligen Schritte werden in den folgenden vier Abschnitten erläutert. 
 
4.6.3.1 Importschritt 1 
 
Zu Beginn des Schleifendurchlaufs wurde überprüft, ob es sich um einen Soundtrack 
oder eine Kompilation handelte. Diese beiden Tonträger-Typen sollten anschließend in 
den Importschritten 5 und 6 gesondert behandelt werden. Solche Tonträger hatten in 
der Ausgangsdatenbank im Datenfeld „Act“ als Platzhalter die Einträge „-Soundtrack-“ 
oder „-Compilation-“. In diesen Fällen wurde der aktuelle Schleifendurchlauf 
abgebrochen und der nächste begonnen (Dieser Vorgang trifft ebenfalls auf die 
Importschritte 2-4 zu).  
  In allen anderen Fällen wurde zunächst die INSERT-Anweisung für die Tabelle 
„Record“ zusammengestellt. Die Werte für die Attribute „recordID“, „year“, „genre“, 
„status“ und „medium“ wurden ohne weitere Bearbeitung aus den entsprechenden 
Arrayfeldern übernommen oder, falls es keinen Inhalt gab, als Nullwert eingetragen. 
Bevor der Wert des Datenfelds „Record“ als „title“ übernommen werden konnte, 
mussten einige Sonderfälle überprüft werden. Falls das Datenfeld ein 
Länderkennzeichen enthielt, wurde dieses entfernt. Die Verarbeitung dieser 
Landesinformation konnte erst im übernächsten Schritt vorgenommen werden. 
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Außerdem hatte der Anwender das Datenfeld „Record“ verwendet, um Informationen 
über eine spezielle, farbige Schallplattenpressung abzulegen. Diese hatte er hinter dem 
eigentlichen Titel in eckigen Klammern vermerkt (siehe Abbildung 11). Der Wunsch 
des Anwenders war es, derartige Informationen zukünftig über das Attribut „notes“ 
abzuspeichern. Daher wurde die Zeichenkette auf dieses Muster untersucht. Falls ein 
solches vorlag, wurde diese Information aus dem Titel entfernt, und das Attribut 
„notes“ um diese Information ergänzt. Desweiteren konnte der Titel eine spezielle 
Information über das Format des Tonträgers enthalten, die der Anwender nicht über die 
eigentlich dafür bestimmten Datenfelder „Album“, „EP“, „Mixtape“ und „Single“ hatte 
abbilden können. Wenn nichts weiteres angegeben war, bedeutete ein Eintrag im 
Datenfeld „Single“ beispielsweise, dass es sich um eine 12-Inch-Single handelte. Lag 
jedoch eine 7-Inch-Single vor, hatte der Anwender dies zusätzlich im Datenfeld 
„Record“ hinter dem Titel in eckigen Klammern vermerkt (siehe Abbildung 11).   
 
 
Abb.11: Beispielwert für das Datenfeld „Record“ mit Sonderinformationen  
 
Ähnliche Einträge gab es für 10-Inch-Singles, Doppel-CDs und einige weitere 
Spezialfälle. Daher wurde auf solche Einträge überprüft. Diese wurden dann aus dem 
Titel entfernt, und das Attribut „format“ entsprechend aktualisiert. Ansonsten erhielt 
das Attribut „format“ je nachdem, ob ein Eintrag im Datenfeld „Album“, „EP“, 
„Mixtape“ oder „Single“ vorlag, den Wert „Album“, „EP“, „Mixtape“ oder „12““. 
Nach dem Einfügen des Tonträgers wurden die Datenfelder „Act“, „Alias“ und „Group 
Members“ behandelt. In der Ausgangsdatenbank waren unterschiedliche Konventionen 
für Künstlernamen mit den Artikeln „The“ und „Tha“ verwendet worden. Im Feld 
„Act“ waren diese beiden Artikel mit einem vorausgehenden Komma hinter dem 
Namen  geschrieben worden (z.B. „Alkaholiks, Tha“), während sie in allen weiteren 
Feldern vor dem Namen standen (z.B. „Tha Alkaholiks“). Um zu garantieren, dass in 
einem solchen Fall nicht zwei Interpreten eingetragen würden, wurde entschieden, 
überall die letztgenannte Schreibweise zu verwenden. Zunächst musste daher die 
Zeichenkette des Datenfelds „Act“ auf das Vorkommen einer dieser beiden Artikel 
überprüft und auf die einheitliche Schreibweise gebracht werden.   
  Für das Feld „Act“ ergab sich darüber hinaus folgendes Problem: Wenn mehrere 
Interpreten eines Tonträgers vorlagen, hatte der Anwender als Trennzeichen Kommata 
 46 
 
und das Et-Zeichen verwendet. Allerdings war es hier nicht möglich aufgrund eines 
solchen Musters zu entscheiden, ob es sich tatsächlich um mehrere Interpreten 
handelte. Als Spezialfall konnte ein Interpret vorliegen, der diese Zeichen als 
Bestandteil seines Namens hatte, wie beispielweise die Gruppe „Earth, Wind & Fire“. 
Hier wäre es denkbar gewesen, dies über das Datenfeld „Group Members“ herzuleiten, 
indem auf dort vorliegende Künstler mit den Namen „Earth“, „Wind“ und „Fire“ 
geprüft worden wäre. Allerdings konnte das Feld „Group Members“ auch keinen Inhalt 
haben, womit eine Herleitung nicht möglich gewesen wäre. Abgesehen von diesem 
Spezialfall hätte zwischen zwei weiteren Fällen unterschieden werden müssen: Der 
Interpret war eine Gruppe, deren Name aus den Namen ihrer Gruppenmitglieder 
bestand (z.B. „Pete Rock & C.L. Smooth“), oder es handelte sich um zwei oder 
mehrere Künstler, die nur bei einem Tonträger gemeinsam als Interpreten in 
Erscheinung getreten waren, und daher nicht als eigenständige Gruppe anzusehen 
waren (z.B. „Billy Cobham & George Duke“ als Interpreten des Tonträgers „Live On 
Tour In Europe“). Daher wurde der Inhalt des Datenfelds „Act“ als atomar behandelt 
und als Künstler in die Tabelle „Artist“ eingetragen. Der Wert für das Attribut 
„artistType“ wurde anhand des Datenfelds „Group Members“ ermittelt. Gab es hier 
denselben Eintrag wie bei „Act“, bekam „artistType“ den Wert „Solo Artist“. Gab es 
keinen Eintrag, wurde ein Nullwert zugewiesen. In den übrigen Fällen erhielt 
„artistType“ den Wert „Group“. Nachdem der Interpret als Künstler in die Tabelle 
„Artist“ eingetragen worden war, wurde in der Tabelle „RecordHasInterpret“ zu 
diesem Künstler ein Eintrag mit einer Referenz auf den aktuellen Tonträger gemacht.  
  Die Datenfelder „Alias“ und „Group Members“ konnten mehrere Künstlereinträge 
enthalten, die jeweils mit einem Semikolon und einem Leerzeichen voneinander 
getrennt waren. Beide Datenfelder wurden nach diesem Muster zerlegt. Bei „Alias“ 
musste nach der Zerlegung überprüft werden, ob die jeweilige Zeichenkette als erstes 
Zeichen eine eckige Klammer aufwies. In diesem Fall handelte es sich nicht um einen 
Künstleralias, sondern eine Zusatzinformation über den Künstler. Entsprechend wurde 
das Attribut „description“ für diesen Künstler aktualisiert. Alle weiteren Zeichenketten 
wurden als Künstler eingetragen. Anschließend wurden die zutreffenden INSERT-
Anweisungen für die Tabelle „Alias“ durchgeführt. Das Feld „Group Members“ konnte 
ebenfalls Alias-Informationen enthalten. Da aufgrund der Struktur der Ausgangs-
datenbank ein Alias-Eintrag nur bei Künstlern, die gleichzeitig Interpreten waren, 
möglich gewesen war, waren Alias-Informationen über Künstler, die ausschließlich in 
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einem der Felder „Group Members“, „Artists“ und „Producers“ vorkamen, im entspre-
chenden Feld mit dem Kürzel „aka“ („also known as“) vermerkt worden. Abbildung 12 
zeigt ein solches Beispiel aus der Ausgangsdatenbank:  
 
 
Abb.12: Beispielwerte für die Datenfelder „Act“, „Alias“ und „Group Members“  
 
Die Gruppe „Alps Cru“ mit den Mitgliedern „D.J. Alejan“ und „P. Smooth“ ist der 
Interpret des Tonträgers. Im Feld „Alias“ ist „The Concepts Of Alps“ als Alias für die 
Gruppe eingetragen. Zusätzlich gibt es im Feld „Group Members“ eine Alias-
Information zu dem Mitglied „D.J. Alejan“, nämlich „D.J. Al Bass“. In diesem 
konkreten Fall wurden also „Alps Cru“ und „The Concept Of Alps“ sowie „D.J. 
Alejan“, „D.J. Al Bass“ und „P. Smooth“ in die Tabelle „Artist“ eingetragen. Danach 
wurden für die Paare „Alps Cru“/„The Concept Of Alps“ und „D.J. Alejan“/„D.J. Al 
Bass“ Einträge in der Tabelle „Alias“ gemacht. Anschließend wurde nur für „D.J. 
Alejan“ und „P. Smooth“ jeweils ein Eintrag in die Tabellen „ArtistIsMemberOf“ (mit 
einer Referenz zur Gruppe „Alps Cru“) und „MemberOnRecord“ (mit einer Referenz 
zum aktuellen Tonträger) veranlasst.   
  Desweiteren konnte im Feld „Group Members“ ein Künstler-Eintrag hinter dem 
Namen Informationen in eckigen Klammern aufweisen. Hier galt es zwei Fälle zu 
unterscheiden. Wenn eine Zahl von 1-9 in eckigen Klammern vorlag, handelte es sich 
um eine Nummerierung für Künstler mit selben Namen. Ansonsten bedeute eine eckige 
Klammer, dass es sich bei dem Künstler-Eintrag um eine Gruppe handelte und die 
Mitglieder dieser Gruppe innerhalb der eckigen Klammern eingetragen waren. Die 
Abbildung 13 zeigt ein Beispiel, das beide Vorkommen von eckigen Klammern 
illustriert. Der Interpret des Tonträgers ist hier die Gruppe „Bloods & Crips“. Diese 
besteht wiederum aus der Gruppe „Bloods“ mit den Mitgliedern „Be Brazy“, „Lil„ 
Hawk“, „Mad Eye“, „Peanut II“, „Pimp D.“ und „Spider“ sowie der Gruppe „Crips“ 
mit den Mitgliedern „AWOL“, „Big Freeze“, „Broncoe“, „Cixx Pacc“, „G-Bone“, 
„Koollay“, „Scarface [2]“ und „Twin Loc“. Es mussten also entsprechende Einträge in 
die Tabellen „Artist“ und „ArtistIsMemberOf“ vorgenommen werden.  
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Abb.13: Beispielwerte für das Datenfeld „Group Members“ mit beiden Vorkommen von eckigen Klammern  
 
Vor der eigentlichen Zerlegung des Datenfelds „Group Members“ anhand der gemein-
samen Trennzeichen Semikolon und Leerzeichen wurden alle Semikola innerhalb von 
eckigen Klammern durch eine eindeutige Zeichenkette als Trennzeichen ersetzt. Somit 
wurde eine korrekte Zerlegung der einzelnen Bestandteile sichergestellt. Ohne diese 
Ersetzung hätte das Zerlegen bei dem Beispiel aus Abbildung 13 unter anderem den 
falschen Künstlernamen „Bloods [Be Brazy“ geliefert.  
  Handelte es sich um Gruppenmitglieder einer Gruppe mit dem Wert „both“ im 
Datenfeld „Sex“, war ein Rückschluss auf das jeweilige Geschlecht des Künstlers nicht 
möglich. Daher erhielt das „artistType“-Attribut bei diesen Künstlern einen Nullwert. 
Da ein solcher Künstler jedoch in einem späteren Schleifendurchlauf als Interpret eines 
Tonträgers und somit mit einer Information über sein Geschlecht vorkommen konnte, 
wurde bei jedem neuen Künstler überprüft, ob er bereits mit einem Nullwert 
eingetragen worden war, und gegebenenfalls eine UPDATE-Anweisung durchgeführt.  
  Als nächstes folgte die Bearbeitung des Datenfelds „Label“, welches ebenfalls 
nicht-atomare Werte aufwies. Es konnten mehrere Plattenlabels zu einem Tonträger 
vorliegen. Hier war als Trennzeichen ein Schrägstrich verwendet worden. Zudem 
konnte hinter dem Plattenlabelnamen in eckigen Klammern die Katalognummer des 
Tonträgers vermerkt sein. Außerdem konnte wie bei den Künstlernamen eine Zahl von 
1-9 in eckigen Klammern zur Unterscheidung von Plattenlabels mit selben Namen 
vorkommen. Abbildung 14 zeigt einen Beispielwert mit dem Plattenlabel „TNT [2]“, 
dessen Katalognummer „TNT30“, und einem weiteren Plattenlabel „Freeze“ ohne 
Katalognummer:  
 
 
Abb.14: Beispielwerte für das Datenfeld „Label“  
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Bevor das Datenfeld anhand des Trennzeichens Schrägstrich zerlegt werden konnte, 
musste überprüft werden, ob ein Schrägstrich auch innerhalb der tatsächlichen Werte 
vorkommen konnte. Eine Analyse ergab sechs Plattenlabels mit einem Schrägstrich im 
Namen (z.B. „10/30 Uproar“), sowie 23 Katalognummern, die einen Schrägstrich 
enthielten. Aufgrund dieser überschaubaren Anzahl an Sonderfällen wurde sich gegen 
eine Behandlung im Importprogramm entschieden. Stattdessen wurden die 
betreffenden Schrägstriche vor dem Export in der Ausgangsdatenbank durch ein 
eindeutiges Sonderzeichen  ersetzt, welches dann vor der INSERT-Anweisung im 
Importprogramm rückkonvertiert wurde.   
  Nach der Zerlegung wurden die entsprechenden INSERT-Anweisungen für die 
Tabellen „Label“ und „RecordHasLabel“ ausgeführt.    
 
4.6.3.2  Importschritte 2 und 3 
 
Im Importschritt 2 wurden sämtliche Länder, Städte, Stadtteile und Nachbarschaften 
eingetragen. Außerdem wurden die Ortsinformationen für Künstler aus dem Datenfeld 
„Act“ ermittelt, und die entsprechenden Einträge vorgenommen. Im Importschritt 3 
wurden anschließend die Ortsinformationen für alle Künstler aus dem Datenfeld 
„Group Members“ ermittelt.  
  Hier bestand die Schwierigkeit darin, dass die Datenfelder „Country“, „City“ und 
„Borough“ nicht-atomare Werte aufweisen konnten, und es darüber hinaus drei 
Trennzeichen mit jeweils unterschiedlichen Bedeutungen gab: Einen einfachen 
Schrägstrich, einen doppelten Schrägstrich und einen Pfeil, gefolgt von einem 
einfachen Schrägstrich. Letzteres indizierte einen Ortswechsel des Künstlers. Doppelte 
Schrägstriche waren in Relation zu den Gruppenmitgliedern zu lesen. Jeder so 
getrennte Abschnitt stellte die Ortsinformation für das jeweilige Gruppenmitglied dar. 
Ein einfacher Schrägstrich entsprach einer Aufzählung. Aus der Analyse dieser 
Semantik ergab sich folgende Hierarchie, nach der der Inhalt der drei Datenfelder 
zerlegt werden musste: Die jeweilige Zeichenkette wurde zunächst bei jedem doppelten 
Schrägstrich getrennt. Die daraus resultierenden Zeichenketten wurden dann bei jedem 
von einem Schrägstrich gefolgten Pfeil getrennt. Und die daraus resultierenden 
Zeichenketten schließlich bei jedem einfachen Schrägstrich. Für jedes Datenfeld waren 
dafür Schleifen mit einer Verschachtelungstiefe von drei Ebenen notwendig. Die in 
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jeder Ebene erhaltenen Ortsinformationen wurden in einem dreidimensionalen Array 
zwischengespeichert, da diese Informationen für das darauffolgende Datenfeld benötigt 
wurden, beispielsweise um die im Feld „Country“ erhaltene Information danach der 
entsprechenden Information im Feld „City“ zuordnen zu können.  
  Darüber hinaus erforderten die so zerlegten Werte der Felder „City“ und „Borough“ 
eine weitere Zerlegung, wenn hier ein Komma gefolgt von einem Leerzeichen vorkam. 
Im Feld „City“ bedeutete dies, dass zusätzlich ein Bundesstaat oder eine vergleichbare 
Verwaltungseinheit angegeben war, die von der Stadt getrennt und dem „City“-Attribut 
„state“ zugewiesen werden musste. Im Feld „Borough“ bedeute ein solches 
Vorkommen, dass zusätzlich zum Stadtteil eine Nachbarschaft dieses Stadtteils 
vorhanden war.  
 
 
Abb.15: Beispielwerte für die Datenfelder „Act“, „Country“, „City“, „Borough“ und „Group Members“  
 
 
Abbildung 15 zeigt Beispielwerte für die Felder „Act“, „Country“, „City“, „Borough“ 
und „Group Members“. Nach den Importschritten 2 und 3 ergaben sich für dieses 
Beispiel die in Abbildung 16 illustrierten Tabelleneinträge.  
  Die Einträge der Tabelle „Artist“ existierten bereits aus dem Importschritt 1. Im 
Importschritt 2 wurden „Canada“ und „USA“ in die Tabelle „Country“ eingetragen. 
Danach wurden „Toronto“ mit der „countryID“ für „Canada“ und „New York“ mit der 
„countryID“ für USA in die Tabelle „City“ eingetragen. Anschließend wurde 
„Brooklyn“ mit der „cityID“ für „New York“ in die Tabelle „Borough“ eingetragen. 
Und schließlich wurde „Coney Island“ mit der „boroughID“ für Brooklyn in die 
Tabelle „Hood“ eingetragen. Für den Interpreten „Marco Polo & Torae“ wurden für 
alle genannten Orte Einträge in den Tabellen „CountryHasArtist“, „CityHasArtist“, 
„BoroughHasArtist“ und „HoodHasArtist“ vorgenommen. Wenn wie in diesem Fall 
eine Trennung durch einen doppelten Schrägstrich und eine zusätzliche Trennung 
durch einen Pfeil mit Schrägstrich vorlagen, wurde für den Interpreten das Attribut 
„chronology“ auf 1 gesetzt.  
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 Abb.16: Beispielwerte für die Tabellen der Zieldatenbank  
 
  
Im Importschritt 2 wurden dann für die Künstler „Marco Polo“ und „Torae“ die 
künstlerspezifischen Ortsinformationen in die Tabellen „CountryHasArtist“, 
„CityHasArtist“, „BoroughHasArtist“ und „HoodHasArtist“ eingetragen. Diese 
Einträge sind in den Tabellen rot markiert. Hier wurde nun der Pfeil mit Schrägstrich 
für den Künstler „Marco Polo“ berücksichtigt, für den folglich in den Tabellen 
„CountryHasArtist“ und „CityHasArtist“ jeweils ein Eintrag mit dem „chronology“-
Wert 1 und ein Eintrag mit dem „chronology“-Wert 2 getätigt wurde.  
  In einigen Fällen konnten Informationen nicht berücksichtigt werden, da die 
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Semantik der Datenfelder keine eindeutige Zuordnung zuließ. Während sich bei dem 
Beispiel aus Abbildung 17 die „City“-Werte „New York“ und „Los Angeles“ dem 
„Country“-Wert „USA“ zuordnen ließen, da nur ein Land vorlag, und somit alle Städte 
zu diesem Land gehören mussten, war es bei dem Beispiel aus Abbildung 18 nicht 
möglich, eine solche Zuordnung anhand der Semantik zu treffen.  
 
 
Abb.17: Beispielwerte mit möglicher Zuordnung für die Datenfelder „Country“ und „City“ 
 
Abb.18: Beispielwerte mit nicht-möglicher Zuordnung für die Datenfelder „Country“ und „City“ 
 
Wenn eine Information aus derartigen Gründen nicht in die Zieldatenbank importiert 
werden konnte, wurde die ID des betreffenden Datensatzes in einem Array gespeichert, 
um am Ende alle Datensätze anzeigen zu können, bei denen Teilinformationen  
verloren gegangen waren.  
  Im Importschritt 3 wurde außerdem für den jeweiligen Tonträger der Wert des 
„countryID“-Attributs der Tabelle „Record“ aktualisiert. Wenn das Datenfeld „Record“ 
ein Länderkennzeichen aufwies, wurde die „countryID“ des entsprechenden Landes 
ermittelt. Ansonsten erhielt das Attribut als Wert die ID des Landes des Interpreten.   
 
4.6.3.3 Importschritt 4 
 
In diesem Importschritt wurden die Datenfelder „Artists“, „Producers“ und „Songs“ 
behandelt. Hier gab es neben Soundtracks und Kompilationen weitere Tonträger, bei 
denen der aktuelle Schleifendurchlauf abgebrochen, und der nächste begonnen werden 
musste.  Dies traf auf alle Tonträger zu, die zwar einen eigenen Interpreten hatten, aber 
dennoch den Charakter einer Kompilation aufwiesen, da wie bei diesen die Song-
Informationen im Datenfeld „Artists“ abgelegt waren.   
  Alle drei Datenfelder konnten nicht-atomare Werte beinhalten. Im Normalfall war 
auch hier als Trennzeichen ein Semikolon gefolgt von einem Leerzeichen verwendet 
worden. Ein Spezialfall waren jene Tonträger, bei denen es sich um sogenannte Split-
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Singles handelte. So werden Singles bezeichnet, bei denen typischerweise jeweils auf 
der A-und B-Seite der Single zwei unterschiedliche Künstler als Interpreten in 
Erscheinung treten. Eine Split-Single kann jedoch auch mehr als zwei Interpreten 
aufweisen. In solchen Fällen war in der Ausgangsdatenbank eine zusätzliche 
Trennzeichenkette verwendet worden: Ein Leerzeichen, gefolgt von einem einfachen 
Schrägstrich und einem weiteren Leerzeichen. Die so getrennten Abschnitte 
repräsentierten die Informationen zum jeweiligen Interpreten. Der erste Interpret stand 
somit im Datenfeld „Act“, und alle weiteren Interpreten wie die Gastmusiker im 
Datenfeld „Artists“. Um die zu den weiteren Interpreten gehörenden Gastmusiker als 
solche zu kennzeichnen, war folgende Trennzeichenkette verwendet worden: „ w/“.  
Abbildung 19 zeigt Beispielwerte der betreffenden Datenfelder.  
 
 
Abb.19: Beispielwerte für eine Split-Single 
 
Der Hauptinterpret des Tonträgers ist der Künstler „Mumbles“. Aus den Werten des 
Datenfelds „Artists“ ergab sich Folgendes: Der Künstler „Nobody“ stand hinter dem 
Schrägstrich und war somit der zweite Interpret. Die Künstler „Cut Chemist“ und 
„Darkleaf“ standen vor dem ersten Schrägstrich und waren somit Gastmusiker des 
Hauptinterpreten. Die Künstler „2Mex“ und „D.J. ESP“ standen hinter dem ersten 
Schrägstrich und hinter der Zeichenkette „ w/“. Sie waren somit Gastmusiker des 
zweiten Interpreten. Die Einträge der Datenfelder „Producers“ und „Songs“ waren in 
Relation zu den Einträgen des Datenfelds „Artists“ zu lesen. Somit gehörten der 
Produzent „Mumbles“ und der Song „Caution“ zum Hauptinterpreten, und der 
Produzent „Nobody“ und der Song „Afternoon Focus“ zum zweiten Interpreten.   
  Für das Datenfeld „Artists“ bedeutete dies, dass zunächst auf ein solches Muster für 
Split-Singles untersucht werden musste. Bei Vorliegen des Musters musste dann für 
jeden extrahierten Künstler entschieden werden, ob dieser entweder einen Eintrag in 
die Tabelle „RecordHasInterpret“ oder die Tabelle „FeatureArtistOnRecord“ 
bekommen musste.   
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  Die Datenfelder „Artists“ und „Producers“ konnten zudem wie das Feld „Group 
Members“ Alias-Informationen, vermerkt mit dem Kürzel „aka“, enthalten. Außerdem 
gab es vier verschiedene Vorkommen von Zusatzinformationen in eckigen Klammern, 
die unterschieden werden mussten:   
 
1.  Eine Zahl von 1-9 als Nummerierung für Künstler mit selben Namen. 
    2.  Ein genauerer Hinweis auf die Funktion, die der Künstler erfüllt.  
 
Hier gab es unterschiedliche Konventionen für die beiden Datenfelder:  
 
 Datenfeld „Artists“:  
 
Eine solche Information war daran zu erkennen, dass es sich bei dem letzten 
Zeichen um einen Doppelpunkt handeln musste. Diese Information bezog 
sich auf alle nach der eckigen Klammer eingetragenen Künstler bis zum 
Vorkommen einer weiteren eckigen Klammer mit gleichem Muster. 
Abbildung 20 zeigt entsprechende Beispielwerte. Für die ersten 10 Künstler 
ist keine Funktion angegeben. Dies bedeutete bei Tonträgern des Genres 
Hip-Hop, dass es sich um Gastrapper handelte. Der 11. Künstler, „D.J. 
Butter Fingers“ erfüllte die Funktion „scratches“, und die beiden letzten 
Künstler die Funktion „background vocals“. Die entsprechenden Werte 
mussten vor dem jeweiligen Eintrag in die Tabelle  
„FeatureArtistOnRecord“ dem Attribut „artistFunction“ zugewiesen 
werden.  
 
 
 Abb.20: Beispielwerte mit Hinweis auf Künstler-Funktion im Datenfeld „Artists“  
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 Datenfeld „Producers“:  
 
Hier konnte die eckige Klammer die Inhalte „co-prod.“ oder 
„arrangements:“ aufweisen. Diese Information bezog sich ebenfalls auf die 
nachfolgenden  Künstler bis zum Vorkommen einer weiteren eckigen 
Klammer. Abbildung 21 zeigt entsprechende Beispielwerte. Der 
Konvention zufolge handelte es sich beim ersten Künstler um einen 
Produzenten, bei den folgenden drei Künstlern um Koproduzenten und den 
letzten drei Künstlern um Arrangeure. Entsprechend mussten hier ein 
Eintrag in die Tabelle „ProducerOnRecord“ und jeweils drei Einträge in die 
Tabellen „CoProducerOnRecord“ und „ArrangerOnRecord“ vorgenommen 
werden.  
 
 
Abb.21: Beispielwerte mit Hinweis auf Künstler-Funktion im Datenfeld „Producers“  
 
3.  Die Wörter „both“ oder „all“ als Sonderinformation.   
 
Diese Konvention hatte der Anwender eingeführt, um sich Schreibarbeit zu sparen. 
Sie indizierten, dass die nachfolgenden Künstler-Informationen sich entweder auf 
beide oder alle Songs des Tonträgers bezogen. Abbildung 22 zeigt entsprechende 
Beispielwerte. Im Datenfeld „Songs“ war der Künstler „Mystikal“ explizit als Gast 
des zweiten Songs eingetragen. Die beiden weiteren Künstler im Datenfeld 
„Artists“ standen hinter der eckigen Klammer mit dem Wert „both“. Daraus ergab 
sich, dass der erste Song die Gastmusiker „Brandon Casey“ und „Brian Casey“ 
hatte, und der zweite Song ebenfalls diese beiden sowie den Künstler „Mystikal“. 
Nachdem die Künstler in die Tabellen „Artist“ und FeatureArtistOnRecord“ 
eingetragen worden waren, wurden die IDs der betreffenden zwei Künstler in einem 
Array zwischengespeichert. Erst nachdem darauf die Einträge für die Songs 
vorgenommen worden waren, konnten die zwei zwischengespeicherten IDs jeweils 
mit einer Referenz zu allen Songs des Tonträgers in die Tabelle 
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„SongFeatureArtist“ eingetragen werden.  
 
 
Abb.22: Beispielwerte mit Verwendung des Wortes „both“ als Sonderinformation  
 
4.  Gruppeninformation 
Handelte es sich um keinen der Punkte 1-3, bedeutete die eckige Klammer eine 
Gruppeninformation. Hier ergab sich folgendes Problem: Es war sowohl möglich, 
dass in der eckigen Klammer die Gruppe des vorangegangenen Künstlers vermerkt 
war, als auch, dass dort ein Mitglied des vorangegangenen Künstlers – in diesem 
Fall eine Gruppe - vermerkt war. Falls nur ein Künstler in der eckigen Klammer 
stand, war eine Unterscheidung dieser beiden Fälle mithilfe der Semantik nicht 
möglich, weshalb diese Zusatzinformation beim Import vernachlässigt werden 
musste. Auch hier wurde die ID des entsprechenden Datensatzes für einen späteren 
Abgleich in einem Array  gespeichert. Standen jedoch mehrere Künstler mit einem 
Semikolon voneinander getrennt in der eckigen Klammer, konnte daraus 
geschlossen werden, dass es sich bei diesen um Gruppenmitglieder des Künstlers 
vor der eckigen Klammer handeln musste. In diesem Fall wurden zusätzliche 
Einträge in die Tabelle „ArtistIsMemberOf“ vorgenommen und den „artistType“-
Attributen entsprechend die Werte „Solo Artist“ oder „Group“ zugewiesen.    
 
Anschließend wurde das Datenfeld „Songs“ behandelt. Zunächst wurde überprüft, ob es 
möglich war, eine Trackliste, also eine numerische Abfolge der Songs des Tonträgers, 
zu bestimmen. Um eine derartige Abfolge zu symbolisieren, war in der 
Ausgangsdatenbank einen Zeilenumbruch verwendet worden (siehe Abbildung 23). 
Falls dem Anwender die genaue Trackliste nicht bekannt war oder er nur einige Songs 
des Tonträgers kannte, hatte er die Songs hintereinander und ohne Zeilenumbruch 
eingetragen (siehe Abbildung 24).  
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   Abb.23: Beispielwerte für das Datenfeld „Songs“ mit vorliegender Trackliste  
 
 
 
  Abb.24: Beispielwerte für das Datenfeld „Songs“ mit nicht-vorliegender Trackliste  
 
Beim Export der Daten waren die Zeilenumbrüche in Leerzeichen umgewandelt 
worden. Daher konnte nun anhand eines Vorkommens von zwei Leerzeichen hinter 
einem Semikolon hergeleitet werden, dass eine genaue Trackliste vorlag. In diesem Fall 
wurde bei den folgenden Einträgen in die Tabelle „RecordHasSong“ dem Attribut 
„trackNumber“ der entsprechende Wert zugewiesen. Ansonsten erhielt das Attribut 
einen Nullwert.  
  Desweiteren gab es auch in diesem Datenfeld unterschiedliche Fälle von 
Zusatzinformationen in eckigen Klammern:  
 
  1.   Kürzel für Songversionen  
 
 Hier war als Kürzel eine Kombination der Kleinbuchstaben c, d, i, a und v 
 verwendet worden, um zu symbolisieren, dass mehrere Versionen des gleichen   
 Songs vorlagen. Die Buchstaben hatten dabei folgende Bedeutungen:  
c: Clean   
d: Dirty  
i: Instrumental  
a: Acapella  
v: Vocal  
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Abbildung 25 zeigt Beispielwerte. Da in der Zieldatenbank unterschiedliche 
Versionen eines Songs als eigenständige Songs behandelt werden sollten, lagen hier 
sechs Songs vor: „The Ave.“ in den Versionen „Clean“, „Dirty“ und 
„Instrumental“, „Muthafucka“ in den Versionen „Vocal“ und „Instrumental“ sowie 
der Song „Chocolate Ty“.    
 
 
Abb.25: Beispielwerte für das Datenfeld „Songs“ mit Verwendung von Kürzeln  
 
2.  Eine explizite Angabe der Songversion  
 
Abbildung 26 zeigt ein solches Beispiel. Zusätzlich zu einer Angabe der Version 
über ein Kürzel war bei dem zweiten Song die Version „Remix“ explizit in der 
eckigen Klammer vermerkt.  
 
 
 Abb.26: Beispielwerte für das Datenfeld „Songs“ mit Verwendung von Kürzeln und expliziter Angabe der Version  
 
3.  Angabe eines Bonus-Tracks  
 
Hier handelte es sich um die Information, dass der betreffende Song nur auf einer 
bestimmten Version des Tonträgers, enthalten war. Abbildung 27 zeigt einen 
Auszug aus einer Trackliste mit einem CD-Bonus-Track und einem iTunes-Bonus-
Track. In einem solchen Fall musste für den Eintrag in die Tabelle 
„RecordHasSong“ dem Attribut „bonusTrack“ der entsprechende Wert zugewiesen 
werden.  
 
 
Abb.27: Beispielwerte für das Datenfeld „Songs“ mit Angabe von Bonus-Tracks  
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4.  Angaben über Gastmusiker, Produzenten, Koproduzenten oder Interpreten 
 
Hier standen die mitwirkenden Künstler des jeweiligen Songs in der eckigen 
Klammer, eingeleitet durch die Schlüsselwörter „w/“, „prod.“, „co-prod.“ und „by“. 
Aus den jeweiligen Schlüsselwörtern ging hervor, ob es sich bei dem betreffenden 
Künstler um einen Gastmusiker („w/“), Produzenten („prod.“), Koproduzenten 
(„co-prod.“) oder einen vom Interpreten des Tonträgers abweichenden Interpreten 
(„by“) handelte. Abbildung 28 zeigt einen entsprechenden Datensatz.  
 
 
 Abb.28: Beispielwerte für das Datenfeld „Songs“ mit Angabe zu Gastmusikern, Produzenten und Interpreten  
 
Gab es für eine dieser vier Kategorien mehrere Künstler, waren wie im Datenfeld 
„Act“ als Trennzeichen Kommata und ein Et-Zeichen verwendet worden. Hier wäre 
eine korrekte Zerlegung erneut problematisch gewesen. Allerdings konnten als 
Entscheidungskriterium die bereits zerlegten Einträge aus den Feldern „Artists“  
und „Producers“ herangezogen werden. Dafür waren alle Künstler, die  
zuvor in die Tabellen „FeatureArtistOnRecord“, „ProducerOnRecord“ und 
„CoProducerOnRecord“ eingetragen worden waren, in Arrays zwischengespeichert 
worden. Diese Array-Werte wurden nun mit den infrage kommenden Zeichenketten 
aus dem Feld „Songs“ abgeglichen. Bei Übereinstimmungen wurden die Werte 
dann in eine der Tabellen „SongFeatureArtist“, „SongProducer“ oder 
„SongCoProducer“ eingetragen. Abbildung 29 zeigt einen Beispieldatensatz, bei 
dem wie beschrieben vorgegangen wurde: Im Datenfeld „Artists“ war aufgrund der 
einheitlichen Trennung durch Semikola eine Zerlegung möglich. Die resultierenden 
vier Künstler „Baby“, „N.O.R.E.“, „Loon“ und „Young Gavin“ wurden in einem 
Array gespeichert, dessen Felder anschließend mit der Zeichenkette „Baby, 
N.O.R.E., Loon & Young Gavin“ aus dem Datenfeld „Songs“ abgeglichen wurden.
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 Abb.29: Beispielwerte für das Datenfeld „Songs“ mit möglichem Abgleich im Datenfeld „Artists“ 
 
 
4.6.3.4 Importschritte 5 bis 7 
 
In den Importschritten 5 und 6 wurden alle Soundtracks und Kompilationen behandelt. 
Beim Importschritt 5 wurde nach der gleichen Methode wie im Importschritt 1 
vorgegangen. Da bei diesen Tonträgertypen die Datenfelder „Sex“, „Alias“ und „Group 
Members“ keine Einträge hatten, mussten lediglich INSERT-Anweisungen für die 
Tabellen „Record“, „Label“ und „RecordHasLabel“ zusammengestellt und ausgeführt 
werden. In der Tabelle „Artist“ wurden vor dem Import die zwei Platzhalter  
„-Compilation-“ und „-Soundtrack-“ angelegt.  Im Programm wurde dann ein 
entsprechender Eintrag in die Tabelle „RecordHasInterpret“ gemacht.   
  Anschließend wurden im Importschritt 6 die Datenfelder „Artists“ und „Producers“ 
für Soundtracks und Kompilationen sowie alle weiteren Tonträger mit gleicher Struktur 
im Datenfeld „Artists“ behandelt.  Abbildung 30 zeigt einen Beispieldatensatz mit 
derartiger Struktur, bei der zunächst der Interpret und danach, getrennt durch einen 
Bindestrich, der Song mit Zusatzinformationen, eingeleitet durch eines der Schlüssel-
wörter „w/“, „prod.“ und „co-prod.“  eingetragen war.  
 
 
Abb.30: Beispielwerte für einen Soundtrack im Datenfeld „Artists“  
 
Aufgrund dieser Struktur mussten aus der Zeichenkette zunächst die jeweiligen Paare 
aus Interpreten und Songs extrahiert, und anschließend bei jedem Paar die 
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entsprechenden Werte für Interpreten, Songs, Gastmusiker und Produzenten ermittelt 
werden. Es konnten aber auch Datensätze vorkommen, die ausschließlich 
Informationen über die auf dem Soundtrack oder der Kompilation vertretenen Künstler 
enthielten. Außerdem gab es Datensätze, die nur teilweise Song-Informationen 
enthielten (siehe Abbildung 31).  
 
 
 Abb.31: Beispielwerte für eine Kompilation im Datenfeld „Artists“  mit fehlenden Song-Informationen  
 
 
Da es in diesen Fällen aufgrund der fehlenden Song-Information nicht möglich war, 
diese Künstler als Songinterpreten einzutragen, wurde entschieden, sämtliche 
beteiligten Künstler, also Interpreten und Gastmusiker, in die Tabelle 
„FeatureArtistOnRecord“ einzutragen. Dies galt auch für jene Fälle, in denen Song-
informationen vorlagen. Bei dem Beispiel aus Abbildung 31 wurde demnach für den 
Künstler „Blackstreet“ jeweils ein Eintrag in die Tabellen „FeatureArtistOnRecord“ 
und „SongInterpret“ gemacht, während für „Dr. Dre & Queenpen“ jeweils ein Eintrag 
in die Tabellen „FeatureArtistOnRecord“ und „FeatureArtistOnSong“ vorgenommen 
wurde. Für die Künstler „Foxy Brown“ und „Jay-Z“ wurde hingegen nur ein Eintrag in 
die Tabelle „FeatureArtistOnRecord“ gemacht, da es hier keine Song-Information gab. 
Hier war in der Ausgangsdatenbank durch das Schlüsselwort „w/“ indiziert worden, 
dass es sich bei „Foxy Brown“ um einen Interpreten und bei „Jay-Z“ um einen 
Gastmusiker dieses Interpreten handelte. Eine solche Information konnte nicht in die 
Zieldatenbank übernommen werden, wurde aber als vernachlässigbar eingestuft.  
  Desweiteren musste in diesem Importschritt ein Sonderfall berücksichtigt werden, 
der bei Tonträgern mit dem Format „Mixtape“ vorkommen konnte. Während diese im 
Normalfall wie eine Kompilation im Datenfeld „Artists“ unterschiedliche 
Songinterpreten mit deren Songs enthielten, gab es auch Mixtapes mit nur einem 
Künstler als Interpreten aller Songs des Tonträgers. Für solche Fälle hatte der 
Anwender die in Abbildung 32 gezeigte Konvention verwendet. Am Anfang des 
Datenfelds stand in eckigen Klammern der Hinweis „all tracks by“ gefolgt von dem 
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Künstlernamen. Nachfolgend waren alle Songs dieses Künstlers mit Zusatz-
informationen über Gastmusiker und Produzenten angegeben. Bei dem Beispiel aus 
Abbildung 32 musste entsprechend für alle Songs ein Eintrag in die Tabelle 
„SongInterpret“ mit einer Referenz auf den Künstler „Mobb Deep“ gemacht werden.
  
 
 
Abb.32: Beispielwerte für ein Mixtape im Datenfeld „Artists“ mit dem Hinweis „all tracks by“  
 
 
Im Importschritt 7 wurden schließlich alle Datensätze mit einem Eintrag im Datenfeld 
„Soundtrack/Compilation“ behandelt. Hierbei handelte es sich wie bereits beschrieben 
um Tonträger, die eine Single-Auskopplung darstellten. Entsprechend wurde hier die 
ID des dazugehörigen Soundtracks bzw. der dazugehörigen Kompilation ermittelt und 
anschließend ein Eintrag in die Tabelle „SingleFrom“ veranlasst. Bei sechs 
Datensätzen wies das Datenfeld nicht-atomare Einträge auf. Aufgrund dieser 
überschaubaren Anzahl wurden diese Datensätze im Programm nicht berücksichtigt, 
sondern anschließend manuell eingetragen.  
 
4.6.4 Test der Migrationsergebnisse 
 
Als Folge der Konversion auf oberer Ebene war ein quantitativer Datenvergleich 
zwischen Ausgangs- und Zieldatenbank weitgehend unmöglich. Es konnte lediglich die 
Anzahl der Tonträger herangezogen werden, um zu überprüfen, ob alle Datensätze 
erfolgreich migriert worden waren. Demnach musste die Anzahl der Tupel in der 
Tabelle „Record“ der Anzahl der Datensätze in der Ausgangsdatenbank entsprechen. 
Bei allen weiteren Tabellen war es dahingegen nicht möglich, eine derartige 
Überprüfung vorzunehmen, da es in der Ausgangsdatenbank keine entsprechenden 
Tabellen gab.  
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Um den qualitativen Erfolg der Migration zu bewerten, wurden nach jeder 
Testmigration alle Datenfeldwerte der Testdatensätze mit den neuen Attributwerten in 
der Zieldatenbank verglichen.  
  
4.7 Reimplementierung der Benutzeroberfläche 
 
Beim Entwurf der Benutzeroberfläche richteten sich die Anforderungen nicht nach der 
Benutzeroberfläche des Ausgangssystems, sondern der Struktur der Zieldatenbank. 
Während es im Ausgangssystem nur möglich war, eine Liste aller Tonträger 
anzuzeigen, sollte das neue Zielsystem sämtliche Objekte auflisten können.   
  Entsprechend wurde eine globale Navigationsleiste bestehend aus acht 
Menüpunkten zu den in der Zieldatenbank als eigene Entity-Typen vertretenen 
Objekten entworfen: Künstler, Tonträger, Song, Plattenlabel, Land, Stadt, Stadtteil und 
Nachbarschaft. Zu jedem Menüpunkt war im eigentlichen Inhaltsbereich der Webseite 
eine Auflistung sämtlicher Einträge zu dem jeweiligen Objekt vorgesehen. Zur 
Eingrenzung der aufgelisteten Einträge sollte es zudem ein Buchstabenmenü, sowie 
eine Paginierung und eine Auswahl der pro Seite angezeigten Einträge geben. Über 
Hyperlinks sollte es möglich sein, im Hauptinhaltsbereich von der Auflistung zu einer 
Detailansicht des jeweiligen Eintrags zu wechseln. Diese Detailansicht sollte wiederum 
alle Attributwerte dieses Objekts sowie darüber hinaus sämtliche Daten, die sich aus 
den Beziehungen dieses Objekts zu anderen Objekten ergaben, anzeigen. Eine 
Detailansicht für einen Künstler sollte beispielweise dessen Attributwerte für „gender“, 
„artistType“ und „description“ anzeigen, sowie die Informationen über seinen 
Herkunftsort, seine Aliase, seine eigenen Tonträger, seine Gastauftritte und 
Produktionen auf fremden Tonträgern, sowie seine Mitgliedschaft in Gruppen bzw. 
seine Gruppenmitglieder.  Bei Informationen, die mehrere Einträge aufweisen konnten, 
wie beispielweise die Tonträger eines Künstlers, sollte die Anzeige ebenfalls in 
Listenform geschehen.  
  Außerdem sollte es ein Suchformular für die vier Objekte Tonträger, Künstler, 
Song und Plattenlabel geben. Für die vier weiteren Objekte wurde aufgrund der 
niedrigen Zahl der Einträge auf eine solche Suchfunktion verzichtet. Desweiteren sollte 
es einen globalen Hyperlink zu einem Eingabeformular für neue Einträge in die 
Datenbank geben. Für das Ändern von Datensätzen war zudem bei jeder Detailansicht 
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ein Hyperlink zu einem Änderungsformular für den jeweiligen Eintrag vorgesehen.  
   
 
 
 Abb.33: Menüansicht der neuen Weboberfläche  
 
 
Abbildung 33 zeigt eine Ansicht für den Menüpunkt „Artists“. Hier wurden die 
Abfrageergebnisse über das Buchstabenmenü auf Künstler mit dem 
Anfangsbuchstaben A eingegrenzt. Zu jedem aufgelisteten Künstler existiert ein 
Hyperlink. Über den Hyperlink zu dem Eintrag „A Tribe Called Quest“ gelangt der 
Nutzer zu der in Abbildung 34 gezeigten Detailansicht.  
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 Abb.34: Detailansicht der neuen Weboberfläche  
 
4.8 Reimplementierung der Programmlogik 
 
Das Programm wurde mit der Skriptsprache PHP implementiert und nach dem Model-
View-Controller-Architekturmuster strukturiert.
69
 Das Ziel war eine Trennung 
zwischen der Datenschicht, der Steuerungsschicht und der Präsentationschicht.  
Für die Datenschicht wurde zu jeder Tabelle der Datenbank, die einen Entity-Typ 
repräsentierte, eine Klasse implementiert. Somit ergaben sich die acht Klassen 
„Record“, „Artist“, „Song“, „Label“, „Country“, „City“, „Borough“ und „Hood“. Zu 
diesen Klassen wurde die abstrakte Basisklasse „Table“ implementiert. In dieser 
wurden Abfrage- und Änderungsmethoden definiert, die dann von den acht 
Unterklassen geerbt wurden. Ebenfalls zur Datenschicht gehört die Klasse 
„Connector“, welche für das Herstellen einer Datenbankverbindung und die 
Kommunikation mit der Datenbank zuständig ist. Sie ist daher die einzige Klasse, die 
Datenbankfunktionen enthält.  
                                                          
69
 vgl. Schmidt, Stephan (2009): PHP Design Patterns (2. Auflage). Köln: O‟Reilly Verlag, S. 351 ff. 
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Für die Präsentationsschicht wurde die Klasse „View“ implementiert. Diese ist für die 
Darstellung der Daten zuständig.  Diese Schicht ist daher die einzige, die HTML- und 
Javascript-Code enthält. Der verwendete CSS-Code wurde in eine externe Datei 
ausgelagert. Für die Programmsteuerung wurde die Klasse „Controller“ implementiert. 
Diese Klasse ist somit zuständig für die Bearbeitung der Benutzeraktionen. Sie 
veranlasst entsprechend der jeweiligen Benutzeraktion eine Datenbankanweisung in 
der Datenschicht sowie das Erzeugen eines neuen Views in der Präsentationsschicht. 
Insgesamt setzt sich das Programm aus 14 Dateien zusammen. Diese wurden 
nachfolgend der jeweiligen Schicht zugeordnet: 
 
      Startseite:  
       „index.php“ 
 
  Datenschicht: 
       „connector.php“, „table.php“, „record.php“, „artist.php.“, „song.php“,              
  „label.php“, „country.php“, „city.php“, „borough.php“, „hood.php“  
 
  Steuerungsschicht: 
      „controller.php“ 
Präsentationsschicht: 
      „view.php“, „main.css“  
 
Mit der Trennung der einzelnen Schichten wurde das Ziel angestrebt, zukünftig ein 
flexibles System zu haben, welches im Gegensatz zum Ausgangssystem eine 
zerlegbare Struktur aufweist und somit leichter Änderungen und Anpassungen 
einzelner Programmteile ermöglicht. So wird es nach diesem Projekt möglich sein, die 
Benutzeroberfläche zu ändern, ohne Veränderungen in der Daten- und 
Steuerungsschicht vornehmen zu müssen. Falls das neue System in der Zukunft erneut 
migriert werden muss, wird sich diese Migration einfacher gestalten, als die aktuelle. 
Es wurde also ein Szenario vermieden, welches Brodie und Stonebraker wie folgt 
beschreiben: „If the target IS is not appropriately designed, it will become a next 
generation IS to be migrated at additional cost”.70  
                                                          
70
 Brodie/Stonebraker (1995): S.7 
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  Allerdings entspricht die implementierte Datenschicht nicht einer idealen Model-
View-Controller-Architektur, da hier in der Klasse „Connector“ MySQL-spezifische 
Datenbankfunktionen von PHP verwendet wurden (z.B. mysql_query und 
mysql_insert_id). Bei einem Austausch der Datenbank wäre es also notwendig, diese 
Klasse neu zu implementieren. Die Implementierung einer Datenbank-unabhängigen 
„Connector“-Klasse war aufgrund des höheren Abstraktionsgrades im Rahmen dieser 
Arbeit aus zeitlichen Gründen nicht zu schaffen.  
 
4.9 Fazit und Ausblick 
 
Bei diesem Migrationsprojekt waren die in der Fachliteratur beschriebenen 
Vorgehensmodelle wie der im Kapitel 2 vorgestellte Chicken-Little-Ansatz nur bedingt 
hilfreich. Bei Migrationsprojekten, die eine weitaus größere Komplexität als dieses 
Fallbeispiel aufweisen, ist es ratsam, sich für ein solches Modell zu entscheiden und 
entsprechend vorzugehen.   
  Dieses Projekt hingegen wies bezogen auf das Gesamtsystem eine sehr niedrige 
Komplexität auf. Die große Herausforderung stellten die unkonventionell abgelegten 
Daten dar. Obwohl eine solche ungewöhnliche Datenstruktur durchaus charakteristisch 
für Flat-File-Datenbanken sein mag, hängen die sich daraus ergebenden 
Problemstellungen jeweils stark vom Einzelfall ab. Es ist daher schwierig, aus den 
Lösungsansätzen dieses Fallbeispiels ein allgemeines Vorgehensmodell für 
Datenmigrationen abzuleiten. Dennoch lassen sich aus dieser Projekterfahrung 
Empfehlungen ableiten.  
  Es hatte sich als besonders schwierig erwiesen, sämtliche Sonderfälle zu 
identifizieren. Obwohl hierfür vor dem Implementieren des Importprogramms viel Zeit 
in Anspruch genommen wurde, wurden einige dieser Sonderfälle erst nach mehreren 
Testmigrationen entdeckt. Dies hatte zur Folge, dass das Importprogramm 
entsprechend angepasst werden musste. Dies bedeutete in vielen Fällen mehr Aufwand, 
als wenn diese Sonderfälle bereits von Beginn an berücksichtigt worden wären.    
  Bei diesem Projekt ergab sich der Vorteil, dass es nur einen Anwender des Systems 
gab, welcher zudem das Migrationsprojekt durchführte. Entsprechend schwieriger 
gestaltet es sich, wenn mehrere Anwender existieren. Hier müsste jeder dieser 
Anwender befragt werden, um herauszufinden, ob beispielsweise unterschiedliche 
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Konventionen verwendet wurden. Problematisch wird es, wenn einige Anwender nicht 
mehr zur Verfügung stehen. Es ist daher empfehlenswert, ausreichend Zeit für solche 
Recherchen einzuplanen.  
  Es kann darüber hinaus sinnvoll sein, zu erörtern, ob die Möglichkeit besteht, bei 
bestimmten Daten auf eine Migration zu verzichten und diese stattdessen aus externen 
Quellen zu beziehen. So wäre es bei diesem Beispiel denkbar gewesen, die miteinander 
verknüpften Ortsinformationen nicht aus der Ausgangsdatenbank, sondern der externen 
Datenbank OpenGeoDB zu beziehen, die solche Informationen gemeinfrei bereit-
stellt.
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  Abschließend sei noch ein weiterer Aspekt genannt, der sich während der Migration 
als problematisch erwies. In der Ausgangsdatenbank traten an einigen Stellen 
Mehrdeutigkeiten auf. Hierbei zeigte sich ein Konflikt zwischen Mensch und 
Maschine. Beispielsweise hatte der Anwender hinter einigen Künstlern in eckigen 
Klammern ein Fragezeichen vermerkt. Je nach Fall bedeutete dies entweder, dass es 
mehrere Künstler mit demselben Namen gab, und bei dem aktuellen Künstler nicht klar 
war, um welchen es sich handelte, oder aber, dass es einen Zweifel an der Korrektheit 
des Eintrags gab. Während der Anwender, der dieses Fragezeichen eingetragen hatte, 
beim Betrachten des entsprechenden Datensatzes die jeweilige Bedeutung dieses 
Zeichens erkennen konnte, stößt hier ein Programm, das nur richtig oder falsch kennt, 
an seine Grenzen. Ähnlich verhielt es sich bei mehrfach vorkommenden  
Künstlernamen, bei denen der Anwender vernachlässigt hatte, diese durch eine 
Nummerierung zu unterscheiden. Auch hier hätte der Anwender in den meisten Fällen 
beim Betrachten des entsprechenden Datensatz eine Unterscheidung zwischen den 
Künstlern vornehmen können, weil er diese mithilfe von Zusatzwissen in einen 
Kontext einordnen konnte, während das Programm aufgrund des gleichen Namens 
annehmen musste, dass es sich um ein und denselben Künstler handelte. Die 
Überführung in eine relationale Struktur kann bei solchen Mehrdeutigkeiten also dazu 
führen, dass Fehler, die zuvor nur durch einen Abgleich von Datensätzen zu erkennen 
waren und somit einen Interpretationsspielraum des Betrachters offenließen, im neuen 
System eindeutig falsche Daten liefern. Daher müssen vor einer Datenmigration 
derartige Mehrdeutigkeiten und Ungenauigkeiten identifiziert werden.  
  Die Migration der Datenbank wurde mit diesem Projekt erfolgreich abgeschlossen. 
Bevor die Diskografie tatsächlich als Webseite publiziert werden soll, sind jedoch noch 
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einige Maßnahmen geplant.   
  Es ist nicht auszuschließen, dass die Ausgangsdatenbank aufgrund von Tippfehlern 
zum Teil nicht korrekte Daten aufwies. Um solche fehlerhaften Daten in der 
Zieldatenbank zu identifizieren, können externe Quellen herangezogen werden. 
Beispielweise stellt Discogs eine Programmierschnittstelle (API) gemeinfrei zur 
Verfügung.
72
 Hiermit könnten etwa alle Künstler abgeglichen werden, und 
anschließend jene, die in dieser API nicht vorkommen, auf Korrektheit überprüft 
werden.  
  Weiterhin soll das in 4.6.3.1 beschriebene Problem der nicht-trennbaren Interpreten 
gelöst werden. Hierfür ist angedacht, eine Applikation zu schreiben. Diese soll 
sämtliche Interpreten, die ein Komma oder ein Et-Zeichen im Namen aufweisen, 
anzeigen und den Anwender jeweils entscheiden lassen, ob es sich tatsächlich um einen 
eigenständigen Interpreten handelt. Falls dies nicht der Fall ist, wird es Aufgabe dieser 
Applikation sein, alle notwendigen Updates zu veranlassen.  
  Außerdem soll für alle US-Städte, bei denen eine Information zu dem Bundesstaat 
fehlt, diese hinzugefügt werden. Dies ist dank der neuen Datenbankstruktur nun 
wesentlich einfacher zu bewerkstelligen als in der Ausgangsdatenbank. Die genauen 
Ortsinformationen zu den jeweiligen Künstlern stellen im Vergleich zu Discogs ein 
Alleinstellungsmerkmal dieser Datenbank dar. Daher wird beabsichtigt, bei einem 
zukünftigen Webauftritt einen besonderen Fokus auf diese Informationen zu legen. 
Beispielsweise wäre es denkbar, eine Landkarte mit einer Verteilung der Künstler zu 
präsentieren. Solche Informationen sind insbesondere für Hip-Hop-Fans interessant, da 
der Herkunft der Künstler in diesem Genre eine größere Bedeutung beigemessen wird 
als in anderen Genres.  
  Darüber hinaus besitzt der Anwender eine zweite Datenbank, welche Informationen 
über die Sample-Quellen
73
 von 6.759 Songs enthält. Diese Daten sollen im Anschluss 
an dieses Projekt in die neue Datenbank migriert werden. Im Internet gibt es bereits  
die Webseiten WhoSampled.com
74
 und The-Breaks.com
75
, die Informationen über 
Sample-Quellen anbieten. Allerdings existiert bisher kein Angebot, welches dies in 
Verbindung mit einer Diskografie anbietet.  
   Desweiteren war es im zeitlichen Rahmen der Arbeit noch nicht möglich, in der 
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neuen Programmlogik Methoden für das Ändern und das Löschen von Datensätzen zu 
implementieren. Schließlich soll auch die bisherige Benutzeroberfläche von einem 
externen Webdesigner grundlegend überarbeitet werden.  
  Das Hauptziel dieser Arbeit war es, durch die Migration der Daten in eine 
relationale Datenbank die Voraussetzung dafür zu schaffen, dass die Diskografie 
zukünftig auf einer Webseite bereitgestellt werden kann. Dieses Ziel wurde erreicht.  
   
 
5  Zusammenfassung 
 
In den Kapiteln 1 und 2 beschränkte sich die Eigenleistung dieser Arbeit darauf, 
anhand von Fachliteratur einen Überblick zum Thema Migration zu liefern. Hierbei 
wurde abgewogen, inwieweit auf einzelne Bereiche eingegangen werden sollte. Diese 
Abwägung wurde in Hinblick auf das in den Kapiteln 3 und 4 behandelte Fallbeispiel 
getroffen.  Dieses Fallbeispiel, die Migration der Musikdatenbank, stellte somit die 
eigentliche Eigenleistung dar.   
  Die Vorerfahrung im Bereich Datenbanken war auf die Datenbanken-Vorlesung im 
Hauptstudium beschränkt. Außerdem lag keine über die Vorlesungen hinaus gehende 
Programmiererfahrung vor. Kenntnisse in der Skriptsprache-PHP waren nicht 
vorhanden. Unter diesen Vorbedingungen wurden sämtliche im Kapitel 4 beschrie-
benen Arbeitsschritte eigenständig erledigt. Zunächst wurde die Ausgangsdatenbank 
eingehend analysiert. Hierbei war es hilfreich, dass diese vom Autor selbst erstellt und 
benutzt worden war. Daraufhin wurde ein ER-Schema für die Zieldatenbank 
entworfen, und anschließend die Datenbank implementiert. Danach wurde begonnen, 
das Importprogramm zu schreiben. Parallel dazu wurden die neue Benutzeroberfläche 
und Programmlogik implementiert. Das Schreiben des Importprogramms beanspruchte 
dabei mit ungefähr der Hälfte der Projektzeit den größten Zeitanteil.     
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Anhang  
 
1. ER-Schema 
2. Eine CD mit den in dieser Arbeit genannten PHP-Dateien  
 
 
 
 
 
