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Abstract
Organizing the data such that accesses to the background device are widely avoided
is one of the main challenges in applications with large data sets. We present helpful
experiences from an on{going project in which we develop an algorithmic kernel for
a quality{assurance tool to counter{check the accuracy of customer information
systems for traÆc connections.
1 Introduction
We consider the problem of designing customer information systems for traÆc
connections. This means the kind of system that is used by ticket sellers, in
ticketing machines, and the like. A system run by a national railroad com-
pany in Europe has to manage a large set of train timetables, not only from
its own train connections but also from other countries and from local trans-
port companies. A key problem in the design of query engines for customer
information systems is the management of these data. In the rst place, this
means that expensive accesses to the background device should be kept to a
minimum without sacricing the eÆciency of the query algorithms.
Modern computer technology oers the opportunity to store hundreds of
megabytes conveniently in the main storage. However, in our experience, the
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train timetables of Germany or Europe are still a challenge. It does not re-
ally suÆce to get all of these data into the main storage, because speed{up
techniques often require a signicant amount of auxiliary data. For example,
algorithmic techniques such as hierarchization may require a large amount of
additional data, in which short routes are condensed to point{to{point con-
nections (see the appendix for a more detailed explanation of hierarchization).
The more storage is available, the more eÆcient speed{up techniques like these
can be. Therefore, an improved storage organization will also be an urgent
need in the future.
In this paper, we will present and discuss a few techniques, which we have
applied in an on{going project of ours. We believe that \technical" knowledge
like this is potentially helpful for other research and development groups and
thus worthwhile communicating.
In Section 2, we will describe the algorithmic problem and the tentative
application environment in greater detail (not in full detail, because this would
exceed the page limit and the scope of this paper). Then in Section 3, we will
briey review and discuss our basic data model. Finally, Section 4 is devoted
to detailed technical issues.
2 Problem Description and Scenario
Problem description: It is reasonable to distinguish two parts of the input,
the global data and the customer query. Basically, the global data consists
of the timetables and auxiliary information such as a list of stations and
additional data for the individual trains. For example, each train is associated
a specic train class in the global data (high{speed trains such as the German
ICE and French TGV; ICs and ECs; Interregios and the like; local trains).
The algorithmic kernel (\query engine") delivers a list of feasible connec-
tions subject to the global data and the customer query. A customer query
consists of a departure station, an arrival station, and an earliest departure
time or latest arrival time. Such a query may also include some optional
information about personal needs, preferred routes, or train classes:

Personal needs: For example, people would like to take their bikes with them
and thus need connections such that all used trains allow the transport of
bikes. For cases like this, trains are associated so{called attributes in the
global data. For instance, \bike transport possible" is an attribute.

Preferred routes: This means so{called vias. A customer may specify a
sequence of stations which have to be met (in the specied order). Vias are
typically used by customers for two reasons: (i) the customer would like to
make a stop to visit a town; (ii) the customer is dissatised by the system's
output and uses vias to manipulate the system.

Excluded train classes: Queries can be restricted to a subset of all train
classes. For example, by excluding high-speed trains one may nd cheaper
connections.
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Basically, there are three optimization criteria: travel time, ticket cost, and
convenience. In the rst place, convenience means the number and delay times
of train changes. Depending on the size of the station and on the distance
between the two involved platforms, something like 10{20 minutes might be a
convenient delay time. If a delay time diers signicantly from this target, it
is regarded as quite inconvenient. There are also lower limits on feasible delay
times in the global data, which depend on the specic situation of the train
change (e.g. whether it is necessary to change the platform).
To our knowledge, the scientic work in algorithmics and in the application
domain is almost exclusively concerned with the travel time or travel distance,
and commercial products typically treat the travel time or the geographic
distance as the (only) rst{class objective. This might be due to several
reasons. One reason is that most work is focused on local public transport and
car routing. In these scenarios, only the travel time or distance is relevant.
Another reason might be the algorithmic tractability: if stays at stations
are expressed by arcs, the total travel time is the sum of the travel/delay
times of all arcs. This additivity of arc costs is a mandatory prerequisite for
all \textbook" shortest{path algorithms. Unfortunately, ticketing and train
change rules are typically far from this ideal case. Moreover, the case of two
or more objectives is much less eÆciently and elegantly tractable.
There are various further complications. We only mention two of them
here, because they will re{appear in Section 4:
(i) A timetable is valid for a certain period of days, but the schedule diers
quite substantially from day to day. In the global data, each train is
associated a specication of the days on which it is operating (a biteld
describing the \traÆc days" of that train).
(ii) Very often, several stations are in walking distance to each other, For
example, there is typically a bus station in front of a train station. On
the other hand, in large cities, a station often consists of platforms for
long{distance trains and platforms for trams or subways (often on a dif-
ferent oor). It makes sense to regard these dierent parts of a station
as separate stations in walking distance. In the global data, each such
foot way is assigned an estimated minimum walking time. This sort of
connections is quite dierent from train or bus connections, because it
can be used at any moment in time, whereas trains and busses are bound
to xed departure times. In fact, foot ways are more similar to connec-
tions in car route planning. Clearly, the need for such a hybrid model is
a serious complication.
Scenario: The central scenario of this paper is a client{server system. For
example, the clients may be ticketing machines, terminals in ticket oÆces,
or web portals. In the near future, mobile phones may also be clients of
a central, callable server. The server is not a single machine but a cluster
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of machines which have to process the huge amount of customer queries.
4
As each individual query has to be answered in \real-time", say in less than
three seconds, the cost of a workstation or PC cluster is negligible compared
to the possibility that customers may be annoyed by long response times,
so this scenario is very realistic. It only makes sense to run a query engine
according to a simple model with one master: the master receives the queries
and delegates each query to one of the slaves; this slave computes the response
in total and sends it back to the master.
5
3 Basic Data Model
Basically, we adopt the data model used in [4], which was also used in [1]
and [5] as a starting point. Brodal and Jacob call this approach the space{
time model [2]. The main data structure is a directed graph. The nodes of
this graph are the departure and arrival events of all trains. By \train" we
mean the timetable of a single concrete physical train. For example, if a train
regularly operates every hour on a railroad connection, then each occurrence
of this train is \one train" in our sense. A direct train connection is then the
move of a train from one stop to the very next one. During a direct connection,
a train may pass many intermediate stations but does not stop at any of them.
For each direct train connection, there is an arc from the departure event
to the arrival event. Moreover, for two successive events at a station, there
is an arc from the earlier to the later event (a \stay arc"). If two events
appear at the same time and station, they are ordered arbitrarily (since the
minimal delay times for train changes are assumed to be strictly positive, the
order of time{identical events does not make a dierence). Therefore, train
connections correspond in a one{to{one fashion to paths in this graph. A ride
on a train is then a path exclusively made of direct train connections, and a
train change at a station is a path exclusively made of stay arcs.
As the valid period of a timetable is typically quite long (the data set
of the current schedule 2001/2002 available to us and to which we refer in
this paper is valid for slightly more than a year, namely for 371 days), it is
clearly prohibitive to use a full time expansion. Instead of that, in our model
time is taken modulo a single day (which is the natural interval in which
timetables are highly repetitive): Events for which the outgoing/incoming
train arc corresponds to trains which are identical with respect to everything
but the traÆc day are represented by a single node, and we maintain only one
4
In peak hours the central server of the Deutsche Bahn AG has to answer up to 300000
queries per hour.
5
In the Del project (www.del.de), queries are broken down into subqueries, and each
subquery is delegated to another computer. However, this is not in contrast to our scenario.
First of all, the rationale of the Del project is that the integration of data from the
individual transport companies is a never{ending problem. Therefore, each company should
compute the part of a connection that uses the company's trains or busses. Each company
may use the above{described master{slave model to handle its subqueries.
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Fig. 1. A schematic view on our train graph model. Note that in this example, the
train IC 501 operates daily (all bits of its traÆc days are set to 1), it leaves Station
A at 16:00 and has its next stop at Station B at 16:15, this train has only one
attribute BR (BR means \please make a reservation"); the train RE0815 operates
only on weekdays, whereas the train IR4711 operates only on Saturdays.
train arc per node, but each of them is equipped with a biteld specifying the
valid traÆc days. More precisely, as there are only several thousand dierent
bitelds but millions of arcs we store only a pointer to the corresponding
biteld.
To proceed from one traÆc day to the next, we insert into our graph a
stay arc for each station connecting the last event before midnight to the rst
event of the next day. Hence, in this graph, every station is represented as a
cycle through all of its events. See Fig. 1.
Discussion: Basically, there is only one viable alternative to our basic data
model. This alternate model is called the time{dependent network model in [2].
This model is tailored to a simplied scenario: the only objective is to nd the
fastest train connection, there are no rules for train changes, no required or
excluded attributes, and no train classes to be distinguished. We will adopt
the terminology from [2] in the following.
In the time{dependent network model, there is only one node for each
station. On the other hand, there is an arc from station s
1
to station s
2
if
(s
1
; s
2
) is a direct connection of at least one train. Each arc a is assigned a
delay function f
a
, which gets a time value as the only argument and returns
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another time value. More specically, consider a direct train connection from
s
1
to s
2
and let t
1
be the departure time at s
1
and t
2
the arrival time at s
2
.
Let t
0
1
< t
1
be the last departure time of a direct connection from s
1
to s
2
before t
1
(t
0
1
=  1 if the very rst departure of a direct connection from s
1
to
s
2
is at t
1
). Then f
(s
1
;s
2
)
(t) = t
2
is required for all t 2 (t
0
1
; t
1
]. In other words,
whatever time t we arrive at s
1
, f
(s
1
;s
2
)
(t) delivers the earliest possible arrival
time at s
2
after t through a direct connection (s
1
; s
2
).
For example, if all trains on a direct train connection (s
1
; s
2
) require exactly
the same amount of time from the departure at s
1
until the arrival at s
2
, and if
trains depart strictly regularly at equidistant times, then f
(s
1
;s
2
)
only requires
constant space and run time. The time{dependent network model is still
favorable if the trains on the direct connection (s
1
; s
2
) may be partitioned
into a small number of sets such that all trains in such a set need the same
time from s
1
to s
2
and depart at equidistant times. This is often the case in
local public transport: busses, trams, subways, ...
However, in our setting, things are much more complex. In fact, even if
each train class is considered separately, the individual direct connections from
s
1
to s
2
often dier from each other by a few minutes for various reasons. On
the other hand, although the trains within a train class have a strong tendency
towards equidistant departure times, this regularity is not as exact as it might
be necessary for a time{dependent network model. For instance, many trains
have additional stops during the rush hours, which may aect the departure
times of all previous and later stops of this train.
Various further complications make the time{dependent network model
even more questionable in our setting. First of all, whether or not a certain
direct connection from s
1
to s
2
may be taken, does not simply depend on the
arrival time at s
1
but on the train with which s
1
was arrived. On the other
hand, we have to incorporate selections of required or excluded attributes and
traÆc days. Hence, the concept of a single-parameter delay function must be
extended to take all other parameters also into account which make the repre-
sentation and evaluation of such functions much more complex. In summary,
we do not see a perspective to save a signicant amount of space using a time{
dependent network. Due to the complex evaluation of f
(s
1
;s
2
)
in our setting,
there is no perspective, either, that the time{dependent network model will
serve as a speed{up technique (the speed{up techniques proposed in [2], Sec-
tion 4, do not scale well, either, to several complex objectives, minimal delay
times for train changes, required or excluded attributes, traÆc days, and the
like).
6
6
The time{dependent network model may be useful (or even necessary) for certain subnet-
works, namely for the connections oered by local public transport companies. However,
at the current state of our project, our data for this kind of connection still ts well into
the main storage, so there is neither a database nor an urgent need for us to investigate the
benets of such a hybrid approach.
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4 Lessons Learned
One interesting, helpful observation, which we made several times, is that of-
ten the theoretical worst case is absolutely misleading.
Train changes: From Section 2 recall the problem of feasible train changes.
In principle, this requires one bit \feasible or infeasible" for every pair of direct
train connections such that the former direct connection arrives at the sta-
tion where the latter direct connection departs at some later time. However,
it has turned out that the feasibility of almost all train changes is due to a
few simple rules. Basically, there are two minimal times for each station, one
for high{speed trains like the IC and the German ICE or French TGV, one
for all other trains. Moreover, each direct train connection is assigned two
\train{change classes" in the input data, one for the departure and one for an
arrival event. For each pair of train{change classes there is another minimal
delay time dened at each station, which replaces the global minimal delay
times. In the whole timetable data of Germany, only 7908 dierent rules of
this kind arise. These exceptional rules can be stored in a small hashtable.
On top of this hierarchy, there are even more specialized rules for the mini-
mum interchange delay between individual trains at a certain station. Again,
the current data set contains only 2101 such exceptions so that we can use a
second hashtable to represent them.
Attributes: Handling attributes is another interesting point in the same
spirit. There are hundreds of attributes to be potentially considered (in fact,
3800 dierent attributes). Each train may have an arbitrary number of at-
tributes. Even worse, the attributes in the data do not really correspond in a
one{to{one fashion with the attributes from customer queries. For example,
there are several attributes in the data which basically mean that bike trans-
port is possible. Moreover, an attribute is not necessarily associated with a
train as a whole but only to subsequences of its course. As a consequence, one
has to regard attributes as associated to direct connections, not to trains.
In our rst project specication, we included the requirement that only
a limited number of attributes is to be considered at all, because we felt
that otherwise we cannot manage the requirement or exclusion of attributes
eÆciently. However, to our surprise, we found out that only 663 dierent
combinations of attributes appear at all. Therefore, in our data model, each
direct connection is simply assigned the ID of the corresponding combination
of attributes.
As a side eect, this also allows a powerful speed-up technique: For each
query, we only have to set a single Boolean ag for each attribute combination
whether it is feasible or not with respect to the current query. Afterwards we
can check this ag for each arc in our graph in constant time.
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Foot ways: Consider a foot way from some station s
1
to some station s
2
.
The problem caused by foot ways is this: given an arrival event at s
1
, nd the
next possible departure event that can be reached by walking from s
1
to s
2
after this arrival.
It is tempting to insert one direct connection from s
1
to s
2
immediately
after each arrival event at s
1
, which models the possibility to go on by foot
to s
2
immediately after arrival at s
1
. Then there is again a one{to{one cor-
respondence between connections (using trains and foot ways) and paths in
the network. However, this clearly means an enormous blow up of the storage
requirement. In fact, there are about 8000 foot ways in total, and the above
idea would result in as many as 250000 additional arcs.
Therefore, we decided to store foot ways only implicitly. More precisely,
the departure events at a station are stored in an array (in the order of the
departure times), so that the next reachable departure time can be determined
by binary search (or interpolation search).
Collapsing Events: In principle, there are two dierent ways to handle
(arrival and departure) events that occur at the same time and station. One
way is to represent each of them as a separate node as suggested in Section 3;
the other way is to collapse them into one node, which is incident to an
according number of arcs. The advantage of the former variant is that an
event node can be more simply organized and thus more eÆciently evaluated.
In fact, if all events are strictly separated from each other, each event node is
incident to exactly three arcs: one in{going stay arc, one out{going stay arc
and one direct connection. Thus, an event node may simply be a record of
three members, which is the simplest and most eÆcient organization one can
dream of. In contrast, if all events at the same time and station are collapsed
into one, the number of incident direct connections is variable. This requires
something like an array on the free store, which is accessed by an additional
pointer (required for each event node!). Such an indirection increases the
space requirement per event node.
To our surprise, we found out that the increase of the per{node space
requirement is by far cancelled out by the reduction of the number of nodes. In
fact, there are roughly twice as many event nodes before than after collapsing.
However, the eect of this technique becomes less important if we apply also
the following idea.
Distinguishing individual traÆc days: The most unanticipated poten-
tial improvement is closely related to the application scenario as described
in Section 2, namely that queries are answered in total by one single PC or
workstation in a cluster. Recall that many trains do not operate every day.
The idea is that a lot of space may be saved if every slave in the cluster is
only responsible for a certain set of traÆc days. For example, if we consider
only three subsequent weekdays instead of the complete period of one year,
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the number of arcs is reduced to roughly one third of its original size. A train
company may easily collect statistical data about how many days/weeks in
advance a traÆc connection is typically inquired, and therefore balance the
load of the cluster.
5 Conclusion and Outlook
We have discussed a few techniques, which helped us keep the space require-
ments small enough to integrate space{consuming speed{up techniques. Next
we plan to utilize this degree of freedom to apply hierarchization techniques
like those described in [4,5]. Our guess is that, in our real{world scenario, these
techniques will be much more space-consuming than in the scenario of [4,5],
because we are confronted with a signicantly more complex situation, since
travel time is not the only optimization criterion. In fact, if travel time is the
only optimization criterion, each point{to{point connection (see the introduc-
tion) is simply a shortest path. However, in the presence of three (complex)
optimization criteria, we need a bunch of point{to{point connections instead,
namely one for each connection that could potentially be relevant for any
customer (business traveler, poor student, handicapped person with a lot of
baggage, ...). Since the number of arcs will probably be signicantly increased
due to such a technique, it is particularly useful that we managed to reduce
the space required for attributes and train changes.
Future research will show whether these techniques are appropriate for a
real{world setting.
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Appendix: Hierarchical Approach
The hierarchic speed{up technique is not a central topic of this paper but only
serves as an important example and motivation. We will briey review it to
make the paper self{contained.
In the concept used in [4], a certain set of stations is selected, which are
preferably \central" in the network ([3] presents a technique to compute ap-
propriate sets of stations automatically). This set of stations must be large
enough to ensure that the network decomposes into very small connected com-
ponents when all of these stations are removed. For each of these connected
components, the incident selected stations serve as \gateways" to the rest of
the network. In a preprocessing phase, the global data is enriched by addi-
tional direct connections, each of which stands for a certain train connection
through a connected component. More specically, for each direct connection
d from a selected station s
1
to some non{selected station in a connected com-
ponent C and for each selected station s
2
6= s
1
incident to C, all \relevant"
(s
1
; s
2
){connections through C are computed.
If the travel time is the only objective, only one connection is relevant,
namely the fastest connection from s
1
to s
2
that goes entirely through C and
starts with d. However, in case of several, more complex objectives, many
(s
1
; s
2
){connections through C starting with d may be relevant. On one hand,
this is due to the huge complexity of the ticket rules, which disallows simple,
eective heuristics to exclude connections from the search. On the other hand,
this is due to the fact that dierent customer proles must be considered: a
business traveler prefers a fast connection, a \poor student" cheap connections,
and a handicapped person convenient connections. However, most customers
only have gradual preferences, that is, one criterion may be the most important
one, but the other criteria are not ignored.
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