Abstract. The open source software (OSS) model is a fundamentally new and
of the implications of this framework in Discussion. Finally, we present concluding remarks and directions for future research in Conclusions.
T H E O S S M O D E L : S T RU C T U R E , P RO C E S S E S A N D C U LT U R E
To examine the OSS environment, we use an established theoretical framework based on dimensions of structure, process and culture in the organizational theory literature (Figure 1 ) (Galbraith, 1973; Miles and Snow, 1978; Robey, 1991) . This framework emphasizes the need to pay attention to all three dimensions individually and their interactions with one another to design a sound organization.
Basic principles of the OSS model are articulated in numerous works by its proponents (see Raymond, 1999; The Apache Software Foundation, 2001a; 2001b; Cook, 2001; Linux Documentation Project, 2001; Masum, 2001) and detailed case studies of many open source software development projects (see Aoki et al., 2001; Mocus et al., 2000; Scacchi, 2001) . In this section, we examine open source communities along the aforementioned dimensions of structure, processes and culture, to understand how they function. We draw on established literature in organizational theory and organizational behaviour to understand different aspects of OSS communities.
OSS organizational structure
First, we examine the structure of OSS communities along the dimensions of division of labour, co-ordination mechanisms, distribution of decision-making authority and organizational boundary. These dimensions have been widely used to analyse traditional organizations (March and Simon, 1958; Mintzberg, 1971; Nohria, 1995) . 
Division of labour
OSS communities are fundamentally different from traditional organizations. They consist of a large number of volunteer developers who make contributions either individually or part of a temporary team. Unlike traditional organizations, projects in these communities are not dictated by any formal plan, schedule or list of deliverables (Mockus et al., 2000; Raymond, 2001; Schmidt and Porter, 2001 ). Work is not assigned to developers; instead, they choose what to work on.
Co-ordination mechanisms
Developers in OSS communities are geographically distributed and rarely meet face-to-face. Also, they cannot devote large blocks of time to the project in a consistent manner. These conditions require them to use co-ordination mechanisms that emphasize decentralized workspaces and asynchronous communication (Asundi, 2001; Fielding, 1999; Mockus et al., 2000) .
Teams are formed to address specific problems and are disbanded when the problem is solved. Individuals on these teams work under peer supervision. Usually a core group (in the case of Apache, the Apache Group, for example) provides broad oversight of and strategic direction for these teams.
Distribution of decision-making
OSS communities have established processes for decision-making. Decision rights are primarily vested in individuals and most decisions are reached by consensus (Fielding, 1999; Markus et al., 2000; Mockus et al., 2000) . With the use of E-mail, chat rooms and other information technologies that support asynchronous communication, a consensus is reached. Usually, anyone on the mailing list can vote but only votes cast by the members of the core group are considered binding.
Organizational boundaries
Unlike traditional organizations, OSS communities do not have well defined boundaries. Membership in the community is fluid; current members can leave the community and new members can also join at any time. Relationships with other organizations are formed and discarded as needed. By remaining open to new contributors, the group has an unlimited supply of innovative ideas (Fielding, 1999; Raymond, 2001) .
Informal structure
In the OSS communities, there is no formal organizational structure. Any semblance of structure keeps changing with time and needs. The changes are dependent on actions taken by volunteer developers. Most of the tasks get done informally, although under the overall direction of the core group.
Political structure
Given a lack of formal organizational structure, and its fluidity, political coalitions are built and abolished along issues of concern to the community.
Legitimate basis of authority
The OSS community is based on meritocracy (Fielding, 1999; Masum, 2001; Raymond, 2001; Schmidt and Porter, 2001) . Reputation is established through quality contributions on a consistent basis that can lead to recognition and leadership roles, and is the only basis of authority in the community. Table 1 summarizes structural characteristics of open source communities. Having discussed the structural aspects of OSS communities, we describe OSS processes next.
OSS processes
The major processes within OSS communities can be classified into governance and software development (Markus et al., 2000; Mockus et al., 2000; Cook, 2001; Raymond, 2001) , which are described below.
Governance process
A salient feature of OSS communities is their self-governance (Markus et al., 2000; Cook, 2001; Raymond, 2001) . In general, the initial software developer maintains a lead role, however, formal authority is vested in a team. Projects are partitioned by lead architects or designers into manageable units/modules and handled by individuals or teams. Co-ordination of teams is the responsibility of lead architects. Further decomposition of modules may occur and module leaders may solicit inputs from members, but have the final say in cases of disputes. OSS communities typically have a central person or a group that is responsible for 'official' releases and distribution. OSS communities appear to be using the following four different governance mechanisms: (a) membership management; (b) rules and institutions; (c) monitoring and sanctions; and (d) reputation (Markus et al., 2000; Cook, 2001) . We briefly describe each of these mechanisms below:
Membership management: membership is usually open to anyone who is willing to participate (Open Source Foundation, 2001) . A process of vetting and quality control is used for appointment to a responsible position (Markus et al., 2000) . Community members are allowed to work on a project for a certain duration, during which their quality is assessed. (Mockus et al., 2000) . Rules and institutions: OSS communities create and abide by a set of rules and norms. These rules are modified as the project matures over time to meet its unique requirements. Whereas general membership is open to the public, new members to the core group are added only when a frequent contributor is nominated by one member and unanimously approved by the voting members (Fielding, 1999) .
OSS communities have voting systems that require only a subset of the group to be involved in any decision. This system allows OSS developers, all of whom have full-time jobs, to participate in the project. Each decision made requires a minimum number of votes, which also enforces a high degree of peer review. However, during periods of rapid and focused development, voting may become a barrier and a source of friction among developers.
Monitoring and sanctions: whereas membership in open source projects is open to any willing contributor, OSS communities manage memberships in conjunction with rules and institutions, and monitoring and sanctions. They have established means of observing behaviour and ensuring compliance. Members of the community are sanctioned if they misbehave or disrupt the progress of the project. There is social pressure against anyone who does not comply with the norms of the community. Sanctions are in the form of flaming, spamming and shunning (Markus et al., 2000; Raymond, 2001) . Often, sanctioned members change their behaviour or leave the community. Even leaders are subject to such sanctions.
Reputation: building and maintaining reputation is one of the prime motivators for the OSS developers (Markus et al., 2000; Masum, 2001; Raymond, 2001) . While motivation to build reputation brings in new members, a desire to maintain reputation motivates them to complete tasks on time, make quality contributions and keep projects on track.
Development process
Typically in an OSS project, developers iterate through a common series of actions while working on the software source. The development process involves the following activities (O'Reilly, 1999; Mockus et al., 2000; Scacchi, 2001; Schmidt and Porter, 2001 ):
Problem discovery: problems are reported and discussed using the following means: (a) developer E-mail list; (b) problem reporting system; and (c) USENET newsgroup. Problems on the mailing list get the highest priority and the attention of all the active developers. An agenda file with a list of high priority problems, open issues and release plans is stored in each product's repository to keep track of project status.
Finding volunteers: once the problem is discovered, volunteers are found to work on the problem. Volunteers prefer to work on problems that are related to the areas they are familiar with and have been working on. New developers work in areas in which former developers are no longer interested, or in the development of new architectures and features.
Solution identification: after having found volunteers to work on a problem, the next step is to identify the solution. Usually, many alternative solutions are available. Developers choose solutions for their generality and portability. The chosen alternative is posted to the developer mailing list for feedback before it is implemented.
Code development and testing: once the solution has been identified, code is developed. The developer makes changes to a local copy of the source code, and tests the changes in his or her own environment.
Code change review: the tested solution is posted to the developer mailing list for review. Individual developers on the list further test this solution. If they find any problems with the solution, they suggest improvements to the originator. After a careful review, the originator makes changes to the code and again tests the solution and posts the improved solution on to the list. The process is repeated until it is approved.
Code commit and documentation: once the tested solution is approved by the list, it can be committed to the source by any of the developers, although it is preferred that the originator of the change performs the commit. Each commit results in a summary of changes being automatically posted to the Concurrent Version Control System (CVS) mailing list. All the members of the core group review the changes to ensure that changes are appropriate. Changes are also reviewed by developers outside the core group.
Release management: a core group member volunteers to serve as the release manager as the project nears a product release. The release manager identifies outstanding problems and their solutions and makes suggested changes. The role of release manager is rotated among the members of the core group. Table 2 summarizes the characteristics of the OSS processes. Having discussed the processes of OSS communities, we describe its culture in the following section.
OSS culture
We used Schein's framework to understand the culture of OSS communities (Schein, 1984; 1996) . According to this framework, the culture of organizations can be understood by examining their artifacts, values and core assumptions. Artifacts include the physical characteristics such as dress/attire and décor; mission statements, memos and slogans; and implicit communicators such as rites and rituals (Howard, 1998) . Espoused values represent the conscious strategies and goals. They also represent organizational standards or criteria adopted for selection among decision-making alternatives. The central values in organizations are those that deal with transactions or events and the rules governing them. Finally, the heart of the culture is mirrored by the underlying core assumptions such as trust and loyalty, probably the most difficult to discern. Now we delineate the culture of OSS communities by examining their artifacts, values and core assumptions. example is the Apache project in which the core developers are located in the USA, Britain, Canada, Italy and Germany (Fielding, 1999) .
Values
OSS community members value altruism, reciprocity and gift giving, reputation and ideology highly (Perkins, 1999; Markus et al., 2000; Raymond, 2001) . Although they are motivated by the personal benefit of using an improved software product, financial reward does not seem to be that important. They value fairness, transparency and consensus in decision-making. As a consequence, much of the OSS work is co-ordinated in the open and visible environment of the Internet, by which one's performance can be monitored by other members of the society. There is no individual ownership of products, rather, recognition of expertise is important. They believe in shared risks, shared rewards and shared ownership; (Yamauchi et al., 2000; Raymond, 2001) . Gaining or enhancing reputation through participation in open source projects can lead to tangible rewards, such as employment opportunities or access to venture capital to start a new company (Lerner & Tirole, 2000) . Similar to the sharing of rewards, OSS community also shares the risk of choosing a particular strategy. The reward for success or responsibility for failure of a strategy is also equally shared among the core group.
Core assumptions
The core assumptions of the OSS community include trust and loyalty (The Apache Software Foundation, 2001a; 2001b; Markus et al., 2000; Raymond, 2001 ). On any given module, many developers develop and implement different code segments. For this, a high level of mutual trust needs to be in place. It is also important that the core group trusts the larger community in providing solutions. Finally, shared loyalty plays an important in OSS communities (Portelli, 2000) . Table 3 summarizes the cultural aspects of OSS communities. Having examined the structure, process, and culture dimensions of the OSS communities, we show interactions among them in Figure 2 . Any changes in any one dimension must be accompanied by concurrent changes in others (Hammer & Champy, 1993; Allen & Scott Morton, 1995) . Within the OSS community, there exists an intricate and dynamic relationship amongst the members. For example, if community members do not value reputation (culture), the process of monitoring and sanctioning, by flaming, spamming and shunning will not work (process), and cannot be used as a basis for assigning important responsibilities (structure).
Comparing traditional and OSS environments
A comparison of organizational structure, processes and culture of OSS communities with those of traditional organizations is presented in Tables 1-3 exhibit centralized control and decision-making, hierarchical governance, and constrained information flow. On the other hand, OSS communities are nimble and flexible, have shared governance, and allow free flow of information. On a continuum, the traditional organization is at one end and the OSS at the other. We are not implying that all aspects of traditional organizations are problematic and that OSS communities have overcome all these problems. Many aspects of traditional organizations such as command and control structure, and enforcement of rules, help meet project deadlines and incorporate software engineering principles (Feller and Fitzgerald, 2002) . On the other hand, OSS environments may suffer from chaos and bitter in-fighting, throwing projects off-track (Torvalds and Diamond, 2001) .
Although a number of benefits can be realized by adopting the OSS model, it may not be suitable for all organizations. Organizations may have difficulty adopting the OSS model for every software development project. OSS is not a 'one-size-fits-all' framework (Feller and Fitzgerald, 2002) ; however, we believe that organizations can incorporate some of the salient aspects of OSS in their software development environments to attain some of its benefits. They can infuse OSS characteristics to varying degrees and move towards creating a hybrid-OSS environment, which would facilitate the development of quality software in relatively short periods of time. This will enable organizations to minimize 'time-to-market' and remain competitive. Hence, it is imperative that traditional organizations consider hybrid-OSS environment to address some of the shortcomings in their current software development practices. Although creating these hybrid-OSS communities can be instrumental in harnessing the benefits of both traditional and OSS models, there is a great need for organizations to establish a well articulated transition mechanism in moving towards the OSS environment.
To that end, we present a framework for transitioning to a hybrid-OSS environment in the next section.
F R A M E WO R K F O R C R E AT I N G H Y B R I D -OSS C O M M U N I T I E S
To create hybrid-OSS communities, there is the need for a systematic approach to incorporating open source practices. We propose a framework that systematically guides the creation and management of such communities within an organization. This framework contains the following three major elements: (a) community building; (b) community governance; and (c) community infrastructure, which are discussed below.
Community building
One of the preconditions for the creation of open source organizations is a large 'community of practice' with a strong, shared culture of technical professionalism (Markus et al., 2000) . Traditional organizations may start building a 'community of practice' with a promotion of free exchange of ideas and information among their workers (Wenger & Snyder, 2000) . Information sharing in traditional organizations occurs only on a 'need-to-know' basis. Free flow of information will allow workers to leverage the knowledge of others and identify potential opportunities for new innovations. To facilitate this, organizations will have to get rid of the high degree of formal structure and provide mechanisms for workers to complete tasks through informal relationships and networking.
Community governance

Shared governance
Once a 'community of practice' is in place, it must be managed in a way that is perceived as being fair and equitable by the community members (Markus et al., 2000; Raymond, 2001) . To do so, managers must implement governance mechanisms that are transparent. Without a sense of fairness, motivation among organizational members may diminish. Managers will also have to move away from the practice of imposing a central command and control structure on the community. Community members must be allowed to work in teams and empowered to make decisions by discussion and voting. Initially, management may have a say in who becomes a part of the community. However, once the community is built, members should be able to choose what they want to do based on their skills, competence and knowledge. They must not be forced to work in functional or divisional silos outside the community. Projects are unlikely to succeed in the absence of such strong reinforcing conditions.
Community membership management
Traditional organizations should provide mechanisms for qualified people to join the community and contribute to the project. Although, it will pose difficulties, new members must be allowed to join the community and current members leave the community. This has to occur within the parameters of both community-created and broader organizational rules and norms. Also, community members must be allowed to forge and dissolve relationships with outside entities (such as customers, suppliers, vendors, etc.) as they see fit.
Incentives and rewards
The OSS community works on meritocracy. Similarly, traditional organizations must develop a performance and measurement system, which rewards and promotes their members based on meeting both community and organizational goals and objectives. Such a system should facilitate an organizational culture in which the community as a whole is responsible for its work and gets rewarded and penalized collectively. For this system to work, community members will have to develop a high level of trust among each other.
Community infrastructure
For a hybrid-OSS environment to flourish, traditional organizations should provide the necessary tools and infrastructure for software development and project management. For example, there should be a CVS-like central repository in which the artifacts are stored and managed. Protocols for adding and retrieving artifacts from the repository will need to be well established. Before committing changes to artifacts (for example, source code), they need to be evaluated by peers for quality and generality. In addition, mechanisms for product release and documentation must be in place.
Figure 3 depicts our framework for traditional organizations to move towards a hybrid-OSS model. It is worth noting that the hybrid-OSS model, as presented in the figure, illustrates one of the many possible configurations of the hybrid-OSS environment. Organizations can draw various aspects from the traditional environment and the OSS model to create a specific hybrid-OSS structure that will meet their needs.
D I S C U S S I O N
Developing large-scale software systems is a complex activity, which entails technical and managerial challenges. In traditional software development, considerable effort and time is expended during the analysis and design phases to ensure that the system design incorporates important software engineering principles aimed at creating quality software. For example, modular software design minimizes coupling and improves cohesion. At the same time, strict adherence to rigid project management practices curtails creativity and forces the whole software development process to be long and drawn out resulting in cost and schedule overruns. In contrast, software development on 'internet time' requires quick completions of the project, while delivering quality software. Despite decades of research, software development is still fraught with problems because of ineffective organizational structure and processes that are in place, and the way in which software development projects are managed.
Proponents of OSS suggest that it has the potential to address several of these problems. However, OSS may not be appropriate in all cases and certainly not a panacea for all the problems plaguing the software development efforts. Although we have presented a framework that guides the creation and management of hybrid-OSS communities, the transition to such an environment should not be assumed to be a seamless process. The key to having successful hybrid-OSS environment is to identify appropriate projects and personnel. Historically, OSS development has occurred in horizontal domains (general purpose infrastructure software) where design standards exist (Feller and Fitzgerald, 2002) . While a particular soft-ware development organization may not have an opportunity to enter this horizontal market, they can develop a hybrid-OSS environment for projects that are characterized by specialized requirements in a vertical domain.
Evidence points to some leading organizations like Hewlett Packard, IBM, Intel, Sun Microsystems, etc., already having taken steps to incorporate elements of OSS into their software development environment. For those organizations that continue to rely heavily on the manufacturing model, this may be the time to think about ways of learning from the OSS model. In this regard, organizations can use our framework to understand the OSS community functions and identify opportunities (projects) in which they can use the concept of hybrid-OSS communities. In the process of doing so, they can look to reaping one or more of the following benefits: (a) reduce development time and time-to-market; (b) improve quality; (c) reduce cost; (d); gain developer loyalty; and (e) increase developer talent pool without additional head count and overhead. Indeed, the ability of organizations to move to a hybrid-OSS environment using the framework will depend, among several factors, on: (a) ability of management and workers to understand the OSS philosophy; (b) development of mutual trust between management and workers; (c) workers' perception of being involved in challenging and innovative projects; and (d) motivation of workers to participate in such projects.
C O N C LU S I O N S
In this information age, knowledge workers value their personal time and autonomy over greater income and advancement (Markus et al., 2000) . Increasingly, knowledge workers are self-employed freelancers and seeking periods of less than full time of employment. With the acute shortage of qualified workers (Business 2.0, 2001), managers face the daunting task of getting projects done on time and budget. OSS community provides an ideal example of how to manage such a work-force (Markus et al., 2000) . Unfortunately, traditional organizations have rigid structure, processes and culture that makes it difficult to provide these knowledge workers with an environment similar to the one provided in the OSS community. To create such an environment within organizational constraints, we have presented a framework.
Our research contributes to the theory and practice in several ways. Managers can use this framework to foster the creation of hybrid-OSS communities. They can also gain insights from the framework on the issues critical for the management of these communities. From the stand-point of theory, our research provides a consolidation of the literature in OSS, draws on established theories and, finally, presents a test-bed for future investigations.
There are several avenues for future research. One of the avenues is to refine the proposed framework and validate it empirically. Empirical validation can be undertaken by conducting case studies on organizations that are transitioning to an OSS-like environment. Another interesting area for study is to examine the factors that dictate why and how organizations select specific projects for hybrid-OSS development. Finally, research on effectiveness of specific strategies for transitioning to an open source-based development can guide organizational efforts in this direction. 
