We present a framework for the automatic disassembly of 3D man-made models and the illustration of the disassembly process. Given an assembled 3D model, we first analyze the individual parts using sharp edge loops and extract the contact faces between each pair of neighboring parts. The contact faces are then used to compute the possible moving directions of each part. We then present a simple algorithm for clustering the sets of the individual parts into meaningful sub-assemblies, which can be used for a hierarchical decomposition. We take the stability of sub-assemblies into account during the decomposition process by considering the upright orientation of the input models. Our framework also provides a user-friendly interface to enable the superimposition of the constraints for the decomposition. Finally, we visualize the disassembly process by generating an animated sequence. The experiments demonstrate that our framework works well for a variety of complex models.
Introduction
The disassembly of 3D models is a process that involves the decomposition of a given assembled model into individual parts, without breaking any part. Designing a disassembly is also an important concept of Green Design. As discussed by Knoth et al. [1] , for a product, "almost all end-of-life possibilities -upgrade, reuse, recycling of materials -require some form of disassembly." Disassembly can provide an optimal solution for repair and maintenance, such as for the replacement of a model's damaged parts or performing equipment maintenance. Furthermore, product design for assembly can be facilitated by performing disassembly analysis. Disassembly analysis either leads to a feasible assembly sequence (by reversing the disassembly steps) or alerts the designers of an assembly problem in the product design that has to be fixed [2] .
As mentioned above, disassembly has numerous applications in the domain of industrial engineering. However, currently disassembly remains mainly a manual process [3] . Complex 3D objects are typically composed of numerous components, and understanding the spatial relationships of parts within the assembly is difficult. Thus, skilled humans are needed to generate disassembly sequences with specific tools.
To the best of our knowledge, research on disassembly in computer graphics is just at the beginning. Existing works focus on designing assembly sequences [4] and generating exploded view diagrams [5, 6] . In these papers, the authors use blocking constraints to derive moving directions and the ordering of individual parts. We build on these initial works and improve them for our purposes. First, we noticed that solving the disassembly problem based only on blocking constraints is insufficient. Stability and the needs of illustration must also be considered. Second, previous works also exhibit a number of limitations, for example, the moving directions of one part contain only six directions, and the creation of part hierarchies for an assembly is performed manually.
In this paper, we present a framework for the automatic disassembly of 3D models and provide several visualization tools to illustrate the process. In our approach, we use the geometric properties of individual parts to retrieve their motion parameters (e.g., translational axis, separation direction and distance) and compute the hierarchical structure of the model. We observed that using the blocking constraint to determine the disassembly order for sub-assemblies might be unstable. To overcome this issue, we provide an interface that enables users to specify some fixed parts (e.g., bottom grey parts in Fig. 1 ). We then use this information to perform a top-down and constrained disassembly. Finally, we develop visualization methods to illustrate the disassembly process automatically.
The contributions of our work include: (1) an improved method for the calculation of the blocking relationships between parts based on their geometric properties; (2) technique that clusters individual parts into groups; and (3) new constraints for stable disassembly.
Related work
Although assembly planning has been a classic problem for a long time, studies on disassembly only became popular in recent decades and in the area of robotics [1] [2] [3] . The input of their system includes the geometrical models of products and the different features of parts stored in a database (e.g., the type of each part and the style of contacts between parts). Based on such information, a disassembly theory is applied to compute the optimal disassembly sequence from all possible candidate solutions. However, these plans are only used by robotic machines and do not present any ways to depict disassembly operations for humans.
Assembly/disassembly planning. In the field of computer graphics, many works have focused on assembly planning and visualization for 3D models [7, 4, 8, 9] . For example, Agrawala et al. [4] combine the planning with presentation techniques to design effective step-by-step assembly instructions by automatically determining the separation order and directions. The limitation of their work is that the direction to which one part can move only contains six principal directions (consider the green oblique cylinder in Fig. 1 ). The work of Xin et al. [9] illustrates the puzzle assembly or disassembly process, in which they aim to design and create burr puzzles from 3D models. Song et al. [8] develop a constructive approach for generating recursive interlocking puzzles. However, only one specific sequence of assembly and disassembly exists for such an interlocking puzzle, making it unsuitable for general mechanical assemblies.
Exploded views. The exploded view diagram is a powerful tool used to convey the spatial relationships between components within complex objects. To generate such diagrams, illustrators design many methods to explode one part from others with the proper direction and distance. Agrawala et al. [4] and Li et al. [6] use blocking information to infer the exploded directions. The latter also includes an interface that enables users to view the parts of interest. However, the parts of their input models are organized into a hierarchy manually beforehand. Li et al. [5] present a system to allow interactive cutaway illustrations for complex 3D models. Tatzgern et al. [10] generate compact explosion diagrams by finding similar sub-assemblies and only rendering the representatives. Most of these works generate traditional static diagrams or provide an interactive way that requires user's participation.
Shape analysis. Shape analysis has been demonstrated to help deduce the characteristic properties of man-made objects. Recently, understanding the higher-level representations of 3D models has received considerable interest (see survey [11] ), including symmetry detection [12] [13] [14] , upright orientation inference [15] and shape abstractions [16] . Benefitting from these techniques, a wide spectrum of applications are spawned, such as shape manipulation [17] [18] [19] , shape synthesis [20] , motion analysis [21] [22] [23] [24] and computational furniture design [25] . In addition, many works focus on the analysis of individual parts within an input model, which are similar to our framework. Mitra et al. [22] analyze the interactions and motions of mechanical parts based on recent advances in geometric shape analysis. Jain et al. [20] present a system to interpolate new shapes from two database shapes by decomposing input shapes and recombining individual parts according to constraints deduced through shape analysis.
Principles for disassembly
We extend the conventions from traditional illustrations [26, 27, 6] for mechanical assemblies to principles that are suitable for the disassembly process. Although disassembly is distinct from assembly, we can still obtain some heuristics from the assembly process [4] , because the sequence of assembly is usually the reverse of that of disassembly.
Hierarchy of parts. Generally, a mechanical assembly can be divided into several sub-assemblies. During the disassembly process, if a sub-assembly can be removed entirely, people prefer that the parts within this sub-assembly are disassembled later after the sub-assembly is separated.
Stability. In actual disassembly studies, stability analysis is used to investigate whether sub-assemblies can be collapsed by gravity. Some parts usually perform a supporting function in an assembly. Such holding parts should be fixed, and unstable sub-assemblies should be pruned out early in the disassembly process.
Step-by-step operations. Disassembly sequences are listings of subsequent disassembly operations. Showing all these disassembly operations in a single static diagram hinders users from identifying the order in which parts are removed. On the other hand, depicting the disassembly process step-by-step using animation is easy to understand and follow.
Visibility. Visibility serves an important function in visualization. The sub-assembly being removed must be visible to users. A notable exception is that not all the parts in a symmetry group can be seen simultaneously.
Non-destructive disassembly. Depending on the goals, disassembly has two main types [28] . One is "destructive disassembly", in which a part is removed from a previously assembled product by destroying or damaging some other parts of the product. The other is "non-destructive disassembly", in which each of the parts can be removed without affecting any of the others. Our work focuses on non-destructive disassembly for the purpose of reuse, such as equipment maintenance and recycling of materials. 
Overview
Our framework has two main components: shape analysis and disassembly illustration. Given an input assembled model, our system first performs shape analysis. In this step, each part of the input model is segmented and a contact graph is built for the parts. The constrained disassembly sequences are computed based on the contact graph. Our system then uses various visualization techniques (e.g., animation and viewpoint selection, etc.) to illustrate the disassembly process. Fig. 2 shows the flowchart of our system.
Disassembly computation
In this section, we present the framework for analyzing and generating the disassembly sequences of input models. The input of our framework is a 3D geometric model M, which consists a set of interlocked individual parts
Each part p i is assumed to be clean so that it is 2-manifold. In the remainder of this section, we first introduce an improved version of the contact graph, which is used for determining the disassembly sequence (Section 4.1). Then, we present a simple algorithm to group the individual parts into sub-assemblies, which can be used for hierarchical decomposition (Section 4.2).
Contact graph construction
To represent the blocking relationships, Agrawala et al. [4] define the directional blocking graph which stores the separating directions of parts. Li et al. [6] extend the directional blocking graph to the explosion graph. However, auxiliary data structures are needed in their systems to encode the low-level computations, including whether parts touch or block any others. Furthermore, they use a local translational blocking (LTB) cone [29] to calculate the blocking directions. It is complicated to compute the LTB cone and partition the translational motion sphere.
Based on the observation that the contact faces strongly restrict the directions along which one part is to be removed, we generalize the contact graph of [22] by encoding the contact faces into the graph. A contact graph is denoted by G ¼ fN; Eg, where N is the set of nodes fn i g and E is the set of the directed edges fe ij g connecting the nodes in contact. Fig. 3 illustrates the contact graph used in our framework, which is analogous to the half-edge data structure. Each node n i corresponds to a part p i , whereas each directed edge e ij stores the contact and blocking information of p i with respect to p j . To construct the contact graph, we first analyze the geometrical properties of individual parts and detect the contact relationship between parts. We then use the contact faces to infer the separation parameters of the parts.
Part segmentation. We follow the approach of Mitra et al. [22] to segment an individual part into patches by extracting sharp edge loops (see Fig. 4 ). For each patch, we fit a simple low degree algebraic surface (including planes, spheres, cones and cylinders) to detect the type of the patch. We then detect planar circular loops, which are always incident to separating axes. Furthermore, we cluster the circular loops into different groups according to their axes and consider these clustered axes as the potential set D of the separating directions.
Contact detection. Given the input model M, we first compute the shortest distance between each pair of parts. If the distance is smaller than a threshold ϵ (we use ϵ ¼ l diag Â 10 −4 , where l diag is the diagonal length of the bounding box of the input model), we mark the pair of parts as being in contact. We then add two edges in opposite directions between the corresponding nodes and store the contact faces in the half-edges. For example, if parts p i and p j are in contact, the edge e ij stores the contact faces that belong to part p i , and its opposite edge e ji stores the contact faces of p j . Surface fitting. For each part, the contact faces between this part and others have been stored in the corresponding edges. Notably, Fig. 2 . Flowchart of our framework. Given an assembled 3D model, our framework first analyzes the geometry of each part and retrieves the separated direction and distance information. The parts are then automatically grouped into sub-components. Finally, we provide various visualization tools to illustrate the disassembly process. these contact faces can also be segmented into small regions by using sharp edge features. We call such a region as contact region. However, the faces in a contact region may have different normals. Determining which normal direction can be used to compute the separation direction is difficult. To mitigate this problem, we fit the contact regions with planes or cylinders (see Fig. 5 ) In Fig. 5 , the yellow part p has only two potential separation directions. The method described here is suitable for non-cylindrical parts. For a cylindrical part, it usually moves only along the two directions of the axis of this cylinder.
Having obtained the set D′ of unblocked directions along which a part p i can be removed, we follow the iterative approach of Li et al. [6] to choose the separation direction from D′ and to determine the disassembly order and separation distance by computing the minimum distance required to escape the bounding box of the unremoved parts in contact with p i .
Part hierarchy
Most complex 3D assemblies exhibit some hierarchical structures. Disassembling the sub-assemblies entirely before removing their individual parts is reasonable. However, to the best of our knowledge, no automatic algorithm can partition an assembly into groups of sub-assemblies. Given this interesting problem, we conduct a user study that asks 43 participants to partition the assemblies used in this paper so that we may understand how people cluster/segment the assemblies. One-third of the participants (14) have a mechanical engineering background, and the others (29) are people without such a background. Given the photograph of a model in which each part has been labeled with a number, the participants are asked to partition the model and record the reasons for doing so. Based on this user study, we summarized three principles that can be used to guide the partition.
Symmetry. The symmetric parts are always disassembled in the same manner. To simplify the disassembly sequence, we collect the symmetric parts into one group and disassemble them at the same time. Fig. 6 (left) shows a result of symmetry detection.
Coaxial. Coaxial parts usually have the same separated direction. Given a pair of parts, if their axes are contained by a single line, we classify the two parts as coaxial (see Fig. 6 (middle) ). The coaxial parts are clustered into the same groups.
Contact relationship. It is obvious that the disjoint parts can be easily separated. Rather than using this principle to partition the assemblies, we apply it to verify whether a part is in contact with any others in the same group. If a part is not in contact with others, we remove it from its group.
In this paper, we partition the assemblies in two steps. We first detect the symmetric and coaxial parts to establish an initial partition. Symmetric parts are detected by computing the distance between two vectors, the three elements of which are the eigenvalues of principal component analysis (PCA), which are computed using all the vertices (including internal vertices) of parts. On the other hand, we use the definition of coaxial relationship to detect the coaxial parts. Next, for each group C, we eliminate the part p from C if we cannot find at least one part q∈C that is in contact with p or is symmetric to p. We traverse all groups to determine the final partition. However, deriving a completely correct partition is difficult, because of lacking the functional and semantic properties of parts. We also provide a user interface that enables users to correct the misclassifications.
To determine the directions along which one group C can be removed, we compute the intersection between the directions of every part p in this group:
Here, the function Dirs represents the set of possible removal directions for a part or a group.
Disassembly with constraints
We have demonstrated that the disassembly sequences can be efficiently generated by blocking constraint, such that no parts will collide with others. However, in many cases, the generated disassembly operations are geometrically feasible but are not in line with the actual situation. For the F15 model (see Fig. 8 ), the left and right frames are first to be disassembled before the gears and axles in the middle are removed. The middle parts will then be collapsed by gravity because of the lack of holding devices. Thus, additional constraints are needed to implement more realistic disassembly. In this section, we describe two new constraints which take the stability principle into account.
Top-down disassembly
When we stack objects in our daily life, we naturally proceed from bottom to top under the influence of gravity. Similarly, the lower parts are usually assumed to support the upper parts in assemblies. On the other hand, a base part always lies on the ground plane (see Fig. 7 ) to support the whole object. The base part can be automatically detected by adapting the upright orientation approaches [15] . However, in our framework, we provide a simple user interface to enable a user to specify the base part and its upright orientation. Once the base part is specified, we perform a top-down approach to disassemble the input models.
In Section 4.1, we get a set of directions for the base part by clustering the axes of fitted circles. We rank these directions based on the number of elements in their corresponding clusters. The direction of the cluster with the most elements is selected as upright orientation of the model. We then find the global lowest vertex v of the input model along the upright direction. The center c of each group and the lowest vertex v form a vector vc ! . We compute the height of each group from the ground plane as the length of projection of vc ! along the upright direction. Each time we disassemble the uppermost group if it can be removed. If the model has no obvious base part, e.g., the stool model in Fig. 9 , we provide a tool for the user to specify the upright direction.
Disassembly with fixtures
A fixed part is defined as the unchanged part through the whole disassembly sequence (see Fig. 7 ). In the real disassembly process, fixed parts are used to keep the intermediate subassemblies stable. In our framework, we provide a friendly interface for users to specify the fixed parts. Given that fixed parts cannot be removed, we first traverse each group to delete the fixed parts from this group and then place all fixed parts into one group. Next, we recompute the disassembly orders of parts using both the blocking and fixed constraints.
It should be noted that once we identify the fixed parts, it might conflict with the part hierarchies and sub-assemblies. Consider the three parts (the green axle and two yellow gears) in the lower position of the F15 model (see Fig. 8(a) ), they are partitioned into one group before the user specifies the fixed parts. When we specify the left and right frames as fixed parts, the three parts cannot be removed together. In this case, we have to break the group into two groups, with only one group containing the axle while the other containing two gears.
Disassembly illustration
To allow the users to better understand the disassembly process, we develop several visualization tools to illustrate this process.
Viewpoint selection
In the disassembly process, the currently removed group must be visible. Meanwhile, the parts that are not yet removed should also be visible to provide context for the ongoing disassembly operation. To achieve these goals, we build a regular icosahedron at the center of bounding box of the model. Then twenty cameras with a perspective toward the center of the model are placed at the vertices of the icosahedron. The size of the icosahedron is large enough to ensure that the entire model can be seen from each viewpoint. To select the best viewpoint for the currently removed group, we adopt the viewpoint Kullback-Leibler distance (VKL) [30] in our framework. Given a viewpoint v, we define the VKL as follows:
where N c is the number of groups of parts, a i is the projected area of group i, a t ¼ ∑ Nc i ¼ 1 a i , A i is the actual area of group i and A t ¼ ∑ Nc i ¼ 1 A i is the total area of the model. A i can be computed directly from the geometry of the parts. To compute the projected area a i , we render the group i with a single color and count the pixels of this color in the frame buffer as a i .
Animation
Animation is the most natural approach to illustrate the disassembly process. In our framework, we generate a sequence of frames that illustrates every operation in the disassembly process. After obtaining the hierarchy of parts, we disassemble the groups iteratively. Starting from the first group, we disassemble this group from the rest of the assembly in a certain separated direction, a special camera position and a special color. The separation distance of this group is set as the minimum distance to escape the bounding box of the unremoved parts in contact with this group. Then, each part in this group is removed separately. We render and repeat this process until all the groups have been removed and placed in their final positions.
Rendering and highlighting
To distinguish the different groups better through the disassembly process, we employ a non-photorealistic rendering style where each group is rendered by a single color. Moreover, for each disassembly operation, we highlight the currently disassembled parts and render the other parts in a desaturated manner, which is similar to [22] . Figs. 1 and 8 give two such examples.
Results
In this section, we present selected disassembly results using our framework. We have tested a wide range of 3D models, from mechanical assemblies to furniture models, as shown in Figs. 1, 8 and 9. Our framework is implemented in C++ using the opensource platform Graphite. 1 We use the open-source library PQP [31] for computing the distance between parts, and we adapt the code of [32] for surface fitting. The experimental results shown in this paper are conducted on an Intel Dual Core 2.40 GHz CPU with 4 GB memory and a 64-bit Windows 7 operating system. All the disassembly results generated by our framework followed the principles proposed in Section 2. The base part and fixed parts are specified by users, except in the stool model. We use animated illustrations to visualize the disassembly sequences, which are shown in our accompanying video. The disassembly processes in Figs. 1 and 8 are illustrated by generating disassembly instructions step-by-step, which shows how each part is to be separated from the remainder of the assemblies. In Fig. 9 , we demonstrate three static figures for each model by employing a non-photorealistic rendering style. First, each part of an input model is identified and visualized with a special color. In the second figure, we cluster the individual parts into meaningful sub-assemblies based on the algorithm described in Section 4.2. Finally, we generate the exploded views in which each part is in its final separated position. The view angles are automatically selected.
Comparisons. Notably, using the upright direction information and fixed parts can improve the stability of the disassembly process, compared with previous works. For example, for the middle part of the clamp in Fig. 9(c) , the method of Agralawa et al. [4] or Li et al. [6] may disassemble the dark green fastener first, as this fastener can be removed without violating the blocking constraints. Consequently, without any holding device, the parts above this fastener will collapse because of gravity. In our framework, we disassemble this fastener later after the parts above it using a top-down approach. In addition, we allow users to specify the fixed parts and keep such parts unchanged throughout the disassembly process. This technique also guarantees the stability effectively, as shown in Fig. 8 .
Furthermore, while the parts of a model in previous works [4, 6] can only move along the three principal axes of the model, our method enables each part to be separated in any reasonable direction. For the green part in Fig. 1 , we first extract the contact faces between this part and others. We then fit three cylinders to these contact faces, and thus we identify this part as a cylinder part. As mentioned earlier in Section 4.1, the removal directions of this part are the two directions of this cylinder's axis.
Performance. We evaluate the performance of our method in Table 1 , including the statistics of each model (e.g., the number of parts) and the computation time for each stage. As it shows, the time mainly depends on the part analysis and the contact graph computation, which are related to the mesh size and the number of parts respectively. It also demonstrates that our method can deal with complex models such as the Aparelho Divisor model, which is composed of as many as 81 parts.
Conclusions and future work
In this paper, we present an approach for the disassembling complex 3D models and visualizing the disassembly processes. The key techniques of our work include an improved version of the contact graph that is used for determining the removal directions of parts based on shape analysis, an automated method to partition the input complex model into groups of subassemblies and two constraints for stable disassembly. The current framework has several limitations. First, our system can only handle input models with clean geometry. Second, similar to most works on generating assembly sequences and exploded views, all parts can be removed only via single linear translations. We cannot deal with complex moving paths, e.g., a screw usually has to be removed by a helix motion, and removing a nut from inside a car engine follows a sequence of linear translations. Third, user assistance is required to specify the base part to compute the upright direction, which prevents our framework from being fully automatic. We would like to address these issues in our future work. Table 1 Performance statistics. Here N t is the number of triangles in the input geometry model, N p is the parts number, and N g is the number of partitioned groups. T p , T c and T h respectively represent the cost time for part analysis, computing the contact graph and computing the part hierarchy. The total time T total is listed on the right.
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