Abstract. Path planning is an important aspect of mobile robot. This paper mainly studies the global path planning with multiple sub-path targets. Firstly, this paper build two initial distance matrix, then construct a minimum distance matrix by Dijkstra algorithm. Finally, the paper determine the destination nodes which have all minimum path. The path planning method can be used to some service robots, including: family service robots, medical robots, industrial robots.
Introduction
Path planning is an important issue in the technical and research field of mobile robots. Path planning means that in the environment with obstacles, the mobile robot should find out an optimal path according to certain evaluation criteria (such as minimum energy, shortest routes, shortest running time, etc.) [1, 2] . In general, the environment can be divided into two types: (1) global path planning which refers to find out the optimal path from the starting point to the target point based on a priori model of the environment, in which obstacles are mostly static; (2) local path planning which means that the work environment is unknown or partly unknown, and the mobile robot needs to acquire some unknown information (such as sizes, shapes, locations, and etc.) of obstacles by the sensor array, and generate the optimal path in real-time [3] [4] [5] .
There are many ways to study path planning. The traditional path planning methods include: Visibility Graph, C-Space Method, Grid Algorithm, Artificial Potential Field Theory, Topological Method, etc. [6] . With the development of modern computing technology, intelligent algorithms have been widely used in the path planning of mobile robots. Genetic Algorithm [7] , Fuzzy Logic Algorithm [8] , Neural Network Algorithm [9] , Ant Colony algorithm [10] , and their combination have been applied in path planning effectively. At present, these methods are mainly studied that finding a optimal path from the starting point direct to the ending point. However, in practical applications, mobile robots may be required to go to a number of different places to complete the task before reaching the designated area. The path planning studied in this paper differs from other paths in that the mobile robot must pass through other specified target points before it reaches the designated location.
In this paper, an issue on path planning with multiple destination-points is presented and discussed in the environment where the number and vertex-coordinates of obstacles are known. The path planning with multiple destination-points is divided into a number of processes. As shown in Figure 1 , the starting point is the state 0, the next target-point is the state 1, the final goal point is the state N, with N =0, 1, 2, …. Each node is a mobile robot task state. A mobile robot moves from one state to another decision-making state. Moreover, the path the mobile robot goes along is the minimum distance between the two states. 
Establishment of the Initial Node Distance Matrix
The distance of initial node is mainly consideration of the connection between two points. If the connection between two points does not intersect any obstacle, or not in the obstacle, it can be indicated as a direct straight-line link between two points and the initial distance is the Euclidean distance; In contrast, if the two points can not be directly linked, the initial distance can be assumed infinite. For the two types of adjacency relationship problems solving, an initial distance matrix is established based on the same obstacle's polygon vertices adjacency relationship and the different obstacles' polygon vertices adjacency relationship [11] . However, the problem of the two types of adjacency relationships can be solved by judging all the vertex-linkage line of V intersecting with the obstacle polygon, with V being a set of all vertices of the obstacle polygons, together with the initial and final points, i.e., } , , , , , { 2
. In addition, for the purpose of computing of the distance between vertices, an initial node distance matrix is established as
, with its element eij representing the Euclidean distance between vi and vj, the scalar n being the number of all the nodes (including obstacle vertices, the starting point and destination point). For the details, the initial node distance matrix E can be established with the following situations.
If vi and vj are two adjacent vertices of the same obstacle with their coordinates assuming (
x , y and (
If vi and vj are two vertices of two different obstacles respectively, the vertex-linkage line of vi and vj needs to be determined that whether it is intersected with any obstacle polygon. As shown in Figure 2 , a vector equation with arbitrary real numbers  and  can be constructed as Eq. (2) to determine if the vertex-linkage line of vi and vj intersects with obstacles, where va and va+1 are two adjacent vertices of any one obstacle in the environment map.
It can be changed to another form as follows. Else, by calculating the distance of the two vertices vi and vj, the element is
The algorithm flow chart is presented in Figure 3 . After all the vertices execute the above operations, the initial node distance matrix E is generated for the given environment map.
Establishment of the Minimum Distance Matrix
Dijkstra algorithm is widely used in finding the shortest path from a starting point to other vertices [12] [13] [14] . The advantage of the algorithm lies in finding out the vertex closest to the starting point, automatically taking it as the new starting point (knee point), and updating the original path information simultaneously. In this paper, an improved Dijkstra algorithm [15] can find out the minimum distance matrix between two points. The method to solve this problem can be divided into three steps. The main computation procedure of Dijkstra algorithm is described as follows.
Step One:
According to the above method, the initial node distance matrix E is established firstly. Here construct a shortest path matrix F ,
, row vector i f represent the minimum distance from other points to point i , element ij f is the shortest distance from point i to point j . If assuming the starting point is vertex v1, the initial path distance information of the first row 1 e of the matrix E can be calculated. For programming realization purpose, an one-dimension array   n S is created for recording the information of the minimum-distance point of all the calculated points from the starting point. For example, if vertex i is the minimum-distance point from the starting point, the value corresponding to this point is revised to 1, i. is created for recording the minimum-distance point of each state.
Step Two:
The computation procedure used to find the nearest point from the new starting point can be described as follows.
for (j = 0; j <n; j ++) 
} }
Step Three:
for (w = 0; w < n; w++) // update the current path and the shortest distance
{ if (!S[w] && (min + E[pointv][w] < F[1][j])) {F[1][j] = min + E[pointv][w]; prev[w]=pointv; } }
After all nodes complete the minimum-distance computation to point 1, row vector 1 f is obtained and all elements of the array S are 1. The element of 1 f is the minimum-distance from other points to point 1. The following program segment can be executed to find the nodes from t to 1.
while (prev[m]! = 1) {printf ("% d \ t", prev[t]); m = prev[m];}
At the same time, according to the above method, the shortest distance is obtained about all the nodes to other points. Minimum distance matrix F is obtained.
Find the Multiple Destination-points Optimal Path
There are t tasks node in mobile robot intermediate tasks ( n t  ). Taking into account the fact that t is relatively small, this paper use the method of random arrangement. Removing the start and end points, the remaining t -2 points are arranged in random order. Creating matrix P and Q .
Each line in P stores the order of tasks node. For example, the j row, it is assumed that 0 i is the initial point and the turn of task nodes are
q is the total cost of the j row:
The length of the optimal path is
Algorithm can be implemented as a starting point for any point of mobile robot path planning. In Figure 4 , the starting point is 0. 3, 18 and 23 are sub-tasks node. Terminal point is 32, the optimal path as shown, the total path length L = 33.380. In Figure 5 , the starting point is 6, sub-tasks nodes are 3 , 18 and 27. Terminal point is 33, the total path length L= 37.027.
If it is from the state t to the state t + 1, q state need to be repeated, then the state point q does not require to rejoin the list of states. For example, now the robot is at node 3, the next task is at node 26. If intermediate decision-making process needs to be at the node 6, the node 6 does not need to rejoin the status list. 
Conclusions
In this paper, it is different from one to one point (a starting point directly to the target point) path planning, but for the sub-path planning of intermediate multiple target point. And it is similar to TSP problem [16] [17] [18] ( Travelling Salesman Problem) that path planning goes through a number of points. The difference lies in that, in the TSP, each node must traverse only once. But in this paper, according to the actual need, some nodes need to be traversed many times (Figure 6 ), and some nodes do not need to be traversed. In the TSP Problem, the ultimate goal point must be starting point, but in the paper, the path planning target point may be arbitrarily selected.
