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Opinnäytetyössä tutustutaan kuinka tehdään dynaamisia Internet-sivuja ja miten 
eri tekniikat, kuten Ajax ja jQuery, liittyvät dynaamisten Internet-sivujen tekoon. 
Samalla selvitetään, miten palvelin ja selain kommunikoivat keskenään ja 
millaista tietoa niiden välillä liikkuu. Työn tavoitteena on tehdä Dyna-
yrittäjyysfoorumille Internet-sivusto, missä rekisteröitynyt käyttäjä voi jakaa 
oman liikeidean tekemällä sille projektisivun.  
 
Ajaxin avulla Internet-sivuista saadaan dynaamisempia, kevyempiä ja 
vuorovaikutteisempia. Sivua ei tarvitse ladata kokonaan uusiksi, kun sinne 
haetaan uutta sisältöä. Sivusta voidaan päivittää vain tarvittava osa, eikä käyttäjän 
tarvitse odottaa latauksen valmistumista. 
 
 JQuery on ilmainen, nopea ja monipuolinen JavaScript-kirjasto. JQuery toimii 
kaikilla selaimilla ja sen avulla monimutkaisemmatkin toteutukset voidaan 
kirjoittaa vain muutamalle riville. JQuery sisältää valmiit ratkaisut muun muassa 
Ajaxin käyttöön ja elementtien animoimiseen, siksi se on tehokas työkalu 
dynaamisten Internet-sivujen toteuttamisessa. 
 
Ongelmia ei ollut projektin valmistusvaiheessa. Ainoat löytyneet bugit olivat 
kirjoitus-, siis lyöntivirheistä johtuvia. Ryhmätyö koodaajan ja visualistin välillä 
toimi hyvin, tosin se ei ollut samanaikaista. 
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ABSTRACT 
 
 
The purpose of this thesis was to examine how to make dynamic web pages and 
how jQuery and Ajax can be used when producing dynamic web pages. Another 
objective was to study how a server and a client communicate and what kind of 
information is transferred between them. 
 
The goal of the practical part was to make web site for the Dyna business forum 
with the help of three students of media technology. On the forum, a registered 
user can share his or her business idea easily by making a project page. There it is 
possible to write about the idea and link a video from YouTube. After the page is 
complete, it can be shared via Facebook just by pressing "Like". Users can add 
projects in their favorites, which allows fast browsing. Projects can be commented 
by other users and the creator can write a blog about the idea. 
 
The client is pleased with the result. There were no major problems writing the 
code, only some faults, which were typing errors. Team work during the project 
was average, but unfortunately it was not synchronous. 
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LYHENNELUETTELO 
 
AJAX Asynchronous JavaScript And XML 
CSS Cascading Style Sheets 
DOM Document Object Model 
HTML Hypertext Markup Language 
HTTP Hypertext Transfer Protocol 
JSON JavaScript Object Notation 
LAMP Linux, Apache, MySQL and PHP 
PHP PHP Hypertext  Preprocessor 
RIA Rich Internet Application 
RPM RPM Package Manager (alkuaan Red Hat Package Manager) 
SQL Structured Query Language 
W3C World Wide Web Consortium 
XML Extensible Markup Language
  
 
1 JOHDANTO 
Tämän päivän käyttäjät ovat tottuneet tietokoneen työpöytämäisiin sovelluksiin. 
Hienot käyttöliittymät ja reagointi käyttäjän toimintaan ilman, että sivu latautuu 
kokonaan uusiksi, ei ollut mahdollista toteuttaa Internet-sivuilla muutama vuosi 
sitten. Nykyään käyttäjät vaativat Internet-sivuilta monipuolisia multimedia-
ominaisuuksia, kuten kuvia, videoita ja ääntä. He haluavat sovelluksia joita voi 
käyttää mistä tahansa tietokoneesta käyttöjärjestelmästä riippumatta.  
 
Tässä työssä tutustutaan selaimen ja palvelimen kommunikaatioon, eli siihen 
miltä http-kutsu näyttää ja kuinka sellainen voidaan lähettää lataamatta koko sivua 
uudelleen. Samalla käydään läpi, mikä on jQuery ja kuinka sillä toteutetaan 
rikkaita Internet-sovelluksia ja mitä nämä sovellukset ylipäätään ovat. Työssä 
selvitetään, miten sivusto saadaan elämään luomalla sinne dynaamista sisältöä ja 
animoimalla elementtejä. JQueryn avulla saa helposti enemmän aikaiseksi 
vähemmällä koodimäärällä.  
 
Asiakkaana on Päijät-Hämeen koulutuskonsernin alaisuudessa toimiva 
monialainen yrittäjyysfoorumi Dyna. Se tarjoaa yrittäjyyteen liittyviä palveluja ja 
opastusta. Päijät-Hämeen koulutuskonserni -kuntayhtymä on maakunnallinen 
koulutuksen järjestäjä, kehittäjä ja ylläpitäjä. Koulutuskonserni johtaa ja koordinoi 
jäsenkuntiensa puolesta ammattikorkeakoulutusta, lukio- ja ammatillista 
koulutusta, oppisopimuskoulutusta sekä kuntoutusta ja työhönvalmennusta. 
Päijät-Hämeen koulutuskonsernin tulosalueisiin kuuluu Koulutuskeskus Salpaus, 
Lahden ammattikorkeakoulu ja Tuoterengas.  
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2 ASIAKASVAATIMUKSET 
Työssä toteutetaan pohjoismaille kickstarterin kaltainen Dyna Startup 
-nettisivusto. Kickstarterin avulla käyttäjä voi esitellä, markkinoida ja hakea 
rahoitusta liikeidealleen luomalla sille projektisivun. Sivulla esitellään liikeidean 
toiminta videon ja kuvien kanssa. Käyttäjillä on mahdollisuus lahjoittaa 
haluamansa suuruinen summan tukeakseen liikeideaa. Rahoitus ei toteudu, ellei 
tavoitesumma täyty kokonaan määrättyyn aikaan mennessä.  
 
Kickstarterin etusivu koostuu suosituimmista projekteista. Muita projekteja on 
mahdollista selata  Discover-linkin alta lukuisin hakukriteerein. Projekteja on 
mahdollista selata muun muassa kategorioiden, paikkakuntien ja päivämäärän 
perusteella. Hakukriteerit täyttävät projektit tulostuvat sivulle kuvan ja lyhyen 
kuvauksen  kanssa. Sivun rakenne on yksinkertainen mutta toimiva, jokainen 
linkki avaa kokonaan uuden sivun. Ulkoasu on selkeä ja informoiva, väriteema on 
miellyttävä ja huomio kiinnittyy projekteihin eikä sivun yksityiskohtiin. 
Projektisivulla on video ja liikeidean laaja kuvaus. Kuvauksen sekaan on 
mahdollista asettaa kuvia. 
 
Toteutettavan sivuston tuli tarjota samat mahdollisuudet liikeidean esittelyyn ja 
jakamiseen kuin kickstarter. Sivuston toteutuksessa panostettiin nopeaan, selkeään 
ja tietoturvalliseen palveluun. Ulkoasun ilmeestä ei päätetty etukäteen, vaan se 
muodostui sivua tehdessä, ja muut pohjat luotiin etusivun ilmettä noudattaen. 
Pohjimmaisena ideana ulkoasun suunnittelussa oli hyvä käytettävyys, käyttäjällä 
ei saanut olla uutta opiskeltavaa sivustoa selaillessa. Kaikki käyttäjän toiminta tuli 
toimia yhdellä sivulla, jolloin esimerkiksi projektit tulostuvat etusivun keskiosaan 
hakukriteerien perusteella. Projektisivulla on kickstarterin tavoin liikeidean 
kuvaus, siihen liittyviä kuvia ja video. Kuvat eivät tulostu kuvauksen sekaan, vaan 
niille on varattu oma galleria-osio. Galleriaan tulostuu kuvan pienennös, jota 
klikattaessa kuvasta näytetään suurempi versio ponnahdusikkunassa. Siinä on 
mahdollisuus selata kuvia järjestyksessä (seuraava ja edellinen). 
 3 
 
3 AJAX 
3.1 Perinteinen WWW-sivusto 
HTML-tiedosto koostuu elementeistä, jotka esittävät dokumentin rakenteen. 
Tärkeitä elementtejä HTML-dokumentissa on html, joka liittää head- ja body-
elementit. Head-elementti sisältää tietoa HTML-dokumentista, kuten sivun 
nimikkeen. Head-elementissä voi myös määritellä käytettävät tyylit ja selaimessa 
toimivat scriptit joko tekstinä tai linkkinä tiedostoon. Body-elementissä on sivun 
sisältö. Dokumentti rajaa elementit aloitus- ja lopetustageihin. Aloitustagi koostuu  
elementin vertailumerkeistä ja elementin nimestä (esimerkiksi <html>). Elementti 
päätetään kauttaviivalla (</html>). Useilla aloitustageilla on attribuutteja, jotka 
tarjoavat lisätietoa elementistä. Selaimet voivat käyttää tätä lisätietoa 
määritelläkseen, kuinka elementti prosessoidaan. Jokaisella attribuutilla on nimi ja 
arvo, jotka erotetaan yhtäsuuruusmerkillä. (Deitel & Deitel 2008, 70.) 
 
Kuvio 1 kuvaa liikennöintiä palvelimen ja selaimen välillä perinteisesti 
toteutetussa web-sovelluksessa. Käyttäjä täyttää ja lähettää lomakkeen (vaihe 1). 
Selain luo pyynnön palvelimelle, joka vastaanottaa ja käsittelee sen (vaihe 2). 
Selain jää odottamaan siksi aikaa, kun palvelin luo ja lähettää vastauksen, joka 
pitää sisällään kokonaisen sivun (vaihe 3). Datan saapuessa takaisin selaimelle 
sivu latautuu kokonaan tulostaen uuden tiedon (vaihe 4). Tuon synkronisen kutsun 
aikana käyttäjä ei voi tehdä muuta kuin odottaa sivun latautumista. Jos käyttäjä 
päättää lähettää toisen lomakkeen, niin koko prosessi alkaa alusta (vaiheet 5–8). 
(Deitel & Deitel 2008, 413.) 
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KUVIO 1. Perinteinen lomakkeen lähetys (Deitel & Deitel 2008, 413.) 
3.2 HTTP-protokolla 
HTTP toimii tiedonvälittäjänä asiakasohjelman ja palvelimen välillä. 
Asiakasohjelma lähettää pyynnön palvelimelle, joka luo ja lähettää vastauksen 
takaisin asiakasohjelmalle. HTTP-pyyntö (kuvio 2, punainen osa) koostuu 
kutsusta (ensimmäinen rivi), otsikko-osasta (toinen rivi) ja tyhjästä rivistä. 
Selaimen lähettämässä HTTP-pyynnössä otsikko-osassa on teknistä tietoa 
selaimesta, kuten esimerkiksi nimi, versio, kieli ja tuetut tiedostomuodot. 
Käytettäessä POST-metodia tyhjän rivin jälkeen tulee viestin runko. Palvelin 
vastaa pyyntöön otsikko-osalla ja viestin rungolla. Otsikko-osassa (kuvio 2, 
oranssi osa) on ensimmäisenä protokollan versio ja vastauskoodi, jonka jälkeen on 
tietoa palvelimesta ja tiedostosta. Otsikko-osan jälkeen on sivun runko (kuvio 2, 
keltainen osa). (Wikipedia 2011c.) 
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KUVIO 2. GET-pyyntö ja -vastaus 
3.2.1 Metodit 
HTTP:ssa on yhdeksän eri metodia, joilla määritetään kutsun toiminta. 
Käytetyimpiä ovat GET, POST, HEAD ja CONNECT. GET-metodin avulla 
haetaan yksittäinen sivu tai resurssi. Se on idempotentti eli peräkkäiset GET-
pyynnöt tuottavat saman hakutuloksen. POST-metodia käytetään, kun kutsun 
yhteydessä lähetetään dataa palvelimelle. Pyyntöön liitetään kutsurivin ja otsikko-
osan lisäksi viestin runko, mikä mahdollistaa minkä tahansa kokoisen ja tyyppisen 
datan lähettämisen palvelimelle. HEAD-metodilla haetaan otsikko-osa ilman 
sivun sisältöä. Sen avulla voidaan tarkastella esimerkiksi että onko sivu muuttunut 
viime kerrasta lataamatta sen sisältöä. CONNECT-metodin avulla yhteys voidaan 
tunneloida, sitä käytetään salattujen (HTTPS) yhteyksien kanssa. (Wikipedia 
2011c.) 
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3.2.2 Vastauskoodit 
HTTP-protokollan versiosta 1.0 lähtien vastauksen ensimmäinen rivi pitää 
sisällään numeerisen vastauskoodin ja tekstimuotoisen kuvauslauseen. 
Vastauskoodeista 2xx-alkuiset ilmoittavat pyynnön onnistuneen, jolloin se 
palauttaa metodin mukaisen vastauksen. 3xx-alkuiset vastauskoodit liittyvät sivun 
uudelleenohjaukseen, eli sivusto on esimerkiksi väliaikaisesti tai pysyvästi 
toisessa osoitteessa. 4xx-alkuiset vastauskoodit kertovat asiakasohjelmassa 
tapahtuneesta virheestä. Yleisimpiä ovat 404: sivua ei löydy ja 403: ei 
lukuoikeuksia. 5xx-alkuinen koodi kertoo palvelimessa olevasta virheestä, joka 
voi johtua esimerkiksi virheellisestä skriptistä. (Wikipedia 2011c.) 
 
3.3 WWW-sivusto Ajaxilla 
Ajax on joukko web-sovelluskehityksen tekniikoita. Ajaxin avulla Internet-
sivuista saadaan dynaamisempia, kevyempiä ja vuorovaikutteisempia. Normaalisti 
puhtaasti HTML-kielellä kirjoitettu sivun sisältö latautuu kokonaan uudestaan 
toiminnan tapahtuessa. Suuri määrä dataa liikkuu, vaikka sisältöä ei tulisi kuin 
yhden sanan verran lisää. Tämä rasittaa palvelinta ja siirtokaistaa. JavaScriptin 
avulla voidaan päivittää vain tarvittava osa www-sivuista. Kaikki muutokset 
tapahtuvat selaimessa, eivätkä ne näy muille käyttäjille, eivätkä ne säily, kun 
sivua päivitetään. Ajaxia hyödynnettäessä selain lähettää http-pyynnön 
palvelimelle, jolloin tieto on mahdollista säilöä esimerkiksi tietokantaan tai 
lähettää data takaisin selaimelle joko XML-, JSON- tai HTML-muodossa.  
(Wikipedia 2011a.) 
 
Ajax oli suuri tekijä, kun web-sivuista tuli enemmän työpöytäsovelluksia 
muistuttavia, eli rikkaita Internet-sovelluksia (RIA). Niillä on normaalin 
työpöytäsovelluksen tapainen ulkoasu, käytettävyys ja suorituskyky. Suorituskyky 
tulee Ajaxin avulla, kun se erottaa käyttäjän tekemät toiminnot ja palvelimen 
kommunikaation, mutta ajaa niitä rinnakkain. 
(Deitel & Deitel. 2008, 412.) 
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Puhtaasti JavaSriptillä kirjoitettu Ajax soveltuu hyvin pienien komponenttien 
suunnitteluun, jotka päivittävät osan sivusta. Suurempia sovelluksia suunnitellessa 
sen yhteensopivuusongelmat eri selainten kanssa  tekevät siitä epäkäytännöllisen. 
Eri työkalut, kuten Dojo, Script.aculo.us, ASP.NET Ajax ja jQuery,  tarjoavat 
JavaScriptille ratkaisut yhteensopivuusongelmiin. 
(Deitel & Deitel. 2008, 412.) 
 
Ajax-sovellukset luovat kerroksen käsittelemään kommunikointia selaimen ja 
palvelimen välillä (kuvio 3). Käyttäjän ollessa vuorovaikutuksessa sovelluksen 
kanssa selain luo XMLHttpRequesti-olion käsittelemään pyyntöä (vaihe 1). 
XMLHttpRequest-olio lähettää pyynnön palvelimelle (vaihe 2) ja jää odottamaan 
vastausta taustalle. Pyyntö on asynkroninen, joten käyttäjän ei tarvitse odottaa 
vastauksen paluuta, vaan käyttäjän toimet saattavat lähettää palvelimelle uusia 
pyyntöjä (vaiheet 3 ja 4). Palvelin käsittelee kutsut järjestyksessä ja lähettää 
paluudatan selaimelle (vaihe 5). Paluudata käsitellään XMLHttpRequest-olion 
tapahtumakäsittelijässä ja tulostetaan sivulle ilman, että koko sivu latautuu 
uudelleen. Samaan aikaan palvelin saattaa vastata toiseen kutsuun (vaihe 7), 
jolloin toinen osa sivusta päivittyy (vaihe 8). (Deitel & Deitel. 2008, 414.) 
 
 
KUVIO 3. Lomakkeen lähetys hyödyntäen Ajaxia (Deitel & Deitel. 2008, 414.) 
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3.4 HTTP-kutsun käsittely 
XMLHttpRequest on ohjelmointirajapinta palvelimen ja selaimessa toimivien 
www-ohjelmointikielien välille. Sen avulla palvelimelle voidaan lähettää taustalla 
http-pyyntö, jonka palauttama data käsitellään selaimen päässä. 
XMLHttpRequest-objektin toimintaperiaate on alun perin Microsoftin Outlook 
Web Access -kehittäjien tekemä. Joulukuussa 2000 Mozilla julkaisi ensimmäisen 
wrapperin JavaScriptille, jonka nimi oli tänäkin päivänä käytettävä 
”XMLHttpRequest”. XMLHttpRequest-rajapinnan käyttö yleistyi huhtikuussa 
2006, kun W3C julkaisi sen viimeisimmän version spesifikaatiot. Uusin versio on 
julkaistu marraskuussa 2009, ja se tukee kaikkia käytetyimpiä selaimia (Internet 
Explorer sai tuen versiossa 7). (Wikipedia 2011b.) 
3.4.1 Lähetys 
XMLHttpRequest-objektin pyyntö määritellään open-metodissa ja sen on 
tapahduttava ennen kutsun lähetystä. Funktio hyväksyy viisi argumenttia, mutta 
kaksi ensimmäistä riittää pyynnön määrittelyyn. Ensimmäinen argumentti on 
merkkijono, joka määrittää tyypin. Toisena tulee merkkijono, joka on pyynnön 
URL-osoite. Se voi olla sekä tiedostonimi että www-osoite. Kolmannessa 
argumentissa määritetään boolean-arvo, onko pyyntö asynkroninen vai ei. Tämä 
arvo on vakiona ”true” W3C-standardien mukaan. Kahdessa viimeisessä 
argumentissa on käyttäjä ja salasana. (MDN 2011, Wikipedia 2011b.) 
 
Kuviossa 4 riveillä 2–5 luodaan uusi XMLHttpRequest-olio käytettävästä 
selaimesta riippuen. Olion luomisen jälkeen selainkohtaisia koodirivejä Ajaxin 
käytössä ei tarvitse tehdä. Rivillä 8 on tapahtumakäsittelijä, jonka funktio ajetaan 
aina kun ReadyState-tila muuttuu. Rivillä 15 määritetään lähetettävän pyynnön 
metodi, ajettava tiedosto ja kutsu asynkroniseksi. Jos kutsu ei ole asynkroninen, 
jää skripti odottamaan kutsun paluuta, eikä käyttäjä voi tehdä mitään sillä välin. 
Koska kutsun lähetysmetodi on esimerkissä POST, on palvelimelle lähetettävä 
myös otsikko-osa, jossa määritetään sisällön tyyppi. Lopuksi kutsu lähetetään ja 
asetetaan lähetettäväksi dataksi nimi, jonka arvo on ”Tapio” (rivi 16). 
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1  // luodaan objekti 
2 if(window.ActiveXObject)  // Jos selain on IE 
3     var xmlhttp = new ActiveXObject(”Microsoft.XMLHTTP”); 
4 else if(window.XMLHttpRequest) // muut, oikeat selaimet 
5     var xmlhttp = new XMLHttpRequest(); 
6  
7  // tapahtumakäsittelijä 
8 xmlhttp.onreadystatechange = funktio; 
9  
10  // asetetaan lähetettävä header  
11 xmlhttp.setRequestHeader("Content-Type", 
12     "application/x-www-form-urlencoded"); 
13  
14  // asynkroninen pyyntö palvelimelle POST-metodilla 
15 xmlhttp.open("POST","ajax_info.php",true); 
16 xmlhttp.send(”nimi=Tapio”); 
KUVIO 4. XMLHttpRequest-olion luonti ja lähetys 
3.4.2 Paluu 
Kutsun paluu käsitellään onreadystatechange-tapahtumakäsittelijässä määritetyssä 
funktiossa. XMLHttpRequestin ominaisuuden readyState-arvo (taulukko 1) 
kasvaa skriptin ajon mukaan nollasta neljään. Edellisessä esimerkissä (kuvio 4) 
readyState saa arvon 0, kun olio luodaan (rivit 2–5). Rivillä 15 kutsu määritetään 
ja readyStaten arvoksi tulee 1, jonka jälkeen kutsu lähetetään (rivi 16) ja 
readyState saa arvon 2. ReadyState on 3, kun saatavilla olevaa dataa ladataan ja 
kun lataus on valmis, on readyState 4. Ennen paluudatan käsittelyä tarkistetaan, 
että readyState on 4 ja paluun vastauskoodi on 200 eli OK. (Kuvio 5, rivi 21.) 
 
TAULUKKO 1. ReadyState-tilat 
Arvo Tila Kuvaus 
0 Määrittelemätön open()-metodia ei ole kutsuttu 
1 Lataa send()-metodia ei ole kutsuttu 
2 Ladattu send()-metodi on kutsuttu, data on saatavilla 
3 Interaktiivinen Lataa dataa palvelimelta 
4 Valmis Valmis 
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17  // palvelimelta tulevan datan käsittelyfunktio 
18 xmlhttp.onreadystatechange = function() 
19 { 
20      // tarkistetaan, onko kutsu onnistunut 
21     if (xmlhttp.readyState == 4 && xmlhttp.status == 200) 
22     { 
23         var XMLdata = xmlhttp.responseXML; 
24  
25             // datan käsittely 
26  . 
27  . 
28  . 
29     } 
30 } 
KUVIO 5. onreadystatechange 
3.5 Huonot puolet 
Ajaxin asynkronisuus saattaa aiheuttaa käytettävyyteen ongelmia. Kutsut eivät 
tallennu selaimen sivuhistoriaan, minkä takia takaisin-nappulan painallus ei vie 
näkymässä taaksepäin. Jos Ajaxin avulla haetaan suuria määriä dataa esimerkiksi 
tietokannoista, saattavat kutsut rasittaa palvelinta. Vastausaikojen ollessa hitaita 
käytettävyys huononee. Käyttäjä ei näe muutoksia silloin kun pitäisi, vaan sivun 
elementti päivittyy viiveen jälkeen – jos silloinkaan.  Asynkroninen takaisinkutsu-
koodaustapa voi johtaa monimutkaiseen koodiin ja ongelmatilanteissa sen 
debuggaus on hankalampaa. (Wikipedia 2011a.) 
4 JQUERY 
JQuery on ilmainen, nopea ja monipuolinen JavaScript-kirjasto, joka toimii 
kaikilla selaimilla, sillä jQuery tunnistaa selaimen ja tekee muutokset sen 
mukaisesti. Sen avulla monimutkaisemmatkin toteutukset voidaan kirjoittaa vain 
muutamalle riville. Mahdollisuus kirjoittaa omia liitännäisiä ja valmiiden 
funktioiden suuri lukumäärä tekee jQuerystä tehokkaan työkalun dynaamisten 
Internet-sivujen toteuttamiseen. Internetissä on lukuisia kolmannen osapuolen 
liitännäisiä. (Bibeault & Katz 2008, 2.)  
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JQueryn syntaksi on suunniteltu helpottamaan JavaScriptin kirjoittamista ja sen 
oppii nopeasti. (Wikipedia 2011d.) Se alkaa joko dollarimerkillä tai merkkijonolla 
"jQuery.", mutta perusidea on: $(valitsin).toiminta(). Valitsimella haetaan halutut 
HTML-elementit ja samalla niille asetetaan toiminta. JQuery käyttää xpathin ja 
CSS:in yhdistelmää elementtien valitsemisessa. (W3Schools 2011.) 
 
JQueryn käyttö edellyttää kirjaston lataamista tai linkitystä Googlen kautta. Sen 
on julkaissut John Resig tammikuussa 2006, ja se valtasi pikaisesti web 
kehitysyhteisöt (Bibeault & Katz 2008, 2).  JQuery on käytössä useilla suurilla 
sivustoilla kuten: MSNBC, Trac, Drupal ja SourceForge. (Wikipedia 2011d.) 
4.1 Pohjustusta esimerkeille 
4.1.1 DOM-rakenne 
Jokainen elementti HTML-sivuilla muodostaa DOM-solmun. Kaikki DOM-
solmut HTML-sivuilla muodostavat DOM-puun, joka kuvaa elementtien väliset 
suhteet. Solmut liittyvät toisiinsa emo/lapsi-periaatteella. Elementti, joka on toisen 
elementin sisällä, on lapsi, kun taas elementti, joka pitää sisällään toisen 
elementin, on emo. Solmulla voi olla useita lapsi-elementtejä, mutta lapsella voi 
olla vain yksi emo. Saman emon solmuja kutsutaan sisaruksiksi. (Deitel & Deitel 
2008, 299–300.) 
 
Kuviossa 6 on HTML-dokumentti. Kahdella ensimmäisellä rivillä määritellään 
käytettävän HTML:n versio. Rivillä 3 alkaa html-elementti, jolla on kaksi 
lapsielementtiä: head (rivit 4–7) ja body (rivit 8–12). Head-elementti pitää 
sisällään kaksi lapsielementtiä: nimikkeen (rivi 5) ja meta-elementin (rivi 6). 
Meta-elementti määrittää sisällön tyypin sekä merkistön koodaustavan. Body-
elementillä on 3 lapsielementtiä: toisen tason otsikko-elementti (rivi 9) ja kaksi 
kappale-elementtiä (<p>) (rivit 10 ja 11). Rivin 11 elementille on määritetty 
luokka-attribuutti ja sen nimi on "sininen". Luokalle ei ole vielä asetettu mitään 
toimintaa tai tyyliä.  
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KUVIO 6. Html-hello world 
4.1.2 Cascading Style Sheets 
HTML-sivua voi muotoilla CSS-määrityksillä. Ne on mahdollista kirjoittaa joko 
omaan tyylitiedostoon, koodin sekaan style-attribuuttiin tai head-elementin sisään. 
Suositeltavaa on kirjoittaa ne omaan tyylitiedostoon, joka linkataan sivuille head-
elementissä rivillä: <link  rel=”stylesheet” type=”text/css” href=”tyylit.css” />. 
Style-attribuuttiin kirjoitetut määritykset vaikuttavat vain siihen elementtiin, kun 
taas head-osioon kirjoitetut vaikuttavat kaikkiin valittuihin elementteihin 
dokumentissa. Elementteihin viitataan pääosin nimen, luokan ja id:n perusteella. 
Tyylit saattavat määräytyä uudelleen käyttäjän toimesta. Määritys tapahtuu 
esimerkiksi JavaScriptillä. Uudet määritykset yhdistyvät vanhojen kanssa, 
risteävät määritykset korvataan uudella ja vanhat säilyvät ennallaan. (Deitel & 
Deitel 2008, 104–105). 
 
Määrittelyt tehdään viittaamalla elementtiin, jonka jälkeen sille asetetaan 
kaarisulkeiden sisällä tarvittava muotoilu. Kuviossa 7 rivillä 1 viitataan body-
elementtiin nimen perusteella ja rivillä 3 sille asetetaan fontti. Body-elementin 
tyylimäärittelyt periytyvät sen sisällä oleville elementeille. Rivillä 6 viitataan 
elementin id-attribuuttin ja rivillä 13 luokka-attribuuttiin. Id-attribuutteja ei saa 
olla useita samannimisiä, joten viittaus niihin on uniikki. Luokkia voi olla useita, 
joten luokkaan tehdyt tyylimäärittelyt vaikuttavat kaikkiin samannimisiin 
luokkiin. Kuviossa 8 näkyy tyylimäärittelyt selaimessa. 
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KUVIO 7. CSS-esimerkki 
 
KUVIO 8. CSS-esimerkin näymä selaimessa 
4.2 Yleistä 
CSS on tehokas kieli Internet-sivujen muotoiluun, mutta selaimet käsittelevät eri 
tavalla CSS:iä. JQueryn avulla tyylimäärittelyitä voidaan muuttaa, vaikka 
dokumentti on täysin latautunut. Sivuja voidaan elävöittää muuttamalla tyyliä 
kesken selailun tai animoimalla elementtejä jQueryn avulla. Se tarjoaa valmiit 
metodit muun muassa elementtien häivyttämiseen ja liikuttamiseen. (Chaffer & 
Swedberg 2009, 8.) 
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JQuery helpottaa tapahtumakäsittelijöiden luontia: sivulle ei tarvitse upottaa 
esimerkiksi onclick-tapahtumia, vaan kaikki tapahtumakäsittelijät voidaan 
määrittää scriptissä samalla kun tekee sille toiminnallisuuden. Suorituskykyisen 
valintamekanismin avulla halutun tiedon hakeminen DOM-rakenteisesta 
dokumentista on yksinkertaista. Elementteihin voi viitata perinteisten tapojen 
lisäksi myös CSS-tyylisillä valinnoilla. Haettu tieto voidaan lähettää 
tapahtumakäsittelijässä Ajaxin avulla palvelimelle, minkä jälkeen paluudata 
käsitellään esimerkiksi asettamalla se haluttuun elementtiin päivittämättä koko 
sivua uudelleen. (Chaffer & Swedberg 2009, 8.) 
4.3 Toimintaperiaate 
Useat monen rivin koodin vaativat toteutukset on jQueryssä valmiina funktioina, 
kuten Ajax ja animaatiot. JQuery yhdistää elementtien haun ja niille tehtävän 
toiminnallisuuden yhdeksi kokonaisuudeksi. Esimerkissä (kuvio 9) rivillä 34 
valitaan kaikki <p>-elementtien sisällä olevat linkit ($("p a")). Valinnan perässä 
on .each()-toiminto, johon on määritetty funktio. Each käy jokaisen valitun 
elementin lävitse ja sen sisällä oleva funktio toistuu niin monta kertaa kuin 
elementtejä on valinnassa. Funktioon menee laskuri i, joka kasvaa yhdellä aina 
kierroksen päätyttyä. Rivillä 37 asetetaan linkki-elementin href-attribuutti 
taulukkoon kierroksen osoittamaan alkioon. 
 
31  // Luodaan taulukko 
32 var urls = new Array(); 
33  
34 $("p a").each(function(i){  
35          // silmukan href-attribuutti, 
36          // eli osoite taulukkoon. 
37         urls[i] = $(this).attr("href");  
38 });  
KUVIO 9. jQuery-esimerkki 
 
JQueryssä on mahdollista asettaaa usampi toiminto samalle elementille. Kuviossa 
10 napin painallus muuttaa luokan "sininen" sisällä olevan tekstin merkkijonoksi 
"Hyvää!" (rivi 40) ja settaa sille CSS-määritykseksi punaisen värin ja suhteellisen 
sijainnin (rivit 41–42), joka mahdollistaa elementin liikuttamisen. 
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Tyylimäärittelyjen jälkeen elementtiä siirretään 50 pikseliä hitaasti oikealle (rivi 
43). Kuviossa 11 on näkymä selaimessa. 
 
39 $("#nappi").click(function(){ 
40     $(".sininen").html("Hyvää!").css({ 
41         "color" : "red", 
42         "position" : "relative" 
43     }).animate({right: "-=50px"}, "slow"); 
44 }); 
KUVIO 10. Usean toiminnon suorittaminen 
 
KUVIO 11. Näkymä selaimessa 
 
4.3.1 Ajax jQueryllä 
JQueryllä toteutettu Ajax on selkeämpää ja helpompaa kuin perinteisesti 
JavaScriptillä kirjoitettu. Sivua haettaessa koodin rivimäärä vähenee 
yhdeksästätoista rivistä yhteen: $("#latauselementti").load("sivu.php"). Ajaxin 
syntaksi on jQueryssä yksinkertaisimmillaan $.ajax(valinnat). Valinnat koostuvat 
kuitenkin useista eri operaatioista, joiden avulla kutsulle määritetään attribuutit ja 
metodit. Muita funktioita datan lähettämiseen on $.get() ja $.post(). 
Seuraavassa esimerkissä lähetetään nimi ja sijainti POST-metodilla palvelimelle, 
kutsun onnistuessa paluuarvo tulostetaan ruudulle. (Kuvio 12) (Bibeault & Katz 
2008, 225–251.) 
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45 $.ajax({ 
46  
47     url: "script.php", // kutsun käsittelevä tiedosto 
48     type: "POST", // kutsun tyyppi 
49  
50     // lähetettävä data 
51     data: "name=Jaakko&location=Iisalmi", 
52     dataType: "html", // paluudatan muoto 
53  
54     // funkio, joka ajetaan kutsun suoritettua 
55     success: function(msg){ 
56              alert(msg);  
57           } 
58 }); 
KUVIO 12. jQuery – Ajax 
4.3.2 Animointi jQueryllä 
Muutama vuosi sitten JavaScriptin käyttöä ei voinut harkita sulavaan 
animoimiseen, sillä selaimet eivät pystyneet suorittamaan koodia tarpeeksi 
nopeasti. Lisäongelmia tuotti koodin yhteensopivuus eri selainten kesken. Siksi 
kaikki animointi toteutettiin Flash-tekniikalla. (Bibeault & Katz 2008, 127.) 
 
JQuery tarjoaa elementtien häivyttämiseen ja liikuttamiseen valmiit funktiot, jotka 
ottavat attribuuttina animaation keston. Funktioille voidaan määrittää myös 
tapahtuma, kun animaatio on suoritettu. Muutamalla rivillä koodia saadaan paljon 
näkyvää aikaiseksi. Valmiiden funktioiden lisäksi on myös vapaampi tapa 
animoida: $.animate()-metodissa määritetään elementin lopputilanne CSS-
tyylimäärittelyillä (rivit 61–65) ja animaation kesto (rivi 66). Funktio liikuttaa ja 
häivyttää elementtiä lopputilannetta kohti animaation keston ajan. (Kuvio 13.) 
(jQuery 2011.) 
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59 $("#block").animate({ 
60     // uudet CSS-määrittelyt 
61     width: "200px", 
62     opacity: 0.4, 
63     marginLeft: "0.6in", 
64     fontSize: "3em", 
65     borderWidth: "10px" 
66  }, 1500 ); // muutosten kesto 1500 millisekuntia 
KUVIO 13. jQuery – Animointi 
4.4 jQuery UI 
JQuery on ollut ilmiömäinen menestys. Useat aloittelijat valitsevat jQueryn 
JavaScript-kehyksistä ja kehittäjät vaihtavat jQueryyn muista kehyksistä. JQuery 
UI on lisäosa jQuery-kirjastolle. Se on kokoelma graafisen käyttöliittymän 
komponenteista ja keskeisistä tapahtumakäsittelijöistä. Jokainen komponentti 
pitää sisällään paljon helposti muokattavia ominaisuuksia ja metodeja. JQuery 
UI:n avulla voi luoda monipuolisia ja näyttäviä käyttöliittymiä Internet-sivuille. 
JQuery UI -kirjaston kehitys jatkuu. Ohjelmoijat lisäävät uusia komponentteja 
jokaiseen tärkeään julkaisuun. Lisättyjä komponentteja päivitetään ja testataan 
jatkuvasti. JQuery UI sisältää lukuisia työpöytäsovellusmaisia komponentteja, 
kuten kalenterin, liukupalkin ja drag and dropin. (Wellman 2009, 1.)  
 
Perinteinen tapa näyttää käyttäjälle ilmoitusviesti tai kysymys on käyttää 
JavaScriptin natiiveja dialogeja, kuten alert ja confirm. Ne eivät ole kuitenkaan 
monipuolisia tai laajennettavia. JQuery UI:n avulla on mahdollista luoda dialog-
ikkuna, johon voi asettaa muun muassa kuvia, tekstiä, lomakkeita ja nappeja. 
(Wellman 2009, 89.) 
 
JQuery UI:n dialog-metodilla voi HTML-elementistä tehdä dialogin. Dialogin-
metodille annetaan parametrina sen ominaisuudet, kuten esimerkiksi sen sijainti ja 
koko. 
Kuviossa 14 rivillä 67 alkaa div-elementti, joka pitää sisällään kaksi 
lapsielementtiä (rivit 68–70 ja 71–75). Div-elementille on määritetty attribuutit id 
ja title jQueryä varten. Dialogia muodostaessa elementtiin viitataan sen id:n avulla 
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ja jQueryn dialog-metodi määrää otsakkeen arvon elementin title-attribuutista. 
Lapsielementeissä on dialogin sisältö: kuva ja tekstiä. 
 
67 <div id=”dialog” title=”Esimerkkidialogi”> 
68   <span> 
69     <img alt=”pingu” src=”pingu.png” /> 
70   </span> 
71   <span> 
72     Ei sovi unohtaa, että eettinen kehittyminen auttaa 
73     käyttäjää ymmärtämään hiusten halkomiseksi 
74      osoittautunutta geneerisyyttä. 
75   </span> 
76 </div> 
KUVIO 14. Dialogi – HTML-osuus 
 
Kuviossa 15 on dialogin ominaisuuksien määrittely ja sen luonti. Riveillä 77 ja 80 
asetetaan Ok- ja Cancel-napeille tapahtumakäsittelijät. Riveillä 84–91 määritetään 
dialogin leveys ja korkeus sekä kaksi nappia (rivit 87–90). Nappien määrittelyssä 
ensiksi asetetaan napin nimi ”Ok” ja ”Cancel”, jonka jälkeen on painalluksen 
tapahtuma. Määrittelyt asetetaan options-muuttujaan, joka on dialog-metodin 
parametrina dialogin luontivaiheessa. Rivillä 93 valitaan HTML-elementti, jonka 
id on ”dialog”, ja tehdään siitä dialog juuri määritetyillä parametreilla. 
 
77 var accept = function(){ // Ok-napin painallus 
78 } 
79  
80 var cancel = function(){ // Cancel-napin painallus 
81   $(this).dialog(”close”); 
82 } 
83  
84 var options = { 
85   height: 180, 
86   width: 300, 
87   buttons: { 
88     ”Ok”: accept, 
89     ”Cancel”: cancel 
90   } 
91 }; 
92  
93 $(”#dialog”).dialog(options); 
KUVIO 15: Dialogi – jQuery-osuus 
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Oletuksena syntyy muotoilematon dialog-ikkuna, jossa on otsikkorivi ja sisältö. 
Otsikkorivillä on HTML-elementin title-attribuutin arvo ja sulje-nappi. 
Muotoilemattomassa dialogissa otsikkorivi ei erotu kunnolla eikä kokonaisuus 
näytä perinteiseltä dialogilta. Dialogia on mahdollista muotoilla CSS-
tyylimäärittelyillä. 
 
Kuviossa 16 on muotoiltu dialog-ikkuna. Otsikkorivi on vihreällä pohjalla ja 
alkuperäinen HTML-elementti on sen alla. Alimpana on dialogin luonnissa 
määritetyt napit. Ikkunaa on mahdollista siirtää ympäri sivua otsikkorivistä 
vetämällä. Sen kokoa voi muuttaa samalla tavalla kuin normaalissa 
työpöytäsovelluksessa, eli vetämällä kulmista tai reunoista. Dialogiin voi käyttää 
jQueryn muita metodeja, esimerkiksi animoida sen avaus ja sulkeminen tai hakea 
sisältöä Ajaxin avulla. 
 
 
KUVIO 16. Dialog-ikkuna selaimessa 
4.5 Yhteenveto 
JQueryn kehittäjät ovat suunnitelleet vahvan pistoke (plug-in)-mallisen 
arkkitehtuurin. Sen ydin tarjoaa monipuoliset työkalut web-kehitykseen. Ja 
käyttäjät voivat luoda ja julkaista omia lisäosia tehden jQuerystä vielä 
tehokkaamman. (Bibeault & Katz 2008, 317.) 
 
Esimerkkinä jQueryn monipuolisuudesta kosketusnäyttöpuhelin-mallinen 
sivunvaihto, jossa seuraava sivu luisuu esille (kuvio 17). Sivunvaihdon 
tapahtuessa auki oleva sivu animoidaan vasempaan laitaan (rivi 97) samalla 
häivyttämällä sitä (rivi 98). Animoinnin pituudeksi on määritetty "fast" (rivi 99), 
joka on 200 millisekuntia. Animoinnin loputtua suoritetaan funktio (rivi 99–119), 
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jossa ladataan uusi sivu Ajaxia hyödyntäen (rivi 103). Kun sivu on latautunut, 
suoritetaan uusi funktio (rivit 99–117), jossa muotoillaan elementin sijainti 
oikeaan laitaan ja asetetaan se osittain läpikuultavaksi (rivit 108–109). Muotoilun 
jälkeen elementtiä liikutetaan sivun keskiosaan vähentämällä läpikuultavuutta 
(rivit 114–115). 
 
94   // animoidaan edellinen sivu vasemmalle ja häivytetään  
95   // sitä 
96 $("#content-container").animate({ 
97   left: "-=700px", 
98   "opacity" : 0.5 
99   }, "fast", function(){ 
100   
101     // animoinnin valmistuessa suoriutuva funktio 
102     // ladataan uusi sivu ajaxilla 
103     $("#page-container").load("paper.php?p=" + page, 
104       function(){ 
105  
106  // alusteaan uuden sivun tyyli 
107         $("#content-container").css({ 
108      "left" : "+700px", 
109      "opacity" : "0.5" 
110  }); 
111  
112  // animoidaan uusi sivu keskelle 
113         $("#content-container").animate({                                                                    
114                  left: "-=700px",                                                                      
115                  "opacity" : 1    
116  }); 
117       });  
118     
119    }); 
KUVIO 17. Esimerkki – sivun vaihto  
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5 SIVUSTO 
Sivustolla on mahdollisuus tuoda julki oma yritysidea ja hakea sille rahoitusta. 
Kuka tahansa voi auttaa haluamaansa liikeideaa pääsemään alkuun lahjoittamalla 
pienenkin määrän rahaa. Liikeidea ei saa rahoitusta, ellei tavoiteltu summa ole 
täyttynyt sovittuun päivämäärään mennessä. Projektisivun luoneella käyttäjällä on 
mahdollisuus pitää blogia liikeideaan liittyen ja kommentoida muiden käyttäjien 
projekteja. 
 
Keskeisin idea on jakaa tietoa omasta projektista helposti, sitä edesauttaa 
projektisivulla oleva Facebookin "Like"-ominaisuus. Facebook on levinnyt 
ympäri maailmaa nopeasti ja sillä on suuri käyttäjäkunta. Yhden käyttäjän "Like"-
painallus linkittää projektin osoitteen usealle kymmenelle eri ihmiselle samalla 
kertaa.  
5.1 Suunnitteluprosessi 
Työn kuvaus selvisi ensimmäisessä palaverissa. Suunnittelun kannalta selkeitä 
rajoja ei ollut. Toteutuksen edetessä projekti hahmottui paremmin, minkä takia 
tuli muutamia muutoksia alkuperäiseen suunnitelmaan. Sivuston tuli olla 
mahdollisimman paljon kickstarterin kaltainen, muita vaatimuksia ei ollut. 
Suunnittelussa haettiin käytettävyyteen selkeyttä. Värimaailman tuli olla 
yksinkertainen ja tekstin erottua pohjasta. Linkkien nimien täytyi olla kuvaavia, 
eikä niitä saanut olla liikaa. 
 
Käyttäjällä ei saanut olla uutta opiskeltavaa, vaan kaiken oli tarkoitus olla 
mahdollisimman tutun oloista. Sivustosta toivottiin mahdollisimman kevyttä ja 
nopeaa, joten Ajaxin käyttö soveltui hyvin kommenttien ja blogien 
päivittämiseen, suosikkiprojektien päivittämiseen ja lahjoituksen tekoon. 
 
Sivut ja tietokantojen taulut on suunniteltu siten, että tietokantahakuja tulisi 
mahdollisimman vähän, ja tietokantojen tauluissa olisi vain hakua varten 
oleellinen tieto. Sivut ja tietokanta toimivat samalla palvelimella,  
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5.2 Toteutus 
5.2.1 Tietokantojen rakenne 
Tietokannan taulut on toteutettu siten, että taulujen tieto on saatavilla ilman 
monimutkaisia hakuja. Kuviossa 18 on yleiskuva tietokannan taulujen rakenteesta, 
kaikkia tauluja ei ole näkyvillä. Tauluissa on käytetty paljon primary_key-kenttiä, 
esimerkiksi users-taulun (ylin) user_id ja projekti-taulun (keskimmäinen) 
project_id tallentuvat favourites (alin) -tauluun. Suosikkiprojekteja listattaessa 
tehdään kysely vain favourites-tauluun ja project_id tulostetaan linkin href-
attribuuttiin. Samaa periaatetta käytetään muissakin tauluissa vastaavalla tavalla. 
Täten kyselyt pysyvät kevyinä ja tiedonhaku tapahtuu nopeasti. 
 
 
 
KUVIO 18. Tietokannan taulujen rakenne.  
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5.2.2 Kirjautuminen 
Pohjista ensimmäiseksi valmistui etusivu. Ulkoasusta ei päätetty etukäteen, vaan 
se muodostui sivua tehdessä, ja muut pohjat luotiin etusivun ilmettä noudattaen.  
Kirjautumisen yhteydessä on otettava huomioon useita tietoturvaan liittyviä 
asioita. Käyttäjä- ja salasana-kenttiin syötettyjen tietojen avulla tehdään 
tietokantahaku, jolloin käyttäjällä on mahdollisuus tehdä haitallinen haku, eli niin 
sanottu MySQL-injektio. Siinä käyttäjä pyrkii tekemään haun, joka muuttaa 
hakutuloksia tai jopa tekee muutoksia tietokantaan. PHP:in funktio: 
mysql_query() estää useat samanaikaiset haut, mikä on tietoturvan kannalta hyvä 
asia. Muutoin käyttäjä voi tehdä täysin oman tietokantahaun ja siten vahingoittaa 
kantaa. 
 
Kuvio 19 on esimerkki MySQL-injektiosta, jossa käyttäjänimen tilalle on 
kirjoitettu riveillä 125–126 oleva merkkijono. Kun sen sijoittaa rivillä 122 olevaan 
tietokantahakuun, niin alkuperäisen haun lisäksi toteutuu kaksi ylimääräistä 
hakua. Käyttäjänimeksi asetetussa merkkijonossa olevat puolipisteet erottelevat 
haut, jolloin tietokanta tulkitsee kokonaisuuden kolmeksi hauksi (rivit 134–136). 
Ensimmäinen rivi on odotettu haku, jonka jälkeen tulee haitallinen haku. Se 
poistaa users_info-nimisen taulun. Viimeinen rivi on syntaksia varten; ilman sitä 
haku ei menisi lävitse, koska siinä olisi yksi ylimääräinen heittomerkki. 
 
120  -- Normaali tietokantahaku 
121  
122 "SELECT * FROM `users` WHERE `name` = '" . $userName . "'"; 
123  
124  -- Nimenä tuleva tieto 
125 Jaakko';DROP TABLE `user_info`;SELECT * FROM `users` WHERE  
126 't' = 't 
127  
128  -- Query 
129  
130 "SELECT * FROM `users` WHERE `name` = 'Jaakko';DROP TABLE 
131 `user_info`;SELECT * FROM `users` WHERE 't' = 't'"; 
132  
133  
134 SELECT * FROM `users` WHERE `name` = 'Jaakko';  
135 DROP TABLE `user_info`; -- Tämä haku poistaa user_info-taulun 
136 SELECT * FROM `users` WHERE 't' = 't'; 
KUVIO 19. MySQL-injektio 
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Kenttien tiedot parsitaan mysql_real_escape_string()- funktiossa, joka lisää 
haitallisten merkkien eteen "\", jolloin haun yhteydessä ne ovat osana 
merkkijonoa. Salasanat on kryptattu käyttäen md5-metodia. Se on yhden suunnan 
hajakoodausalgoritmi, jota on lähes mahdoton muuttaa takaisin selkokieliseen 
muotoon. Ainoa tapa on luoda itse md5-tiivisteitä ja vertailla niitä murrettavaan. 
Internetissä on useita palveluita, jotka tarjoavat tietokannan eri sanojen ja 
merkkijonojen tiivisteistä. Siksi salasanaan lisätään käyttäjän luonnin yhteydessä 
merkkijono, jolloin salasanasta tulee monimutkaisempi, eikä sitä todennäköisesti 
löydy yhdestäkään edellä mainituista Internetissä olevista md5-tietokannoista. 
 
Kirjautumiskentässä on "remember me" -valinta, joka asettaa kirjautumistiedot 
evästeisiin. Käyttäjän kirjautuminen muistetaan jatkossa kuukauden verran, tai 
kunnes käyttäjä kirjautuu ulos. Evästeitä ei voi poistaa, vaan niiden 
umpeutumisaika asetetaan menneisyyteen, jolloin ne lakkaavat toimimasta. 
5.2.3 Projektisivu 
Projektisivu sisältää tarkan kuvauksen liikeideasta, gallerian, yhteystiedot ja 
videon. HTML5-kieli tukee natiivina videoita ja jQuerylle on lisäosia, jotka voivat 
toistaa videoita. Ne ovat kuitenkin hyvin rajoitettuja tiedostomuotojen 
tukemisessa ja HTML5 ei ole vielä yhteensopiva kaikkien selainten kanssa. 
Videoiden muuttaminen flash-muotoon on työlästä ja vaatisi oman palvelimen.  
Videoiden linkitys tapahtuu suoraan Youtuben kautta, jolla varmistetaan palvelun 
katkottomuus ja sopimattomat videot suodatetaan Youtuben ylläpitäjien toimesta 
pois. 
 
Vierailijoiden lukumäärästä pidetään kirjaa etusivulla käytettävää lajittelua varten. 
Laskurin arvo ei ole käyttäjille näkyvissä. Kävijämäärää ei kasvateta aina, kun 
sivu päivitetään. Laskuria kasvatetaan vain ensimmäisellä vierailukerralla ja 
session_id() tallennetaan istunto-muuttujaan, ja jos id on päivityshetkellä sama, ei 
laskurin arvoa muuteta. Kirjautuneet käyttäjät eivät kasvata omien projektien 
kävijämäärää. Projekteja ei voi siis nostattaa "most visited" -listalla päivittämällä 
sivua. 
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Kuviossa 20 on kirjautuneen käyttäjän näkymä profiilisivun yläosasta. Ylhäällä 
tummanharmaalla pohjalla on sivun navigaatio. Navigaatiosta on mahdollista 
selata omia suosikkiprojekteja tai kaikkia projekteja kategorioittain. Navigaation 
oikeassa yläreunassa on käyttäjän asetukset. Sen alta on mahdollista listata omat 
projektit tai luoda kokonaan uusi projekti. Admin-käyttäjillä näkyy linkki 
ylläpitosivuille. Kaikki navigaation painallukset hakevat tietoa sivun keskiosaan. 
Kuvion 20 sivun keskiosassa on projektin tiedot. Tietokenttä jakautuu kahteen 
osaan: vasemmalla ylhäällä on projektin otsikko, jonka alapuolella on ingressi ja 
projektin luoja. 
 
Viimeisenä suurimmassa tekstikentässä on projektin tarkka kuvaus. Keskiosan 
vasemmalla puolella on muu oleellinen tieto. Ylhäällä punaisissa laatikoissa on 
lahjoituksiin liittyvät tiedot: aikaraja, lahjoittajien lukumäärä ja lahjoitettu 
kokonaissumma. Punaisten laatikoiden alapuolella on YouTubesta linkitetty 
video, jossa liikeidea esitellään lyhyesti. Videon alapuolella on toimintanapit, 
niiden avulla liikeideaa voi tukea, sitä voi jakaa Facebookissa, lisätä suosikkeihin 
ja vierailla projektin kotisivuilla. Suosikkeihin lisäys on toteutettu jQueryllä ja 
Ajaxilla, painallus lisää käyttäjän ja projektin id:t tietokantaan yhdistäen projektin 
ja käyttäjän. Uusi painallus poistaa tiedon kannasta. Kirjautumattomat käyttäjät 
eivät näe lahjoitus- ja suosikki-nappeja. Alimpana kuviossa 20 on galleriaosio, 
jossa on kuvien pienoisversio ja klikattaessa niistä aukeaa keskelle suurennos 
kuvasta. Suurennoksessa on selausmahdollisuudet muihin gallerian kuville. 
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KUVIO 20. Projektisivu – yläosa. 
 
Projektisivun alaosa muodostuu yläosan tavoin kahdesta osiosta, mutta tekstiosio 
on nyt oikealla. Siinä on yrityksen yhteystiedot ja hieman taustatietoja. 
Vasemmalla on välilehdissä kommentit ja projektin oma blog, johon vain tekijä 
pystyy kirjoittamaan viestejä. Vain kirjautuneet käyttäjät voivat kommentoida 
toisia projekteja, projektit tulostuvat aikajärjestyksessä siten, että uusin on 
ylimpänä. (Kuvio 21). 
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KUVIO 21. Projektisivu – alaosa 
5.2.4 Kuvien lähetys ja käsittely 
Projektin sivulla on galleria, jossa on käyttäjän valitsemia kuvia aiheeseen liittyen. 
Ne määritetään projektia luodessa ja samalla sille asetetaan oletuskuva, joka 
näkyy etusivulla. Kaikille kuville on määritetty maksimikooksi kaksi megatavua, 
mutta niiden resoluutio voi olla mikä tahansa. Tämä koituu ongelmaksi, jos kuvia 
sijoitetaan galleriaan ja etusivulle sellaisenaan, koska silloin sivun elementtien 
koko vaihtelee ja ne sijoittuvat vääriin paikkoihin. Käyttäjää ei voi vaatia 
lähettämään vain tietyn resoluution omaavia kuvia, vaan niitä pitää käsitellä 
lähetysvaiheessa. Kuvien käsittely PHP:illa vaatii web-serveriltä PHP gd -lisäosan 
asennuksen. 
 
Alkuperäinen kuva säilötään ja siitä tehdään pienempi versio samoilla 
mittasuhteilla kahdesta syystä: Sivun ulkoasu pysyy normaalina ja latausaika 
pienenee, kun kuvien koko on murto-osa alkuperäisestä. Pienennetty kuva toimii 
linkkinä alkuperäiseen. Kuvien käsittely tapahtuu funktiossa, jossa otetaan 
huomioon kuvan tallennusmuoto ja halutun pienoiskuvan koko. Funktion avulla 
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voi luoda halutun kokoisen pienoiskuvan siitä syystä, että etusivulla näkyvä 
oletuskuva on eri kokoinen gallerian pienoiskuvien kanssa. Sen avulla voi 
käsitellä suosituimpia tallennusmuotoja: jpg, png ja gif, joista kaksi tukevat 
läpikuultavuutta, mikä täytyy ottaa huomioon. 
 
Kuvion 22 createThumbnail- funktio (rivi 155) ottaa neljä argumenttia, 
ensimmäinen on alkuperäinen kuva, joka tulee lähetysvaiheessa. Kaksi seuraavaa 
on pienoiskuvan maksimileveys ja -korkeus pikseleinä. Viimeinen on 
pienoiskuvan tallennussijainti ja sen nimi. Funktiossa luodaan PHP:illa uusi, tyhjä 
kuva, johon kopioidaan alkuperäinen. Sen jälkeen lasketaan uusi koko käyttäen 
alkuperäisen kuvan mittasuhteita ja funktioon syötettyjä maksimiarvoja. Uusi 
pienoiskuva tallennetaan kansioon ja sen nimenä on silmukan kierrosnumero ja 
sen hetkinen kulunut aika sekunteina vuodesta 1970. 
Pienoiskuvien ja alkuperäisien kuvien nimet tallennetaan tietokantaan, ja niitä 
käytetään tulostuksessa sivuilla. (kuvio 23.) Linkkinä on pienennetty kuva, jota 
klikattaessa aukeaa jQueryllä toteutettu ponnahdusikkuna kuvien selailua varten. 
Ponnahdusikkuna on jQueryn yksi lisäosa nimeltä lightbox. Se on käytössä useilla 
eri Internet-sivuilla. 
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137  // nimetään tiedosto kellonajan mukaan  
138  // tiedostonimen osat  
139 $timestamp = time();  
140  // kuvan tyyppi / pääte  
141 $extension = ".". basename( $_FILES["image".$j]["type"] ); 
142  //nimi  
143 $_FILES["image".$j]["name"] = $j. $timestamp . $extension; 
144  // nimi taulukkooon tietokantoihin lisäystä varten      
145 $ImgName[$j] =  $_FILES["image".$j]["name"]; 
146  
147 : 
148 : 
149  
150 if($upload_ok == true)  
151 {  
152     $filename = "../upload/" . $ImgName[$j];  
153     $thumbnail = "../upload/thumb_" . $ImgName[$j];  
154     :// välissä sijoitetaan alkuperäinen kuva hakemistoon 
155     createThumbnail( $filename, 67, 45, $thumbnail );  
156 }  
Kuvio 22. Kuvien nimeäminen ja funktion käyttö 
 
157 while( $imgRow = mysql_fetch_assoc( $imgResult ) )  
158 { 
159     // Linkitys alkuperäiseen kuvaan, nimet tulevat  
160     // tietokannasta 
161     echo "<li><a href=\"upload/".$imgRow['image_path']."\"> 
162     // Linkin sisällä thumbnail 
163     <img src=\"upload/thumb_".$imgRow['image_path']."\"/> 
164     </a></li>\n"; 
165 } 
Kuvio 23. Kuvien tulostus 
5.2.5 Projektilistaus 
Vakiona etusivulle tulostuu kahdeksan sen hetken suosituinta projektia. Käyttäjä 
saa ensi silmäyksellä yleiskuvan projektista (kuvio 24). Vanhentuneita projekteja 
ei tulosteta lainkaan, mutta ne säilyvät tietokannassa, joten on mahdollista tehdä 
niille tulostus myöhemmin. Projektilistan yläpuolella on valikko, josta voi valita 
listaustavan. MySQL-query tehdään valinnan mukaan sortProjects()-funktiossa. 
Funktioon menee kaksi parametriä: järjestystapa ja kategoria. Paluuarvona tulee 
tietokantahaun data, joka tulostetaan sivulle while-silmukassa. Käyttäjä voi 
tulostaa projektit neljässä eri järjestyksessä: suosituimmat, kommentoiduimmat, 
uusimmat ja käydyimmät. Järjestykset voi halutessaan kohdistaa kategorioihin. 
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Kirjautuneen käyttäjän on mahdollista tulostaa omat projektit ja suosikkiprojektit 
etusivulle näkyville. 
 
KUVIO 24. Projektin näkymä etusivulla 
 
Projekteille voi määrittää avainsanoja luomisen yhteydessä. Niitä hyödynnetään 
yläpalkissa olevassa search-kentässä. Projekteja voi hakea avainsanojen ja nimen 
perusteella MySQL:n LIKE-mallin avulla. Mallissa "_"-merkki on yksi, mikä 
tahansa kirjain ja %-merkki on mielivaltainen lukumäärä mitä tahansa merkkejä.  
Sijoittamalla hakusana kahden %-merkin väliin, saadaan kohtalainen hakutulos, 
koska kirjaimen koolla ei ole väliä.  Kuviossa 25 rivillä 166 haetaan projektien 
otsikot, joissa esiintyy merkkijono ”roj”. Hakutulos koostuu haettavasta kentästä 
(rivi 168), jonka alla on hakusanaa vastaavat otsikot (rivit 170–172). 
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166 mysql> SELECT title FROM projects WHERE title LIKE '%roj%'; 
167 +---------------+ 
168 | title         | 
169 +---------------+ 
170 | El Rojekti    | 
171 | los rojektos! | 
172 | the rojekti   | 
173 +---------------+ 
Kuvio 25: MySQL - LIKE 
5.3 Testaus 
Testaaminen tapahtui pääosin työn edetessä. Sivun osia on testattu aina niiden 
valmistumishetkellä ja ajoittain sen jälkeen. Usein myös uuden osan testaaminen 
vaati vanhemman osan käyttöä, jolloin se pääsi taas käyttöön ja yksi 
mieleenpainuvimmista bugeista paljastui tällä tavalla. Osa gallerian kuvista 
tallentui tietokantaan väärällä nimellä ja pienoiskuvien linkitys projektisivulle ei 
toiminut. Bugin korjaaminen vaati normaalia enemmän työtä, koska funktio oli 
laaja ja sen luomisesta oli kulunut aikaa, joten virhekohdan etsiminen oli hidasta. 
 
Käytettävyys testattiin antamalla sivuston osoite ulkopuolisille henkilöille ja  heitä 
pyydettiin tekemään eri operaatioita sivuilla. Yksi tärkeimmistä kohdista oli 
uuden projektin luominen, mikä osoittautui selkeäksi ja hyväksi. Viimeinen, 
suurin testaus tehtiin, kun sivusto siirrettiin koulun palvelimelle. Testauksessa 
luotiin useita projekteja eri kategorioihin. 
5.4 Ongelmat 
Sivujen koodausvaiheessa ei ilmennyt merkittäviä ongelmia - vain muutamia 
merkkivirheen aiheuttamia hämmennyksiä. Kun sivusto siirrettiin koulun 
palvelimelle, niin testauksen alussa selvisi, ettei projektia voi luoda. Sivu ei 
ilmoittanut mitään virhettä, vaikka virheiden tulostus on asetettu päälle php.ini -
tiedostossa. Kuvien lähetys ja tarkistus oli laajin osa projektia, joten koodin 
debuggaaminen oli suorastaan tuskallista aloittaa. Ongelma selvisi yllättävän 
nopeasti. Funktio, jossa kuvista luodaan pienoiskuvat, pysäytti jostain syystä 
PHP-skriptin ajon. Ongelmarivin löydyttyä selvisi, ettei vika kuitenkaan ollut 
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koodissa. Palvelimelta puuttui PHP:in lisäosa, joka mahdollistaa kuvien luonnin. 
Tätä ominaisuutta käytetään, kun tehdään kuvista pienoiskuvia. 
5.5 Admin-sivu 
Pääosin sivuston sisällöstä päättävät käyttäjät. He luovat projektit etusivulle ja 
niiden tarkemmat tiedot projektisivulle. Kaikki käyttäjät eivät välttämättä ole 
Internetissä asiallisia, jolloin sopimattomia tai häiriömielessä tehtyjä projekteja on 
hyvä pystyä poistamaan. Käyttäjien on mahdollista ilmiantaa sopimaton projekti 
nappia painamalla, jonka jälkeen ylläpitäjä saa viestin ja päätösvalta on hänellä. 
Jos kuitenkin ilmiantoja tulee tarpeeksi, niin projekti piilotetaan käyttäjiltä. 
Turhien ilmoitusten estämiseksi vain kirjautuneet käyttäjät voivat tehdä 
ilmoituksen sopimattomasta projektista, senkin vain kerran per projekti. 
 
Yleisen sisällönvalvonnan lisäksi ylläpitäjällä on mahdollisuus pitää sivuston 
blogia, jossa ilmoitetaan yleisistä muutoksista, uudistuksista tai muista 
tiedotusluontoisista asioista. Blog-merkinnät tulostuvat niille tarkoitetulle sivulle 
aikajärjestyksessä uusin ensin. Vanhoja merkintöjä ei poisteta, vaan niitä voi 
selailla myöhemmin. Admin-sivuille pääsee "My account"-kohdan alta, jossa 
oikeudet omaavilla käyttäjillä on näkyvillä linkki: "Admin page". 
 
Ylläpitosivut koostuvat kahdesta pääkohdasta: browse ja add. Browse-
välilehdessä on mahdollista tulostaa ja poistaa käyttäjiä, projekteja ja projektien 
kategorioita. Ennen Ajax-kutsun lähettämistä ylläpitäjältä varmistetaan 
poistoaikeet. Add-välilehdessä voi lisätä uusia kategorioita, tehdä 
rekisteröityneistä käyttäjistä ylläpitäjiä ja kirjoittaa blog-merkintöjä. Admin-
käyttäjän lisäys tapahtuu kirjoittamalla käyttäjän id, nimi tai sähköpostiosoite 
hakukenttään, jolloin sivulle tulostuu hakukriteerejä täsmäävät tulokset. 
Hakutuloksesta valitaan haluttu käyttäjä. Admin-oikeuksien poisto tapahtuu 
samalla metodilla. 
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6 YHTEENVETO 
Dynaamiset Internet-sivustot keskustelevat jatkuvasti palvelimen kanssa käyttäjän 
tietämättä. Käyttäjälle normaalilta näyttävä tapahtuma voi olla koodaajalle  
 monimutkainen ja hieno ratkaisu. JQueryn avulla ne on helpompi toteuttaa 
vähemmällä koodimäärällä. JQuery-kirjastoa kehitetään jatkuvasti ja Internet-
sovelluksista tulee yhä kevyempiä.  
 
Kokonaisuudessaan sivusto on mielestäni onnistunut ja projektin laajuus vastasi 
odotuksiani. Projektin loppuvaiheessa oli tapaaminen asiakkaan kanssa koulun 
tiloissa. Lopputulos tyydytti myös asiakasta, ja sovimme viimeisistä muutoksista, 
joista yksi oli sopimattomien projektien ilmiantamismahdollisuus. Nyt tekisin 
monet kohdat toisin, tosin ne ovat vain ylläpidettävyyttä helpottavia ratkaisuja. 
Funktioilta vaadittiin sivun osien valmistuessa yhtäkkiä enemmän toimintoja. 
Useasta "yksinkertaisesta" funktiosta kehkeytyi ajan mittaan muokkauksien 
jälkeen epäselkeä kokonaisuus, joka voitaisiin selkeyttää käyttämällä luokkia.  
 
Yhteistyötä visualistien kanssa ei juuri ollut. Sain vastaukset asiakasvaatimuksiin 
liittyviin kysymyksiini projektin aikana, mutta sivua ei kehitetty 
vuorovaikutteisesti. He tekivät selkeät ja hyvät sivupohjat projektin alkuvaiheessa, 
kun kurssi oli vielä kesken. Tein myöhemmin tarvittavat lomakkeet itse. Kolmen 
visualistin ja yhden koodaajan suhdeluku olisi voinut olla toisin päin, jolloin olisin 
saanut kokemusta yhteistyöstä saman projektin aikana. 
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