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ΠΕΡΙΛΗΨΗ 
 
 
Η scripting γλώσσα προγραµµατισµού Ruby, τυγχάνει τα τελευταία χρόνια ευρύτατης αποδοχής 
λόγω της δυνατότητάς της για ταχεία ανάπτυξη εφαρµογών. Ειδικά σε ότι αφορά τις εφαρµογές ιστού 
(web applications) η γλώσσα πλαισιώνεται από το ευρέως διαδεδοµένο περιβάλλον Ruby On Rails το 
οποίο παρέχει µια εύχρηστη πλατφόρµα για ανάπτυξη, προσαρµογή και εγκατάσταση multi-tier 
εφαρµογών που περιλαµβάνουν εκτός της λογικής του συστήµατος, επίπεδο παρουσίασης (presentation 
layer) καθώς και βάση δεδοµένων. Η διπλωµατική αυτή εργασία εστιάζει σε τρία σηµεία: Στην 
παρουσίαση της γλώσσας Ruby και των λειτουργιών της, στην ανάλυση του περιβάλλοντος Ruby On 
Rails και στην υλοποίηση ενός ηλεκτρονικού καταστήµατος µικρής κλίµακας γραµµένο σε Ruby On 
Rails. Το όλο εγχείρηµα, αποτελεί µια καλή αρχή για όποιον που επιθυµεί να µάθει Ruby και Ruby On 
Rails αλλα και ένα εύχρηστο οδηγό για τους αρχάριους χρήστες. 
 
Λέξεις κλειδιά «Ruby, Ruby On Rails, REST, DRY, CoC, Model-View-Controller» 
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ABSTRACT 
 
The scripting language of Ruby programming is widely accepted the last few years 
because of its ability to rapidly develop applications. Especially in terms of web applications, the 
language is framed by the widespread Ruby On Rails environment, which provides an easy to 
use platform for development, adaptation and installation of multi-tier applications which, 
besides what is known about the system, involve a presentation layer as well as a database. This 
dissertation focuses on three things: The presentation of the Ruby language and its functions, the 
analysis of the Ruby On Rails environment, and the implementation of a small online store 
written in Ruby On Rails. The whole attempt is a good start for anyone who wishes to learn 
Ruby and Ruby On Rails and is also considered a useful guide for language beginners. 
 
Keywords: «, Ruby On Rails, REST, DRY, CoC, Model-View-Controller» 
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1. ΠΡΟΛΟΓΟΣ  
 
Τα τελευταία χρόνια η γλώσσα προγραµµατισµού Ruby, αποκτάει όλο και περισσότερους 
υποστηρικτές στους κόλπους των προγραµµατιστών. Η Ruby είναι αντικειµενοστρεφής γλώσσα 
σεναρίων που επιτρέπει ταχεία ανάπτυξη εφαρµογών, αλλά και εφαρµογών διαδικτύου µε τη 
χρήστη του περιβάλλοντος Ruby On Rails. Πιο συγκεκριµένα το Ruby On Rails, αποτελεί µια 
εύχρηστη πλατφόρµα για ανάπτυξη, προσαρµογή και εγκατάσταση multi-tier εφαρµογών που 
υλοποιούν την αρχιτεκτονική Model-View-Controller. Σύµφωνα µε αυτή τη λογική, η εφαρµογή 
χωρίζεται σε τρία λογικά κοµµάτια, τη λογική του συστήµατος (business logic), την παρουσίαση 
(presentation) και τέλος τη βάση δεδοµένων.  
Το αντικείµενο της παρούσας διπλωµατικής εργασίας χωρίζεται σε τρεις βασικές ενότητες. 
Στην πρώτη γίνεται µια παρουσίαση της γλώσσας Ruby, στην δεύτερη µια ανάλυση του 
περιβάλλοντος Ruby On Rails  καθώς και των χαρακτηριστικών του και στη τρίτη και τελική 
ενότητα η παρουσίαση της εφαρµογής που αναπτύχθηκε στα πλαίσια της εφαρµογής της 
θεωρίας. Ως εφαρµογή υλοποιείται ένα µικρού µεγέθους ηλεκτρονικό κατάστηµα πώλησης 
βιβλίων γραµµένο εξολοκλήρου σε Ruby On Rails.  
 
 
 
 
 
Στο σηµείο αυτό θα ήθελα να ευχαριστήσω τον υπεύθυνο καθηγητή µου κ. 
Χατζηγεωργίου Αλέξανδρο ο οποίος µε κατεύθυνε και µε βοήθησε κατά τη διάρκεια της 
εκπόνησης της παρούσας εργασίας. Τον ευχαριστώ για την υποµονή του αλλα και για την άµεση 
ανταπόκριση σε διάφορα προβλήµατα που αντιµετώπιζα. 
Επίσης θα ήθελα να ευχαριστήσω την µητέρα µου που ήταν και είναι πάντα δίπλα µου και 
µου συµπαραστέκεται δίνοντας µου ψυχολογική δύναµη να συνεχίσω. Τέλος ευχαριστώ όλους 
τους φίλους µου τους οποίους παραµέλησα σε όλη τη διάρκεια της προετοιµασίας που έκανα για 
την εργασία.    
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2. Η ΓΛΩΣΣΑ ΠΡΟΓΡΑΜΜΑΤΙΣΜΟΥ RUBY 
 
 
2.1 Τι είναι η Ruby 
Η γλώσσα προγραµµατισµού Ruby αποτελεί µια ανοιχτού περιεχοµένου  (open source) 
scripting γλώσσα, που δηµιουργήθηκε από τον κινέζο Yukihiro “matz” Matsumoto τη δεκαετία 
του 90’ και η πρώτη  εµφάνισή της έγινε τον Φεβρουάριο του 1993. 
Η γλώσσα είναι αντικειµενοστρεφής και όλα θεωρούνται αντικείµενα. Επίσης, 
χρησιµοποιεί διερµηνέα (interpreter) για την εκτέλεση του κώδικα αλλά και «συλλέκτη 
απορριµµάτων» (garbage collector) για καλύτερη διαχείριση µνήµης. Επίσης είναι πολύ 
εύχρηστη και κατανοητή στη χρήση της µιας που η σύνταξή της είναι αρκετά πιο απλή σε σχέση 
µε άλλες γλώσσες. Αντλεί χαρακτηριστικά από διάφορες άλλες γλώσσες προγραµµατισµού 
όπως η Eiffel, Perl, Python και C++. 
Οι δυνατότητές της είναι πολλές και µπορεί να “τρέξει” σχεδόν παντού. Στο Java Virtual 
Machine, σε Linux, σε Windows καθώς και σε κινητά τηλέφωνα µε Windows Mobile λογισµικό 
αλλα τον τελευταίο καιρό και σε iPhone. Επίσης αξίζει να αναφερθεί ότι εταιρία Apple, έχει 
ενσωµατώσει τη Ruby στις τελευταίες εκδόσεις του λογισµικού που χρησιµοποιεί. Τα τελευταία 
χρόνια, η Sun δηµιούργησε τη JRuby, η οποία είναι συνδυασµός Ruby και Java, αλλα και η 
Apple δηµιούργησε τη δική της έκδοση της Ruby την MacRuby.  
Όπως όλες οι γλώσσες έτσι και η Ruby έχει και τα µειονεκτήµατά της. Εξαιτίας του ότι τα 
τελευταία µόνο χρόνια άρχισε να διαδίδεται και να χρησιµοποιείται κατά κόρον, η τεκµηρίωση 
βρίσκεται σε πολύ αρχικά στάδια. Επίσης, υστερεί σε απόδοση σε σχέση µε άλλες γλώσσες 
αφού είναι σχετικά πιο αργή σε σχέση µε την PHP και την Java. Τέλος ένα από τα µεγαλύτερα 
µειονεκτήµατα της, είναι ότι δε µπορεί να ανταποκριθεί σε µεγάλης κλίµακας επιχειρηµατικές 
εφαρµογές για αυτό και δεν χρησιµοποιείται ακόµα από µεγάλες επιχειρήσεις.     
Στη συνέχεια της ενότητας, ακολουθεί ένας συνοπτικός οδηγός σύνταξης της  Ruby που θα 
αποτελέσει ένα αρκετά καλό βοήθηµα για κάποιους που θέλουν να γνωρίσουν τη γλώσσα. Στις 
υποενότητες που ακολουθούν θα γίνει µια παρουσίαση των βασικών χαρακτηριστικών της 
γλώσσας, µαζί µε την εφαρµογή παραδειγµάτων για καλύτερη κατανόηση. 
 
 
2.2 Ονοµατολογία στη Ruby 
Λέγοντας ονοµατολογία της Ruby, εννοείται ο τρόπος ορισµού των µεταβλητών, των 
σταθερών, των αντικειµένων, των κλάσεων, των µεθόδων και των µονάδων. Ο πρώτος 
χαρακτήρας, είναι αυτός που βοηθάει τη Ruby να διακρίνει µε ποιο τρόπο θα χρησιµοποιηθεί 
ένα όνοµα που ορίζει ο χρήστης.   
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2.2.1 Μεταβλητές  
Υπάρχουν τεσσάρων ειδών µεταβλητές που µπορεί να βρει κάποιος σε ένα πρόγραµµα 
γραµµένο σε Ruby. Αυτές είναι οι παρακάτω: 
• H τοπική µεταβλητή (local variable), που ορίζεται µέσα σε ένα αντικείµενο και ξεκινάει 
µε µικρό γράµµα ή κάτω παύλα όπως για παράδειγµα mammal, _b, go_there. 
• Η µεταβλητή στιγµιότυπου (instance variable), ορίζεται µέσα σε ένα αντικείµενο και 
ξεκινάει µε το σύµβολο @ για παράδειγµα @title, @_, @Song. 
• Η µεταβλητή κλάσης (class variable), είναι µία µεταβλητή που µπορεί να 
χρησιµοποιηθεί µέσα σε όλη την κλάση. Ξεκινάει πάντα µε τα σύµβολα @@ όπως τα 
@@title, @@_, @@Song. 
• Η καθολική µεταβλητή (global variable), ξεκινάει µε το σύµβολο $ ακολουθούµενο από 
οποιαδήποτε γράµµατα. Για παράδειγµα $counter, $COUNTER. 
 
2.2.2 Σταθερές 
Μια σταθερά (constraint) στη γλώσσα Ruby, ξεκινάει πάντα µε κεφαλαίο γράµµα 
ακολουθούµενο από οποιαδήποτε γράµµατα. Τα ονόµατα κλάσεων καθώς και τα ονόµατα των 
µονάδων αποτελούν σταθερές µεταβλητές και συντάσσονται κάπως έτσι: module Greetings, 
class Mammal, PI=3,1416 κτλ. 
 
2.2.3 Μέθοδοι 
 Οι µέθοδοι ξεκινάνε πάντα µε µικρό γράµµα ή µε κάτω παύλα. Επίσης χρησιµοποιούνται 
και τα σύµβολα ‘?’, ‘!’ και ‘=’ όπως για παράδειγµα  empty/empty?, reverse/reverse! κ.τ.λ. 
Σε πιο κάτω σηµείο θα γίνει εκτενέστερη ανάλυση των µεθόδων και των κλάσεων όπως 
επίσης και το πώς και πού χρησιµοποιούνται οι µεταβλητές. 
 
2.3 Συµβολοσειρές 
Οι συµβολοσειρές (strings) είναι ένα σύνολο χαρακτήρων. Στη Ruby, µια συµβολοσειρά 
διαθέτει όλα τα χαρακτηριστικά γνωρίσµατα των αντικειµένων. Αρχικά, η εµφάνιση µιας σειράς 
χαρακτήρων στη Ruby γίνεται δυναµικά και µε τη χρήση των µεθόδων εξόδου puts και print. 
Ένα πρώτο παράδειγµα που εµφανίζει ένα απλό µήνυµα είναι το εξής: 
 
 
puts “Hello Ruby!”   
=> “Hello Ruby!” 
 
 
Το παρακάτω κείµενο, µπορεί να αντιστοιχιστεί σε µία µεταβλητή, η οποία και θα 
αποτελέσει ένα αντικείµενο (βασική αρχή της γλώσσας ότι όλα είναι αντικείµενα). 
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string = “ Hello Ruby!”   
=> “Hello Ruby!” 
 
 
Η Ruby διαθέτει πολλές ενσωµατωµένες µεθόδους για τη διαχείριση συµβολοσειρών. 
Μιας που το string είναι αντικείµενο, µπορεί να καλέσει µία από τις ενσωµατωµένες µεθόδους 
διαχείρισης συµβολοσειρών: 
 
 
string.reverse     
=> "!ybuR olleH" 
 
“This is my first string!”.reverse   
=> "!gnirts tsrif ym si sihT" 
 
 
 
Όπως θα έγινε κατανοητό, ο τρόπος χρήσης µια µεθόδου από ένα αντικείµενο είναι η 
τελεία (.). Για να εκτυπωθεί ο αριθµός των χαρακτήρων του αντικειµένου, αρκεί να 
χρησιµοποιηθεί η ενσωµατωµένη στη γλώσσα µέθοδος length: 
 
 
string.length  
=>11 
 
 
Πολλές γλώσσες θα χρειάζονταν παρένθεση µετά από το κάλεσµα µιας µεθόδου 
string.length(). Αυτό είναι κάτι που δεν χρειάζεται στη Ruby αφού η παρένθεση είναι 
προαιρετική. 
Για τη µετατροπή κειµένου από πεζά σε κεφαλαία γράµµατα µπορούν να 
χρησιµοποιηθούν οι µέθοδοι upcase και upcase!. Η διαφορά των δυο φαίνεται από το παρακάτω 
παράδειγµα. Αξίζει να αναφερθεί ότι η µεταβολή των αντικειµένων γίνεται δυναµικά. 
 
 
string.upcase =>”HELLO RUBY!” 
string   =>”Hello Ruby!” 
string.upcase!  =>”HELLO RUBY!” 
string   =>”HELLO RUBY!” 
 
 
Τέλος για τη χρήση διαφόρων µεθόδων ελέγχου, η πρόσθεση  του αγγλικού ερωτηµατικού 
(?) στο τέλος  της κάθε µεθόδου  αρκεί για να επιστρέψει ότι µια συνθήκη είναι αληθής ή 
ψευδής (true or false) 
[12] 
 
 
 
string.empty?     #Είναι κενό το αντικείμενο string?   
=>false 
 
string.include? ‘HELLO’ #Περιλαμβάνεται μέσα στο αντικείμενο η λέξη 
HELLO? 
=>true 
 
 
Φυσικά οι ενσωµατωµένες µέθοδοι που παρέχονται είναι πάρα πολλές και µπορεί κάποιος 
να τις διαβάσει από την επίσηµη τεκµηρίωση της Ruby[1]. 
  
 
2.4 Αριθµοί 
Ο χειρισµός των αριθµών είναι πολύ απλός και εύκολος στη Ruby. Για να γίνει µια απλή 
πράξη δεν χρειάζεται τίποτα παραπάνω από το να γίνει το εξής: 
 
 
4*2  =>8 
12-8  =>4 
40/4  =>10 
 
 
Σε αντίθεση µε τις άλλες γλώσσες προγραµµατισµού που για την επανάληψη µια λέξης 
χρειάζεται επαναληπτικός βρόγχος, η επανάληψη µιας λέξης ή µιας πρότασης στη Ruby µπορεί 
να γραφεί και σαν πολλαπλασιασµός της φράσης µε τον αριθµό των φορών επανάληψης. 
∆ηλαδή:  
 
 
“Hello!”*4  
=>"Hello! Hello! Hello! Hello!" 
 
 
 Η Ruby χειρίζεται µε διαφορετικό τρόπο τους χαρακτήρες και µε διαφορετικό τρόπο τους 
αριθµούς. Όταν ορίζεται ένα αριθµός, αυτόµατα γίνεται τύπου Fixnum[2], το οποίο κληρονοµεί 
τα χαρακτηριστικά της κλάσης Integer. Μπορεί να καλέσει ένας αριθµός τη µέθοδο reverse 
αλλα πιο πρίν πρέπει να µετατραπεί σε µορφή κατάλληλη. Για παράδειγµα κάτι τέτοιο δεν θα 
λειτουργούσε: 
 
 
40.reverse  
=> NoMethodError: undefined method `reverse' for 40:Fixnum 
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Όµως αν γίνει χρήση της µεθόδου to_s (to string) θα λειτουργήσει κανονικά: 
 
 
40.to_s.reverse   
=>”04” 
 
 
Οι µέθοδοι µετατροπής που χρησιµοποιούνται είναι οι παρακάτω: 
• to_i  που µετατρέπει κάτι σε ακέραιο integer 
• to_s που µετατρέπει κάτι σε συµβολοσειρά string 
• to_f που µετατρέπει κάτι σε αριθµό κινητής υποδιαστολής floating point 
• to_a που µετατρέπει κάτι σε πίνακα array 
 
Οι ενσωµατωµένες µέθοδοι που χρησιµοποιούν οι αριθµοί, ορίζονται µε τον ίδιο τρόπο 
όπως και οι συµβολοσειρές. Για παράδειγµα: 
 
 
40.size    #Εμφάνιση μεγέθους σε bytes 
=>4 
 
 
 
2.5 Σύµβολα 
 Το σύµβολο (symbol), αποτελεί µια ειδική κλάση στη Ruby, η οποία χρησιµοποιείται 
ώστε να οριστεί µια σταθερά µε όνοµα ετικέτα (label). ∆εν αποτελεί µια αναφορά σε κάποιο 
αντικείµενο, αλλα µια ετικέτα σε αυτό το αντικείµενο. 
Ένα σύµβολο ξεκινάει µε το άνω-κάτω διαλυτικό (:) και µπορεί να µεταφραστεί ως “Το 
πράγµα που λέγεται…”. Τα σύµβολα χρησιµοποιούνται κατά κόρον στον προγραµµατισµό Ruby 
On Rails. Για παράδειγµα το 
 
 
:action => “login” 
 
 
µεταφράζεται πιο απλά στο “Η ενέργεια που λέγεται login”.  
Φυσικά είναι αρκετά δύσκολο να γίνουν απολύτως κατανοητά τα σύµβολα, όµως µε τον 
καιρό αυτό µπορεί να επιτευχθεί, για το λόγο αυτό και δεν θα γίνει εκτενέστερη ανάλυση.   
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2.6 Πίνακες 
Σε όλες τις γλώσσες προγραµµατισµού ο πίνακας (array) αποτελεί ένα σύνολο από 
δεδοµένα ίδιου τύπου όπου κάθε δεδοµένο µπορεί να διαβαστεί.  
Στη Ruby όµως, ένα πίνακας µπορεί να διαθέτει διαφορετικού τύπου δεδοµένα. ∆ηλαδή 
ακέραιους, χαρακτήρες, αριθµούς κινητής υποδιαστολής αλλά ακόµη και µία µέθοδο που 
επιστρέφει µια τιµή, όπως το παρακάτω παράδειγµά: 
 
 
arr = [1,'two', 3.0, array_length( arr1 ) ] 
 
 
Για να προσπελαστούν τα στοιχεία που έχει µέσα ο πίνακας, αρκεί να γραφτεί το εξής: 
 
 
arr[0]   
=>Επιστρέφει το πρώτο στοιχείο του πίνακα στη θέση 0 δλδ. το “1” 
arr[3]   
=>Επιστρέφει το τέταρτο στοιχείο που βρίσκεται στη θέση 3 δλδ. την 
επιστρεφόμενη τιμή της μεθόδου array_length ( arr1 ) 
 
 
Ένας πίνακας υπάρχει περίπτωση να περιέχει µόνο συµβολοσειρές. Η δηµιουργία ενός 
τέτοιου πίνακα, γίνεται χρησιµοποιώντας το %w {…} και εισάγοντας το κείµενο µέσα στις 
αγκύλες. Η Ruby αναγνωρίζει κάθε µια λέξη µε πεδίο του πίνακα. Για παράδειγµα: 
 
 
%w{This is Ruby}   
=>[“This” “is” “Ruby”] 
 
 
Η προσθήκη νέων τιµών µέσα σε ένα ήδη υπάρχοντα πίνακα γίνεται µε τη χρήση του 
συµβόλου <<.  
 
 
arr1=%w{This is Ruby} 
 
arr1    
=>[“This” “is” “Ruby”] 
 
arr1 << ‘language’   
=>[“This” “is” “Ruby” “language”] 
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Οι πίνακες δεν είναι µόνο µονοδιάστατοι αλλά και πολυδιάστατοι. Για δηµιουργία ενός 
πολυδιάστατου πίνακα αρκεί να δηµιουργήσει αρχικά ένας µονοδιάστατος και µετά να 
προσθέσει µέσα σε αυτόν κάποιος άλλος πίνακας. 
Για να γίνει περισσότερο κατανοητό γίνεται παράθεση του παρακάτω παραδείγµατος. 
Έστω οτι δηλώνεται αρχικά ένας κενός πίνακας multarray. 
 
 
multarray=[] 
 
 
Για να γεµίσει ώστε να γίνει 3x3 πολυδιάστατος, προσθέτονται τα στοιχειοσύνολα και οι 
αριθµοί σύµφωνα µε το παράδειγµα: 
 
 
#Προστίθενται εναλλάξ οι 1x3 πίνακες μέσα στον multiarray 
multarray << [1,2,3] << %w{cat, dog, bird} <<[10,11,12] 
=> [[1, 2, 3], ["cat", "dog", "bird"], [10, 11, 12]] 
 
#Εμφάνιση του τρίτου στοιχείου της πρώτης γραμμής 
multarray[0][2]   
=>3 
 
#Εμφάνιση του τρίτου στοιχείου της δεύτερης γραμμής 
multarray[1][2]   
=>”bird” 
 
 
Φυσικά η δηµιουργία τέτοιου είδους πινάκων µπορεί να γίνει και µε τη χρήση της µεθόδου 
Array.new() που έχει ενσωµατωµένη η Ruby αλλα δεν χρησιµοποιήθηκε στα παραδείγµατα. Για 
περισσότερα παραδείγµατα αρκεί να γίνει µια αναφορά στην τεκµηρίωση των πινάκων
[3]
. 
 
 
2.7 Ευρετήρια 
Το ευρετήριο (hash) διαθέτει τα ίδια περίπου χαρακτηριστικά µε ένα πίνακα µε κάποιες 
µικρές διαφοροποιήσεις. Μπορούν να αποθηκεύσουν αντικείµενα, µε τη διαφορά όµως οτι δεν 
αποθηκεύονται µε αριθµητική σειρά όπως ο πίνακας. ∆εν µπορεί δηλαδή κάποιος να 
προσπελάσει τα δεδοµένα του ευρετηρίου δίνοντας αριθµούς hash[0], hash[1] κ.τ.λ 
Παρόλα αυτά, ένα ευρετήριο περιέχει µοναδικούς συνδυασµούς κλειδιού-τιµής (key-value) 
τα οποία µπορούν να προσπελαστούν µε οποιοδήποτε τρόπο και σειρά. Επίσης είναι πιο εύκολη 
η ανάγνωση των µεταβλητών σε σχέση µε τους πίνακες. Παρουσιάζονται δύο τρόποι 
δηµιουργίας ευρετηρίων: 
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cities = Hash['city1','Thessaloniki', 'city2','Athens', 'city3','Patra'] 
 
cities = {'city1'=>’Thessaloniki’, 'city2'=>'Athens', 'city3'=>'Patra'} 
 
#Δημιουργείται το ίδιο ευρετήριο 
=> {"city2"=>"Athens", "city3"=>"Patra", "city1"=>"Thessaloniki"} 
 
 
Στον πρώτο τρόπο καλείται η µέθοδος Hash, που δηµιουργεί το ευρετήριο σύµφωνα µε τις 
τιµές που δίνονται µέσα στα πεδία, ενώ στον δεύτερο τρόπο χρησιµοποιείται το σύµβολο => το 
οποίο και συσχετίζει κάθε κλειδί µε µια τιµή. Το αποτέλεσµα και στις δύο περιπτώσεις είναι 
ακριβώς το ίδιο. 
Η ανάγνωση του περιεχόµενου του ευρετηρίου γίνεται µε τον εξής τρόπο: 
 
 
cities['city2']   
=>”Athens” 
 
 
Τέλος αξίζει να αναφερθεί ότι τα ευρετήρια χρησιµοποιούνται κατα κόρον στις εφαρµογές 
διαδικτύου µε τη γλώσσα Ruby On Rails µιας και προσφέρουν µεγάλη ευχρηστία και 
λειτουργικότητα. 
 
 
2.8 ∆οµές ελέγχου 
Η Ruby διαθέτει διάφορες δοµές ελέγχου όπως και όλες οι άλλες γλώσσες 
προγραµµατισµού. Στη συνέχεια θα παρουσιαστούνε αυτές οι δοµές καθώς και κάποια 
παραδείγµατα. 
 
2.8.1 ∆οµή if…else 
Ίσως η πιο γνωστή και εύκολη δοµή η σύνταξη της οποίας δεν διαφέρει από τις άλλες 
γλώσσες. Το παρακάτω παράδειγµα υλοποιεί µία δοµή if..else: 
 
 
a=5  #Αρχικοποίηση του a 
if a==4 
  a=7 
end 
puts("Το a ισούται με: #{a}") 
 
=>To a ισούται με: 5 
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H Ruby, λόγω της λειτουργικότητάς της, δίνει τη δυνατότητα για εναλλακτικούς τρόπους 
συγγραφής. Στη συγκεκριµένη δοµή, ο εναλλακτικός τρόπος που θα µπορούσε να 
χρησιµοποιηθεί η δοµή είναι: 
 
 
if a == 4 then a = 7 end 
ή 
if a == 4 : a = 7 end 
 
 
το οποίο είναι το ίδιο µε το: 
 
 
a = 5 
a = 7 if a == 4 
 
 
Από τα παραπάνω παραδείγµατα µπορεί κάποιος να καταλάβει ότι η συγγραφή κώδικα σε 
Ruby δεν είναι µονόδροµος. Υπάρχει ελευθερία κινήσεων στο να γραφτεί κάτι µε τρείς ή 
τέσσερις διαφορετικούς τρόπους και να έχει το ίδιο ακριβώς αποτέλεσµα. 
 
2.8.2 ∆οµή if…elsif…else 
Επεκτείνοντας την δοµή if…else που χρησιµοποιήθηκε πιο πάνω, προκύπτει η δοµή 
if…elsif..else. Η γενική µορφή αυτών των ελέγχων είναι η παρακάτω: 
 
 
if συνθήκη1 
κώδικας1 
elsif συθήκη2 
κώδικας2 
elsif συνθήκη3 
κώδικας3 
else  
κώδικας4 
end  
 
 
Είναι αξιοσηµείωτο ότι δεν χρειάζονται αγγύλες στις συνθήκες κάτι που διευκολύνει πολύ 
τη συγγραφή. Κατά τα άλλα η λειτουργία της δοµής είναι ίδια.  
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2.8.3 ∆οµή case 
Σε αντιδιαστολή της χρήσης if…elsif…else µπορεί να χρησιµοποιηθεί η δοµή case. Η case 
είναι ιδανική σε περιπτώσεις που υπάρχουν πολλές διαφορετικές περιπτώσεις που µπορεί να 
ισχύουν στη επίλυση ενός προβλήµατος. Η σύνταξή της είναι απλή και ένα παράδειγµα 
χαρακτηριστικό είναι το εξής: 
 
 
a = 1 
 case 
   when a < 5 then puts "#{a} μικρότερο του 5" 
   when a == 5 then puts "#{a} ίσο του 5" 
   when a > 5 then puts "#{a} μεγαλύτερο του 5" 
 end 
 
=>1 μικρότερο του 5 
 
 
Ένας εναλλακτικός τρόπος εγγραφής είναι: 
  
 
a = 1 
 case 
   when a < 5 : puts "#{a} μικρότερο του 5" 
   when a == 5 : puts "#{a} ίσο του 5" 
   when a > 5 : puts "#{a} μεγαλύτερο του 5" 
 end 
 
=>1 μικρότερο του 5 
 
 
Το αποτέλεσµα και στις δύο περιπτώσεις είναι το ίδιο. Ο προγραµµατιστής µπορεί να 
διαλέξει ποιος τρόπος τον βολεύει καλύτερα και του είναι πιο κατανοητός. 
 
2.8.4 ∆οµή unless 
Η συγκεκριµένη δοµή, έχει διαφορετικά αποτελέσµατα από την if…else δοµή. Θα 
χρησιµοποιηθεί το παράδειγµα που χρησιµοποιήθηκε πιο πριν αλλα γραµµένο µε την δοµή 
unless για να µπορέσει να γίνει η διαφοροποίηση. 
 
 
a=5 
unless a==4 
  a=7 
end 
puts("Το a ισούται με: #{a}") 
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=>To a ισούται με: 7 
 
 
Το αποτέλεσµα είναι το επιθυµητό, εφόσον δεν ισχύει η συνθήκη a==4 τότε στο a δίνεται 
η τιµή 7. 
 
2.8.5 ∆οµή while 
Η χρήση της while χρησιµεύει στο να γίνονται έλεγχοι για το κατά πόσο µια συνθήκη είναι 
αληθής ή ψευδής. Η συνθήκη στο παρακάτω παράδειγµα θα ισχύει όσο το x είναι µικρότερο του 
15. 
 
 
x=10 
while x<15 do 
  puts x 
  x +=1 #Αύξηση x κατα ένα 
end  
 
=>10 
11 
12 
13 
14 
 
 
Το αποτέλεσµα είναι το αναµενόµενο αφού οι τιµές που έπρεπε να εµφανιστούν είναι από 
το 10 και µέχρι το x να είναι µικρότερο του 15 δηλαδή 14. Άξιο αναφοράς είναι ότι 
χρησιµοποιείται για πρώτη φορά το do το οποίο χρησιµοποιείται και από µερικές άλλες δοµές.  
 
2.8.6 ∆οµή until 
Η συγκεκριµένη δοµή είναι παρόµοια µε την while µε τη διαφορά οτι ισχύει µέχρι η 
συνθήκη να γίνει αληθής. Ο κώδικας που χρησιµοποιήθηκε στην while µετά την χρήση της until 
είναι ο παρακάτω:  
 
 
x=10 
until x==15 do 
  puts x 
  x +=1 
end 
 
=>10 
11 
12 
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13 
14 
 
 
Στην until, όπως και στην while χρησιµοποιείται το do το οποίο όµως χρησιµοποιείται και 
από άλλες δοµές. 
 
2.8.7 Επαναληπτική δοµή for 
Η επαναληπτική δοµή for είναι κλασική στις γλώσσες προγραµµατισµού. Επιτρέπει κάτι 
να επαναλαµβάνεται πολλές συνεχόµενες φορές. Στη Ruby, εκτός του οτι δεν χρησιµοποιούνται 
αγγύλες όπως στις άλλες γλώσσες, είναι και διαφορετικός το τρόπος που δηλώνεται το εύρος 
των τιµών επανάληψης.  
Το παρακάτω παράδειγµα εµφανίζει το Hello 5 φορές:  
 
 
for i in 1..5 do 
  puts "Hello" 
end 
 
=>Hello 
Hello 
Hello 
Hello 
Hello 
 
 
Η χρήση του do είναι προαιρετική και συνήθως χρησιµοποιείται µόνο όταν ο κώδικας 
είναι γραµµένος σε περισσότερες απο µια γραµµή. Ένας εναλλακτικός τρόπος είναι µε τη χρήση 
της µεθόδου times κάτι που κάνει πολύ πιο εύκολη τη συγγραφή: 
 
 
5.times {puts "Hello"} 
 
=>Hello 
Hello 
Hello 
Hello 
Hello 
 
 
Η ενθυλάκωση της for µέσα σε µιαν άλλη, γίνεται µε τον εξής τρόπο: 
  
 
for i in 1..2 do 
  for j in 1..2 do 
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    puts j 
  end 
end 
 
=>1 
2 
1 
2 
 
 
Για περισσότερα παραδείγµατα, µπορεί κάποιος να συµβουλευτεί την επίσηµη 
τεκµηρίωση της Ruby[1].  
Στη συνέχεια της ενότητας, ακολουθούν µερικές βασικές αρχές αντικειµενοστρεφής 
λογικής που χρησιµοποιείται στη Ruby. 
 
 
2.9 Κλάσεις, µέθοδοι και αντικείµενα 
Η Ruby, όπως αναφέρθηκε και στην αρχή αποτελεί µια κατεξοχήν αντικειµενοστραφής 
γλώσσα. Τα πάντα θεωρούνται ένα αντικείµενο γιατί κληρονοµούνε τις ιδιότητες της κλάσης 
Object. Για το λόγο αυτό, οποιαδήποτε µέθοδος ενσωµατωµένη ή όχι µπορεί να καλεστεί από 
οποιαδήποτε αντικείµενο µέσα σε ένα πρόγραµµα.  
 
2.9.1 Ορισµός κλάσης 
Ο ορισµός µίας κλάσης, γίνεται χρησιµοποιώντας τη µορφή class Όνοµα_κλάσης … end. 
Το όνοµα της κλάσης που είναι να ορισθεί, ξεκινάει πάντα µε κεφαλαίο γράµµα (κάτι που 
αναφέρθηκε σε πιο πάνω σηµείο). Ανάµεσα σε αυτό το όνοµα και στο end ορίζονται όλες οι 
µέθοδοι που χαρακτηρίζουν τη κλάση.  Ο ορισµός της κλάσης Student για παράδειγµα θα 
οριζόταν ως εξής: 
 
 
class Student 
 
     #Ορισμός μεταβλητών και μεθόδων της κλάσης 
 
end 
 
 
2.9.2 Ορισµός µεθόδου 
Οι µέθοδοι στην Ruby χωρίζονται σε τρεις κατηγορίες. Στις δηµόσιες (public), στις 
ιδιωτικές (private) και στις προστατευµένες (protected). 
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• ∆ηµόσιες είναι οι κλάσεις που µπορούνε να κληθούν από οποιοδήποτε αντικείµενο και 
µέθοδο µέσα σε ένα πρόγραµµα.  
• Ως ιδιωτικές µέθοδοι, θεωρούνται οι µέθοδοι οι οποίοι µπορούν να κληθούν µόνο από τις 
άλλες µεθόδους που βρίσκονται µέσα στην ίδια κλάση ή από υποκλάσεις. ∆εν µπορεί να 
τις καλέσει κάποιο αντικείµενο απευθείας , παρά µόνο µέσα από µια ήδη υπάρχουσα 
µέθοδο.  
• Οι προστατευµένες µέθοδοι από την άλλη, είναι κατά κάποιο τρόπο ιδιωτικές αφού δεν 
µπορούν να καλεστούν από οποιονδήποτε. Μπορούν να κληθούν µόνο από αντικείµενα 
της κλάσης που ανήκουν καθώς και από τις υποκλάσεις της.  
 
Ο τρόπος δήλωσης των δηµοσίων, ιδιωτικών και προστατευµένων µεθόδων µέσα σε µια 
Ruby κλάση φαίνεται παρακάτω: 
 
 
class Student 
     # Οι μέθοδοι που μπαίνουν εδώ είναι πάντα δημόσιες 
 
     protected 
     #Όσες μέθοδοι ακολουθούνε είναι προστατευμένες 
 
     private 
     #Όσες μέθοδοι ακολουθούνε είναι ιδιωτικές 
 
     public 
     #Όσες μέθοδοι ακολουθούνε είναι πάλι δημόσιες 
end 
 
  
Επίσης διατίθεται και εναλλακτικός τρόπος δήλωσης των µεθόδων σε µία κλάση. Στις 
πρώτες σειρές της κλάσης, δηλώνεται το είδος της κάθε µεθόδου που πρόκειται να 
χρησιµοποιηθεί και στη συνέχεια ακολουθεί ο ορισµός της κάθε µιας: 
 
 
class Student 
 
     #Δήλωση μεθόδων 
     public: method1 
     protected: method2, method3 
     private: method4, method5 
 
...Ορισμός κάθε μεθόδου από εδώ και κάτω 
 
end 
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Οι µέθοδοι πρέπει να ξεκινάνε πάντα µε µικρό γράµµα, και ορίζονται µε τη γενική µορφή 
def όνοµα_µεθόδου … end. Ένα παράδειγµα µε κάποια λειτουργικότητα µπορεί να είναι το εξής: 
 
 
class Student 
 
     #Ορισμός μεθόδου speak 
     def speak 
        puts “Hi, i am a student!” #Εμφάνιση μηνύματος 
    end 
 
end  
 
 
Φυσικά µια κλάση δεν µπορεί να κάνει και πολλά πράγµατα από µόνη της, εάν δεν 
κατασκευαστεί κάποιο αντικείµενο αυτής της κλάσης. Για παράδειγµα η κλάση Student 
κατασκευάζει το αντικείµενο-φοιτητή kostas. Το πώς κατασκευάζεται όµως ένα αντικείµενο 
παρουσιάζεται στη συνέχεια.  
 
2.9.3 ∆ηµιουργία αντικειµένου 
Η δηµιουργία ενός αντικειµένου γίνεται πολύ απλά µε τη χρήση της µεθόδου new, όπως το 
παράδειγµα: 
 
 
kostas = Student.new 
 
 
Εφόσον δηµιουργήθηκε το αντικείµενο και χρησιµοποιώντας το παράδειγµα της 
παραγράφου 2.9.2, η επόµενη κίνηση είναι να καλέσει το αντικείµενο kostas µια µέθοδο της 
κλάσης του, που σε αυτή τη περίπτωση είναι η speak.  
 
 
kostas.speak 
 
=>Hi, i am a student! 
 
  
Το κάλεσµα της µεθόδου µίας κλάσης από ένα αντικείµενο, γίνεται χρησιµοποιώντας την 
τελεία (.) ανάµεσα στο αντικείµενο και στη µέθοδο που θα καλέσει. 
Σε ένα κάπως πιο εξειδικευµένο παράδειγµα καλέσµατος µεθόδων, δυο κλάσεις µπορούν 
να επικοινωνήσουν µαζί, φτιάχνοντας µια αναφορά από το αντικείµενο της µίας κλάσης προς το 
αντικείµενο της άλλης κλάσης. Αυτό µπορεί να γίνει πιο εύκολα κατανοητό µε την παράθεση 
του παρακάτω παραδείγµατος: 
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class A 
  #Μέθοδος δημιουργίας αναφοράς προς την άλλη κλάση 
  def set_ref(ref) 
    @ref = ref 
  end 
 
  #Κάλεσμα μεθόδου της κλάσης Β 
  def m1 
    @ref.foo 
  end 
end 
 
class B 
  def foo 
    puts "Inside FOO!" 
  end 
end 
 
a1 = A.new 
b1 = B.new 
a1.set_ref(b1)  #Δημιουργία αναφοράς 
a1.m1 
 
=>Inside FOO! 
        
  
Τα a1 και b1, είναι τα αντικείµενα των κλάσεων A και B αντίστοιχα. Η µέθοδος 
set_ref(ref) παίρνει ως όρισµα το αντικείµενο b1 και αυτό αντιστοιχίζεται µε την µεταβλητή 
@ref. Αυτή η µεταβλητή µπορεί να χρησιµοποιηθεί µέσα στην κλάση A για να αναφερθεί σε 
µεθόδους της κλάσης B που στο παράδειγµα αναφέρεται στη µέθοδο foo της κλάσης Β µέσω της 
µεθόδου m1 της κλάσης Α.  
Η Ruby όµως διαθέτει και εναλλακτικό τρόπο για να καλεί µεθόδους από άλλες κλάσεις 
και αυτό γίνεται µε τις µονάδες που θα αναλυθούν σε πιο κάτω σηµείο.  
 
 
2.10 Κληρονοµικότητα 
Όλες οι γλώσσες προγραµµατισµού και η Ruby φυσικά, δίνουν τη δυνατότητα κλάσεων οι 
οποίες κληρονοµούν κάποια χαρακτηριστικά από κάποιες άλλες κλάσεις. Αυτός ο µηχανισµός 
λέγεται κληρονοµικότητα και είναι ένα από τα πιο δυνατά χαρτιά των αντικειµενοστρεφών 
γλωσσών.  
Η επέκταση της λειτουργικότητας µιας κλάσης στη Ruby είναι απλή. Επιτυγχάνεται απλά 
προσθέτοντας το σύµβολο < και το όνοµα της κλάσης που πρόκειται να κληρονοµηθεί. Για 
παράδειγµα: 
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class PamakStudent < Student 
… 
end 
 
 
Με αυτό τον τρόπο, η κλάση PamakStudent κληρονοµεί τα χαρακτηριστικά και τις 
µεθόδους της κλάσης Student. Ένα απλό παράδειγµα µπορεί να χρησιµοποιηθεί για να γίνει πιο 
κατανοητό. Αυτό που θα γίνει είναι ότι θα δηµιουργηθεί µια καινούρια κλάση PamakStudent η 
οποία θα καλεί τις µεθόδους την κληρονοµηθέντας κλάσης Student αλλά και µια δικιά της.  
 
 
class Student 
  def initialize(name, age) #ΚατασκευαστήςStudent 
    @name      = name 
    @age       = age 
    puts result = "Hello #{@name} age #{@age}!" 
  end 
 
  def name 
    puts "My name is #{@name}" 
  end 
end 
 
class PamakStudent < Student #Η PamakStudent κληρονομεί την Student 
  def say_goodbye 
    puts "Goodbye #{@name}!" 
  end 
end 
 
s1 = Student.new("Kostas", 24) 
s1.name 
s2 = PamakStudent.new("Maria", 29) 
s2.name 
s2.say_goodbye 
 
=>Hello Kostas age 24! 
My name is Kostas 
Hello Maria age 29! 
My name is Maria 
Goodbye Maria! 
 
 
Το παραπάνω παράδειγµα, είναι αρκετά κατανοητό. ∆ηµιουργούνται δύο αντικείµενα 
Student και PamakStudent. Το αντικείµενο s1 καλεί τη µέθοδο name της δικής του κλάσης, ενώ 
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το αντικείµενο s2, καλεί την δικιά του µέθοδο say_goodbye αλλά και την µέθοδο name που 
κληρονοµεί από τη κλάση Student.  
Φυσικά εκτός από την απλή κληρονοµικότητα, υπάρχει δυνατότητα επικάλυψης µεθόδων 
που κληρονοµούνται από άλλες κλάσεις. Η επικάλυψη µεθόδων παρουσιάζεται στη συνέχεια. 
 
 
2.11 Επικάλυψη µεθόδων 
Όταν ένα αντικείµενο κληρονοµεί από ένα άλλο, κληρονοµεί και τις µεθόδους του. 
Μπορεί όµως, να κληρονοµεί και να επικαλύπτει κάποιες από αυτές τις µεθόδους. Αυτό το 
χαρακτηριστικό είναι γνωστό στις γλώσσες προγραµµατισµού ως επικάλυψη µεθόδου.  
Βασιζόµενοι στο παράδειγµα κληρονοµικότητας της παραγράφου 2.10, έστω ότι έχουµε 
τον παρακάτω κώδικα: 
 
 
class Student 
  def initialize(name, age) 
    @name      = name 
    @age       = age 
    puts result = "Hello #{@name} age #{@age}!" 
  end 
 
  def name 
    puts "My name is #{@name}" 
  end 
end 
 
class PamakStudent < Student 
  def name 
    puts "My PamakStudent name is #{@name}" 
  end 
end 
 
s1 = Student.new("Kostas", 24) 
s1.name 
s2 = PamakStudent.new("Maria", 29) 
s2.name 
 
=> Hello Kostas age 24! 
My name is Kostas 
Hello Maria age 29! 
My PamakStudent name is Maria 
 
 
Στο πάνω παράδειγµα, η µέθοδος name που ορίζεται στην κλάση PamakStudent, 
επικαλύπτει τη λειτουργία της µεθόδου name της κλάσης Student. Όταν το s2 αντικείµενο καλεί 
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την name, καλεί ουσιαστικά την µέθοδο name της δικιάς του κλάσης και όχι της  µητρικής 
κλάσης όπως θα γινόταν κανονικά. 
 Τέλος αξίζει να σηµειωθεί ότι η Ruby έχει ενσωµατωµένες πολλές κλάσεις που 
κληρονοµούνται αυτόµατα από τις κλάσεις που κατασκευάζονται. Κάποιες από αυτές είναι οι 
Array, Bignum, Class, Dir, Exception, File, Fixnum, Float, Integer, IO, Module, Numeric, 
Object, Range, String, Thread, Time.  Η κλάση Object, αποτελεί τη µητρική κλάση όλων των 
κλάσεων στη Ruby, για το λόγο αυτό όλα χαρακτηρίζονται ως αντικείµενα.  
 
 
2.12 Μονάδες 
Ένα από τα χαρακτηριστικά της Ruby είναι ότι δεν υποστηρίζει πολλαπλή 
κληρονοµικότητα µε τον τρόπο που αναλύθηκε πιο πάνω. Υποστηρίζει όµως τις µονάδες 
(modules) που αποτελεί µια καινούρια έννοια, που δεν υπάρχει σε άλλες γλώσσες 
προγραµµατισµού. Παρόλα αυτά, χρησιµοποιούνται κατά κόρον από τους Ruby 
προγραµµατιστές µιας που προσφέρουν φοβερή ευελιξία και ευχρηστία. 
Οι µονάδες µπορούν να θεωρηθούν κατά κάποιο τρόπο κλάσεις που διαθέτουν µεθόδους 
και µεταβλητές. Η σύνταξή τους είναι ίδια µε αυτό των κλάσεων, µε τη διαφορά ότι το class 
αντικαθίσταται µε το module. Αντίθετα µε τις κλάσεις όµως, µια µονάδα δεν µπορεί να 
δηµιουργήσει αντικείµενα, ούτε να κληρονοµήσει άλλες µονάδες. Η βασική χρήση τους είναι η 
αποθήκευση βασικών λειτουργιών και η ενσωµάτωση µέσα σε κλάσεις όταν αυτά κληθούν.  
Η ενσωµάτωση µέσα σε µια κλάση γίνει µε τη χρήση του include. Ένα παράδειγµα είναι 
παρακάτω: 
 
 
module Greetings 
  def morning 
    puts "Good morning" 
  end 
  def evening 
    puts "Good evening" 
  end 
end 
 
class Person 
  include Greetings 
 
  def night 
    puts "Goodnight" 
  end 
end 
 
p = Person.new 
p.morning 
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p.evening 
p.night 
 
=>Good morning 
Good evening 
Goodnight 
 
 
Χρησιµοποιώντας το include Greetings,προσθέτουµε τη λειτουργικότητα του module 
Greetings, δηλαδή τις µεθόδους morning και evening, µέσα στην κλάση Person. Με αυτό τον 
τρόπο, ένα νέο αντικείµενο Person θα µπορέσει να χρησιµοποιήσει τις νέες αυτές µεθόδους. 
Αυτό το module, µπορεί να χρησιµοποιηθεί από οποιαδήποτε κλάση απλά καλώντας το.  
Τέλος, αν µια µονάδα δεν βρίσκεται µέσα στο ίδιο αρχείο του προγράµµατος αλλά σε 
άλλο σηµείο, πρέπει να χρησιµοποιηθεί η εντολή require ακολουθούµενο µε το όνοµα της 
µονάδος σε µονή απόστροφο (require module ‘name’).  
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3. ΤΟ ΠΕΡΙΒΑΛΛΟΝ RUBY ON RAILS 
 
 
3.1 Τι είναι η Ruby On Rails 
Η γλώσσα Ruby On Rails ή αλλιώς Rails είναι ένα πολύ διαδεδοµένο περιβάλλον 
διαδικτύου (web framework) γραµµένο σε Ruby. ∆ηµιουργήθηκε από τον David Heinemeier 
Hansson τον Ιούλιο του 2004 και από τότε αυξάνεται όλο και περισσότερο η χρήση του για 
κατασκευές εφαρµογών διαδικτύου. Στην Ελλάδα σχεδόν καµία εταιρία κατασκευής εφαρµογών 
δεν χρησιµοποιεί  προς το παρόν Ruby On Rails κάτι που όµως προβλέπεται ότι θα αλλάξει στο 
µέλλον.    
Το Rails βασίζεται στο πρότυπο σχεδίασης γνωστό ως “Μοντέλο – Προβολή - Ελεγκτής ” 
(Model-View-Controller) σύµφωνα µε το οποίο γίνεται διαχωρισµός του κώδικα σε τρία 
διαφορετικά κοµµάτια για περισσότερη ευκολία συγγραφής. Επίσης, οι βασικές αρχές που 
βασίζεται το Rails, είναι το “Μην επαναλαµβάνεις τον εαυτό σου” (Don’t Repeat Yourself) ή πιο 
σύντοµα DRY, το “Σύµβαση Έναντι Ρύθµισης” (Convention Over Configuration) ή COC  και το 
Representational State Transfer ή REST  που θα αναλυθούν στη συνέχεια του κεφαλαίου. 
 
 
3.2 Αρχές σχεδίασης 
Η Ruby On Rails, σχεδιάστηκε ώστε να γράφεται πιο εύκολος, πιο γρήγορος και πιο 
ποιοτικός κώδικας. Για το λόγο αυτό και διέπεται από κάποιες βασικές αρχές που επιτρέπουν το 
σωστό σχεδιασµό µιας εφαρµογής.  
 
3.2.1 Μην επαναλαµβάνεις τον εαυτό σου 
Μια από τις κύριες αρχές της γλώσσας, είναι ότι δεν πρέπει να υπάρχει 
επαναλαµβανόµενος κώδικας µέσα στο πρόγραµµα, ειδικά σε εφαρµογές πολλαπλών επιπέδων 
(multi-tier). Οι δηµιουργοί αυτής της αρχής, Andy Hunt και Dave Thomas, συνοψίζουν την αρχή 
στις ακόλουθες λέξεις: “Κάθε κοµµάτι γνώσης, πρέπει να διαθέτει µια µοναδική, σαφής και 
έγκυρη παρουσίαση µέσα σε ένα σύστηµα”.   
Από προγραµµατιστική σκοπιά, αυτή η δυνατότητα βοηθάει πολύ την σωστή υλοποίηση 
µιας εφαρµογής αλλά και την εύκολη διόρθωση κώδικα σε περίπτωση που θα χρειαστεί αλλαγές. 
Το DRY[14] δεν υλοποιείται µόνο στον κώδικα καθεαυτό αλλά και στα σχήµατα της βάσης 
δεδοµένων καθώς και σε διαφόρους µηχανισµούς ελέγχων της εφαρµογής (testing). ∆εν θα γίνει 
παραπάνω επέκταση των εννοιών αυτών µιας και δεν είναι µέσα στα πλαίσια της παρούσας 
διπλωµατικής εργασίας.  
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3.2.2 Σύµβαση Έναντι Ρύθµισης   
Η Σύµβαση Έναντι Ρύθµισης (Convention Over Configuration ή COC[15]), αποτελεί µια 
αρχή σχεδίασης, που βοηθάει στο να ελαχιστοποιεί τον αριθµό των αποφάσεων που πρέπει να 
πάρει ένας προγραµµατιστής κερδίζοντας απλότητα αλλά χωρίς απαραίτητα να χάνεται η 
λειτουργικότητα. 
Για παράδειγµα, σε µια εφαρµογή Rails, εάν υπάρχει µια κλάση Student τότε 
δηµιουργείται ένας αντίστοιχος πίνακας students µέσα στη βάση. Με αυτό τον τρόπο, το 
σύστηµα καταλαβαίνει πιο εύκολα ότι όταν ένα αντικείµενο Student θέλει να διαβάσει κάτι από 
την βάση θα πάει αυτόµατα στον πίνακα που έχει το ίδιο όνοµα ακολουθούµενο µε ένα s, 
δηλαδή students. Χρησιµοποιώντας αυτή τη τεχνική, δεν χρειάζονται παραπάνω ρυθµίσεις και 
αλλαγές αφού ακολουθείται πάντα η βασική σύµβαση που αναφέρθηκε παραπάνω. Φυσικά, 
µπορεί να προσπεραστεί αυτή η σύµβαση αλλα προς το παρόν δεν θα γίνει παραπάνω ανάλυση 
πάνω στο θέµα. 
 
3.2.3 REST 
Το REST αποτελεί το ακρωνύµιο του RΕpresentational State Transfer[16], δηλαδή το 
επίπεδο µεταφοράς παρουσίασης όπως  θα µπορούσε να µεταφραστεί ατυχώς στα Ελληνικά. Το 
REST είναι το καλύτερο πρότυπο για web εφαρµογές - οργανώνοντας την εφαρµογή γύρω από 
πόρους (resources) χρησιµοποιώντας τυπικές HTTP µεθόδους - ή αλλιώς ρήµατα (verbs). Ένας 
πόρος της εφαρµογής, για παράδειγµα ένα άρθρο, µπορεί να χρησιµοποιήσει τέσσερις µεθόδους 
οι οποίες καθορίζουν τι ενέργειες µπορούν να γίνουν πάνω σε αυτό το άρθρο. Οι ενέργειες αυτές 
είναι οι GET/POST/PUT/DELETE. Η εικόνα παρακάτω, περιγράφει τα URLs των ενεργειών που 
χρησιµοποιούνται µέσα σε µια εφαρµογή για τον πόρο articles. 
 
 
Εικόνα 1: Παράδειγµα ενεργειών σε µια Rails εφαρµογή 
 
Αυτές οι ενέργειες αντιστοιχίζονται σε µεθόδους κλάσεων. Για παράδειγµα στην κλάση 
Article µπορούν να γίνουν οι εξής ενέργειες: 
 
 
class ArticlesController < ActionController::Base 
    # GET new_article_url 
    def new 
# επιστρέφει μια html σελίδα που περιγράφει ένα νέο άρθρο 
    end 
 
[31] 
 
    # POST article_url 
    def create 
      # δημιουργία νέου άρθρου 
    end 
 
    # GET article_url 
    def show 
      # αναζήτηση και εμφάνιση ενός άρθρου 
    end 
 
    # GET edit_article_url 
    def edit 
      # επιστρέφει μια html φόρμα για επεξεργασία ενός άρθρου 
    end 
 
    # PUT article_url 
    def update 
      # αναζήτηση και ενημέρωση ενός άρθρου 
    end 
 
    # DELETE article_url 
    def destroy 
      # διαγραφή ενός άρθρου 
    end 
  end 
  
 
Μέσα στην εφαρµογή, για να καλεστεί µία µέθοδος πχ. η edit για επεξεργασία ενός 
άρθρου, χρησιµοποιείται η παρακάτω γραµµή: 
 
 
<%= link_to “Επεξεργασία άρθρου”, edit_article_url %> 
 
 
Όταν πατήσει ο χρήστης το «Επεξεργασία άρθρου», τότε η ενέργεια που θα εκτελεστεί 
είναι η GET καλωντας τη µέθοδο edit. Οι REST ενέργειες, χρησιµοποιούνται κατά κόρον στις 
εφαρµογές Rails, γιατί προσφέρουν ευκολία και ευχρηστία. 
 
  
3.3 Το πρότυπο σχεδίασης Μοντέλο - Προβολή – Ελεγκτής (MVC)  
Άλλη µια αρχιτεκτονική που χρησιµοποιεί το Rails είναι το MVC µοντέλο σχεδίασης. 
Κύριο χαρακτηριστικό του συγκεκριµένου µοντέλου, είναι ότι χωρίζεται η εφαρµογή σε τρία 
διαφορετικά υποσυστήµατα. Το Μοντέλο, την Προβολή και τον Ελεγκτή. Κάθε ένα από αυτά, 
λειτουργεί αυτόνοµα αλλά επικοινωνεί µε τα υπόλοιπα δυο υποσυστήµατα. 
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3.3.1 Το Μοντέλο (Model) 
Το Μοντέλο είναι υπεύθυνο για τη συσχέτιση του αντικειµένου µε τη βάση, για  τις 
επικυρώσεις (validations) των πεδίων που επικοινωνούν µε τη βάση κ.τ.λ. Όλη αυτή η 
λειτουργικότητα επιτυγχάνεται µε τη χρήση της ActiveRecord βιβλιοθήκης η οποία θα αναλυθεί 
σε παρακάτω ενότητα. 
 
3.3.2 Η Προβολή (View) 
Η Προβολή αποτελεί τον τρόπο παρουσίασης των δεδοµένων της εφαρµογής. Το ποιά 
προβολή θα εµφανιστεί κάθε φορά, εξαρτάται από την ενέργεια που θα εκτελέσει ο ελεγκτής. Η 
αντίστοιχη βιβλιοθήκη που χρησιµοποιείται είναι η ActionController που θα παρουσιαστεί σε 
επόµενη υποενότητα. 
 
3.3.3 Ο Ελεγκτής (Controller) 
Ο ελεγκτής αποτελεί την καρδιά του συστήµατος, αυτός που καθορίζει τι θα γίνει και πως 
θα γίνει κάτι µέσα σε µια εφαρµογή. Επίσης είναι υπεύθυνος για την οργάνωση των δεδοµένων 
όπως αναζήτηση, κατηγοριοποίηση, σε µορφή τέτοια ώστε να ταιριάζει στις ανάγκες της 
προβολής. Η κλάση που αναλαµβάνει να κάνει κάνει όλες αυτές τις λειτουργίες είναι η 
ActionController που θα αναλυθεί και αυτή στη συνέχεια.  
Χαρακτηριστική εικόνα της MVC φιλοσοφίας είναι η παρακάτω εικόνα: 
 Εικόνα 
 
Με µία πρώτη µατιά της
µεταξύ του Ελεγκτή, της Προβολής
ενέργεια, τότε αυτή πηγαίνει στον
µια επικοινωνία µε το Μοντέλο
ζητήθηκαν είναι αποθηκευµένα
στέλνοντας τα αποτελέσµατα 
που θα αναλάβει να εµφανίσει
αποτελέσµατα στέλνονται πάλι
παρουσιάζει τα στοιχεία στον χ
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2: Αρχιτεκτονική Μοντέλου - Προβολής - Ελεγκτή 
 εικόνας µπορεί κάποιος να καταλάβει ότι
 και του Μοντέλου. Όταν ο χρήστης 
 Ελεγκτή. Αυτός µε τη σειρά του, αναλόγως
 από το οποίο αιτείται κάποια δεδοµένα εφόσον
 σε βάση. Εάν βρίσκονται στη βάση, το
πίσω στον Ελεγκτή. Αφού τα λάβει, καλεί την
 τα αποτελέσµατα. Όταν βρεθεί η απαραίτητη
 πίσω στον ελεγκτή ο οποίος και µέσω
ρήστη.   
 
 υπάρχει επικοινωνία 
(browser) αιτηθεί µια 
 το αίτηµα, ανοίγει 
 τα δεδοµένα που 
 Μοντέλο απαντάει, 
 αντίστοιχη προβολή 
 προβολή, τα 
 του διακοµιστή 
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Στη συνέχεια της ενότητας, ακολουθεί η εκτενής ανάλυση των τριών βιβλιοθηκών βάση 
των οποίων υλοποιείται το MVC σε µια Rails εφαρµογή. Το ActionView, το ActiveRecord και το 
ActionController, καθώς και οι λειτουργίες της κάθε µιας θα επεξηγηθούν στις επόµενες 
υποενότητες µε ταυτόχρονη χρήση παραδειγµάτων.  
 
 
3.4 ActiveRecord - Μοντέλο 
Το ActiveRecord αποτελεί τη διασύνδεση του Ruby κώδικα µε την βάση δεδοµένων. Από 
την αρχιτεκτονική Model – View – Controller, αντιπροσωπεύει το Model. Η χρήση του είναι 
σχετικά απλή στην κατανόηση.  ∆ηµιουργεί ένα object relational mapping (ORM) δηλαδή µια 
διασύνδεση αντικειµένου µε µια σχέση της βάσης. Το όνοµα της κλάσης που υπάρχει µέσα στην 
Rails εφαρµογή έχει το ίδιο όνοµα µε έναν πίνακα της βάσης απλά σε πληθυντικό αριθµό 
δηλαδή το όνοµα µε ένα “s” στο τέλος. Αν για παράδειγµα µια εφαρµογή θα είχε ένα µοντέλο 
product, µέσα στη βάση ο πίνακας που αντιστοιχεί στο µοντέλο αυτό θα ήταν products. 
Αυτή η τεχνική ξεχωρίσει από τις άλλες τεχνικές αναζήτησης σε βάση, γιατί λειτουργεί 
εντελώς διαφορετικά. Για να βρεθεί κάτι µέσα από τη βάση, αντί να «σκαναριστεί» όλη τη βάση  
µέχρι να βρεθεί ο πίνακας και το στοιχείο που χρειάζεται η εφαρµογή, διαβάζεται κατευθείαν η 
στήλη του πίνακα του αντικειµένου που χρησιµοποιείται στο πρόγραµµα.  
 
3.4.1 Μεταφορά βάσης 
Μεταφορά βάσης (database migration) αποτελεί την ενδιάµεση διασύνδεση µεταξύ του 
προγραµµατιστή και της βάσης δεδοµένων µιας Ruby on Rails εφαρµογής. 
Βασικό πλεονέκτηµα αυτής της χρήσης, είναι ότι ο προγραµµατιστής δεν χρειάζεται να 
γράψει καθόλου κώδικα SQL για την εφαρµογή που κατασκευάζει. Η βάση δηµιουργείται όχι µε 
απευθείας sql εντολές άλλα µε κώδικα Ruby που εισάγεται µέσα στα migrations.      
Ακόµη, ο προγραµµατιστής δεν χρειάζεται να γνωρίζει τις διαφοροποιήσεις στις εντολές 
SQL  πχ create table, select κ.τ.λ των διαφόρων βάσεων δεδοµένων όπως SQLite3, MySql, 
PostgreSQL, IBM DB2, Oracle κ.α. Αυτό γιατί η Ruby on Rails µεταλλάσει αυτόµατα τις 
εντολές αυτές, στις εντολές της βάσης που βασίζεται η εφαρµογή. Μπορεί δηλαδή µια εφαρµογή 
που τρέχει τοπικά σε ένα υπολογιστή να είναι δηµιουργηµένη σε βάση Sqlite3 αλλά όταν ανέβει 
στο διαδίκτυο να πρέπει να τρέχει πάνω σε Mysql. Για να γίνει αυτή η αλλαγή αρκεί να 
αλλαχθούν µόνο λίγες σειρές του αρχείου config/database.yml. Το αρχείο αυτό κατά τη πρώτη 
δηµιουργία µιας εφαρµογής έχει την εξής µορφή: 
 Εικόνα 
Τα πεδία που πρέπει να
adapter και database, οπού το
µπορεί κανείς να δει, στο παραπάνω
χρησιµοποιηθούν αναλόγως τη
Η βάση development, είναι
εφαρµογής, συνήθως τοπικά 
βάση που χρησιµεύει για την
είναι και δηµιουργηµένο βασι
production, είναι η βάση που χρησιµοποιείται
χρήση στο διαδίκτυο. 
 Αυτή η τεχνική, παρέχει
εφαρµογής, µπορούν να χρησιµοποιηθούν
προγραµµατιστής µπορεί τοπικά
εφαρµογής, την MySQL για τις
Όλες αυτές οι αλλαγές, πρέπει
τα υπόλοιπα τα αναλαµβάνει το
[35] 
3: Αρχείο ορισμού παραμέτρων βάσης δεδομένων 
 αλλαχθούν ανάλογα µε τις απαιτήσεις της
 ένα αφορά τον τύπο και το άλλο το όνοµα
 αρχείο, υπάρχουν τριών ειδών βάσεις
 χρήση της εφαρµογής.  
 η βάση που χρησιµοποιείται κατά τη διαδικασία
στον υπολογιστή του προγραµµατιστή. Η βάση
 δοκιµαστική χρήση της εφαρµογής µιας και
σµένο σε λογικά τεστ (test driven development
 κατά τη διαδικασία παραγωγής
 µεγάλη ευκολία, αφού για τις διαφορετικές
 διαφορετικού τύπου βάσεις
 να χρησιµοποιεί την SQLite3 για 
 δοκιµές του και την PostgreSQL στη διαδικασία
 να γίνουν σε ένα και µόνο αρχείο το database
 Rails.  
 
 εφαρµογής είναι το  
 της βάσης. Όπως 
 που µπορούν να 
 ανάπτυξης της 
 test, αποτελεί τη 
 το Rails µπορεί να 
).  Τέλος, η βάση 
 της εφαρµογής για 
 χρήσης της 
. Για παράδειγµα, ο 
την υλοποίηση της 
 παραγωγής. 
.yml και µόνο γιατί 
 Για να γίνει πιο κατανοητή
παραδείγµατος: Έστω οτι κάποιος
περιέχει ένα όνοµα (τύπου string
(τύπου string) ενός προϊόντος
οδηγού κατασκευής µοντέλων
  
Εικόνα 
 
Εκτελώντας την εντολή, 
το 20090529014855_create_
εφαρµογής. Αυτοί οι αριθµοί
αρχείου. Αυτό βοηθάει στο
δηµιουργούνται απο πολλούς
δηµιουργήθηκε µε η βοήθεια της
 
[36] 
 η χρήση των migrations, θα γίνει
 θέλει να δηµιουργήσει ένα πίνακα Products
) την περιγραφή (τύπου text) και τη διαδροµή
. Στο NetBeans αυτό γίνεται µε τη χρήση
 (model generator), 
4: Δημιουργία του μοντέλου product στο NetBeans 
δηµιουργείται ένα αρχείο που στην προκειµένη
products.rb στο φάκελο Database Migrations
 αντιπροσωπεύουν την ηµέρα και την ώρα
 να αποφεύγονται πιθανά διπλότυπα ονόµατα
 προγραµµατιστές σε µεγάλες εφαρµογές
 εντολής έχει την εξής µορφή: 
 παράθεση ενός 
 ο οποίος θα 
 της εικόνας  
 του ενσωµατωµένου 
 
 περίπτωση είναι 
/migrate της 
 της δηµιουργίας του 
 αρχείων όταν 
. Το αρχείο που 
 Εικόνα 
 
Το αρχείο αυτό, δεν δηµιουργεί
πεδίων που πρόκειται να δηµιουργηθούν
προς το όνοµα ή τον τύπο των πεδίων
Οι δύο µέθοδοι self.up
διαγραφής του πίνακα. Εφόσον
αρκεί να εκτελεστεί η εντολή 
στήλες που έχουν ορισθεί. Σε
εκτελεστεί η εντολή rake db:
που µπορούν να γίνουν µε τα 
των οποίων όµως δεν βρίσκεται
Τέλος, πρέπει να αναφερθεί
µέσα στο φάκελο Database Migrations
Εφόσον δηµιουργηθεί ο πίνακας
[37] 
5: Αρχείο δημιουργίας πίνακα product - migration 
 τον πίνακα products, αλλά δίνει µια πρώτη
 µέσα στον πίνακα. Φυσικά µπορεί
  ή να προστεθεί ένα νέο πεδίο εάν αυτό
 και self.down είναι οι αντίστοιχες µέθοδοι
 τα πεδία είναι τα επιθυµητά, για να δηµιουργηθεί
rake db:migrate η οποία και δηµιουργεί τον πίνακα
 αντίθετη περίπτωση, για να διαγραφεί ο
migrate:down. Φυσικά υπάρχουν πολλές περισσότερες
migrations[5] παρέχοντας πολύ περισσότερη ευελιξία
 στα πλαίσια της παρούσας διπλωµατικής εργασίας
 ότι όλα τα αρχεία της δηµιουργίας των
/migrate της Rails εφαρµογής.  
, τα πεδία του πίνακα πια είναι τα εξής
 
  εντύπωση των 
 να αλλαχθεί πχ ως 
 είναι απαραίτητο.  
 δηµιουργίας και 
 ο πίνακας  
 products µε τις 
 πίνακας πρέπει να 
 ενέργειες 
, η επεξήγηση 
. 
 πινάκων βρίσκονται 
: 
 Με µια γρήγορη µατιά στα
title, description και image_url
updated_at. Αυτά τα πεδία δηµιουργούνται
των πινάκων. Το ActiveRecord
χρειάζεται ο χρήστης να το ορίσει
αν δεν είναι απαραίτητο δεν
δηµιουργία ενός πίνακα και είναι
δηµιουργίας µιας εγγραφής αλλά
  
3.4.2 Σχήµα βάσης 
Το σχήµα της βάσης αποτελεί
οποίο εµφανίζει την κατάσταση
εφαρµογή και ποια τα πεδία τους
είναι η καταγραφή και η εύκολη
εφαρµογή.   
[38] 
Εικόνα 6: Πεδία πίνακα products 
 πεδία
[6]
, µπορεί κάποιος να διακρίνει οτι
, υπάρχουν µέσα στον πίνακα και τα πεδία
 αυτόµατα από τη Ruby on Rails
 ορίζει αυτόµατα το id ως πρωτεύον κλειδί του
. Βέβαια έχει τη δυνατότητα να ορίσει το
 το κάνει. Τα άλλα δυο πεδία εισάγονται
 τα λεγόµενα timestamps που παίρνουν
 και την ηµεροµηνία-ώρα ενηµέρωσης της
 ένα αρχείο στο φάκελο Database migrations
 της βάσης. ∆ηλαδή ποιοί πίνακες χρησιµοποιούνται
. Το αρχείο αυτό δεν µπορεί να αλλαχθεί
 αναγνώριση του σχήµατος της βάσης που χρησιµοποι
 εκτός απο τα πεδία 
 id, created_at και 
 κατά τη δηµιουργία 
 πίνακα οπότε δεν 
 δικό του κλειδί αλλά 
 αυτόµατα κατά τη 
 την ηµεροµηνία-ώρα 
 εγγραφής. 
/schema.rb το 
 στην 
 αλλά ο σκοπός του 
 είται στην 
  
Κάθε φορά που δηµιουργείται
ενηµερώνεται αυτόµατα το σχήµα
αλλαγές. 
 
3.4.3 Έλεγχος δεδοµένων
Το ActiveRecord είναι 
διαθέτοντας  διάφορους µηχανισµούς
να αποθηκεύονται τα δεδοµένα
διπλοεγγραφές αλλά και για να
Χαρακτηριστικό είναι το
 
 
Loading development environment (Rails 2.2.2)
 
#Δημιουργία νέου αντικειμένου
>> p = Product.new (:title=>"Lord of the rings", :description=>"Book 
trilogy", :image_url=>"images/lord.jpg")
[39] 
Εικόνα 7: Αρχείο σχήματος της βάσης 
 ένας νέος πίνακας, προστίθεται ή
 της βάσης ώστε πάντα να είναι διαθέτει
 µοντέλου 
υπεύθυνο για τους ελέγχους των δεδοµένων
 ελέγχων. Αυτοί οι έλεγχοι βοηθούν στο
 στη βάση µε τη σωστή µορφή και 
 αποφεύγονται τυχόν σφάλµατα.  
 παρακάτω παράδειγµα εκτελεσµένο σε κονσόλα
 
 Product 
 
 
 αλλάζει ένα πεδίο, 
 και τις τελευταίες 
 της εφαρµογής 
 να εισάγονται και 
χωρίς να υπάρχουν 
[17]: 
[40] 
 
=> #<Product id: nil, title: "Lord of the rings", description: "Book 
trilogy", image_url: "images/lord.jpg", created_at: nil, updated_at: nil> 
 
#Έλεγχος αν είναι σωστή η μορφή των δεδομένων του νέου αντικειμένου 
>> p.valid?  
=> true 
 
#Έλεγχος αν η το αντικείμενο p είναι κενό 
>> p.empty? 
=> false 
 
#Έλεγχος αν το p αφορά νέα εγγραφή 
>> p.new_record? 
=> true 
 
#Αποθήκευση του αντικειμένου στη βάση 
>> p.save 
=> true 
 
#Έλεγχος αν το p αφορά νέα εγγραφή 
>> p.new_record? 
=> false 
 
  
Αυτού του είδους οι έλεγχοι µπορεί να γίνονται κατευθείαν πάνω στα αντικείµενα απλά 
καλώντας τη µέθοδο που απαιτείται.  
Εκτός των ελέγχων που είδαµε πιο πάνω, υπάρχουν και έλεγχοι οι λεγόµενοι Βοηθοί 
ελέγχου (validation helpers). Για να γίνει πιο κατανοητή η χρήση τους γίνεται παράθεση του 
εξής παραδείγµατος. Έστω ότι υπάρχει µια φόρµα όπου πρέπει ο διαχειριστής να εισάγει τα 
δεδοµένα του προϊόντος  π.χ. το βιβλίο που δηµιουργήθηκε στο πάνω παράδειγµα. Πρέπει όµως 
να γίνει σωστή εισαγωγή των στοιχείων στη βάση όπως επίσης και να βεβαιωθεί ο διαχειριστής 
ότι δεν θα εισαχθεί κάποιο κενό πεδίο. Αυτό µπορεί να επιτευχθεί µε τη προσθήκη ειδικών 
µεθόδων µέσα στο µοντέλο. Για παράδειγµα: 
 
 
class Product < ActiveRecord::Base 
   
  #Πεδία title, description δεν είναι κενά 
  validates_presence_of :title, :description 
  #Τίτλος είναι μοναδικός 
  validates_uniqueness_of :title 
  #Τίτλος δεν ξεπερνάει τους 30 χαρακτήρες 
  validates_length_of :title, :maximum => 30, 
                      :message => 'το μέγεθος πρέπει να είναι εως 30 
χαρακτήρες' 
end 
 
[41] 
 
 
Ο παραπάνω κώδικας ελέγχει αν τα πεδία title και description δεν είναι κενά, οτι ο τίτλος 
είναι µοναδικός, ώστε να αποφευχθούν οι διπλοεγγραφές και τέλος οτι ο τίτλος πρέπει να είναι 
µέχρι 30 χαρακτήρες. Αν κάτι απο αυτά δεν ισχύει τότε η εφαρµογή βγάζει µηνύµατα λάθους 
και φυσικά δεν γίνεται αποθήκευση των στοιχείων στη βάση.  
Υπάρχουν και άλλοι βοηθοί ελέγχου, οι οποίοι χρησιµοποιούνται σε διάφορες 
περιπτώσεις. Για παράδειγµα: 
 
 
• validates_acceptance_of  
• validates_associated  
• validates_confirmation_of  
• validates_each  
• validates_exclusion_of  
• validates_format_of  
• validates_inclusion_of  
• validates_length_of  
• validates_numericality_of  
• validates_presence_of  
• validates_size_of  
• validates_uniqueness_of  
 
 
  Η σύνταξη των µεθόδων αυτών, είναι σχεδόν ίδια όπως του παραδείγµατος που 
χρησιµοποιήθηκε, αλλά δεν θα γίνει παραπάνω επέκταση αυτών. 
 
3.4.4 Συσχετίσεις 
Μία άλλη χρήση του ActiveRecord είναι ότι ορίζει τις συσχετίσεις µεταξύ των µοντέλων. 
Επιτυγχάνεται έτσι συνοχή και ευκολία ανάγνωσης των σχέσεων των αντικειµένων. Για να γίνει 
πιο κατανοητή η χρήση της συσχέτισης, γίνεται παράθεση ενός παραδείγµατος. Έστω ότι ο 
προγραµµατιστής της εφαρµογής, θέλει να δηλώσει µε κάποιο τρόπο ότι ένα βιβλίο ανήκει σε 
µία κατηγορία. Το πρώτο που πρέπει να κάνει είναι να προσθέσει µέσα στο κάθε µοντέλο µια 
γραµµή που θα δηλώνει τη σχέση του βιβλίου µε την κατηγορία. Πρέπει να γράψει δηλαδή το 
παρακάτω:  
 
 
class Category < ActiveRecord::Base 
  has_many :products  
end 
 
class Product < ActiveRecord::Base 
  belongs_to :category 
[42] 
 
end 
 
 
Ένα δεύτερο βήµα είναι να ορίσει (εφόσον δεν το έχει κάνει στην αρχή) στον πίνακα 
products το category_id ως ξένο κλειδί του πίνακα. Όπως έγινε ήδη γνωστό  (υποενότητα 3.4.1) 
δεν χρειάζεται να γραφτεί καθόλου SQL κώδικας παρά µόνο ένα migration το οποίο θα 
προσθέτει αυτό το id. Ο κώδικας του migration ακολουθεί παρακάτω: 
 
 
class AddCategoryidToProduct < ActiveRecord::Migration 
  def self.up 
    add_column :products, :category_id, :integer 
  end 
 
  def self.down 
    add_column :products, :category_id, :integer 
  end 
end 
 
 
Το Rails περιλαµβάνει όλες τις κλασικές συσχετίσεις αντικειµένων που χρησιµοποιούνται 
στις βάσεις δεδοµένων. Λέγοντας συσχέτιση στο Rails, εννοείται η σύνδεση µεταξύ δύο Active 
Record αντικειµένων. Η σύνδεση αυτή επιτυγχάνεται µε τις παρακάτω εντολές: 
 
 
• belongs_to 
• has_one 
• has_many 
• has_many :throught 
• has_one :throught 
• has_and_belongs_to_many 
 
 
Πρέπει να αναφερθεί σε αυτό το σηµείο ότι, το ξένο κλειδί, µπαίνει στον πίνακα εκείνου 
του µοντέλου που δηλώνει το belongs_to. 
 
3.4.4.1 Συσχέτιση belongs_to (ανήκει) 
Η belongs_to συσχέτιση αφορά διασύνδεση αντικειµένων ένα-προς-ένα (1-to-1). Όποιο 
αντικείµενο έχει αυτή τη σύνδεση, τότε διαθέτει και το ξένο κλειδί του άλλου αντικειµένου. Για 
παράδειγµα, έστω οτι για τα µοντέλα Category και Product, πρέπει να ορισθεί ότι το προϊόν 
ανήκει σε µια κατηγορία. Η χρήση της belongs_to και του ξένου κλειδιού της κατηγορίας το 
επιτυγχάνει αυτό. Γίνεται παράθεση του  παρακάτω σχήµατος που δείχνει σχηµατικά τη 
συσχέτιση:  
[43] 
 
 
 
 
 
∆ήλωση οτι το προϊόν ανήκει σε µια κατηγορία γίνεται µέσα στον κώδικα του αντίστοιχου 
µοντέλου: 
 
 
class Product < ActiveRecord::Base 
belongs_to :category 
end 
 
 
Εξαιτίας του ότι το belongs_to µπαίνει µέσα στο µοντέλο Products, για το λόγο αυτό στον 
πίνακα µπαίνει το πρωτεύον κλειδί του πίνακα που συσχετίζεται.  
 
3.4.4.2 Συσχέτιση has_one (έχει ένα) 
Η συσχέτιση has_one αφορά αντικείµενα τα οποία συνδέονται µε συσχέτιση ένα-προς-ένα 
(1-to-1). Ως παράδειγµα θα µπορούσε να χρησιµοποιηθεί το εξής: “ένας χρήστης διαθέτει ένα 
λογαριασµό“. Σχηµατικά αυτό µπορεί να παρουσιαστεί ως εξής: 
 
 
 
 
Ο αντίστοιχος κώδικας του µοντέλου User θα είναι ο παρακάτω: 
 
 
class User < ActiveRecord::Base 
has_one :account 
end 
 
 
users 
id integer 
username string 
password string 
accounts 
id integer 
type string 
user_id integer 
categories 
id integer 
title string 
created_at integer 
products 
id integer 
title string 
category_id integer 
Εικόνα 8: Συσχέτιση belongs_to 
Εικόνα 11: Συσχέτιση has_one 
[44] 
 
3.4.4.3 Συσχέτιση has_many (έχει πολλά) 
Η συσχέτιση has_many, όπως µπορεί να καταλάβει κάποιος µόνο από το όνοµά του, 
αναφέρεται σε ένα-προς-πολλά (1-to-many) συσχέτιση. Σαν παράδειγµα, µπορεί να 
χρησιµοποιηθεί το οτι “ένα βιβλίο έχει πολλά σχόλια”. Η απεικόνιση αυτού είναι:   
 
 
 
 
Σε κώδικα, αυτό περιγράφεται ως εξής: 
 
 
class Book < ActiveRecord::Base 
has_many :comments 
end 
 
class Comment < ActiveRecord::Base 
belongs_to :book 
end 
 
 
Στο σηµείο αυτό αξίζει να σηµειωθεί ότι η συσχέτιση αφορά δύο διαφορετικά µοντέλα για 
το λόγο αυτό πρέπει να δηλωθεί και στα δύο µοντέλα ξεχωριστά η σχέση που έχει  µε άλλο. 
   
3.4.4.4 Συσχέτιση has_many :through (έχει πολλά :µέσω) 
Η συγκεκριµένη σχέση, αφορά µοντέλα µε πολλά-προς-πολλά σύνδεση (many-to-many). 
Το κύριο χαρακτηριστικό της είναι ότι δεν εµπλέκονται δύο µοντέλα όπως στο προηγούµενο 
παραδείγµατα αλλα τρία µοντέλα. Για να γίνει αυτό κατανοητό γίνεται παράθεση του εξής 
σεναρίου. Έστω οτι υπάρχει “ένας ασθενής ο οποίος θέλει να κλείσει ραντεβού µε κάποιο 
δερµατολόγο”. Η συσχέτιση των µοντέλων θα µπορούσε να είναι η εξής: 
 
books 
id integer 
title string 
description text 
comments 
id integer 
text string 
book_id integer 
Εικόνα 12: Συσχέτιση has_many 
[45] 
 
 
 
 
Οι σχέσεις αυτές µεταφρασµένες σε κώδικα θα µπορούσαν να είναι ως εξής:  
  
 
class Patients ActiveRecord::Base 
has_many :appointments 
has_many :doctors, :through => :appointments 
end 
 
class Appointments ActiveRecord::Base 
belongs_to :patient 
belongs_to :doctor  
end 
 
class Doctors ActiveRecord::Base 
has_many :appointments 
has_many :patients, :through => :appointments 
end 
 
 
Ο πίνακας του µοντέλου Appointments ουσιαστικά αποτελεί µια διασύνδεση (join table) 
των δύο πινάκων Patients και Doctors που βοηθάει στην επικοινωνία των πινάκων αυτών και 
διαθέτει εκτός των κυρίων κλειδιών και επιπρόσθετα πεδία που ανήκουν στον πίνακα.  
3.4.4.5 Συσχέτιση has_one :through (έχει ένα :µέσω) 
Η συσχέτιση has_one :through αφορά µοντέλα µε ένα-προς-ένα σχέση (one-to-one). Για 
πιο εύκολη κατανόηση, θα χρησιµοποιηθεί το εξής σενάριο: “Κάθε χρήστης έχει να λογαριασµό 
και κάθε λογαριασµός έχει ένα ιστορικό”.  Η σχηµατική παράσταση είναι η παρακάτω: 
 
patients 
id integer 
name string 
surname string 
 
doctors 
id integer 
name string 
address string 
appointments 
id integer 
patient_id integer 
doctor_id integer 
date datetime 
Εικόνα 13: Συσχέτιση has_many :through 
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Ο κώδικας των µοντέλων είναι ο παρακάτω: 
 
 
class User < ActiveRecord::Base 
has_one :account 
has_one :account_history , :through => :accounts 
end 
 
class Account < ActiveRecord::Base 
belongs_to :user  
has_one :account_history 
end 
 
class AccountHistory < ActiveRecord::Base 
belongs_to :account 
end 
 
 
Η συγκεκριµένη συσχέτιση, έχει την ίδια φιλοσοφία µε την has_many :through. 
 
3.4.4.6 Συσχέτιση has_and_belongs_to_many (έχει και ανήκει σε πολλά) 
Η συγκεκριµένη συσχέτιση δηµιουργεί σύνδεση πολλά-προς-πολλά (many-to-many) 
µεταξύ δυο µοντέλων. Για πιο εύκολη κατανόηση θα χρησιµοποιηθεί για άλλη µια φορά ένα 
σενάριο. Για παράδειγµα, “Ένα βιβλίο έχει πολλούς συγγραφείς και ένας συγγραφές έχει πολλά 
βιβλία”. Για τη σύνδεση των πινάκων, δηµιουργείται ένας πίνακας (join table) που θα περιέχει 
σε αντίθεση µε την has_many :through συσχέτιση, µόνο τα πρωτεύοντα κλειδιά των δύο άλλων 
µοντέλων. 
users 
id integer 
name string 
surname string 
 
account_histories 
id integer 
account_id integer 
last_login datetime 
 
accounts 
id integer 
user_id integer 
type string 
Εικόνα 14: Συσχέτιση has_one :through 
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Ο κώδικας που χρειάζεται για να υλοποιηθεί το παραπάνω σχήµα είναι ο εξής: 
 
 
class Author < ActiveRecord::Base 
has_and_belongs_to_many :books 
end 
 
class Book < ActiveRecord::Base 
has_and_belongs_to_many :authors 
end 
  
 
Τέλος πρέπει να αναφερθεί ότι τα ξένα κλειδιά που χρησιµοποιούνται µέσα στα µοντέλα, 
πρέπει να δηµιουργηθούν (µε migrations) και µέσα στους πίνακες στη βάση για να µπορέσει το 
Rails να αναγνωρίσει τις σχέσεις που έχουν οι πίνακες. Σε αντίθετη περίπτωση, αν δηλαδή δεν 
δηλωθεί είτε η σχέση µέσα στο µοντέλο είτε τα κλειδιά µέσα στους πίνακες, θα υπάρχουν 
εσφαλµένα ή ακόµα χειρότερα καθόλου αποτελέσµατα.    
 
 
3.5 ActionView - Προβολή 
Το ActionView αποτελεί το γράµµα V από την τριάδα Model – View – Controller. Είναι 
αυτό το οποίο αναλαµβάνει την εµφάνιση των δεδοµένων της εφαρµογής στο χρήστη. Όταν ο 
ελεγκτής (που θα παρουσιαστεί στο επόµενο κεφάλαιο)  δεχθεί ένα αίτηµα, τότε µέσω του 
ActionView, καλείται η αντίστοιχη προβολή (template) της µεθόδου.  Οι προβολές εµφανίζουν 
τα δεδοµένα που είναι διαθέσιµα µέσω του ελεγκτή. Με αυτό τον τρόπο γίνεται διαχωρισµός του 
τρόπου διαχείρισης των δεδοµένων και του τρόπου εµφάνισής τους.  
authors 
id integer 
name string 
surname string 
books 
id integer 
title integer 
description text 
 
authors_books 
author_id integer 
book_id integer 
 
Εικόνα 15: Συσχέτιση has_and_belongs_to_many 
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Ο τύπος αρχείων που έχει µια προβολή µπορεί να είναι τριών ειδών. Είτε html 
(*.html.erb), είτε XML (*.xml), είτε Javascript (*.rjs). Αναλόγως την αίτηση που δέχεται ο 
ελεγκτής, εµφανίζει και το αρχείο του αντίστοιχου τύπου.  
Τα αρχεία των προβολών, αποτελούνται από html κώδικα (κυρίως), µέσα στον οποίο είναι 
εµφωλευµένος Ruby κώδικας.  Η εµφώλευση του Ruby κώδικα γίνεται µε την χρήση των 
συµβόλων <%= … %>. Για παράδειγµα: 
 
 
<% for author in @authors %>  #Ruby 
  <tr>    #Html 
    <td><%=h author.name %></td>   #Html και Ruby 
    <td><%=h author.about_author %></td>  #Html και Ruby 
  </tr>   #Html 
<% end %> #Ruby 
 
  
Γενικά, όταν χρησιµοποιείται το <% %> δεν εκτυπώνεται ο Ruby κώδικας στη οθόνη σε 
αντίθεση µε το <%= %> στο οποίο εκτυπώνεται ο κώδικας. 
Παρακάτω θα γίνει µια πιο εκτενής ανάλυση των χαρακτηριστικών του ActionView. Θα 
αναλυθούν εκτός των άλλων, οι προβολές, οι ανακατευθύνσεις αλλά και οι φόρµες. 
 
3.5.1 Πρόσβαση στις προβολές 
Όπως αναφέρθηκε και στην εισαγωγή, ο ελεγκτής αναλόγως την αίτηση που δέχεται καλεί 
και την αντίστοιχη προβολή. Αυτός αποφασίζει µε ποιο τρόπο και τι θα καλέσει από τις 
προβολές. Στο επόµενο κεφάλαιο θα αναλυθεί περεταίρω ο τρόπος που λειτουργούνε οι 
ελεγκτές. Η πρόσβαση του ελεγκτή στις προβολές γίνεται µε τους εξής τρόπους: 
 
• Με το προεπιλεγµένο τρόπο που παρέχει το Rails 
• Με το render για το κάλεσµα συγκεκριµένης µεθόδου και αντίστοιχης προβολής 
• Με το redirect_to για ανακατεύθυνση µια αίτησης 
 
Όπως αναφέρθηκε και στο κεφάλαιο της Ruby, µια από τις αρχές που χρησιµοποιούνται 
είναι η  “Convention Over Configuration”  η  οποία και επιτρέπει να γίνονται πράγµατα 
αυτόµατα χωρίς να χρειάζεται να αλλάζει σχεδόν τίποτε σε ότι αφορά τις προβολές. 
 
3.5.2 Προεπιλεγµένη πρόσβαση 
Η προεπιλεγµένη λειτουργία των προβολών είναι ότι όταν καλείται µια µέθοδος του 
ελεγκτή καλείται αυτόµατα και η αντίστοιχη προβολή. Για παράδειγµα έστω ότι υπάρχει η 
µέθοδος:  
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def show  
@book = Book.find (params[:id]) 
end 
 
 
Με το που θα καλεστεί η µέθοδος show, ο ελεγκτής θα καλέσει αυτόµατα και τη προβολή 
show.html.erb. Η Ruby on Rails µπορεί να καλέσει µεθόδους ακόµα και αν δεν υπάρχει καθόλου 
κώδικας µέσα στη µέθοδο του ελεγκτή µιας και αυτή είναι η προεπιλεγµένη λειτουργία. Φυσικά 
υπάρχουν και εναλλακτικές λύσεις που προσπερνάνε την προεπιλεγµένη λειτουργία. 
 
3.5.3 Πρόσβαση µε τη χρήση της render 
Πολλές φορές η προεπιλεγµένη πρόσβαση των προβολών µπορεί να προσπεραστεί µε τη 
χρήση της µεθόδου render. Αυτός ο τρόπος ορίζει ότι µέσα στον κώδικα του ελεγκτή, γράφεται 
η εντολή render ακολουθούµενη µε το όνοµα της προβολής που θα προβληθεί. Ακολουθεί το 
παράδειγµα για να γίνει αυτό πιο κατανοητό: 
 
 
def update 
render "edit" 
end 
 
 
Με αυτό τον τρόπο, όταν ο ελεγκτής διαβάσει τη µέθοδο update, δεν θα καλέσει τη 
προβολή update.html.erb αλλα τη edit.html.erb. Υπάρχει και εναλλακτικός τρόπος καλέσµατος 
της edit κάνοντας χρήση του συµβόλου: 
 
 
def update 
  render :edit 
end 
 
 
αλλά και εναλλακτικά  
 
 
def update 
  render :action => "show" 
end 
 
 
το οποίο και αυτό καλεί την ενέργεια show.html.erb του ίδιου ελεγκτή.  
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Τέλος πρέπει να αναφερθεί ότι το render δεν χρησιµοποιείται αποκλειστικά για πρόσβαση 
σε µεθόδους και ελεγκτές. Χρησιµοποιείται για και για κλήση αρχείων, µηνυµάτων, json 
αρχείων και άλλων η ανάλυση των οποίων δεν είναι στους σκοπούς αυτής της εργασίας. 
  
3.5.4 Πρόσβαση µε τη χρήση redirect_to 
Αυτός ο τρόπος πρόσβασης, πάλι προσπερνάει την προεπιλεγµένη λειτουργία των 
προβολών. Είναι παρόµοια µε το render µόνο που αυτό κάνει ανακατεύθυνση ενέργειας ώστε να 
καλέσει µία άλλη προβολή. Για παράδειγµα: 
 
 
def index 
  unless current_user #Αν δεν υπάρχει χρήστης 
    redirect_to :action=> "user_login" #Κάνε ανακατεύθυνση στη user_login 
  end 
end 
 
  
Στον παραπάνω κώδικα, κανονικά θα έπρεπε να προβληθεί η προβολή µε όνοµα 
index.html.erb αλλα όταν εκτελείται ο κώδικας, γίνεται ανακατεύθυνση της ενέργειες στη 
user_login µέθοδο η οποία θα καλέσει τη δικιά της προβολή user_login.html.erb. 
 
3.5.5 Καθολική προβολή 
 Η Ruby on Rails, επιτρέπει να χρησιµοποιούνται πολλοί ελεγκτές για διαφορετικές 
λειτουργίες ο κάθε ένας. Όταν δηµιουργείται ένας ελεγκτής, αυτόµατα δηµιουργείται µια 
καθολική µεταβλητή (layout). Αυτό το layout, αποτελεί ένα html αρχείο που περιέχει τη γενική 
µορφοποίηση της σελίδας, µέσα στην οποία εµφωλεύονται οι επιµέρους προβολές του ελεγκτή.  
Για παράδειγµα, όταν δηµιουργηθεί ένας ελεγκτής µε όνοµα books, θα δηµιουργηθεί 
αυτόµατα και το αρχείο app/views/layouts/book.html.erb. Σε αυτό το αρχείο µπορεί να δοθεί µια 
συγκεκριµένη µορφή και εµφάνιση πχ κόκκινο φόντο και arial γραµµατοσειρά. Αυτή η 
εµφάνιση µπορεί να διαφέρει για παράδειγµα από το layout του ελεγκτή authors που θα έχει 
πράσινο φόντο και times new roman γραµµατοσειρά. Αυτό ορίζεται βέβαια από τις εκάστοτε 
απαιτήσεις της εφαρµογής. Έτσι, όλες οι ενέργειες που αφορούν τον κάθε ένα ελεγκτή χωριστά, 
θα διαθέτουν και µια διαφορετική εµφάνιση από τους άλλους.  
Ο κώδικας ενός layout είναι απλή HTML µε την προσθήκη µια ειδικής εντολής Ruby: 
 
 
<html > 
<head> 
  <title>Layout 1</title> 
</head> 
<body> 
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<%= yield %> 
 
</body> 
</html> 
 
 
Η γραµµή <%= yield %> είναι αυτή που δίνει την εντολή στη Ruby να εµφωλεύσει σε 
αυτό το σηµείο τις προβολές των επιµέρους ενεργειών.  
Ο τρόπος που προαναφέρθηκε αποτελεί και την προεπιλεγµένη λειτουργία των layouts.  
Υπάρχει δυνατότητα όµως να παραµετροποιηθεί ώστε να χρησιµοποιούν οι ελεγκτές 
διαφορετικά layouts από τα προεπιλεγµένα τους εάν αυτό είναι απαραίτητο. Αυτό γίνεται απλά 
ορίζοντας µέσα στον ελεγκτή ποιο layout να χρησιµοποιήσει. Για παράδειγµα, ο ελεγκτής Books 
θα έπρεπε να χρησιµοποιήσει το layout books, αντί γι’αυτό όµως θα χρησιµοποιήσει το layout 
standard: 
   
 
class BooksController < ApplicationController 
   
  layout "standard" 
   
end 
 
  
Τέλος, µπορεί να γίνει διαχωρισµός ποιες µέθοδοι θα χρησιµοποιήσουν το standard layout 
και ποιες το προεπιλεγµένο. Αυτό γίνεται απλά προσθέτοντας µια εξαίρεση µέσα σε κάθε 
ελεγκτή: 
 
 
layout "standard", :except => "search_book" 
 
 
Με αυτή τη γραµµή, όλες οι µέθοδοι του συγκεκριµένου ελεγκτή θα χρησιµοποιήσουν την 
καθολική προβολή standard, εκτός της µεθόδου search_book η οποία θα χρησιµοποιήσει την 
προεπιλεγµένη books του ελεγκτή. 
 
 3.5.6 Μερικές προβολές 
Οι διαδικτυακές εφαρµογές πολλές φορές χρειάζεται να επαναλαµβάνουν κάποιες 
λειτουργίες σε διαφορετικά σηµεία της εφαρµογής. Για παράδειγµα, σε ένα blog, µπορεί να 
υπάρχει ένα άρθρο στην αρχική σελίδα, αλλα αυτό το ίδιο άρθρο να υπάρχει και µέσα στη 
σελίδα µε τα ποιο δηµοφιλή άρθρα.  
Το Rails δίνει τη δυνατότητα να µην χρειάζεται να επαναληφθεί ο κώδικας δύο φορές, 
αλλα µόνο µία. Αυτό επιτυγχάνεται µε τη χρήση  των µερικών προβολών (partial template ή 
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σκέτο partial). Ένα partial, είναι ουσιαστικά ένα κοµµάτι κώδικα HTML και Ruby που εκτελεί 
µια συγκεκριµένη λειτουργία. Αν µπορούσε να υλοποιηθεί το παράδειγµα του άρθρου τότε ο 
κώδικας θα µπορούσε να µοιάζει κάπως έτσι: 
 
 
<div class="article"> 
   
    <h3><%= @article.title %></h3>  #Τίτλος 
   
    <p><%= @article.body %></p>  #Κείμενο 
 
</div> 
 
 
Σε κάποια άλλα σηµεία που πρέπει να χρησιµοποιηθεί ο παραπάνω κώδικας, για να 
εµφανιστεί ο τίτλος και το κείµενο του άρθρου, αρκεί να γραφτεί η παρακάτω γραµµή: 
 
 
render :partial => “article”  #Χωρίς παραμέτρους 
ή 
render :partial => “article”, :object => @article #Με παραμέτρους 
 
 
 Με τη πρώτη γραµµή απλά καλείται το άρθρο, ενώ µε τη δεύτερη γραµµή αποστέλλεται 
και η µεταβλητή @article που µπορεί να χρησιµοποιηθεί µε διάφορους τρόπους µέσα στο 
partial. Τα partial αρχεία είναι και αυτά της µορφής *.html.erb µε τη διαφορά ότι τα ονόµατά 
τους ξεκινάνε µε το σύµβολο _ δηλαδή το άρθρο στην προκειµένη περίπτωση θα είχε το όνοµα 
_article.html.erb. Παρόλο όµως που έχει αυτό το όνοµα, όταν καλείται από κάπου µέσα στο 
κώδικα, γράφεται χωρίς αυτό το σύµβολο και µόνο µε το όνοµά του. 
 
 
3.6 ActionController - Ελεγκτής 
Το ActionController αποτελεί το C απο την τριάδα Model – View – Controller. Στη Ruby 
on Rails το ActionController είναι υπεύθυνο στο να παραλαµβάνει τις αιτήσεις από το χρήστη 
και να κάνει τις αντίστοιχες ενέργειες που µπορεί να είναι είτε σύνδεση µε τη βάση είτε 
εµφάνιση κώδικα html.  
Οι ελεγκτές (controllers), είναι κλάσεις που απλά κληρονοµούν λειτουργίες της κλάσης 
ActionController::Base. Οι κλάσεις που κληρονοµούν από αυτήν, αποτελούν τη “επιχειρηµατική 
λογική” (business logic) µιας εφαρµογής. ∆ηλαδή, είναι το σηµείο όπου ορίζεται ποιες και τί 
ενέργειες θα λαµβάνουν χώρα µέσα στην εφαρµογή όταν θα έρθει µια αίτηση από το χρήστη.  
Όπως αναφέρθηκε σε πιο πάνω σηµείο της παρούσας εργασίας, οι µέθοδοι που είναι 
ορισµένες µέσα στον κάθε ελεγκτή αντιπροσωπεύουν συνήθως και µια ενέργεια. Συνήθως η 
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Ruby on Rails δηµιουργεί αυτόµατα τα αντίστοιχα αρχεία html των µεθόδων. Για παράδειγµα, αν 
υπάρχει µια µέθοδος new µέσα στη κλάση UsersController, τότε θα υπάρχει και µια αντίστοιχη 
σελίδα-προβολή που θα ονοµάζεται new.html.erb η οποία θα εµφανίζει µια φόρµα για τη 
δηµιουργία ενός νέου χρήστη. Επίσης µπορεί να υπάρχει ένας άλλος ελεγκτής που θα εµφανίζει 
κάποια στατιστικά αποτελέσµατα της εφαρµογής και θα διαθέτει τις δικές του ενέργειες. Με 
αυτό το τρόπο γίνεται εύκολα ο διαχωρισµός των ελεγκτών και των λειτουργιών που αυτοί 
επιτελούν. 
 
3.6.1 Ελεγκτής και html 
Για να µπορέσει να γίνει πιο κατανοητός ο τρόπος µε τον οποίο λειτουργούν οι ελεγκτές, 
θα παρουσιαστεί ένα παράδειγµα. Έστω το σενάριο ότι σε ένα ηλεκτρονικό κατάστηµα βιβλίων, 
ο διαχειριστής θέλει  να προσθέσει κάποια στοιχεία για τους συγγραφείς των βιβλίων και στη 
συνέχεια να τα εµφανίσει. Οι ενέργειες που θα γίνουν είναι: 
 
1. Ο διαχειριστής κατευθύνεται στη διεύθυνση url, του φυλλοµετρητή του, που αφορά τη 
δηµιουργία των συγγραφέων 
2. Εισάγει τα δεδοµένα που απαιτούνται στη φόρµα που του εµφανίζεται 
3. Εµφανίζεται η προεπισκόπηση τω στοιχείων που εισήγαγε 
 
Με το που πάει ο διαχειριστής στη διαδροµή έστω http://www.bookstore.gr/authors/new , 
το ActionController θα διαβάζει την διαδροµή. Από αυτή θα καταλάβει ότι αρχικά θα πρέπει να 
πάει στη στον ελεγκτή Authors (AuthorsController) στη συνέχεια να εκτελέσει τον κώδικα που 
βρίσκεται στη µέθοδο new και να εµφανίσει την προβολή new.html.erb. Ο κώδικας της 
προβολής µπορεί να είναι ο παρακάτω: 
 
 
<h1>Νεος συγγραφέας</h1> 
 
<% form_for(@author) do |f| %> 
  <%= f.error_messages %> 
 
  <p> 
    <label>Όνομα</label><br /> 
    <%= f.text_field :name %> 
  </p> 
  <p> 
    <label>Περιγραφή συγγραφέα</label><br /> 
    <%= f.text_field :about_author %> 
  </p> 
  <p> 
    <%= f.submit "Δημιουργία" %> 
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  </p> 
<% end %> 
 
 
Ο διαχειριστής, πρέπει να εισάγει δύο πεδία, το name και το about_author. Ο ελεγκτής 
µπορεί να διαθέτει τις µεθόδους:  
 
 
class AuthorsController < ApplicationController 
 
def show 
   #Κώδικας που εμφανίζει τα στοιχεία που εισήχθηκαν 
end 
 
def new 
@author = Author.new 
End 
 
def create 
 @author = Author.new(params[:author]) #Παράμετροι της φόρμας 
if @author.save  #Αν γίνει η αποθήκευση 
   redirect_to :action => “show” #Εμφάνιση των στοιχείων που εισήχθηκαν 
else  
   redirect_to :action => “new” #Ανακατεύθυνση στη φόρμα εισαγωγής 
end 
end 
end 
 
 
Το @author = Author.new(params[:author]) ουσιαστικά δηµιουργεί ένα νέο αντικείµενο 
τύπου author το οποίο παίρνει σαν ορίσµατα τις τιµές των πεδίων της φόρµας. Εφόσον το 
αντικείµενο µπορέσει να αποθηκευτεί στη βάση (if @author.save) τότε γίνεται ανακατεύθυνση 
στη µέθοδο-προβολή show (:action=>”show”) σε αντίθετη περίπτωση γίνεται ανακατεύθυνση 
στη µέθοδο-προβολή new (:action=>”new”) για να επανεισάγει τα στοιχεία.  
 
 3.6.2 ∆ροµολόγηση ενεργειών 
Κατά τη δηµιουργία µιας Rails εφαρµογής, δηµιουργείται αυτόµατα το αρχείο 
config/routes.rb. Αυτό το αρχείο είναι υπεύθυνο στο να ορίζει τις ενέργειες και τις διαδροµές 
που µπορούν να χρησιµοποιηθούν στην εφαρµογή. Οι προεπιλεγµένες επιλογές που υπάρχουν 
µέσα σε αυτό το αρχείο είναι οι εξής: 
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ActionController::Routing::Routes.draw do |map|   
       map.connect ':controller/:action/:id' 
       map.connect ':controller/:action/:id.:format' 
end 
 
 
Κάθε γραµµή map.connect, καθορίζει τη διαδροµή που συνδέει το URL µε το κώδικα στο 
εσωτερικό του προγράµµατος. Συγκεκριµένα το ‘:controller/:action/:id’ ορίζει οτι η διεύθυνση 
θα πρέπει να περιέχει το όνοµα του ελεγκτή (:controller) που έχει οριστεί µέσα στο πρόγραµµα, 
στη συνέχεια το όνοµα της ενέργειας (:action) και τέλος το :id. Με άλλα λόγια, το όνοµα της 
κλάσης, το όνοµα της µεθόδου και τέλος το id για αυτή την ενέργεια. Για παράδειγµα το 
http://www.bookstore.gr/products/show/1 πηγαίνει και διαβάζει τον κώδικα της κλάσης 
ProductController και συγκεκριµένα την µέθοδο Show και την παράµετρο id.  
Για κάθε διαδροµή που δηµιουργείται, δηµιουργούνται αυτόµατα και κάποιες βοηθητικές 
µέθοδοι για την χρήση τους µέσα στην εφαρµογή. Αυτές οι ενέργειες φαίνονται καλύτερα άµα 
χρησιµοποιηθεί η εντολή rake:routes, που εµφανίζονται όλες οι µέθοδοι και οι ενέργειες που 
κάνει η κάθε µέθοδος. Για αυτές τις ενέργειες έγινε µια αναφορά στην υποενότητα 3.2.3 για το  
REST. 
Στο διαδίκτυο υπάρχουν πολλά άρθρα[7] από όπου µπορεί να κάποιος να ενηµερωθεί πιο 
αναλυτικά   σχετικά µε τις δροµολογήσεις στο Rails. 
 
3.6.3 Μηνύµατα Flash 
Κατά την χρήση του redirect_to για την ανακατεύθυνση µιας ενέργειας, η Ruby 
δηµιουργεί µία νέα αίτηση για την εµφάνιση της νέας σελίδας.  Οι τοπικές µεταβλητές που ήταν 
αποθηκευµένες στην προηγούµενη µέθοδο, δεν είναι διαθέσιµες στη νέα. Πολλές φορές όµως, 
πρέπει να υπάρχει επικοινωνία µεταξύ των δυο αυτών ενεργειών είτε µε κάποιο κείµενο, είτε µια 
µεταβλητή. Τη λύση αυτή τη δίνει το flash. 
Το flash, αποτελεί ένα τύπο ευρετηρίου που µπορεί να πάρει διαφόρων ειδών δεδοµένα 
αλλά συνήθως χρησιµοποιείται για (προσωρινή) αποθήκευση κειµένου. Ένα flash µπορεί να 
διαβαστεί µόνο από την επόµενη ενέργεια αφού αποθηκεύεται προσωρινά στη µνήµη και µετά 
σβήνεται οριστικά. Για παράδειγµα, µόλις εκτελεστεί µια ανακατεύθυνση και εµφανιστεί το 
κείµενο που έχει αποθηκευτεί στο ευρετήριο, τότε αυτό διαγράφεται και δεν είναι πια διαθέσιµο.  
Στο παράδειγµα της παραγράφου 3.6.1, µπορεί να προστεθεί κάποιο flash µήνυµα όταν 
γίνεται η σωστή αποθήκευση των δεδοµένων του χρήστη. Ο κώδικας θα άλλαζε: 
 
 
class AuthorsController < ApplicationController 
 
 def show 
    #Κώδικας που εμφανίζει τα στοιχεία που εισήχθηκαν 
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 end 
 
def new 
@author = Author.new 
end 
 
def create 
   @author = Author.new(params[:author]) 
     if @author.save 
        flash[:notice] = "Ο συγγραφέας αποθηκεύτηκε επιτυχώς!" 
        redirect_to :action => "show" 
     end 
else  
    flash[:notice] = "Προέκυψε ένα πρόβλημα κατά την εισαγωγή." 
     redirect_to :action => "new" 
end 
 end 
end 
 
 
   #Εμφάνιση του flash το αρχείο show.html.erb 
    <% if flash[:notice] %> 
      <div class="notice"><%= flash[:notice] %></div> 
    <% end %> 
 
 
 
Εφόσον το αντικείµενο αποθηκευτεί σωστά και γίνει ανακατεύθυνση της ενέργειας στη 
show, θα εµφανιστούν τα στοιχεία της εγγραφής του συγγραφέα (όπως θα τα εµφανίσει το 
show.html.erb) αλλά θα εµφανιστεί και το µήνυµα “Ο συγγραφέας αποθηκεύτηκε επιτυχώς” στην 
σελίδα της show.html.erb. Σε αντίθετη περίπτωση, εάν δηλαδή δεν γίνει η αποθήκευση στη βάση 
για κάποιο λόγο, θα εµφανίσει το µήνυµα “Προέκυψε ένα πρόβληµα κατά την εισαγωγή.” και 
µετά θα γίνει ανακατεύθυνση στη µέθοδο-προβολή new. 
 
3.6.4 Προσπέλαση ενεργειών 
Η Ruby On Rails, έχει χαρακτηριστικό ότι µπορεί να εκτελεί πολλές διαφορετικές 
ενέργειες αναλόγως µε την περίσταση µε τη χρήση µιας και µόνο εντολής. Η render κάνει αυτή 
τη δουλειά. Σε έναν ελεγκτή για παράδειγµα, µπορεί να ορίσει ο προγραµµατιστής ότι όταν ο 
χρήστης αναζητήσει µια κατηγορία βιβλίου, εφόσον αυτή υπάρχει, να εµφανίσει τα 
αποτελέσµατα αλλιώς να εµφανίσει τη φόρµα εισαγωγής των στοιχείων ξανά. Ένα τέτοιο 
σενάριο σε κώδικα θα µπορούσε να γραφτεί ως εξής: 
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class CategoriesController < ApplicationController 
 
  def search_form 
  end 
 
  def search  
    @categories = Category.find(:all, 
                                :conditions =>  
                                    ["name like ?", 
"%#{params[:cat]}%"]) 
    if @categories  
      render :action => 'search_results' 
    else   
      flash['notice'] = 'Δεν βρέθηκαν αποτελέσματα.' 
      render :action => 'search_form' 
    end 
  end 
 
  def search_results 
    @category = Category.find(params[:id]) 
  end 
end 
 
  
Στο παραπάνω παράδειγµα, στη µέθοδο search, γίνεται η αναζήτηση των κατηγοριών 
(Category.find). Αν η κατηγορία υπάρχει (if @categories), τότε γίνεται προσπέλαση της 
µεθόδου search_results. Σε αντίθετη περίπτωση, αν δηλαδή δεν υπάρχει η κατηγορία, καλείται η 
µέθοδος-προβολή search_form  αφού πριν εµφανιστεί το µήνυµα “∆εν βρέθηκαν 
αποτελέσµατα”. 
Με τη χρήση της render, δεν είναι απαραίτητο να προσπελαύνονται µόνο ενέργειες του 
ίδιου ελεγκτή αλλά µπορεί και διαφορετικού. ∆ηλαδή: 
 
 
render :controller => 'products', :action => 'show_product' 
 
 
Η πιο πάνω γραµµή, αν προστεθεί µέσα στον κώδικα του ελεγκτή categories, µπορεί να 
καλέσει τη µέθοδο show_product του ελεγκτή products κάτι το οποίο παρακάµπτει τις 
προεπιλεγµένες ενέργειες µέσα στον categories ελεγκτή. 
 
3.6.5 Φίλτρα 
Τα φίλτρα (filters), όπως ακριβώς το λέει και το όνοµά τους, έχουν τη δυνατότητα να 
φιλτράρουν ενέργειες που πρόκειται να εκτελεστούν από τον ελεγκτή. Παρέχουν τη 
λειτουργικότητα ώστε να µπορεί να εκτελείται κάποιος κώδικας πριν από κάποια συγκεκριµένη 
ενέργεια. Ένα τέτοιο παράδειγµα στη θεωρία είναι η αυθεντικοποίηση χρηστών όπου πριν από 
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την είσοδό τους σε µια σελίδα, πρέπει να καλεστεί ο µηχανισµός αυθεντικοποίησης τους. Αυτή 
τη δουλειά την κάνουν τα φίλτρα. 
Το Rails υποστηρίζει τριών ειδών φίλτρα. Φίλτρα που εφαρµόζονται “πριν” , “µετα” και 
“ενδιάµεσα” των ενεργειών. Στον κώδικα παρακάτω χρησιµοποιείται ένα φίλτρο. 
  
 
class AdminController < ApplicationController 
 
  before_filter :authorize_admin, :except => :logout 
 
def login 
end 
 
def logout 
end  
 
protected 
  def authorize_admin  
    unless Admin.find_by_id(session[:admin_id])  
      flash[:notice] = "Πρέπει να συνδεθείτε πρώτα" 
      redirect_to :controller => 'admin', :action => 'login' 
    end 
  end 
...  
end 
 
 
Σε αυτό το παράδειγµα, χρησιµοποιείται ένα φίλτρο αυθεντικοποίησης του διαχειριστή. 
Με το που χρειαστεί να προσπελάσει ο ελεγκτής AdminController οποιαδήποτε µέθοδό-ενέργειά 
του, καλείται πρώτα η µέθοδος authorize_admin πριν από οτιδήποτε. Η µέθοδος της 
αυθεντικοποίησης είναι protected έτσι ώστε να µην είναι προσπελάσιµη από κανέναν άλλο 
controller παρά µόνο από τον ΑdminController.  
Φυσικά µπορούν να εξαιρεθούν και κάποιες µέθοδοι από το φίλτρο, κάτι το οποίο γίνεται 
µε το :except. Στην προκειµένη περίπτωση όταν θα καλεστεί η µέθοδος login, θα τρέξει πρώτα η 
µέθοδος authorize_admin. Αν όµως γίνει προσπάθεια να εκτελεστεί η µέθοδος logout, δεν θα 
τρέξει το φίλτρο γιατί απλά έχει εξαιρεθεί η συγκεκριµένη µέθοδος από τη δικαιοδοσία του. Με 
την ίδια φιλοσοφία χρησιµοποιούνται και τα υπόλοιπα φίλτρα[8].  
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4 ΥΛΟΠΟΙΗΣΗ WEB ΕΦΑΡΜΟΓΗΣ ΣΕ RUBY ON 
RAILS 
 
 
4.1 Εργαλεία υλοποίησης 
Η εφαρµογή που υλοποιήθηκε στα πλαίσια της παρούσας διπλωµατικής εργασία, αφορά 
ένα ηλεκτρονικό κατάστηµα πώλησης βιβλίων γραµµένο εξολοκλήρου σε Ruby On Rails. Για 
την υλοποίησή του χρησιµοποιήθηκαν τα εξής εργαλεία: 
 
• NetBeans IDE v6.7 Ruby edition[4] 
• Ruby έκδοση 1.8.6 win32 installer[9] 
• Rails έκδοση 2.3.2[10] 
• SQLite3 βάση δεδοµένων[11] 
• SQLite Manager Firefox add-on[6] 
• Mongrel web server[12] 
• Επιπρόσθετες βιβλιοθήκες και plugins για το Rails 
 
Κατά τη διάρκεια συγγραφής της παρούσας διπλωµατικής εργασίας, υπήρξαν κάποιες νέες 
εκδόσεις Ruby (v1.9.1) και Rails (v2.3.3), αλλά για αποφυγή τυχόν προβληµάτων συµβατότητας 
µε τα υπόλοιπα εργαλεία, δεν πραγµατοποιήθηκε η ενηµέρωση αυτών.    
 
 
4.2 Ανάλυση απαιτήσεων - Τεχνικές προδιαγραφές 
Το εικονικό ηλεκτρονικό κατάστηµα που δηµιουργήθηκε, χωρίζεται σε δυο λογικά 
κοµµάτια – υλοποιήσεις. Ένα κοµµάτι είναι αυτό του διαχειριστή και το άλλο είναι το κοµµάτι 
του χρήστη. Οι δύο φυσικά έχουν διαφορετικές λειτουργίες να επιτελέσουν. Ο κάθε ένας θα 
πρέπει µπορεί να κάνει διαφορετικά πράγµατα. Πιο συγκεκριµένα:  
Ο χρήστης θα πρέπει να µπορεί: 
• Να κάνει εγγραφή στη σελίδα 
• Να κάνει σύνδεση αν είναι ήδη εγγεγραµµένος και αποσύνδεση 
• Να αλλάξει τα στοιχεία του 
• Να κάνει σχόλια στα βιβλία 
• Να προσθέσει βιβλία στο καλάθι του 
• Να εκτελέσει παραγγελία βιβλίων 
 
Ο διαχειριστής από τη µεριά πρέπει να µπορεί: 
[60] 
 
• Να κάνει σύνδεση/αποσύνδεση στο µενού διαχείρισης 
• Να δει τις παραγγελίες που έχουν γίνει από τους χρήστες 
• Να προσθέσει/αφαιρέσει/διαγράψει βιβλίο, συγγραφέα, κατηγορία 
• Να δει/διαγράψει χρήστες που είναι εγγεγραµµένοι 
• Να δει/διαγράψει τα σχόλια που έχουν γίνει σε βιβλία 
 
Στη συνέχεια θα αναλυθούνε οι βασικές κλάσεις και µέθοδοι που υλοποιήθηκαν στην 
εφαρµογή από τη µεριά των χρηστών και από τη µεριά της διαχείρισης.  
 
4.2.1 Κλάσεις και µέθοδοι από τη µεριά των χρηστών 
  Οι κλάσεις-ελεγκτές που δηµιουργήθηκαν για τις ανάγκες αυτές είναι οι παρακάτω και 
φαίνονται στο σχεδιάγραµµα που ακολουθεί.  
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Κάτω από το όνοµα της κάθε κλάσης-ελεγκτή, παραθέτονται οι µεθοδοι που 
χρησιµοποιούνται σε αυτή . Στο σχεδιάγραµµα οι µέθοδοι είναι διαχωρισµένες αναλόγως τον 
τύπο τους. Στο πρώτο πεδίο βρίσκονται όλες οι δηµόσιες µέθοδοι, στο δεύτερο οι 
προστατευµένες και στο τελευταίο οι ιδιωτικές µέθοδοι. Η StoreController αλλα και η 
ApplicationController για παράδειγµα διαθέτουν δηµόσιες και ιδιωτικές µεθόδους 
ApplicationController 
instantiate_controller_and_action_names 
 
current_admin 
current_admin_session 
current_user 
current_user_session 
require_admin 
require_user 
ActionController::Base 
CategoriesController 
show_cat 
 
 
UsersController 
create 
edit 
new 
update 
 
 
StoreController 
add_to_cart 
checkout 
empty_cart 
index 
remove_from_cart 
save_order 
 
find_cart 
redirect_to_index 
ProductsController 
create_product_comment 
show_each 
 
 
UserSessionsController 
create 
new 
destroy 
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Πιο να γίνει όµως πιο κατανοητός ο σχεδιασµός της εφαρµογής που υλοποιήθηκε, θα γίνει 
µια σύντοµη αναφορά στις κλάσεις και µεθόδους που χρησιµοποιεί η εφαρµογή. Φυσικά για 
λόγους συντοµίας και χώρου, δεν θα παρουσιαστούν όλες οι µέθοδοι των κλάσεων αλλα µόνο οι 
βασικές. 
Η βασική κλάση της εφαρµογής είναι η ApplicationController η οποία κληρονοµεί όλη τη 
λειτουργικότητά της από την ActionController::Base που είναι ο βασικός ελεγκτής της 
εφαρµογής. Όλες οι άλλες κλάσης της εφαρµογής κληρονοµούν την ApplicationController 
οπότε όλες οι δηµόσιες και οι προστατευµένες κλάσης της είναι διαθέσιµες στις 
κληρονοµήσαντες κλάσεις.  
Οι κλάσεις που έχει η ApplicationController είναι οι εξής: 
1. instantiate_controller_and_action_names: µέθοδος που επιστρέφει τα ονόµατα των 
ελεγκτών και των ενεργειών που χρησιµοποιούνται 
2. current_admin, current_user: µέθοδοι που επιστρέφουν αληθές/ψευδές για το κατά 
πόσον ο διαχειριστής ή ο χρήστης είναι συνδεδεµένος 
3. current_admin_session, current_user_session: επιστρέφει αληθές/ψευδές για το αν έχει 
δηµιουργηθεί session για τον διαχειριστή/χρήστη αντίστοιχα 
4. require_admin, require_user: µέθοδοι που χρησιµοποιούνται ως φίλτρα και ελέγχουν αν 
ο διαχειριστής ή ο χρήστης είναι συνδεδεµένοι 
 
Μία ακόµη βασική κλάση της εφαρµογής είναι η StoreController η οποία κληρονοµεί την 
ApplicationController και διαθέτει όλη την επιχειρηµατική λογική (business logic) του 
ηλεκτρονικού καταστήµατος. Οι µέθοδοί της δηλαδή, χειρίζονται το καλάθι αγορών που 
υλοποιείται στο ηλεκτρονικό κατάστηµα. Πιο συγκεκριµένα οι λειτουργία των µεθόδων είναι: 
1. add_to_cart: προσθέτει ένα προϊόν στο καλάθι αγορών 
2. remove_from_cart: διαγράφει ένα προϊόν από το καλάθι αγορών 
3. empty_cart: καθαρίζει το καλάθι από όλα τα προϊόντα που πιθανόν να διαθέτει 
4. checkout: δηµιουργεί µια νέα παραγγελία 
5. save_order: αποθηκεύει την παραγγελία µέσα στο σύστηµα 
6. find_cart: ελέγχει αν υπάρχει το καλάθι αγορών του χρήστη 
 
Επόµενη κλάση που χρησιµοποιήθηκε στο ηλεκτρονικό κατάστηµα είναι η 
CategoriesController η οποία χρησιµεύει στο να εµφανίζει τις κατηγορίες των βιβλίων. ∆ιαθέτει 
µία και µοναδική µέθοδο την show_cat η οποία είναι αυτή η οποία χρησιµοποιείται για να 
εµφανίσει τα βιβλία που περιέχει η κάθε κατηγορία.  
Άλλη µία κλάση της εφαρµογής είναι η UsersController η οποία και αυτή κληρονοµεί από 
την ApplicationController. Είναι υπεύθυνη για την δηµιουργία νέων χρηστών και για την 
ενηµέρωση του προφίλ τους. Πιο συγκεκριµένα οι µέθοδοι που χρησιµοποιεί είναι: 
1. new & create: µέθοδοι που χρησιµοποιούνται για τη δηµιουργία/εγγραφή νέων 
χρηστών µέσα στο ηλεκτρονικό κατάστηµα 
2. edit & update: µέθοδοι για την ενηµέρωση του προφίλ του χρήστη 
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Τέλος η κλάση UserSessionController είναι υπεύθυνη για την δηµιουργία και τη 
καταστροφή του της συνόδου (session) του χρήστη. Για να µπορέσει δηλαδή ο χρήστης να 
συνδεθεί και να αποσυνδεθεί πρέπει να χρησιµοποιήσει τις µεθόδους του συγκεκριµένου 
ελεγκτή. Οι µέθοδοι αυτές είναι: 
1. new & create: χρησιµοποιούνται για τη δηµιουργία µιας νέας συνόδου χρήστη 
2. destroy: χρησιµοποιείται για την καταστροφή της συνόδου του χρήστη.  
  
Αυτές είναι οι κλάσεις που χρησιµοποιήθηκαν από τη µεριά του χρήστη. Η διαχείριση της 
σελίδας χρησιµοποιεί διαφορετικές κλάσεις και µεθόδους, αφού έχει και διαφορετική 
λειτουργικότητα. 
 
4.2.2 Κλάσεις και µέθοδοι διαχείρισης 
Η διαχείριση του ηλεκτρονικού καταστήµατος, έχει διαχωριστεί σε σχέση µε το υπόλοιπο 
κατάστηµα. Έχουν προστεθεί και άλλες κλάσεις αλλα και οι µέθοδοι είναι διαφορετικές. Στο σχήµα που 
ακολουθεί γίνει αυτό κατανοητό: 
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 Όπως φαίνεται από το παραπάνω σχήµα, οι µέθοδοι που χρησιµοποιήθηκαν από σχεδόν 
όλες τις κλάσεις είναι ίδιες. Η λειτουργίες τους αλλάζουν, στο ότι καλούνται από διαφορετική 
κλάση και σχετίζονται µε διαφορετικό πίνακα στη βάση. Για παράδειγµα, η µέθοδος index του 
CategoriesController εµφανίζει όλες τις κατηγορίες που είναι αποθηκευµένες στη βάση, ενώ η 
µέθοδος index του ProductsController εµφανίζει όλα τα προϊόντα του ηλεκτρονικού 
καταστήµατος που έχουν καταχωρηθεί. Το ίδιο ισχύει για τις UsersController, 
CommentsController, AuthorsController, CategoriesController, OrdersController και 
ActionController::Base 
ApplicationController 
instantiate_controller_and_action_names 
 
current_admin 
current_admin_session 
current_user 
current_user_session 
require_admin 
require_user 
AuthorsController 
new 
create 
destroy 
update 
edit 
index 
CategoriesController 
new 
update 
destroy 
edit 
index 
update 
OverviewController 
index 
CommentsController 
destroy 
index 
show 
OrdersController 
destroy 
edit 
index 
show 
update 
ProductsController 
new 
create 
destroy 
edit 
index 
update 
UsersController 
destroy 
edit 
index 
AdminSessionController 
new 
create 
destroy 
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OverviewController. ∆ιαφέρουν οι µέθοδοι της κλάσης AdminSessionController οι οποίες 
χρησιµεύουν απλά στο να δηµιουργούνε τη σύνοδο του διαχειριστή αλλα και να τη 
καταστρέφουν.   
 
4.2.3 Μοντέλο της εφαρμογής 
Όπως αναφέρθηκε σε προηγούµενο κεφάλαιο, υπεύθυνο για τις συσχετίσεις που υπάρχουν 
σε µία εφαρµογή, είναι το ActiveRecord. Αυτό ορίζει µε ποιο τρόπο θα συσχετίζονται τα 
αντικείµενα µεταξύ τους.  
Τα µοντέλα που χρησιµοποιήθηκαν για την υλοποίηση του ηλεκτρονικού καταστήµατος 
είναι τα παρακάτω: 
• Προϊόν (Product) 
• Παραγγελία (Order) 
• Αντικείµενο ουράς (Line_item) 
• Κατηγορία (Category) 
• Συγγραφέας (Author) 
• Σχόλιο (Comment) 
• Χρήστης (User) 
• ∆ιαχειριστής (Admin) 
• Session Χρηστών και διαχειριστή (UserSession & AdminSession) 
 
Οι απαιτήσεις που πρέπει να υπάρχουν µεταξύ των µοντέλων ορίστηκαν κατά το 
σχεδιασµό και παρουσιάζονται στη συνέχεια:  
1. Ένα προϊόν πρέπει ανήκει σε µία κατηγορία (Category),να διαθέτει πολλά σχόλια 
(Comment), να έχει πολλά προϊόντα ουράς (Line_item) και επίσης να έχει πολλές 
παραγγελίες (Order). Ακόµη, να έχει και να ανήκει σε πολλούς συγγραφείς 
2. Μια κατηγορία µπορεί να έχει πολλά προϊόντα 
3. Ένας συγγραφέας µπορεί να έχει πολλά προϊόντα 
4. Ένας χρήστης µπορεί να κάνει πολλά σχόλια 
5. Ένα σχόλιο µπορεί να ανήκει σε ένα χρήστη αλλα και σε ένα προϊόν   
6. Μία παραγγελία έχει πολλά αντικείµενα στην ουρά της 
7. Ένα αντικείµενο ουράς, ανήκει σε µία παραγγελία αλλα και σε ένα προϊόν 
 
Με τη χρήση ειδικού προγράµµατος κατασκευής διαγραµµάτων
[13]
 κατασκευάστηκε 
διάγραµµα, το οποίο παρουσιάζει τις συσχετίσεις ανάµεσα στα µοντέλα έτσι όπως ορίστηκαν 
κατά την δήλωση των απαιτήσεων της εφαρµογής. Το διάγραµµα αυτό φαίνεται παρακάτω: 
 
 
 Εικόνα 
 
Μέσα σε κάθε πλαίσιο, εκτός
φαίνονται και όλα τα πεδία που
παρουσιάζονται και οι πίνακες
 
4.2.4 Απλό σενάριο χρήσης
Όπως αναφέρθηκε στην
αρχιτεκτονική Μοντέλο - Προβολή
επικοινωνούνε όµως αυτά τα τρία
αυτό ακολουθεί ένα απλό σενάριο
υλοποιήθηκε.  
[66] 
18: Διάγραμμα συσχετίσεων μοντέλων εφαρμογής 
 από το όνοµα του µοντέλου που βρίσκεται
 έχουν δηλωθεί στη βάση. Ουσιαστικά, εκτός
 καθώς και πεδία του καθενός. 
 
 και στην ενότητα 3.3, η Ruby On Rails
 - Ελεγκτής (Model - View - 
 δεν είναι τόσο κατανοητό σε γενικές γραµµές
 χρήσης, που βασίζεται στο ηλεκτρονικό
 
 στο πάνω µέρος, 
 από τις συσχετίσεις 
 στηρίζεται στην 
Controller). Το πώς 
. Για το λόγο 
 κατάστηµα που 
[67] 
 
Το σενάριο είναι ότι ο χρήστης εισέρχεται µέσα στη σελίδα, επιλέγει την κατηγορία 
βιβλίου που τον ενδιαφέρει, εµφανίζει το βιβλίο που τον ενδιαφέρει, το προσθέτει στο καλάθι 
του και τέλος κάνει την παραγγελία του.    
Το διάγραµµα ακολουθίας στη συνέχεια, δείχνει τον τρόπο επικοινωνίας που χρησιµοποιεί 
η Ruby On Rails για τα αιτήµατα του χρήστη αλλά και τον τρόπο που αυτή τα χειρίζεται. 
 
 
Εικόνα 19: Απλό σενάριο προσθήκης βιβλίου στο καλάθι αγορών 
 
[68] 
 
Αρχικά ο χρήστης που εδώ αναπαρίσταται ως προβολή (view), στέλνει ένα αίτηµα στον 
ελεγκτή ότι επιθυµεί να δει µια κατηγορία (show_cat) το id της οποία είναι ίσο µε 2. Ο ελεγκτής 
µε το που λάβει αυτό το αίτηµα, µεταφράζει την εντολή σε κώδικα sql και στέλνει το αίτηµα στο 
µοντέλο των προϊόντων όπου λέει ότι επιθυµεί να δει όλα τα ονόµατα των προϊόντων που 
ανήκουν στην κατηγορία µε id=2. Το µοντέλο απαντάει ότι βρέθηκαν δύο προϊόντα, τα στέλνει 
πίσω στον ελεγκτή και αυτός θα εµφανίζει στον φυλλοµετρητή του χρήστη. 
Στη συνέχεια, ο χρήστης στέλνει το αίτηµα ότι επιθυµεί να εµφανίσει τα δεδοµένα ενός 
βιβλίου το οποίο έχει id ίσο µε 28. Λαµβάνει το αίτηµα ο ελεγκτής και στέλνει το sql αίτηµα στο 
µοντέλο. Αυτό µε τη σειρά του στέλνει την απάντηση στο ελεγκτή και αυτός πίσω στο χρήστη. 
Όταν στη συνέχεια πατήσει ο χρήστης το κουµπί «Προσθήκη στο καλάθι» καλείται η 
µέθοδος add_to_cart µε παράµετρο το id του βιβλίου που επιλέχθηκε, που τα λαµβάνει ο 
ελεγκτής. Επειδή όµως υπάρχει φίλτρο που ελέγχει αν και κατά πόσο ο χρήστης είναι 
συνδεδεµένος στην σελίδα (logged in), ο ελεγκτής στέλνει αυτή την ερώτηση στο αντίστοιχο 
µοντέλο. Εάν δεν υπάρχει σύνοδος (session), κάτι που σηµαίνει ότι δεν είναι συνδεδεµένος, τότε 
επιστρέφονται τα αντίστοιχα µηνύµατα και στέλνει ο ελεγκτής την φόρµα εισόδου όπου πρέπει ο 
χρήστης να εισάγει τα στοιχεία του.  
Με το που εισάγει ο χρήστης το username και το password, µέσω του ελεγκτή δίνεται η 
εντολή στο µοντέλο που χειρίζεται τις συνόδους να προχωρήσει στην αυθεντικοποίηση και στη 
δηµιουργία της συνόδου για τον συγκεκριµένο χρήστη και εφόσον γίνει αυτό να προστεθεί το 
βιβλίο που επέλεξε σε µια νέα παραγγελία.  
Εφόσον προστεθεί το βιβλίο στο καλάθι, εµφανίζεται το αντίστοιχο µήνυµα στο χρήστη. 
Όταν µετά αυτός επιλέξει «Παραγγελία» (checkout) λαµβάνει το αίτηµα ο ελεγκτής και δίνει στη 
συνέχεια αυτός την εντολή στο µοντέλο να αποθηκεύσει την παραγγελία (order.save) στη βάση. 
Εάν αυτό γίνει µε επιτυχία τότε επιστρέφει το µήνυµα ότι η αποθήκευση πραγµατοποιήθηκε 
επιτυχώς και ο ελεγκτής εµφανίζει το αντίστοιχο µήνυµα επιτυχίας στο χρήστη. 
 
Με αυτή τη λειτουργικότητα είναι δοµηµένο και το ηλεκτρονικό κατάστηµα που 
υλοποιήθηκε για την παρούσα εφαρµογή. Οτιδήποτε αίτηµα στέλνει ο χρήστης-προβολή, το 
λαµβάνει πρώτα ο αντίστοιχος ελεγκτής και αυτός µε τη σειρά του επικοινωνεί µε το µοντέλο. 
Στέλνει σε αυτό το αίτηµά του, και µόλις λάβει το αποτέλεσµα, το µετατρέπει σε µορφή 
κατάλληλη για εµφάνιση στον χρήστη.     
Στη συνέχει ακολουθεί η παρουσίαση του περιβάλλοντος χρήστη και του διαχειριστή. Για 
καλύτερη ευκολία και κατανόηση, έχουν χρησιµοποιηθεί φωτογραφίες της εφαρµογής και του 
κάθε βήµατος ξεχωριστά. 
 
   
4.3 Παρουσίαση περιβάλλοντος χρήστη 
Η εφαρµογή σχεδιάστηκε έτσι ώστε να διαθέτει δύο διαφορετικές σελίδες ανεξάρτητες 
µεταξύ τους, µία αυτή των χρηστών και µία αυτή του διαχειριστή. Στην ενότητα αυτή, θα γίνει 
µια περιήγηση και περιγραφή των λειτουργιών της σελίδα του χρήστη.  
 Στο σηµείο αυτό πρέπει
αναπτυγµένη στη Ελλάδα και
δειλά βήµατα στο σχεδιασµό εφαρµογών
µηνύµατα ελέγχων) δεν έχουν
Αγγλικά.  
 
4.3.1 Αρχική σελίδα 
Όταν κάποιος χρήστης εισέρχεται
 
Εικόνα 
 
Με µία πρώτη µατιά, µπορεί
από δύο στήλες. Η αριστερή στήλη
αναζήτηση, και η δεξιά στήλη
περιήγηση στις κατηγορίες 
εµφανίζοντας τα αντίστοιχα βιβλία
Επιλέγοντας δηλαδή την
στήλη όλα τα βιβλία της συγκεκριµένης
[69] 
 να αναφερθεί, ότι εξαιτίας του ότι η Ruby
 οτι µόνο τον τελευταίο χρόνο έχουν αρχίσει
 διαδικτύου  µε Rails, κάποιες λειτουργίες
 µεταφραστεί στα Ελληνικά και εµφανίζονται
 στη σελίδα, βλέπει την παρακάτω σχεδίαση
20: Αρχική σελίδα του ηλεκτρονικού καταστήματος
 κάποιος να διακρίνει ότι η σελίδα αποτελείται
 οπου εµφανίζονται οι κατηγορίες των
 οπου εµφανίζεται ο κατάλογος των βιβλίων
γίνεται απλά πατώντας πάνω σε κάθε 
 που ανήκουν στην κατηγορία.   
 κατηγορία «Επιστηµονική φαντασία», εµφανίζονται
 κατηγορίας: 
 On Rails δεν είναι 
 να γίνονται κάποια 
 (όπως τα 
 αναγκαστικά στα 
: 
 
 
 ουσιαστικά 
 βιβλίων µαζί µε  την 
 σε λίστα. Η 
µια κατηγορία και 
 στην δεξιά 
 Εικόνα 21: Εμφάνιση μεμονωμένης κατηγορίας καθώς και των βιβλίων που ανήκουν σε αυτή
 
4.3.2 Αναζήτηση βιβλίου
Κάτω από τις κατηγορίες
εισαχθούνε κάποια γράµµατα
αποτέλεσµα θα είναι το ανάλογο
κριτήρια αναζήτησης. Αν για παράδειγµα
 
 
Εικόνα 22: Αναζήτηση βιβλίου 
 
Το αποτέλεσµα θα είναι
παρούσα χρονική στιγµή το αποτέλεσµα
[70] 
 
, βρίσκεται το πεδίο αναζήτηση. Μέσα
 ή λέξεις βιβλίων, οι οποίες ενδιαφέρουν
 αφού θα εµφανίσει µόνο τα βιβλία που
 πραγµατοποιηθεί η αναζήτηση: 
 
 όλα τα βιβλία τα οποία θα περιέχουν τα γράµµατα
 είναι το εξής: 
 
 
 σε αυτό µπορεί να 
 το χρήστη. Το 
 συµφωνούν µε τα 
 “ra”. Στην 
  
Εξαιτίας του γεγονότος ότι
για ελληνικά γράµµατα δεν είναι
 
4.3.3 Επιλογή βιβλίου 
Απο οποιοδήποτε σηµείο
πάνω στη εικόνα ή στην επιλογή
παραπάνω πληροφορίες για το
του κ.α. Η εµφάνιση του κάθε ενός
 
[71] 
Εικόνα 23: Αποτελέσματα αναζήτησης 
 η Ruby On Rails δεν έχει εξελληνιστεί ακόµη
 ακόµα 100% αποτελεσµατικές.  
 της ιστοσελίδας, δίνεται η δυνατότητα στο
 «Περισσότερα» του αντίστοιχου βιβλίου
 βιβλίο όπως ο συγγραφές, η κατηγορία που
 βιβλίου µε τα στοιχεία που αυτό έχει είναι
 
, οι αναζητήσεις 
 χρήστη, πατώντας 
, να εµφανιστούνε 
 ανήκει, η περιγραφή 
 η εξής: 
 Σε αυτό το σηµείο, εκτός
κουµπί «Προσθήκη στο καλάθι
στο µήνυµα κάτω από τη κεφαλίδα
κριτική πρέπει να είναι συνδεδεµένος
όπου για να µπορέσει κάποιος να
 
4.3.4 Εγγραφή χρήστη
Ανοίγοντας για πρώτη φορά
φαίνεται η εξής επιλογή «Εγγραφή
 
[72] 
Εικόνα 24: Εμφάνιση των στοιχείων ενός μόνο βιβλίου 
 από τις πληροφορίες που αναφέρθηκαν
» καθώς και το πεδίο «Κριτικές χρηστών
 των κριτικών χρηστών, για να γράψει
 χρήστης. Το ίδιο ισχύει και για την 
 προσθέσει κάποιο βιβλίο στο καλάθι του, 
 
 τη κεντρική σελίδα, δίπλα στο λογότυπο
 | Είσοδος». 
 
, εµφανίζεται και το 
». Όπως φαίνεται και 
 ένας χρήστης µια 
προσθήκη στο καλάθι, 
πρέπει να συνδεθεί. 
 της ιστοσελίδας, 
  
Ο χρήστης σε αυτό το σηµείο
κάνει εγγραφή (πατώντας Εγγραφή
απαραίτητα στοιχεία των πεδίων
Εάν επιλέξει «Εγγραφή» 
[73] 
Εικόνα 25: Εγγραφή ή Είσοδος χρήστη 
 έχει δύο επιλογές. Αν δεν είναι εγγεγραµµένος
) ή αν έχει ήδη λογαριασµό να εισέλθει (
.  
εµφανίζεται η φόρµα εγγραφής χρήστη: 
Εικόνα 26: Φόρμα εγγραφής χρήστη 
 
 χρήστης να 
Είσοδος) δίνοντας τα 
 
  
Τα πεδία που πρέπει να εισάγει
κωδικός πρόσβασης αλλα και
γίνονται όλοι οι απαραίτητοι έλεγχοι
email έχει τη σωστή µορφή και
Ένα παράδειγµα των µηνυµάτων
 
Εικόνα 
  
Στη παραπάνω φόρµα εγγραφής
µε τον κωδικό επιβεβαίωσης 
Εφόσον αυτά εισαχθούν σωστά
µου όρισε ο ίδιος, εµφανίζοντας
 
[74] 
 ένας νέος χρήστης, είναι το όνοµα χρήστη
 η επιβεβαίωση του κωδικού πρόσβασης. Πατώντας
 για το αν και κατά πόσο το όνοµα χρήστη
 αν η επιβεβαίωση κωδικού είναι ίδια µε τον
 αυτών µπορεί να είναι το παρακάτω: 
27: Μηνύματα ελέχγου εισαγωγής στοιχείων εγγραφής
, εµφανίστηκαν τα µηνύµατα ότι ο κωδικός
αλλά και το ότι το email δεν διαθέτει την
, γίνεται είσοδος του χρήστη στο σύστηµα
 επίσης το µήνυµα επιβεβαίωσης εγγραφής
, το email του, ο 
 αποστολή, 
 υπάρχει, αν το 
 κωδικό πρόσβασης. 
 
 
 δεν είναι ίδιος 
 απαιτούµενη µορφή. 
 µε το όνοµα χρήστη 
: 
 Εικόνα 
 
Ο χρήστης έχει καταχωρηθεί
πέρα µπορεί να συνδέεται στην
 
4.3.5 Αυθεντικοποίηση χρήστη
Όπως αναφέρθηκε και 
µπορεί να εισέλθει στο κατάστηµα
1. Από την αρχική σελίδα
2. Από τη σελίδα εκάστοτε
3. Από τη σελίδα επιλογή
Οποιαδήποτε από τις τρείς
εισόδου του χρήστη. 
[75] 
28: Μήνυμα επιβεβαίωση εγγραφής νέου χρήστη 
 στη βάση δεδοµένων µε τα στοιχεία του
 σελίδα χωρίς κανένα πρόβληµα. 
  
στο κεφάλαιο 4.3.4 εάν ένας χρήστης είναι
 µε τρείς τρόπους. 
 πατώντας το «Είσοδος» 
 βιβλίου πατώντας το «Προσθήκη στο
 «Προσθήκη κριτικής» στο κάτω µέρος
 ενέργειες εκτελεστεί, γίνεται αναδροµολόγηση
 
 και από εδώ και 
 ήδη εγγεγραµµένος, 
 καλάθι» 
 του βιβλίου. 
 στη φόρµα 
  
Επίσης και στο σηµείο αυτό
κωδικός πρόσβασης είναι λανθασµένος
Με το που εισάγει ο χρήστης
ηλεκτρονικό κατάστηµα. Επίσης
χρήστη. 
Εικόνα 30: Επιλογές εγγεγραμμένου χρήστη "Επεξεργασία προφίλ" και "Αποσύνδεση"
 
 
[76] 
Εικόνα 29: Φόρμα εισόδου εγγεγραμμένου χρήστη 
, αν εισαχθεί όνοµα χρήστη το οποίο δεν υπάρχει
, εµφανίζονται τα απαραίτητα µηνύµατα
 τα σωστά στοιχεία του, γίνεται η
, δίπλα στο λογότυπο, εµφανίζονται οι
 
 στη βάση ή ο 
 ελέγχου. 
 εισαγωγή του στο 
 νέες επιλογές του 
 
 
 Αυτές οι νέες επιλογές περιλαµβάνουν
Στην «Επεξεργασία προφίλ» εµφανίζεται
τα στοιχεία του όνοµα χρήστη
 
Εικόνα 31: Φόρμα επεξεργασίας προφίλ χρήστη με αλλαγή του ονόματός του
 
Στη φόρµα του παραδείγµατος
πάτηµα του κουµπιού «Αποστολή
στοιχείων και ενηµερώνονται τα
αλλάχθηκε, στο επάνω µέρος της
 
[77] 
, τη «Επεξεργασία προφίλ», 
 η φόρµα στην οποία µπορεί ο χρήστης
, email και κωδικό πρόσβασης.  
, γίνεται η αλλαγή του ονόµατος χρήστη
» γίνονται όλοι οι απαραίτητοι έλεγχοι
  πεδία της βάσης µου αλλάχθηκαν. Εφόσον
 σελίδας, έχει εµφανίσει το ενηµερωµένο όνοµα
την «Αποσύνδεση». 
 να ενηµερώσει 
 
 
 σε panos24. Με το 
 ορθότητας των 
 το όνοµα χρήστη 
 χρήστη. 
  
Με το µήνυµα «Επιτυχής
αλλαγές και ενηµερώθηκε σωστά
 
4.3.6 Προσθήκη κριτικών
Ο συνδεδεµένος χρήστης
τα βιβλία επιθυµεί. Αυτό µπορεί
 
[78] 
Εικόνα 32: Επιτυχής αλλαγή ονόματος χρήστη 
 ενηµέρωση προφίλ» επιβεβαιώνει ότι έγιναν
 η βάση.  
 
, έχει τη δυνατότητα να προσθέσει κάποια κριτική
 να το κάνει µέσα στο κατάλληλο πλαίσιο.
 
 σωστά όλες οι 
 σε όποιο από 
 
  
Πατώντας το κουµπί «Προσθήκη
πεδίο «Κριτικές χρηστών» αλλα
δηµοσίευσης. 
[79] 
Εικόνα 33: Προσθήκη κριτικής σε βιβλίο 
 κριτικής» προστίθεται το σχόλιο κάτω
 επίσης εµφανίζεται και το αντίστοιχο µήνυµα
 
 ακριβώς από το 
 επιβεβαίωσης της 
  
4.3.7 Καλάθι αγορών 
Όπως αναφέρθηκε και πιο
βιβλίων στο καλάθι αγορών του
την προβολή του κάθε βιβλίου
[80] 
Εικόνα 34: Μήνυμα επιβεβαίωσης προσθήκης κριτικής 
 πάνω, µία άλλη δυνατότητα του χρήστη
. Αυτό επιτυγχάνεται πατώντας το «Προσθήκη
. Με το που γίνει αυτό, το βιβλίο προστίθεται
 
 είναι η προσθήκη 
 στο καλάθι» από 
 στο καλάθι.  
  
Στο σηµείο αυτό ο χρήστης
1. ∆ιαγραφή προϊόντος
2. Συνέχιση αγορών
3. Καθαρισµός καλαθιού
4. Παραγγελία 
 
Επιλέγοντας «∆ιαγραφή
από την ποσότητα που ήδη 
«Συνέχιση αγορών» ξαναεµφανίζεται
προσθέτει και άλλα βιβλία αν
εµφανιστεί ένα µήνυµα προειδοποίησης
 
 
Εικόνα 36: Μήνυμα επιβεβαίωσης καθαρισμού καλαθιού
[81] 
Εικόνα 35: Καλάθι αγορών 
 µπορεί να κάνει τρία πράγµατα: 
  
 
 
» διαγράφεται είτε προϊόν (αν έχει ποσότητα
υπάρχει (αν η ποσότητα είναι µεγαλύτερη
 ο η αρχική σελίδα από όπου µπορεί
 αυτό επιθυµεί. Επιλέγοντας «Καθαρισµό
 που είναι το παρακάτω: 
 
 
 
 1) ή αφαιρείται -1 
 του 1). Πατώντας  
 να συνεχίσει να 
 καλαθιού» τότε θα 
 Εφόσον αποφασίσει να επιλέξει
µέσα στο καλάθι αγορών του, σε
γίνει καµία ενέργεια.  
Τέλος επιλέγοντας «Παραγγελία
παραγγελίας: 
 
 
Αν σε όλα τα πεδία έγινε
παραγγελίας» για να καταχωρηθεί
µήνυµα επιβεβαίωσης καθώς επίσης
«Αποσύνδεση» γράφοντας πια
καταστήµατος: 
 
[82] 
 «ΟΚ» τότε θα διαγραφούν όλα τα βιβλία
 αντίθετη περίπτωση µπορεί να επιλέξει «
», εµφανίζεται η φόρµα εισαγωγής
Εικόνα 37: Φόρμα εισαγωγής στοιχείων παραγγελίας 
 η εισαγωγή, µπορεί ο χρήστης να 
 η παραγγελία στη βάση. Αν γίνει αυτό
 και µηδενίζεται το «Καλάθι» που βρίσκεται
 «Άδειο καλάθι». Γίνεται ανακατεύθυνση στην
 που έχει επιλέξει 
Cancel» ώστε να µην 
 των στοιχείων της 
 
επιλέξει «Αποστολή 
, εµφανίζεται το 
 δίπλα στην 
 αρχική σελίδα του 
 Εικόνα 38: Μήνυμα επιβεβαίωσης και άδεισμα καλα
 
4.3.8 Αποσύνδεση χρήστη
Η αποσύνδεση ενός συνδεδεµένου
ηλεκτρονικού καταστήµατος, απλά
στο καλάθι αγορών, τότε αυτά
 
Εικόνα 39: Επιλογή αποσύνδεσης του χρήστη απο το ηλεκτρονικό κατάστημα
 
[83] 
θιού μετά την αποστολή της νέας παραγγελίας
 
 χρήστη γίνεται από οποιοδήποτε
 πατώντας την «Αποσύνδεση». Εάν υπάρχουν
 διαγράφονται αυτόµατα κατά την αποσύνδεση
 
 
 σηµείο του 
 προϊόντα µέσα 
. 
 
 
 Εικόνα 40: Μήνυμα επιβεβαίωσης αποσύνδεσης και αλλαγή της κατάστασης μενού
 
Στη συνέχεια θα παρουσιαστεί
µπορεί να κάνει ο διαχειριστής
 
 
4.4 Περιβάλλον διαχείρισης
Το περιβάλλον διαχείρισης
του ηλεκτρονικού καταστήµατος
ιστοσελίδας και διαχειρίζεται τα
χρηστών κ.τ.λ. Για τις ανάγκες
admin αλλά σε πραγµατικές συνθήκες
 
4.4.1 Είσοδος στο περιβάλλον
 Για την είσοδό του στη
και να προσθέσει τη λέξη “
εµφανίσει την φόρµα εισόδου στοιχείων
[84] 
 η σελίδα διαχείρισης όπως επίσης και
. 
 
 της εφαρµογής που υλοποιήθηκε, αποτελεί
. Είναι το σηµείο, όπου συνδέεται το
 βιβλία, τις κατηγορίες, τους συγγραφείς
 της διπλωµατικής δηµιουργήθηκε µόνο
 θα µπορούσαν να υπάρχουν παραπάνω
 διαχείρισης 
 σελίδα, ο διαχειριστής, πρέπει να πάει στη
admin”. Για παράδειγµα το http://www.bookstore
 του διαχειριστή: 
 
 
 οι ενέργειες που 
 το δεύτερο µέρος 
 διαχειριστής της 
, τις παραγγελίες των 
 ένας διαχειριστής ο 
 από ένας. 
 µπάρα διευθύνσεων 
.gr/admin θα 
 Στο σηµείο αυτό  ο διαχειριστής
password. Στην προκειµένη περίπτωση
γίνει κάποιο λάθος κατά την εισαγωγή
και θα εµφανίσει µηνύµατα λάθους
εµφανίσει το µήνυµα: 
Εικόνα 42
Αν όµως εισαχθούν τα σωστά
Με την είσοδο, εµφανίζεται ένα
[85] 
Εικόνα 41: Φόρμα εισόδου διαχειριστή 
 πρέπει να εισάγει τα στοιχεία
 το username είναι admin και το 
 των στοιχείων τότε δεν θα γίνει η είσοδος
. Για παράδειγµα αν εισάγει admin
: Μηνύματα ελέγχου κατά την εισαγωγή λανθασμένων στοιχείων
 στοιχεία, τότε γίνεται σύνδεση µέσα στο
 εισαγωγικό µήνυµα, το µενού επιλογών και
 
 του, username και 
password 12345. Εάν 
 στο σύστηµα 
1 αντί για admin θα 
 
 
 panel διαχείρισης. 
 στο πάνω µέρος η 
 επιλογή 
Εικόνα 
 Πατώντας ο διαχειριστής
σελίδα. Εδώ πρέπει να αναφερθεί
µπορεί να δει κανένας άλλος το
µόνο αν είναι συνδεδεµένος
http://www.bookstore.gr/orders
γίνει ανακατεύθυνση στη φόρµα
 
4.4.2 ∆ιαχείριση παραγγελιών
∆ιαλέγοντας την επιλογή
παραγγελίες που έχουν αποσταλεί
κορυφή της λίστας.  
[86] 
της 
43: Σελίδα διαχείρισης του συνδεδεμένου διαχειριστή
 πάνω σε κάθε επιλογή του µενού, εµφανίζει
 ότι έχει δηµιουργηθεί µια δικλίδα ασφαλείας
 µενού και τις σελίδες τους, παρά µόνο ο διαχειριστής
. Για παράδειγµα, αν κάποιος πάει
 στη γραµµή διευθύνσεων, δεν θα µπορέσει
 εισόδου της διαχείρισης.  
 
 «Παραγγελίες» από το µενού, ο διαχειριστής
 από τους χρήστες. Κάθε µία νέα παραγγελία
αποσύνδεσης.
 
 
 και µία διαφορετική 
 ώστε να µην 
 και αυτός 
 και εισάγει το 
 να δει τίποτα και θα 
 µπορεί να δει τις 
 µπαίνει στη 
  
Όπως φαίνεται και στη
ηµεροµηνία και ώρα καταχώρησης
κατάσταση στην οποία βρίσκεται
ευρώ. Επίσης και δύο επιµέρους
πληροφορίες για την παραγγελία
Πατώντας τη «Προβολή
της κάθε παραγγελίας. Η µορφή
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 λίστα της εικόνας, οι πληροφορίες που εµφανίζονται
 της παραγγελίας, ο χαρακτηριστικός
, το email του πελάτη που την παρήγγειλε
 επιλογές, τη «Προβολή» που εµφανίζει
 και την «∆ιαγραφή» η οποία διαγράφει µια
», εµφανίζονται µε πιο πολύ λεπτοµέρειες τα
 της προβολής είναι κάπως έτσι: 
 
 είναι η 
 αριθµός της, η 
 και το σύνολο σε 
 περισσότερες 
 παραγγελία.  
 αναλυτικά στοιχεία 
 
 Στις πρώτες γραµµές, εµφανίζονται
του κάθε ενός, την ποσότητα
στοιχεία του πελάτη, έτσι όπως
διεύθυνση,  το email του και τον
Τέλος, στο πεδίο «Κατάσταση
Οι διάφορες καταστάσεις που µπορεί
 Με το που γίνει η αλλαγή
στην αρχική λίστα των παραγγελιών
ποιο στάδιο βρίσκεται η κάθε µία
παλιές παραγγελίες πατώντας την
Τέλος πρέπει να σηµειωθεί
οποιοδήποτε άλλο πεδίο της παραγγελί
παραγγελίας από το χρήστη.  
 
4.4.3 ∆ιαχείριση συγγραφέων
Η δεύτερη κατά σειρά
«Συγγραφείς». Σε αυτή ο διαχειριστής
τους συγγραφείς των βιβλίων του
είναι η εξής: 
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 όλα τα προϊόντα που διαθέτει η παραγγελία
 και το σύνολο της παραγγελίας. Πιο κάτω
 τα εισήγαγε στη φόρµα παραγγελίας
 τρόπο πληρωµής.  
» φαίνεται η κατάσταση που βρίσκεται
 να έχει η κάθε µία είναι οι εξής: 
Εικόνα 44: Λίστα κατάστασης παραγγελίας 
 στην κατάσταση, αυτόµατα ενηµερώνεται
. Με αυτό τον τρόπο, ο διαχειριστής µπορεί
. Μετά από κάθε παράδοση, έχει τη δυνατότητα
 επιλογή «∆ιαγραφή» στην αρχική λίστα.
 ότι ο διαχειριστής δεν έχει τη δυνατότητα
ας, µιας και αυτά καταχωρούνται κατά
 
 επιλογή αµέσως µετά τις παραγγελίες
 µπορεί να προσθέσει, να επεξεργαστεί
 ηλεκτρονικού καταστήµατος. Η αρχική λίστα
 , τις τιµές 
, παραθέτονται τα 
. Το όνοµά του, τη 
 η κάθε παραγγελία. 
 
 και η κατάσταση 
 να γνωρίζει σε 
 να σβήσει τις 
 
 να αλλάξει 
 την αποστολή της 
, είναι η επιλογή 
 και να διαγράψει 
 που εµφανίζεται 
 Σε αυτό το σηµείο µπορούν
ενός ήδη υπάρχοντος συγγραφέα
«Προσθήκη νέου» εµφανίζεται
Τα στοιχεία που είναι απαραίτητα
περιγραφή του συγγραφέα. Πατώντας
[89] 
Εικόνα 45: Διαχείριση συγγραφέων 
 να γίνουν τρείς ενέργειες. Είτε επεξεργασία
, είτε διαγραφή συγγραφέα, είτε προσθήκη
 µια νέα φόρµα εισαγωγής στοιχείων συγγραφέα
Εικόνα 46: Προσθήκη νεου συγγραφέα 
 να εισαχθούν είναι το όνοµα όπως
 το κουµπί «∆ηµιουργία» καταχωρείται
 
 των στοιχείων 
 νέου. Πατώντας 
: 
 
 επίσης και κάποια 
 ο συγγραφέας στη 
 βάση και εµφανίζεται πια στην
διαχειριστής µπορεί να κάνει αλλαγή
ή θέλει να προσθέσει περισσότερο
επεξεργασία, γίνονται όλοι οι
επίσης και να µην καταχωρηθούν
βάση. Με κάθε λάθος εισαγωγή
επιτυχηµένες προσπάθειες, µηνύµατα
 
4.4.4 ∆ιαχείριση κατηγοριών
Η επόµενη επιλογή του µενού
να επεξεργαστεί τις ήδη υπάρχουσες
δηµιουργήσει κάποια νέα. Ό
παράδειγµα ελληνική/ξένη λογοτεχνία
αρχική σελίδα των κατηγοριών
 
Οι λειτουργίες είναι ίδιες
∆ηλαδή µε την «Επεξεργασία
κατηγορίας, 
«∆ιαγραφή» διαγράφεται µια ήδη
καταχωρηθεί µία νέα. Φυσικά
προσπάθεια να καταχωρηθεί µία
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 αρχική λίστα.  Πατώντας  την επιλογή
 των στοιχείων σε περίπτωση που έχει
 στην περιγραφή. Για κάθε µια ενέργεια
 απαραίτητοι έλεγχοι ώστε να τα πεδία να µην
 διπλότυπες εγγραφές αν ήδη υπάρχουν ίδια
 εµφανίζονται να αντίστοιχα µηνύµατα
 επιτυχίας που έχουν την παρακάτω µορφή
 
 
 στη σειρά είναι οι κατηγορίες. Εδώ ο
 κατηγορίες, να τις διαγράψει 
ταν αναφέρεται κατηγορία, εννοείται κατηγορία
, επιστηµονική φαντασία, δοκίµια
 στη σελίδα διαχείρισης είναι η παρακάτω: 
Εικόνα 47: Διαχείριση κατηγοριών 
 µε τις λειτουργίες που περιγράφηκαν 
» εµφανίζεται η φόρµα όπου µπορεί να αλλαχθ
µε 
 υπάρχουσα κατηγορία ενώ µε το «Νέα κα
 υπάρχει έλεγχος και αντίστοιχα µηνύµατα
 κατηγορία µε ίδιο όνοµα. 
 «Επεξεργασία» ο 
 κάνει κάποιο λάθος 
, είτε προσθήκη είτε 
 είναι κενά  όπως 
 στοιχεία µέσα στη 
 λάθους ενώ για τις 
: 
 
 διαχειριστής µπορεί 
αλλά επίσης και να 
 βιβλίων για 
, βιογραφίες κ.τ.λ. Η 
 
στο κεφάλαιο 4.4.3. 
εί το όνοµα µιας 
τη  
τηγορία» µπορεί να 
 λάθους εάν γίνει 
 4.4.5 ∆ιαχείριση βιβλίων
Στη συνέχεια του µενού
διαχείριση των βιβλίων που εµφανίζονται
µπορεί να επεξεργαστεί, να διαγράψει
διαθέσιµες από την αρχική σελίδα
   
Πατώντας το «Νέο βιβλίο
βιβλίου. Εκεί πρέπει να εισαχθούν
βιβλίου, η κατηγορία στην οποία
τέλος η εικόνα του. 
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, ακολουθεί η επιλογή των βιβλίων. Από
 µέσα στο ηλεκτρονικό κατάστηµα
 και να προσθέσει κάποιο βιβλίο. Οι
 που είναι η εξής: 
Εικόνα 48: Διαχείριση βιβλίων 
», εµφανίζεται η φόρµα εισαγωγής των
 τα στοιχεία του βιβλίου. Αυτά είναι
 ανήκει, ο τίτλος του, η τιµή του σε ευρώ
 εδώ, γίνεται όλη η 
. Ο διαχειριστής 
 επιλογές αυτές είναι 
 
 νέων στοιχείων του 
 ο συγγραφέας του 
, η περιγραφή του και 
  
Εδώ πρέπει να σηµειωθεί
από ένας συγγραφέας. Εφόσον
αποθηκεύονται τα στοιχεία στη
Φυσικά πριν γίνει η καταχώρησή
υπάρχουν διπλοεγγραφές στη βάση
από αυτά, εµφανίζονται τα αντίστοιχα
διορθώσει ώστε να γίνει σωστή
Σε ένα ήδη καταχωρηµένο
φόρµα που εµφανίζει είναι παρόµοια
του βιβλίου.  
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Εικόνα 49: Προσθήκη νέου βιβλίου 
 ότι στο πεδίο «Συγγραφέας» µπορούν να
 εισαχθούν όλα αυτά τα πεδία, πατώντας
 βάση και το βιβλίο πια εµφανίζεται στην αντίστοιχη
 του, γίνονται όλοι οι απαραίτητοι
 αλλά και να µην µείνουν κενά πεδία. Για
 µηνύµατα που κατευθύνουν τον διαχειριστή
 η αποθήκευση.  
 βιβλίο, µπορεί να γίνει «Επεξεργασία» 
 µε φόρµα εισαγωγής, αλλά µε τα ήδη
 
 επιλεγούν παραπάνω 
 τη δηµιουργία 
 κατηγορία.  
 έλεγχοι ώστε να µην 
 οποιοδήποτε λάθος 
 τι πρέπει να 
των στοιχείων του. Η 
 υπάρχοντα στοιχεία 
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Εικόνα 50: Επεξεργασία ήδη καταχωρημένου βιβλίου 
 
Στο σηµείο αυτό µπορούν να γίνουν όλες αλλαγές που είναι απαραίτητο για το κάθε ένα 
βιβλίο.   
Τέλος µε την επιλογή «∆ιαγραφή» από την αρχική λίστα, διαγράφεται από τη βάση το 
βιβλίο µαζί µε όλα τα στοιχεία του.  
 
4.4.6 ∆ιαχείριση χρηστών 
Η επιλογή της διαχείρισης των χρηστών διαφέρει σε σχέση µε τις άλλες επιλογές. Ο 
διαχειριστής στην προκειµένη περίπτωση δεν µπορεί να επεξεργαστεί τα στοιχεία των χρηστών. 
Μπορεί µόνο να τα δει αλλά και να διαγράψει όποιος χρήστης είναι ανεπιθύµητος. Η κεντρική 
σελίδα των χρηστών είναι η παρακάτω: 
 Στη λίστα των χρηστών, εµφανίζονται
όνοµά του, το email το και πότε
Πατώντας στην προβολή εµφανίζονται
Ο διαχειριστής δεν έχει δικαίωµα
αυτό έχει γίνει για λόγους ασφαλείας
εφόσον το επιθυµεί. Κάποιες
επιτυχηµένων και αποτυχηµένων
και η διεύθυνση IP της τελευταίας
Πίσω στη λίστα, µε την επιλογή
βάση δεδοµένων. Ο διαχειριστής
εγγραφή από τη σελίδα όπως παρουσιάστηκε
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Εικόνα 51: Διαχείριση χρηστών 
 µόνο οι βασικές πληροφορίες κάθε
 ήταν η τελευταία είσοδος στη σελίδα µε ηµεροµηνία
 παραπάνω στοιχεία του κάθε χρήστη
Εικόνα 52: Προβολή στοιχείων χρήστη 
 να αλλάξει το όνοµα ή τον κωδικό
. Ο χρήστης από µόνος του αλλάζει
 άλλες πληροφορίες για το χρήστη είναι
 συνδέσεων, η ηµέρα και η ώρα της τελευταίας
 εισόδου.  
 «∆ιαγραφή» διαγράφεται οριστικά ένας
 δεν µπορεί όµως να προσθέσει νέο χρήστη
 πίσω στη παράγραφο 4.3.4. 
 
 χρήστη, όπως το 
  και ώρα. 
.  
 
 του κάθε χρήστη και 
 αυτά τα στοιχεία 
 ο αριθµός των 
 σύνδεσης αλλά 
 χρήστης από την 
 παρα µόνο αν γίνει 
  
4.4.7 ∆ιαχείριση σχολίων
Στην τελευταία επιλογή του
τα βιβλία. Αρχικά εµφανίζονται
ενέργειες που µπορούν να γίνουν
 
Για άλλη µια φορά, ο διαχειριστής
µπορεί µόνο να το δει. Αν το σχόλιο
σελίδα αλλά πατώντας την «Προβολή
να επιλεγεί το «∆ιαγραφή» για
 
4.4.8 Αποσύνδεση διαχειριστή
Όπως αναφέρθηκε και στην
διαχειριστής στη σελίδα, δεξιά
 
Πατώντας αυτή την επιλογή
αρχική σελίδα του ηλεκτρονικού
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 χρηστών  
  µενού βρίσκονται τα σχόλια που έχουν
 σε κάθε σειρά το σχόλιο και το βιβλίο 
 είναι µόνο «Προβολή» και «∆ιαγραφή». 
Εικόνα 53: Διαχείριση σχολίων σε βιβλία 
 δεν έχει δικαίωµα να αλλάξει
 είναι πολύ µεγάλο σε µέγεθος δεν εµφανίζεται
». Για να διαγράψει το σχόλιο που επιθυµεί
 να ενηµερωθεί κατάλληλα και η βάση δεδοµένων
  
 παράγραφο 4.4.1 στην εικόνα 43, µε
 επάνω του βγάζει την επιλογή «Αποσύνδεση
 
, γίνεται η αποσύνδεση του διαχειριστή και
 καταστήµατος.  
 κάνει οι χρήστες για 
για το οποίο έγινε. Οι 
 
 κάποιο σχόλιο αλλα 
 στην αρχική 
, µπορεί απλά 
.  
 το που συνδέεται ο 
».  
 µεταφέρεται στην 
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5. ΣΥΜΠΕΡΑΣΜΑΤΑ 
Στη παρούσα διπλωµατική εργασία, αρχικά έγινε µια σφαιρική παρουσίαση της γλώσσας 
προγραµµατισµού Ruby και των δυνατοτήτων της. Αποδείχθηκε κυρίως µέσα από τα 
παραδείγµατα µε κώδικα ότι η σύνταξή της είναι πολύ πιο εύκολη και κατανοητή σε σχέση µε 
τις άλλες γλώσσες. Επίσης ότι εξαιτίας της ευκολίας συγγραφής της, χρειάζονται πολύ λιγότερες 
γραµµές κώδικα για την επίλυση των προβληµάτων. Αυτό είναι και το προσόν της Ruby ότι 
δηλαδή γράφεται λιγότερος και πιο ευκολονόητος κώδικας. Ένα σοβαρό µειονέκτηµα όµως είναι 
ότι η τεκµηρίωσή της βρίσκεται ακόµη σε πολύ αρχικό στάδιο κάτι που δυσκολεύει πάρα πολύ 
κάποιον που θέλει να ασχοληθεί µε τη συγκεκριµένη γλώσσα. 
Στη συνέχεια της διπλωµατικής εργασίας, έγινε παρουσίαση του περιβάλλοντος Ruby On 
Rails, µαζί µε τις αρχιτεκτονικές που αυτό χρησιµοποιεί. Παρουσιάστηκε η αρχιτεκτονική 
Model-View-Controller και πάνω σε αυτή υλοποιήθηκε µικρής κλίµακας ηλεκτρονικό 
κατάστηµα πώλησης βιβλίων γραµµένο σε Ruby On Rails. Παρά την αρχική  δυσκολία που 
µπορεί να βρει κανείς στην αρχή της εκµάθησης της γλώσσας ότι αφορά τις λειτουργίες και τις 
καινούριες έννοιες που αυτή χρησιµοποιεί, η υλοποίηση και η κατασκευή µιας εφαρµογής 
διαδικτύου όντως γίνεται ευκολότερη, πιο γρήγορη και αυτό µπορεί να αποδειχθεί βλέποντας 
τον κώδικα που χρειάστηκε αλλά και της ευκολίας ανάγνωσής του.  
Από τους πέντε µήνες που χρειάστηκαν για την συγγραφή της παρούσας διπλωµατικής 
εργασίας, οι τρείς σπαταλήθηκαν στην αναζήτηση και την εντρύφηση της βιβλιογραφίας και οι 
δυο περίπου στην υλοποίηση και κατασκευή του ηλεκτρονικού καταστήµατος. Οι εντυπώσεις 
που αποκοµίστηκαν ήταν πάρα πολύ θετικές, µιας και η Ruby αλλά και η Ruby On Rails, 
αποτελούν κάτι το διαφορετικό και κάτι το νέο στους κόλπους του προγραµµατισµού. Όλα  
γράφονται πιο λιτά και πιο απλά. Η σχεδίαση της γλώσσας έχει γίνει µε τέτοιο τρόπο ώστε ο 
προγραµµατιστής έχει πλήρη ελευθερία πάνω στο κώδικα που γράφει. Αυτό δικαιολογείται από 
το γεγονός το ένα κοµµάτι κώδικα, µπορεί να γραφτεί µε δύο ή και τρεις διαφορετικούς τρόπους, 
έχοντας όµως το ίδιο ακριβώς αποτέλεσµα. 
Όσον αφορά το ηλεκτρονικό κατάστηµα που υλοποιήθηκε, οι δύο µήνες αποτελούν ένα 
αρκετά σεβαστό χρονικό διάστηµα  για τη δηµιουργία ενός καταστήµατος από το µηδέν από ένα 
µόνο άτοµο µε µηδαµινές γνώσης Ruby On Rails. Με τη συµµετοχή και άλλων ατόµων, ο 
χρόνος θα µπορούσε να µειωθεί σε ένα µήνα ή ακόµα και σε δύο-τρεις εβδοµάδες κάτι που είναι 
σχεδόν απίθανο να γίνει µε τα εργαλεία των άλλων γλωσσών. Για το λόγο αυτό αξίζει να 
θεωρηθεί ότι µε τη Ruby On Rails, πραγµατικά γράφονται εφαρµογές µεγάλης λειτουργικότητας 
σε πολύ µικρό χρονικό διάστηµα.  
Σαν µελλοντική έρευνα θα µπορούσε να διερευνήσει, o τρόπος µετατροπής του 
ηλεκτρονικού καταστήµατος ώστε ενσωµατώνει την AJAX τεχνολογία αλλά και ο τρόπος 
δηµιουργίας µιας εφαρµογής µε την χρήση τεστ (test driver development). Επίσης, θα 
µπορούσαν να κατασκευαστούνε κάποια βοηθητικά προγράµµατα καταγραφής µετρικών 
(metrics) για Rails εφαρµογές αλλά και προγράµµατα κατασκευής διαγραµµάτων UML. Τέλος 
θα µπορούσε να γίνει µια σύγκριση της Ruby On Rails µε τα διάφορα Web Frameworks που 
κυκλοφορούνε αναλύοντας τα χαρακτηριστικά τους, τα υπέρ και τα κατά του καθενός.   
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