We find intersections between a ray and a nonplanar bilinear patch using simple geometrical constructs. The new algorithm improves the state of the art performance by over 6× and is faster than approximating a patch with two triangles.
INTRODUCTION AND PRIOR ART
Computer graphics strives to visualize the real world in all its abundant shapes and colors. Usually, curved surfaces are tessellated to take advantage of the processing power of modern GPUs. The two main rendering techniquesrasterization and ray tracing-now both support hardware-optimized triangle primitives [5, 19] . However, tessellation has its drawbacks, requiring, for example, a significant memory footprint to accurately represent the complex shapes.
Content creation tools instead tend to use higher-order surfaces due to their simplicity and expressive power. Such surfaces can be directly tessellated and rasterized in the DirectX 11 hardware pipeline [7, 17] . As of today, modern GPUs do not natively support ray tracing of nonplanar primitives.
We revisit ray tracing of higher-order primitives, trying to find a balance between the simplicity of triangles and the richness of such smooth shapes as subdivision surfaces [3, 16] , NURBS [1] , and Bézier patches [2] .
Commonly, third (or higher) degree representations are used to generate a smooth surface with continuous normals. Peters [21] proposed a smooth surface jointly modeled by quadratic and cubic patches. For a height field, a C 1 quadratic interpolation of an arbitrary triangular mesh can be achieved by subdividing each triangle into 24 triangles [28] . The additional control points are needed to interpolate the given vertex positions and derivatives. For a surface consisting only of quadratic or piecewise-linear patches, the appearance of smoothness can be achieved with Phong shading [22] by interpolating vertex normals, which is illustrated in Figure 8 -1. For such a model, the intersector we are going to propose in the following sections runs about 7% faster than the optimized ray/triangle intersector in the OptiX system [20] (when measuring wall-clock time). Vlachos et al. [26] introduced curved point-normal (PN) triangles that only use three vertices and three vertex normals to create a cubic Bézier patch. In such a surface, shading normals are quadratically interpolated to model smooth illumination. A local interpolation can be used to convert PN triangles to a G 1 continuous surface [18] .
Boubekeur and Alexa [6] were motivated by the same goal of using a purely local representation and propose a method called Phong tessellation. The basic idea of their paper is to inflate the geometry just enough to avoid the appearance of a faceted surface.
All these techniques are well suited for rasterization, using sampling in a parametric domain. If ray tracing is a method of choice, intersecting rays with such surfaces requires solving nonlinear equations, which is typically carried out through iterations [2, 13] .
A triangle is defined by its three vertices. Perhaps the simplest curved patch that interpolates four given points Q ij and allows a single-step ray intersection is a bilinear patch given by Q u,v u v Q u vQ u v Q uvQ 00 01 10 11 ( ) (1 )(1 ) (1 ) (1 ) .
Such a bivariate surface goes through four corner points Q ij for {u, v} = {i, j}. It is a doubly ruled surface formed by lines u = const and v = const, which are shown as blue and red lines in Figures 8-4 Finding a ray/triangle intersection is a much simpler problem [14] that can be facilitated by considering elementary geometric constructs (a ray/plane intersection, a distance between lines, an area of a triangle, a tetrahedron volume, etc.). We exploit such ideas for a ray/patch intersection using the ruled property of the surface (Equation 1). Note that a similar methodology was proposed by Hanrahan [11] , though it was only implemented for the planar case.
PERFORMANCE MEASUREMENTS
For ease of presentation, we named our technique GARP (acronym for Geometric Approach to Ray/bilinear Patch intersections). It improves the performance of the single precision Ramsey et al. [24] intersector by about 2×, as measured by wall-clock time. Since ray tracing speed is substantially affected by the acceleration structure traversal and shading, the real GARP performance is even higher than that.
To better understand these issues, we created a single-patch model and performed multiple intersection tests to negate the effects of the traversal and shading on performance. Such experiments demonstrate that the GARP intersector by itself is 6.5× faster than the Ramsey single precision intersector.
In fact, GARP is faster than the intersector in which each quadrilateral is approximated by two triangles during rendering (it results in a somewhat different image). We also measured the performance when quadrilaterals are split into triangles during preprocessing and then submitted to a BVH builder. Interestingly, such an approach is slower than the two other versions: GARP and run-time triangle approximation. We speculate that the quadrilateral representation of a geometry (compared with a fully tessellated one) serves as an efficient agglomerative clustering, in spirit of Walter et al. [27] .
One advantage of a parametric surface representation is that the surface is defined by a bijection from a two-dimensional parametric space {u, v}
into a three-dimensional shape. Applications that use rasterization can directly sample in a two-dimensional parametric domain. In ray tracing methods, once the intersection is found, it can be verified that the found u and v are in the [0, 1] interval to keep only the valid intersections.
If an implicit surface f(x, y, z) = 0 is used as a rendering primitive, different patches have to be trimmed and connected together to form a composite surface. For bilinear patches, whose edges are line segments, such trimming is rather straightforward. This is the approach that was adopted by Stoll et al. [25] , who proposed a way to convert a bilinear patch to a quadratic implicit surface. We did not compare their method with GARP directly but noticed that the approach by Stoll et al. requires clipping the found intersection by the front facing triangles of a tetrahedron {Q 00 , Q 01 , Q 10 , Q 11 }. GARP performance is faster than using just two ray/ triangle intersection tests. We achieve this by considering the specific properties of a bilinear patch (which is a ruled surface). On the other hand, implicit quadrics are more general in nature and include cylinders and spheres.
MESH QUADRANGULATION
An important-though somewhat tangential to our presentation-question is how to convert a triangular mesh into a quadrilateral representation. We have tested three such systems:
1. the Blender rendering package [4] .
2. the Instant field-aligned meshes method by Jakob et al. [12] .
3. the Quadrangulation through Morse-parameterization hybridization system as proposed by Fang et al. [9] .
Only the last system creates a fully quadrangulated mesh. There are two possible strategies for dealing with a triangle/quadrilateral mix: treat each triangle as a degenerative quadrilateral, or use a bona fide ray/triangle intersector for triangles. We have chosen the former approach since it is slightly faster (it avoids an additional branch). Setting Q 11 = Q 10 in Equation 1 allows us to express barycentric coordinates in a triangle {Q 00 , Q 10 , Q 01 } using patch parameters {u, v} as
As an alternative, the interpolation formula (Equation 1) can be used directly. [20] . We cast one primary ray for each pixel at a screen resolution of 1000 × 1000 pixels, and use 9 ambient occlusion rays for each hit point. This is designed to emulate a distribution of primary and secondary rays in a typical ray tracing workload. The performance is measured by counting the total number of rays processed per second, mitigating the effects of the primary ray misses on overall performance. We set the ambient occlusion distance to ∞ and let such rays terminate at "any hit" for all the models in the paper. Neither of the used quadrangulation systems know that we will be rendering nonplanar primitives. Consequently, the flatness of the resulting mesh is used in these systems as a quality metric (about 1% of the output quadrilaterals are totally flat). We consider it as a limitation of our current quadrilateral mesh procurement process and, conversely, as an opportunity to exploit the nonplanar nature of the bilinearly interpolated patches in the future.
GARP DETAILS
Ray/patch intersections are defined by t (for the intersection point along the ray) and {u, v} for the point on the patch. Knowing only t is not sufficient because a surface normal is computed using the u and v values. Even though eventually we will need all three parameters, we start with finding only the value of u, using simple geometric considerations (i.e., not trying to solve algebraic equations outright).
Edges of a bilinear patch (Equation 1) are straight lines. We first define two points on the opposite edges P a (u) = (1 − u)Q 00 + uQ 10 and P b (u) = (1 − u)Q 01 + uQ 11 ; then, using these points, we consider a parametric family of lines passing through P a and P b as shown in Figure 8 
First
Step We first derive the equation for computing the signed distance between the ray and the line (P a (u), P b (u)) and set it to 0. This distance is (P a − O) ⋅ n/‖n‖, where
We need only the numerator, and setting it to 0 gives a quadratic equation for u.
The numerator is a scalar triple product ( ) ( )â b a P O P P -× -´d and it is the (signed) volume of the parallelepiped defined by the three given vectors. It is a quadratic polynomial of u. After some trivial simplifications, its coefficients are reduced to the expressions a, b, and c computed in lines 14-17 in Section 8.4. We set apart the expression for q n = (Q 10 − Q 00 ) × (Q 01 − Q 11 ), which can be precomputed. If the length of this vector is 0, the quadrilateral is reduced to a (planar) trapezoid, in which case the coefficient c for u 2 is zero, and there is only one solution. We handle this case with an explicit branch in our code (at line 23 in Section 8.4).
For a general planar quadrilateral that is not a trapezoid, the vector q n is orthogonal to the quadrilateral's plane. Explicitly computing and using its value helps with the accuracy of computations, since in most models patches are almost planar. It is important to understand that, even for planar patches, the equation a + bu + cu 2 = 0 has two solutions. One such situation is shown in the left part of has its perils. Depending on the sign of the coefficient b, one of the roots requires computing the difference of the two (relatively) big numbers. For this reason, we compute the stable root first [23] and then use Vieta's formula u 1 u 2 = a/c for the product of the roots to find the second one (code starts at line 26).
Second
Step Next, we find v and t for each root u that is inside the [0, 1] interval. The simplest approach would be to pick any two equations (out of three) from
However, this will potentially result in numerical errors since the coordinates of P a (u) and P b (u) are not computed exactly and choosing the best two equations is not obvious.
We tested multiple different approaches. The best one, paradoxically, is to ignore the fact that the lines + O td and P a + v(P b − P a ) intersect. Instead, we find the values of v and t that minimize the distance between these two lines (which will be very close to 0). It is facilitated by computing the vector ( ) = -b a P Pn d that is orthogonal to both these lines as shown in Figure 8-4 . The corresponding code starts at lines 31 and 43 in Section 8.4 which leverages some vector algebra optimizations.
Generally speaking, there will always be an intersection of a ray with a plane (unless the ray is parallel to the plane). This is not true for a nonplanar bilinear surface, as shown in the right part of Figure 8 . One such branch-free transformation was recently proposed by Duff et al. [8] . However, we have found that such an approach is only marginally faster, since the main GARP implementation is already optimized to a high degree.
DISCUSSION OF RESULTS
The intersection point could be computed as either X r = R(t) or as X q = Q(u, v) using the found parameters t, u, and v. The distance ║X r -X q ║ between these two points provides a genuine estimate for the computational error (in an ideal case, these two points coincide). To get a dimensionless quantity, we divide it by the patch's perimeter. Figure 8 -6 shows such errors for some models, which are linearly interpolated from blue (for no error) to brown (for error ≥ 10 -5
). The two-step GARP process dynamically reduces a possible error in each step: first, we find the best estimation for u and then-using the found u-aim at further minimizing the total error. Mesh quadrangulation, to some degree, improves its quality. During such a process, vertices become more aligned, allowing for a better ray tracing acceleration structure. Depending on the complexity of the original model, there is an ideal vertex reduction ratio, at which all model features are still preserved, while the ray tracing performance is significantly improved. We illustrate this in Figures 8-7 to 8-9 , showing the original triangular mesh on the left (rendered with OptiX intersector) and three simplified patch meshes, reducing the total number of vertices roughly by 50% for each subsequent model. For the quadrangulation, we used the instant field-aligned mesh system described by Jakob et al. [12] . This does not always create pure quadrilateral meshes: in our experiments, roughly 1% to 5% triangles remained in the output. We treated each such a triangle as a degenerative quadrilateral (i.e., by simply replicating the third vertex). For models from the Stanford 3D scanning repository, which are curved shapes, about 1% of the generated patches are totally flat.
For each model in Figures 8-7 through 8-9, we report performance for the GARP algorithm, for GARP in the ray-centric coordinate system, for the version in which each quadrilateral is treated as two triangles, and for the reference intersector by Ramsey et al. [24] . Performance is measured by counting the total number of rays cast, including one primary ray per pixel and 3 × 3 ambient occlusion rays for each hit. The GARP wall-clock performance improvement, with respect to a single precision Ramsey code, is inversely proportional to the model complexity, since more complex models require more traversal steps.
Though our method cannot compete with the speed of the hardware ray/triangle intersector [19] , GARP shows the potential for future hardware development. We presented a fast algorithm for a nonplanar primitive, which might be helpful for certain problems. Such possible future research directions include rendering of height fields, subdivision surfaces [3] , collision detection [10] , displacement mapping [16] , and other effects. There are also multiple CPU-based ray tracing systems that would benefit from GARP, though we did not yet implement the algorithm in such systems. if (0 <= u1 && u1 <= 1) { // is it inside the patch? 31 float3 pa = lerp(q00, q10, u1); // point on edge e10 (Fig. 4 ) 32 float3 pb = lerp(e00, e11, u1); // it is, actually, pb -pa 33 float3 n = cross(ray.direction, pb); 34 det = dot(n, n); 35 n = cross(n, pa); 36 float t1 = dot(n, pb); 37 float v1 = dot(n, ray.direction); // no need to check t1 < t 38 if (t1 > 0 && 0 <= v1 && v1 <= det) { // if t1 > ray.tmax, 39 t = t1/det; u = u1; v = v1/det; // it will be rejected 40 } // in rtPotentialIntersection 41 } 42 if (0 <= u2 && u2 <= 1) { // it is slightly different, 43 float3 pa = lerp(q00, q10, u2); // since u1 might be good 44 float3 pb = lerp(e00, e11, u2); // and we need 0 < t2 < t1 45 float3 n = cross(ray.direction, pb); 46 det = dot(n, n); 47 n = cross(n, pa); 48 float t2 = dot(n, pb)/det; 49 float v2 = dot(n, ray.direction); 50 if (0 <= v2 && v2 <= det && t > t2 && t2 > 0) { 51 t = t2; u = u2; v = v2/det; 52 } 53 } 54 if (rtPotentialIntersection(t)) { 55 // Fill the intersection structure irec. 56 // Normal(s) for the closest hit will be normalized in a shader. 57 float3 du = lerp(e10, q11 -q01, v); 58 float3 dv = lerp(e00, e11 
CODE

