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GUEST EDITOR’S INTRODUCTION 
LEON STERLING 
The area of logic programming has made great strides in the 15 years since its 
emergence. There are journals, conferences, textbooks, courses at universities, and 
no doubt that logic programming is a viable academic discipline. The impact of 
logic programming on the worlds of industry and business is less clear. Are 
applications being written using current logic programming tools, for example? This 
special issue of the Journal of Logic Programming was conceived to help assess the 
current state of the use of logic programming for applications, particularly for 
knowledge-based systems. 
The response to the call for papers was most encouraging. Over 30 papers from 
10 different countries (Belgium, Britain, Canada, Germany, Italy, Japan, Korea, the 
Netherlands, Sweden, and the United States) were received. The submissions ranged 
from descriptions of fielded industrial applications to more theoretical discussions 
of subjects such as uncertainty in logic programming. 
The papers indicate that logic programming is now sufficiently mature to be used 
by industry. For many applications the robust commercial PROLOGs currently 
available are perfect tools, reflected for example in a submitted paper from Boeing, 
where a PROLOG-based system was described which performs better than previous 
versions in other languages. Where PROLOG does not quite fit the needs of the 
problem, embedded languages can be built with extra constructs. The constructs are 
best designed by considering the underlying logic programming paradigm. 
The papers chosen for the special issue share a common feature. In all of them, 
logic programming provided the means for solving a problem in the domain of 
application, rather than the application being a vehicle for illustrating a methodol- 
ogy. By dint of the variety and depth of the applications presented, the papers are a 
powerful demonstration that logic programming is currently a practical tool that 
should be more widely adopted. Several of the other papers will appear in other 
issues of this journal and elsewhere. 
The first paper, by Peter Reintjes, is an excellent example of what is easily 
possible with PROLOG. The problem solved is how to provide a uniform way of 
describing circuits, given the abundance of circuit description languages. The paper 
describes a translator of circuit descriptions from one language to another. The bulk 
of the translation task is parsing, for which PROLOG, the language of implementa- 
tion, is ideal. The program neatly exploits the nondeterminism of PROLOG by 
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using the same grammar both to translate and to generate descriptions from an 
internal logical representation for the simpler circuit description languages. 
The second paper, by Leon Sterling and Yossi Nygate, is a model example of 
expert system development. The problem domain is the game of bridge, and the 
program finds when a particular bridge tactic-squeezes-can successfully be 
applied. A clear logic formulation of the simplest case of squeezes was obtained. It 
was then fairly easy to extend the formulation to more difficult squeezes, to study 
less well-understood cases, and to extract implicit information needed for devising a 
plan to execute a squeeze. 
The third paper is also a model of development for PROLOG programs. Allen 
Van Gelder describes the construction of a program to arbitrate a Diplomacy game, 
an example of a problem of determining the effect of applying several simultaneous, 
possibly conflicting events to a discrete system. The difficulty is in handling rules 
incorporating default reasoning. A careful logical analysis of defaults is needed, but 
then the implementation is straightforward. PROLOG’s standard handling of de- 
faults was insufficient. 
The need to extend PROLOG is really the rule rather than the exception. Extra 
constructs need to be embedded in PROLOG for most applications. The next paper, 
by David Searls and Lewis Norton, describes a program for configuring Unisys 
computer systems. The heart of the program is a semantic network embedded in 
PROLOG. The system is robust, flexible, and much more structured than the highly 
publicized Rl. The flexibility is due to a large extent to the power of the underlying 
logic programming language. A key construct to make the network more efficient is 
the forward propagation of constraints. 
The fifth paper, by Mehmet Dincbas, Helmut Simonis, and Pascal Van Henten- 
ryck, focuses on constraints. Beginners in PROLOG see how generate-and-test 
programs can be easily written. They also quickly learn that naive use of generate-and 
-test programs is too inefficient for most problems. The authors describe a logic 
programming language CHIP which can execute very efficiently naive logic expressed 
as constraints. CHIP is applied to solve large combinatorial problems. 
The sixth paper is also related to constraints. Michael Gorlick, Carl Kesselman, 
Daniel Marotta, and Stott Parker describe a program which implements a method- 
ology for testing communications protocols. PROLOG as is was inadequate, due to 
the way the problems need to be expressed, via inequality constraints. However an 
appropriate tool existed, namely the constraint logic programming language CLP(R). 
The paper by Nabiel Elshiewy also describes an application for which PROLOG 
is not well suited, namely real time process control. A concurrent logic program- 
ming language is better. The paper reports a successful experiment in using Parlog 
to specify and implement a telecommunication switching system. 
The final paper by Kemal Ebcioglu is a paper outside the logic programming 
mainstream, but which takes the logic programming paradigm literally. It describes 
an expert system for harmonizing chorales in the style of Bach. The rules for 
harmony are expressed as logical axioms. Ebcioglu designed and implemented a 
language for writing the rules, and then compiled the rules to c code. The success of 
the application and its reason for its inclusion here is the use of logic to solve the 
problem. 
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For all the papers, success of the application depended on a clear logical 
understanding of the problem to be solved. Once the understanding was there, 
producing an application in a logic programming language was more or less routine. 
Where a particular feature was not in the language, it was possible to design an 
embedded construct and use it for programming. This is typical, I believe, of 
successful ogic programming applications. 
It has been my pleasure to be guest editor for this special issue. I would like to 
thank all the authors who submitted papers and all the reviewers. Special thanks are 
due to both the journal editor, Jean-Louis Lassez, and the area editor for applica- 
tions, Ken Kahn, for their help, encouragement, and wisdom. Thanks also to Arvind 
Bansal and Angela Sanford for their assistance with local logistics. 
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