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オブジェク卜指向 DBMSの設計と構築
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(Received Aug. 31， 1993) 
This paper describes an Object Oriented Database Management System with 
ernphasis on design and implementation. We have designed and constructed the 
system as a platform to study various object oriented systems or da.tabase systems. 
Main features of our system include: 
1. A database manipulation language is newly designed and irnplernented. 
2. A database is administrated using the dass extension schema. 
3. Class definition is given in a particular class， which is inherited by an arbitrary 
class， so the class definition can be defined in the class itself. 
1 はじめに
オブジェクト指向データベース (OODB)とは、オブジェクト指向の考え方に基づくデータモデ
ルを支援するデータベースであり、カプセル化、クラス、継承、メッセージなどの機能を実現し
ている [1]0
オブジェクト指向データベース管理システム (OODBMS)では、従来のデータベースでは不得
意とされる複雑なデータ構造(複合オブジェクト)を直接定義し関係データベースにおける joinな
どによらずに直接操作する機能を有している。したがって、複雑かっ大規模なデータ構造の取り
扱いが必要とされる CADなどの技術系の要求にも十分答えることが出来るO
本研究では、このように「オブジェクト指向jのさまざまな利点を享受できるオブジェクト指
向データベースを研究するためのプラットフォームとして新たに OODBMSを設計作成した。分
散対応など、将来の機能拡張を前提として、 DBMSのモジュール分割を適切に行なうとともに、
DBMS内部ではクラスやメソッドなどへのデータベース管理項目をすべてクラスの概念の下に管
理している O
以下、 2節でデータモデル、 3節でデータの格納、 4節でOODB操作言語、 5節で実装につい
て述べる o 6節では、今後の研究計画をまとめているO
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2 データモデル
本研究で作成するDBMSは、オプジ、エクト指向に基づいたDBMSである O ここでは、本DBMS
で実現するデータモデルについて述べる O
2.1 オブジェクト
クラスとインスタンスを合わせた、データベースで管理される実体をいう O オブジェクトはオ
ブジェクト識別子により一意に識別される O
2.2 インスタンス
データベース中に格納されるデータそのものであり、そのデータの性質を示すアトリビュート
とそのデータに対して適用可能な操作であるメソッドを持つ。インスタンスは、それが属するク
ラスの下に管理する classextension [4]の方法に従って管理される O
2.3 クラス
同じアトリビュート、同じメソッドを持つインスタンスの集合をまとめて管理するものである O
データベースはクラスの集合であり、クラス名はデータベース内において一意的である O
インスタンスのアトリビュート、メソッドは、そのクラスにおいて定義される C
本システムでは、インスタンスの永続化の方法として、クラスをインスタンスの集合として扱
い、インスタンスをクラスに属する永続オブジェクトとしてクラスで管理する(図 1)。この方式
は、 classextension [4]方式と呼ばれている O 図lのクラス CLASSはクラス情報を定義するた
めのシステム定義クラスであり、データベース中のすべてのクラスによって継承されている O
図 1:オブジェクトの管理
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class CLASS 
public class attribute class1D: class1Dj ー自分自身のクラス ID
public class attribute superclass1D: set of class1Dj ー継承元のクラス 1D
public class attribute attributes: set of attributejーこのクラスで定義されているアトリピュート
public class attribute methods: set of methodj ーこのクラスで定義されているメソッド
public class attribute instanceset: set of instancej ーこのクラスに登録されているインスタンス
public class attribute referenceset: set of instancej ー複合オブジェクトとして登録されているインスタンス
end_class 
図 2:ルートクラス CLASSの定義
2.4 アトリビュートとメソッド
アトリビュートはオブジェクトの性質を表す属性のことであり、メソッドはオブジェクトに許
された操作である O
本DBMSでは、アトリビュートとメソッドはインスタンスのみではなくクラスに対しでも定義
できる(クラスアトリビュート、クラスメソッド)。
2.5 継承
クラスを定義する際、既存のクラスの定義をそのまま利用できる機能である O 本DBMSでは、
複数クラスからの継承が可能な多重継承をサポートしている O
2.6 システム定義クラス CLASSとスキーマ管理
アトリビュートやメソッドの記述を含めたクラスの記述はクラススキーマといわれるO 本DBMS
の場合、クラススキーマはそのクラス自身にクラスアトリビュートとして定義され「オブジェク
ト指向Jの方法にしたがってそのクラス自身が自立的に管理している C クラススキーマの進化は
当該クラスにメッセージを送ることによって行なわれる O なお OODBはクラススキーマの集合
として扱われ、クラススキーマへのアクセスにはシステムクラス CLASSESが使われる O
アトリビュートやメソッドなどのスキーマはそれぞれクラスアトリビュートとしてそのクラス
に定義される O
全てのクラスがスキーマ情報をクラスアトリビュートとして持たなければならないので、本シス
テムでは、ルートクラス rCLASSJを定義し、 rCLASSJにはスキーマ情報をクラスアトリビュー
トとして宣言しておく oCLASSはデータベースのルートクラスであるので、全てのクラスは、
CLASSを継承している(図 2)。
2.7 複合オブジェクト
複合オブジェクトには、 2種類ある O 単体で存在することに意味のあるオブジェクトを属性と
して参照している場合と、基本データ型を拡張したようなクラスを属性として内包している場合
である O
前者の例として、クラス"自動車"のインスタンスが属性として、クラス"製造会社"のインス
タンスを参照する場合を考える。この場合の製造会社のインスタンスはそれ自身単体で存在し得
るためクラス製造会社に対して検索を行なうと取り出されるべきである O
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後者の例としては、三角形を表すインスタンスの属性としての、 3つのベクトルがある O この
場合のベクトルは三角形の構成要素しての意味づけなしに単独でオブジェクトとして存在しても
意味はない。
そこでそれに合わせてクラスが管理する複合オブジェクトを上記のように2つに分ける O 前者
の複合オブジェクトを参照オプジェクトといい、後者の複合オブジェクトを内包オプジ、エクトと
いう。
2.8 検索
データベースに登録されているオブジェクトには、クラスとインスタンスの2種類があり、そ
れぞれ異なった検索方法を提供する O
2.8.1 クラスの検索
クラスは、データベース中で一意的なクラス名を持つので、クラス名でクラスを特定する O
データペースに定義されているクラスは、システム定義クラスの 1つである CLASSESに登録
されている。
2.8.2 インスタンスの検索
インスタンスの管理が classextensionの方法に基づくので、 DBMSの機能として、クラスに
登録されているインスタンスを検索する機能が必要である O インスタンスの検索は、検索条件を
引数に当該クラスの検索のメソッドをメッセージとしてそのクラスに受け渡すことによって行な
われる O 結果はインスタンスの集合として返される O
2.9 query method 
メソッドの一つで、引数をとらず、データベースに副作用を与えず、値を返すメソッド。これ
は、外見はアトリビュートと同じに見えるため、検索の時にアトリビュートと同様に用いること
が出来る。これによって、動的にデータベースから導かれる情報を検索時に評価することが出来
るO 例えば、インスタンスの平均値を求めるクラスメソッドなどがこれにあたる O
3 データの格納
本DBMSでの、オブジェクトの管理方法について述べる O
3.1 オブジェクト ID
C++、small七alkなどのオブジェクト指向システムでは、そのオブジェクトが存在するメモリ
アドレスがオブジェクト IDとなるが、 DBMSでは、オブジェクトが永続化されいくつかのプロ
セスで共有されるため、メモリアドレスはオブジェクト IDとは成り得ない。そこでサロゲート
として DBMSが1虫自に割当てることになる O
オブジェクトに対するサロゲートの割り当て方法には、大きく分けて2つある o 1つは、デー
タベースに新たに lつオブジェクトが生成される毎に既存のオブジェクト IDより 1大きいオブ
ジェクト IDを割り当てる方法である。もう lつは、オブジェクト IDとしてはクラス IDとイン
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スタンス IDを合わせたものを用いる方法である O すなわち、オブジェクト IDをクラス IDとイ
ンスタンス IDに分け、新クラスの生成により既存のクラス IDより 1大きいクラス IDを割り当
て、クラスに新インスタンスの生成によりそのクラス内のインスタンス IDより 1大きいインス
タンス IDを割り当てる方法である(図 3)。
前者の方法は、オブジェクトにダイレクトにアクセスでき、インスタンスはクラスに従属して
存在しなくても良いため、あるクラスで定義されたインスタンスを別のクラスに移すといったよ
うな自由な操作が行なえる利点を持つ。一方、後者の方法は、オプジ、エクト IDのみから、そのオ
ブジェクトが属するクラスが得られるため、そのオブジェクトが属するクラスを検索しなくても
良いO
class extensionに馴染み易いために、本OODBMSでは、後者の割り当て方法を採用する。
工nstanceID
Object工D
図 3:オブジェクト ID
3.2 複合オブジェク卜
本DBMSでは、整数、実数、文字列などの単純なアトリビュートの値は、そのオブジェクト内
に格納される O オブジェクトの属性が単純な値ではなく、他のクラスのインスタンスであるよう
なオブジェクトは、そのオブジェクト中には格納しない。すなわち、複合オブジェクトについては
この他のクラスのインスタンスはオブジェクト内には格納しないc インスタンスはそのインスタ
ンスが属するクラスで管理するという原則 (cl泊 sextension)を崩さないためにも、複合オブジェ
クトの属性はその属性のインスタンスが属するクラスにその実体を格納し、属性としては、その
オブジェクト IDのみを格納することとする(図的。
3.2.1 インスタンスセットとリファレンスセット
複合オブジェクトをインスタンスとするクラスを検索した時に、検索対象になるのは、参照オ
ブジェクトであり、内包オブジェクトは検索対象としてはならない。そこで、本来そのクラスの
インスタンスとして登録されているオブジェクトはクラスアトリビュートの instancesetに登録
し、内包オブジェクトは、 referencesetに登録しておき(図2)、この2つのオブジ‘ェクトの格納場
所を区別する必要がある O
3.3 クラスの格納
クラスは以下の5つのファイルを用いて固定記憶装置上に実現される O
クラス名.defクラスファイル。クラス定義が格納されているO
クラス名.msインスタンスファイル。インスタンスが格納されている。
クラス名.idxインデックスファイル。インスタンスをランダムに検索するための索引が格納され
ている O
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図4:複合オブジェクトの格納
クラス名.slogスキーマ進化ログファイル。スキーマ進化のログ。
クラス名.logログファイル。インスタンスの生成などのログC
データベースが作成された時、データベース名のディレクトリが作成され、このディレクトリ
中に上記5つのファイルが確保される C
3.3.1 クラスファイJレ
クラスファイル(クラス名.def)では、クラス定義の情報を格納する C ここで格納される情報は、
以下のとおり O
cla.ssID 
自分自身のクラス ID
CurrentlnstanceID 
そのクラスに存在するインスタンス IDの最大のものO つまり、次に割り当てられるインス
タンス IDは、これを元に算出される C
Supercla.ssIDs 
スーパクラスのクラス IDの集合
Attributes 
クラスで定義されるアトリビュートはインスタンスアトリビュートもクラスアトリビュー
トも含めてシステム定義クラス attributeで定義される oAttributesはインスタンスアトリ
ピュート及びクラスアトリビュートを定義するクラス attributeのオブジェクト IDの集合
である C
Methods 
Attributesと同じ様に、クラスのメソッドを定義するシステム定義クラス methodのオブ
ジェクト IDの集合である。
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InstanceSet 
そのクラス中に単独で存在しているインスタンスの集合であり、インスタンス IDが格納さ
れている O インスタンスの検索は、ここに登録されているインスタンスが対象となる O
ReferenceSet 
他のクラスのオブジェクトに複合オブジェクトとして、内包されているインスタンスのイン
スタンス IDが格納されている O ここに登録されたインスタンスは検索対象とはならない。
クラス内のインスタンスは必ず InstanceSetかReferenceSetのどちらかに、その IDが格
納される。
ClassAt七ribute
ユーザ定義のクラスアトリビュートの値が格納される O
ClassAttributeMap 
クラスアトリビュートのアトリビュートマップ。アトリビュートマップについては、 3.4節
参照のこと C なおインスタンスアトリビュートはインスタンスファイル(クラス名.ins)に作
成される O
3.3.2 インスタンスファイル
同じクラスに属するインスタンスは、 1つのインスタンスファイルに格納される O インスタン
スファイルには、アトリビュートへのアクセスを高速にするためのインスタンスアトリビュート
マップとインスタンスの実体が格納される。
3.3.3 インデックスファイル
インスタンスの実体は、インスタンスファイルに格納されるが、インスタンス IDから、イン
スタンスの実体にアクセスするには、インスタンスの IDと、インスタンスの実体のインスタン
スファイル中でのオフセットの対応が、わからなければならない。インデックスファイルにはイ
ンスタンス IDをキーとしてインスタンスのオフセットを与える索引が格納されており、 B+Tree
で実現されている O
また、インスタンスのアトリビュートにキーをつけた時の索引もこのファイルに格納される O
ただし、現在複合オブジェクトの索引付けは考慮していないc
3.3.4 ログファイjレ
クラスのスキーマ情報へのアクセス情報は、スキーマ進化ログファイルに、また、インスタン
スへのアクセスはログファイルに格納される O
3.4 アトリビュートマップ
オブジェクト(インスタンス、クラス)のアトリビュートへのアクセスには、インスタンス内で
のアトリビュートのオフセットとサイスを得る必要が有る O
しかし、そのクラスのスキーマ情報には、継承されたアトリビュートの定義はなく、そのクラ
ス中で宣言されたアトリビュートしかないため、アトリビュートのアクセスは、親クラスのアト
リピュートを再帰参照する必要があるO
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そこで、アトリビュートの必要な情報(名前、オフセット、型など)をあらかじめアトリビ‘ュー
トマップとして収集しておき、アトリビュートへのアクセスは、アトリビュートマップを元に高
速にランダムアクセスすることとする O
3.5 メソッドの格納
オブジェクトはアトリピュートとメソッドのパッケージであるので、データだけではなく手続
きも管理しなければならない。手続きの記述は、独自に設計したテキストベースのデータベース
言語に基づいて行なっている (4節参照)。データベース言語で記述されたプログラム中のメソッド
は実行時のデータペース操作の前に構文チェックが行なわれ、構文木の形の中間コードに変換さ
れる O データベースへの格納はこの中間コードの構文木が使用される(以後、この構文木を格納
中間コードともいう)。さらに実行直前には、データベースから検索した中間コード形式のメソッ
ドを仮想実行コードに変換する(以後、この仮想実行コードを実行中間コードともいう)。
構文木に変換して蓄える理由は次の3つである O
1.データベース操作のたびに構文解析するオーバーヘッドを回避する O
2.もとのテキストベースに戻してブラウジングや編集を行なう O
3.実行時のデータベース状態に即した最適化を実現する O
実行時にさらに低レベルな仮想実行コードに変換するのはメソッド実行のモジュールを簡単に
実現するためである o (5.2.4節参照)いきなり仮想実行コードに変換して格納すると上記2，3が行
ないにくい。
3.6 システム定義クラス
本システムのシステム定義クラスには以下のものがある。
CLASS 
ルートクラス、スキーマ情報のテンプレートなどが定義されている
Attribute 
CLASSで使われる複合オブジェクト。アトリビュートの定義を保持している(図 5)。
Method 
CLASSで使われる複合オブジェクトメソッドO メソッドの定義を保持している(図 6)。
CLASSES 
データベースに登録されているクラス名と、継承関係を格納している
Int整数のテンプレート
Float実数のテンプレート
String文字列のテンプレート
このうち、 Int，Float，Stringは他のインスタンスの複合オブジェクトとなっても、そのオブジェ
クト内に格納されるため、クラスとしての実体はない。
これらのクラスは、データベースが作成された時に自動的に DBMSによって定義される O
class attribute 
public attribute name: string[32]; --attribute n四 e
public attribute atype: int; --class attributre or instance attribute ? 
public attribute scope: int; -ーpublic or private ? 
public attribute key: int; --key (IOINDEX， INDEX， DUP) 
public attribute ctype: int; --instance or reference ? 
public attribute classID: int; -ーint or float。玄 stringor class ? 
end_class 
図 5:アトリビュートクラス
class method 
public attribute name: string[32]; --method name 
public attribute rtype: classID; -ーreturn value type 
public attribute scope: int; ・-protect or private 
public attribute argument: argument; --argument list first 
public attribute body: body; --method code 
end_class 
図 6:メソッドクラス
3.7 クラス定義
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クラス情報は、システム定義クラス CLASSを継承することで、クラスアトリビュートとして
そのクラス自身に格納されている(図2)。しかし、クラス定義は全て複合オブジェクトとして記
述されているため、クラス情報として格納しているのは、オブジェクト IDのみである O
4 OODB操作言語
本OODBMSでは、データベース操作言語として新たに設計した自立型言語を提供している O
4.1 クラス定義機能
クラス定義機能はデータベースに新たなクラスを定義する機能である O 継承クラスの指定、ア
トリビュートの定義、メソッドの定義からなる O
4.2 メソッド記述機能
オプジ、ェクトに送られるメッセージをどのように処理するかをメソッドとして記述する O メソッ
ドの中では、オプジェクトの生成、オブジェクトの検索、他のオブジェクトへのメッセージ送信、
アトリビュートの操作などが行なえる O また、制御構造として、条件分岐、繰り返し、オプジ、エ
クトの集合に対する同時操作などをサポートする O
オブジェクトの集合の同時操作は、次のように記述されるO
set.methodO; 
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ここで、 setはオブジェクトの集合であり、 methodは、集合の各インスタンスが持つメソッド
であるむこれによって集合の個々のインスタンスすべてに対して、 methodが起動されるc
将来、本OODBMSが分散対応した時、この構文によって実行される個々のメソッドは、別々
のマシン上で独立に実行される C このため、この時起動されるメソッド methodは、起動される
順番に依存してはならない。また、クラスアトリビュートなど、共有リソースを不用意に書き換
えてはならないc
4.3 問い合わせ機能
インスタンスの管理に classextensionを採用しているので、問い合わせは、クラスに対して、
条件に合致するオブジェクトの検索のメッセージを送ることでなされる O
Student[: Credits < 134ωld : Grαde = 4] 
結果は、オブジェクトの集合が返り、その集合に対して、メッセージを送ることが出来る。
Student[: Credits < 134αηd : Grade = 4]. 
4年生で、単位が134より少ない学生を検索
Stu伽 lt[:Credits >= 110α吋:Grade = 3]:updαte{: Grade = 4) 
3年生で、単位が110以上の学生を進級させるむ
なお、この操作はオブジェクトの同時操作であるので、同時実行される可能性を考慮、しなけれ
ばならないc
5 実装
本 DBMSのモジュール構成や書くモジュールの振舞いを中心とした UNIX上での実装につい
て述べる乙
5.1 モジ‘ュー ル構成
本 DBMSはクライアントサーバ方式による構成をとる c サーバは 3つのサブシステムから構
成される O クライアントおよびサーバを構成する 4つのサブシステムは、それぞれ単独のプロセ
スとして存在し各プロセスは名前っきパイプを用いたメッセージ通信により通信を行なう C
(図 7)
Client 
ユーザからの入力を構文解析し、解析結果(構文解析木)をメッセージとして生成し、 Message
SubSystemに送る c
Message SubSystem(MSS) 
Clientからのメッセージを処理して、 ObjectSubSystemに送る O このモジ、ユールにおいて、
分散透過性を支援する O
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図7:モジュール構成
Object SubSystem(OSS) 
MSSを通じて受けとった、構文解析済みのメッセージを実行するこ1 問い合わせ文の最適化
モジュー ル、 methodを処理するインタープリ夕、プロセスコンテキストの切替を行なうプ
ロセススイッチャなどからなる C 以下の SSSが提供するルーチンを使用して固定記憶装置
とのオブジェクトの入出力を行なう O
Storage SubSystem(SSS) 
OSSからの要求にしたがって固定記憶装置にアクセスするoOSSとのやりとりは、オフゃジ、エ
クト単位であるため、このサブシステムにおいて、ディスク中の rawデータをオブジェク
ト単位に構成したり、その逆が行なわれる C
5.1.1 モジュール聞の処理の流れ
それぞれのモジュール聞の処理の流れを次に示すc，
まず、クライアントは、ユーザからの入力を受け付け、その入力を構文木の形の中間コードに
変換しMSSに送る oMSSは、実行メッセージのスケジューリングを担当するサブシステムであ
り、構文木の中間コードの形になった実行メッセージの実行要求をスケジューリングし(現在はラ
ウンドロビンの単純な順番によっている)、順番が来たら、 OSSに送る心 OSSでは、送られてき
た要求を細分化し、実行が必要であれば、構文木の中間コードを実行中間コードに変換し、実行
する。その際に、インスタンスの情報が必要であれば、 SSSに問い合わせ、他のオブジェクトへ
のメッセージ実行要求があれば、 MSSにその処理を依頼する(図8)こ
5.2 モジ‘ュー ル概要
ここでは、本システムの各モジュールをその振舞いを中心としてそれぞれ説明する O
5.2.1 Client 
OODBMSのアプリケーションとして、現在、テキストベースのユーザーインターフェースが
用意されている O
これは、データベース操作言語によるユーザのコマンドやプログラムの入力を MSSに渡すた
めの構文木リストに変換し、 DBMSからの結果をユーザに表示するのが主な役割であるむ
5.2.2 Message SubSystem 
OSSへ送られるメッセージを統括管理する(図的。
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入力
; Student[:Grade=3 and :Credits=>llO]; ; 
|コンパイラ|
処理依頼
(中間コー ド)
ト
メッセージサブシステム
図 8:処理の大まかな流れ
ストレージサブシステム
MSSが受け付けるメッセージは、 Clientからのもの(1)と、 OSSからのもの(2)が有るoClient 
からのメッセージは一度MSS内の待ち行列にバッファリングされ、 OSSが受け付け可能になっ
た時点でOSSに送られる (a)oOSSは1つの処理が終わると MSSに処理結果を返す (3)ので、そ
の時点で待ち行列を検索し、実行要求待ちのメッセージがあればスケジューリングする C
しかし、 OSSは単一のメソッドしか実行できないので、メソッド実行中に新たなメッセージの
実行要求を処理する時には、 MSSにその処理を依頼する。そのため、 OSSからのメッセージに
は、処理の終了 (2)と他のメソッドの起動要求 (2)が有る o MSSは、処理の終了を受け取ると、
Clientに処理結果を返す (b)。他のメソッドの起動要求は、 Clientからのメッセージと同様に、新
たなサーバへの以来メッセージとして処理する O
5.2.3 Storage SubSystem 
SSSでは、 OSSから固定記憶装置のアクセスをOODBMSの他のモジュールの操作に適した形
に抽象化する。具体的には、クラスの管理、クラス中でのインスタンスの管理、オブジェクト ID
でのオブジェクトのアクセス、インスタンスの検索、クラスの定義(継承)を実現している C
次にSSSインターフェースを示す。
クラス名とクラスIDの対応 Clientはクラス名によりインスタンスの検索をしている O そのた
め、クラス名から、クラス IDを得る関数を提供する O また、 SuperClassなどは、クラス IDと
して格納されているため、逆にクラスIDからクラス名を得る関数を提供する O
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クライアント
3.処理結果
1 オブ‘ジェクト|
2.メソッド起動要求 i i 
|サブシステム;
| l I I ω処理依頼 「 ! 
メッセージサブシステム
図 9:Message SubSystemの処理の流れ
オブジェクトの定義 クラス名、 SuperClωsID、アトリビュートのオブジェクト ID、メソッドの
オブジェクト IDを指定することで、クラスを定義する関数を提供するc また、クラス名、アトリ
ビュートの値を、指定することで、インスタンスを定義する関数を提供するじ
オブジェクトの参照 クラス ID、インスタンス IDを指定することで、固定記憶装置上から、オ
ブジェクトをメモリ上にロードする O
インスタンスの検索 クラス ID、検索条件を指定することで、そのクラスに登録された、検索条
件に適合するインスタンスのインスタンス IDの集合を返す。
検索条件は、キ一条件と、束縛条件からなり、まずキ一条件に適合するインスタンスを得て、束
縛条件にも適合するインスタンスのみを返すo (図 10)
キ一条件 束縛条件
図 10:検索条件
この際、検索条件に指定できるのは、そのインスタンス内に格納されているアトリビュートの
値との比較だけで、複合オブジェクトであるアトリビュートは、枚索できないとつまり、検索で
きるアトリビュートは、整数、実数、文字列、オブジェクト IDのみであるじ
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5.2.4 Object SubSystem 
本OODBMSの核である oOSSは図 11に示すサプモジュールから構成される O
図 1:Object SubSystemのサブモジュール
Prosess Switcher 
MSSからの要求にしたがってメソッドの実行コンテキストを切替える O
Method Compiler 
1次コンパイルされたメソッドを次の MethodInterpreterで実行可能な形式にコンパイル
して、メソッドの実行コンテキストを作る O
Method Interpreter 
Method Compilerでコンパイルされたメソッドを解釈実行する O
Object Define 
インスタンスを定義するO
Class Define 
クラスを定義する O
Attribute Define 
アトリビュートを定義するC
Method Define 
メソッドを定義する O
Query Processer 
質問処理を行なう O 質問文は、実行時における最適化などのために MethodCompilerでは
コンパイルされない。
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仮想実行コード OSSがクライアントから受けとるユーザ、の入力、 SSS内に格納されているメソッ
ドは、格納中間コードと呼ばれるリスト形式の中間コードであるC しかし、リスト形式の中間コー
ドをそのまま実行しようとすると、複数のクライアントのメッセージの実行や、メソッド実行途中
で発生する他のオブジェクトへのメッセージ実行時に発生するコンテキストスイッチングへの対
処が複雑になってしまう。そのため、 OSSで実行する中間コードは、スタックアクセスを基本と
した仮想マシンコードに変換し、 OSSの実行中間コードのインタープリタ (MethodInterpreter) 
は、これを実行するO これによって、コンテキストスイッチングは、インタープリタ内の仮想マ
シンコードやスタックなどの実行コンテキストを切替えることで簡単に実現される O
単一のメソッドの実行手順 MSSから、メソッドの起動要求を受けると OSSは以下の手順で、メ
ソッドの実行を行なう O
1. SSSからメソッドを検索し、メソッド本体を得る O
2.メソッドは格納中間コードでSSSに格納されているので、これを MethodCompilerを用い
て、仮想実行コードにコンパイルする O 権
3. Method Interpreterで仮想実行コードを実行する。このとき、アトリビュートへのアクセ
スが必要ならば、 SSSインターフェースを通してインスタンスへアクセスする C
4.仮想実行コードの実行が終了したら、処理結果を MSSに返す。
Process Switcher オブジェクト指向システムでは、全ての操作はオブジェクトへのメッセー
ジによって記述される O 従って、メソッド内で他のメソッドを呼び出すことも有り得る O ここで、
他のメソッドの呼び出しは、 OSSをもう一度呼び出すことに等しいが、 OSSはUNIXの lプロ
セスであるので、 OSS実行中に再度OSSを呼び出すことはできない。そこで擬似的に、プロセ
ス切り替えを行なう必要が有る。プロセスの切り替えを実現するためには、仮想コードの他に変
数領域や、レジスタの値などの実行時の環境も同時に切り替えなければならない。そこで、仮想
実行コードと実行環境をまとめたプロセスコンテキストをプロセス切り替えの単位としている C
Process Switcherはプロセスコンテキストの切替を含むOSSのメインモジュールであり、処理要
求の種類による図 11に示したサブモジュールへの処理の振り分けも行なう C
メソッド実行中の他のオブジ‘ェクトへのメッセージ 本DBMSは分散処理への対応を考慮して設
計を行なっている O 分散処理を行なった場合メソッド実行中に他のオブジェクトへのメッセージ
を送る必要が生じた場合、送る対象のオブジェクトが同じマシン上に有るとは限らない。
そこで、他のオフeジ、ェクトへのメッセージは、 OSS内で処理せず、新たなメソッド起動として、
MSSに依頼するoMSSでどのマシン上に有るオフ申ジェクトへのメッセージかを判断することで、
分散透過性が実現される O
MSSとOSSの通信の様子を図 12に示す。
Clientから、次のようなメッセージが、発行されたとすると、
Student.query(: Grαde =3αnd : Credits => 110).u]Jdαte(: Grαde = 4); 
.Clientの格納中間コードへの変換を l次コンパイルといい、 osでのこの変換を 2次コンパイルという。
i盈f言
↓ 
クライアントからの処理要求 〉
: Student.query(:Grade=3 and 
: :Credits=>11O).update(:Grade=4) 
什:~Tジエクトサブシステム
1コンイレ↓ 
仮想コードを実行
J 
メソッド起動要求
: Student.query(:Grade=3 and 
:Credits=>110) 
l 
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メッセージサブシステム
質問処理
i 
結果Rを返す
実行再開
↓ 
メソッド起動要求
: R.update(:Grade=4) 
?? ??ーーー←?
?
ッ
?
???
? ??
実行再開
サ/
処理結果R2を返す
/ 、
¥ 
/ 
メソッド起動要求を
処理要求バッファに入れる
L 
メソッド起動要求
: Student.query(:Grade=3 and 
: :Credits=>110) 
/ 
¥ メソッド継続要求を
処理要求バッファに入れる
↓ 
メソッド継続要求 、/ 
メソッド起動要求を
処理要求パッファに入れる
↓ 
メソッド起動要求
: R.update(:Grade=4) 
/ 
¥ 
¥ 
/ 
/ 
¥ 
¥ 
/ 
メソッド継続要求を
処理要求バッファに入れる
↓ 
メソッド梨圭帝亮要Eオミ
/ 
¥ クライアントに返す
図 12:MSSとOSSの処理のながれ
これは、クラス Studentに学年が3で習得単位数が110以上の学生を検索し、その結果のオブ
ジェクト集合の各々のオブジェクトについて学年を 4にせよといっメッセージである C
MSSはこのメッセージを受け取ると、以下のように処理し、結果を返す。
1. MSSはClientからのメッセージを OSSに送る O
2. OSSではこれを 2次コンパイルし、実行するO
3.まずStudent.query(...)の実行であるがこれは、オブジェクトへのメッセージであるので、
MSSに処理を依頼する O
4. MSSでは、処理要求をバッファに入れ順番が来たら取り出し、 OSSに送る O
5. OSSでは、質問処理であるのでサブモジュールの QueryProcessorを起動し、結果 Rを
MSS に返す。
6. MSSは結果Rを受け取ると、それを Clientからのメソッドの実行継続要求として、 OSSに
送る。
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7.0SSでは、メソッドの継続要求がきたので、プロセスコンテキストを実行中のメソッドに
戻し、メソッドを再起動し、 R.updαte(…)を実行する O しかしこれもまた、オプジ、エクトへ
のメッセージであるので、再度MSSに送る。
8. MSSでは、これをOSSに再送するO
9.0SSでは、 R.updαte(…)を実行し、結果R2をMSSに返す。
10. MSSでは、 R2を受け取ると、再度Clientからのメソッドの継続要求としてOSSに送る O
11. OSSでは実行コンテキストを戻し、それを実行するがこれで終わりであるので、 MSSに処
理の終了を返す。
12. MSSはOSSから受け取った処理結果を Clientに返す。
Query Processer Clientから入力される検索条件には、複数のオブジェクト問にわたる条件
(複合オブジェクトであるアトリビュート、オプジ、エクト同土の比較など)があるため、 SSSの検索
機能に収まる検索条件に分割して(図 10)、SSSに検索を発行する必要がある oQuery Processor 
はこのような検索条件の分割と SSS検索ルーチンの呼び出しを行なう。
6 終りに
UNIX上における OODBMSのプロトタイプの設計と構築について述べた。現在は、各サブシ
ステムを製作中である C
本システムは、オブジェクト指向データデータベースシステムであり、手続きの実行を含む。
その手続きの実行を高速化するために、分散並列実行が不可欠になると思われる。その際には、
MSS，OSS，SSSの各サブモジュールを各マシンにインストールし、各マシンで、並列実行する O そ
の際、各マシン間の通信は、 MSSが行なう(図13)。本システムは、この方針に基づけば、比較的
容易に、分散化できる O その際問題となるのは、分散透過性、インスタンスとクラスの分散の方
針、のみであると思われる O
本システムの応用のターゲットとしている技術系へのデータベース応用では、スキーマが頻繁
に変更されることが多いので、スキーマ進化を実現する必要がある O その際は、本DBMSでは、
スキーマの変更は、クラスを定義し直してデータベースを再編成するのではなく版管理によって
実現する O すなわち、新しいクラスを新たに定義し、スキーマ変更前のインスタンスは前のクラ
スで管理し、新しいクラスは、新たに定義されるインスタンスについてのみ管理することとする O
また最近では、マルチメディアデータへの、 OODBMSの応用が盛んに研究されているが、こ
の際には、画像や、音声データなどの可変長のデータを扱える必要がある O 本システムにこの拡
張を施すには、可変長データクラスをシステムクラスとして提供し、可変長データの基本的な取
り扱い機能を支援するメソッドを実装するC 各種メディアデータはこのシステムクラスを継承す
ることにより実現できるO この際には、メソッドの動的結合のメカニスムを検討することも必要
になるだろう O
現在本システムでは複合オブジェクトをインデキシングできない。インデキシング手法には、
Nested lndex， Path lndex， Multi lndexなどがある [2]が、本システムでは、スキーマ進化をサ
ポートする予定であるので、その際に、インデックスの書換えのコストが最小となるマルチイン
デックスをサポートする予定である O
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MachineA MachineC 
MachineB 
図 13:DBMSモジュールの分散
今後は、まず、上記の 3機能を実現し、データの一貫性の保持を容易にするトランザクション
処理の実現、 OODBMSのAPIを設計しそれを用いたグラブイカルなクラスブラウザなどの GUI
の実現、などの研究を行なう予定である O
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