Abstract
Introduction
In the past several methods for the analysis and design of technical real-time systems have been published, see e.g. [l -81. However, according to our experiences these methods do not always meet the requirements of small companies having their business in designing and constructing control systems, e.g. for manufacturing and chemical processes. In many cases these methods offer specification techniques that are redundant or require too much detail, or they are too rigorous in their procedures. This is caused by the fact that most of the required functionality and hardware objects are already captured by socalled process & instrumentation diagrams @&IDS). A P&ID is the result of the earlier hardware engineering process. The objective of real-time system development is the design of the software control process of the hardware objects.
Two main issues in control systems that we have studcoordination and cooperation of hardware failures of hardware components.
ied are:
According to our experiences there is not enough attention for these problems in existing methods.
In this study we adopt the following definition of a realtime system: a real-time system is any information processing activity or system, which has to respond to externally generated input stimuli within a finite and specified period [9] . Real-time systems are characterized by parallel processes and operations, coordination of actions of many rather independent components, detection and handling of failures, interrupts, time-outs and conflicting Many companies involved in the development of redthere is no uniform development method available, designers use individual, informal procedures; absence of explicit standards for specifications of product design, which hampers communication between designers and customers; insufficient checks on the completeness, consistency and correctness of design specifications and documentation; limited or insufficient systematic procedures for testing and simulation. The main goal of the present research was to compose a practical method for the development of real-time systems in which detecting and handling failures are completely embedded. In addition to this main objective we have the following subgoals with respect to the method: goals.
time systems meet the following problems: support for a company's certification; increased effectivity and efficiency compared with the conventional design process; reduction of complexity in the design of real-time systems; uniform and unambiguous procedures; specifications should easily be verified; reuse of specifications and documentation for the procurement and design processes; user-friendly CASE tool support for generating specifications (diagram editors); automatic generation of code for several types of PLCs (Programmable Logic Controllers) and microcomputers. As a result the method CORSO was developed; the acronym CORSO is derived from a Dutch phrase for "CASE tool support for real-time systems design". It should be admitted that the CORSO method may not be applicable to all kinds of real-time systems design. Therefore, the relevance of the method for solving specific real-time problems is a research topic.
The steps in method engineering that we have followed in this project are:
construction of a CASE tool supporting the composition of the CORSO method; method; realization of the code generator. A basic concept in the method is coordination [lo] . Coordination encompasses scheduling and control of different independent, unrelated objects. Coordination represents a level of abstraction above the conceptual level of individual objects and permanent relationships in the well-known ANSUSPARC architecture. Coordination is discussed in more detail in section 2.1 in the context of the organizational model.
Presently, methods and corresponding commercial tools are available, e.g.
Statecharts [ll] . However, in these methods hierarchical control structure and error handling are less pronounced. The CORSO method and tool support the issues of coordination, fault tolerance and code generation explicitly. The CORSO method is described in chapter 2; the models and diagrams are explained with examples and method-data models. Chapter 3 contains a short discussion on possible failures that may occur in technical systems. The CASE tool and code generation supporting the COR-SO method are described in chapter 4. Chapter 5 contains conclusions and some research questions.
The CORSO method
The CORSO method intends to promote a structured and efficient development of control software for realtime, technical systems. The method is based on the object-oriented paradigm, in which software objects are responsible for the correctness of their own operations and data [l, 4,6] . One of the first activities in the method is to identify the relevant entities (hardware components) that should be modelled by (software) objects, so-called base objects in the real-time system.
The analysis of the system may start from a technical specification of the hardware. In many cases such a specification is represented in a technical layout, for example a Process and Instrumentation Diagram (P&ID), showing which hardware components are to be controlled and which sensors are available to collect data on the operation of the hardware system. Such a diagram may be helpful in the identification of the relevant hardware components and sensors.
The initial activities of the method are the identification of the following items in the technical system to be controlled: e hardware components (actuators) with their relevant commands, for example valve: open, close; sensors with the meaning of their signal, for example elevator door sensor: door is open; extemal events detected by sensors, for example temperature exceeds safety limit. The list of hardware components is the starting point for the design of the control structure, which is specified in the so-called organizational model. The organizational model represents the structural cooperation between software objects. The actual behaviour of each object (the life history or life cycle, see e.g. [6]), is specified in a so-called behavioural model. These modelling techniques are complementary to the P&ID technique. The selection of the modelling techniques is based on a unifying object-oriented framework [lo] , in which all concepts to be captured in the systems analysis are identified.
The organizational model
The organizational model specifies in detail how software objects in the control system will cooperate. The organizational model is expressed in a diagram showing a hierarchical structure; figure 1 shows a simple example of such a diagram, as it has been realized in the CASE tool supporting the CORSO method, described in chapter 4. The nodes of the diagram represent software objects; yokes represent the control structure between the objects. The nodes on the lowest level are the so-called base objects, which directly control corresponding hardware components.
Base objects model the behaviour of hardware components. In this context the relevant hardware components can independently receive and handle command signals and usually they can transmit their status to the control system via feedback signals. A base object controls just one specific hardware component; the base object initiates operations to be executed by the corresponding hardware component by sending commands, and monitors via feed- The actions of base objects are coordinated and controlled by a hierarchy of supervisory objects, the so-called coordinator objects or coordinators. Coordinators trigger the execution of operations of base objects (or other coordinators); in turn, base objects trigger the execution of operations of hardware components. Coordinator objects are introduced in the design of a control system when actions of subordinated objects (either base objects or coordinator objects) are executed in parallel or should be scheduled due to limited resources. Introduction of coordinators may also decrease the span of control of objects and in this way increase the surveyability of complex systems for purposes of design, realization, testing, and maintenance.
If the operation of a hardware component fails, the corresponding base object may take corrective action, for example repeat the command. If a corrective action doesn't succeed (for example in case of an irrecoverable failure) the situation is a so-called exception; the base object communicates details on the exception to the coordinator that triggered the action. The coordinator may try to reallocate the responsibility for execution of the action to another base object; if this is not possible the coordinator may terminate the activities of the base object(s) involved and of the corresponding hardware components. Further, it may notify its superior coordinator or the user or operator of the system the detection of an exception. Alternatively, control may be passed to a superior coordinator.
The organizational model is hierarchical in the sense that each object controls one or more subordinated objects. However, each object may be controlled by one or more coordinators, so the organizational model has not necessarily a tree structure. The meta-data model of the organizational diagram is shown in figure 2 .The entityrelationship (ER) diagram notation is adopted from [12] with structural constraints expressing participation of entity types in relationship types. An additional constraint, not expressed in the ER-diagram, is that a coordinator object always controls at least one other (base or coordinator) object.
The organizational model as it is described here corresponds to a large extend with the object communication model (OCM) Passive state. In a passive state the object is in a stable situation, which may last for an indefinite period, or for a period that in general can not be predicted. Examples are the open position of a valve in a water conduct, the movement of a vehicle or an elevator, the operation of a production unit in a continuous process.
In general, a state is of the passive type, if the transition to another state is caused by an internal command signal (action) from a (superior) coordinator, or an external event (extemal command signal), or detection of a hardware failure. A passive state is represented by a circle with a normal circumference.
Active state. In an active state the object is temporarily in a transient situation that by its nature should terminate within a predictable period. Examples are opening a valve in a pipe line, closing the door of an elevator, filling a tank with fluid up to a specific level.
In general, a state is of the active type, if the transition to another state is caused by a subofdinate object or hardware component reaching a specific state, or by a feedback signal from a sensor. An active state is represented by a circle with a broken circumference. figure 7 .
A condition on a state transition may contain commands from a superior coordinator; in this case such a command appears as an action of that coordinator. In a coordinator object a condition on a state transition may contain the name of a state of a subordinated object, which is interpreted as a feedback signal. An example of a behavioural diagram is shown in figure 8. Counter. Counters can be used to count events. A counter can be set to a specific value and reset to 0, and incremented and decremented by 1. The test whether a counter has the value zero may be used as a simple condition on a state transition.
Register. Registers (or data stores) are used to store values. The values stored in registers can be compared with the operators EQ, NEQ, LT, LE, GT, GE. For example a condition on a transition could contain the simple condition GT[RA, RBI, which tests if the contents of register RA is greater than the contents of register RB.
Boolean variable. A Boolean variable (or data bit) is used to store a condition. A Boolean variable can be set to the values true and false. The name of the Boolean variable can be used as a simple condition.
Function.
Functions are used to express more complex actions in states that can not be represented graphically, e.g. numerical calculations. Functions are strictly local for objects and do not affect other objects. In the code generation step a function should manually be filled in with the appropriate PLC code. Functions are integrated into the behavioural model.
Input/output signals.
The input and output signals that are exchanged between objects and environment (sensors and actuators) are specified in the so-called inputloutput list. The control system receives input signals from sensors, and generates output signals to control the hardware. In the inputloutput list each signal is described by its name and a number, indicating its bit address.
The receipt of an input signal from a sensor is an event, which may be interpreted as a condition enabling a state transition in an object. A state of an object may contain an action generating an output signal to an actuator. An example of an action sending an output signal is OUT[start motor], in which 'start motor' is the name of an output signal.
Input signals can be distinguished into momentary or transient signals, and continuous signals. Transient signals may be electronic pulses corresponding to the occurrence of an event, for example a passenger pressing an elevator summons button.
Continuous signals may reflect the current state of a hardware component, for example the signal from the 'door closed' sensor of an elevator door. Such a signal can be used to check the correspondence between the environment and the state of a software base object.
Internal signals.
Mutual communication among objects is realized by means of internal signals, which are exchanged between a coordinator and its subordinate objects. In the behavioural model we distinguish command A command signal is sent by a coordinator to one or more subordinate objects. A command signal should be specified as an action in one of the states in the behavioural model of the coordinator. The name of the action should be used in a condition on a state transaction of the subordinate object receiving the corresponding command signal. So, a command signal is always sent in a downward direction with respect to the hierarchy, expressed in the organizational model.
A feedback signal is sent by a subordinate object to its (superior) coordinator; it should be specified as the name of a state in the behavioural model of the subordinate object. The name of the state is used in a condition on a state transition of the coordinator receiving the control signal. So, a feedback signal is always sent in an upward direction with respect to the hierarchy, expressed in the organizational model. A schematic summary on signals is shown in figure 9 .
Signals may not be exchanged between objects on the same level. Communication between objects on the same level should only be realized via a coordinator on a higher level, otherwise the hierarchical control structure would be violated.
Rules for behavioural models.
Behavioural models should be checked for correctness and completeness.
Many syntactical checks are supported by the CORSO CASE tool, described in the following. The designer should take care of the semantic correctness of the models. Some semantic rules for behavioural models are:
* 
Failure analysis
To promote resilience and safe operation of a system it is necessary to analyse the possible failures in the hardware, and develop mechanisms to detect and handle them. Base objects should be designed in such a way that they can be reused in many projects. For failure handling this means that:
failures should be handled and solved locally if possible. Otherwise a failure should be reported to a superior coordinator on the next higher level;
failures may not be transferred to objects at the same level. In base objects the following exceptions may occur.
Time 
Architecture of the CORSO environment

CASE tool
To support the CORSO method a CASE tool has been realized. The CORSO tool was constructed based on the ObjectMaker meta-CASE tool [16] . The tool contains diagram editors for drawing organizational and behavioural diagrams as has been specified in chapter 2. The methoddata models of the diagrams are shown in figures 2 and 7. Diagrams are stored in the repository of the tool.
A new system development project is normally started by drawing an organizational diagram. By clicking the mouse button on an object in the organizational diagram control is passed to the behavioural diagram editor to create or retrieve the corresponding behavioural diagram. The tool is menu driven; existing diagrams can be retrieved from the repository, changed, printed, and stored.
Checks on consistency and completeness. The CORSO tool can perform checks on the consistency and completeness of the diagrams specified in a project. These checks can be applied to individual diagrams as well as to the complete set of diagrams in a project.
An example of a check on a behavioural diagram is that Figure 10 gives a schematic summary of the architecture of the CORSO tool. components for each project. Behavioural models can be specified once and stored for reuse in the CORSO repository. In a specific project behavioural models can be retrieved from the repository and inserted in the current project. In this way the efficiency and reliability of the design process is increased considerably.
The CORSO method and CASE tool support
The CORSO method contains the following steps.
Technical analysis. Development starts from a technical specification of the hardware system to be controlled. Such a specification may be expressed in technical drafts or diagrams, for example a Process & Instrumentation Diagram (P&ID) and textual descriptions of the functions performed by the system. From the technical specifications the individual hardware components to be controlled and monitored should be identified. Also information on sensors and input and output signals should be collected. Incoming signals may correspond with events to which the system may have to react; therefore possible events should be listed with their signals and the sensors that receive these signals.
Analyse possible failures that may occur in the system. Specify how failures may be detected and how they should be handled by the control system. Identify objects and coordinators, specify organizational model. Identify the hardware components that should be modelled by software objects in the control system. These software objects are the base objects, which appear as the leave nodes in the organizational model. Specify coordinators for base objects that perform actions simultaneously or that need a common control mechanism. In the same way specify coordinators at a higher level for coordinating subordinated coordinators. In this way the organizational model is developed until the root coordinator at the top level is specified. Identify command and feedback signals exchanged by objects on different layers of the organizational model.
The organizational model is entered into the CASE tool via the corresponding diagram editor. Extemal signals should be specified in an inputloutput list.
Specify behaviour. For each objectlcoordinator specify a behavioural model with the behavioural diagram editor. Identify states, transitions and conditions on transitions. Existing behavioural models from previous projects, stored in the repository may be used in the present project. Add special functions if necessary.
Checks. Run consistency and completeness checks by the tool, and correct the diagrams if necessary.
Code generation. If no errors are detected first intermediate code can be generated. Next, PLC code for a specific type of PLC can be obtained by converting the intermediate code.
Conclusions and future research
The CORSO method has been proven to be an effective aid in developing several production and control systems.
A recent commercial project in which CORSO was used is the development of a chilling-room for a brewery. The diagrams shown in figures l and 8 are taken from this project. From a practical point of view the CORSO approach has the following characteristics:
Software is developed in a very structured and formalized way; in requirements analysis problems, incompleteness and inconsistency are detected and can be discussed with the customer in a very early stage. Time needed for development, acceptance tests and installation has been decreased considerably due to increased reliability and less design errors. Productivity in using the CORSO method and CASE tool in projects has increased by a factor of about 2.5. Reuse of design improves the results of project proposals and systems analysis. The attention of the developer is focussed on analysis and design rather than on coding. Changes need only be made in the organization or behavioural diagrams. Therefore, the software development process is shorter and the quality of the results is improved. Our approach in creating an environment for systems development can also be applied to other companies and situations, e.g. with different traditions in diagram techniques. Present and future research is directed towards the application field of the method, simulation facilities, debugging, and failure analysis.
Application field. The number of projects and experiences with the CORSO method is modest. It should be investigated for which types of real-time systems and in which environments the method and the tool are especially suitable.
Simulation. Present research is directed towards simulation facilities for testing the behavioural models. While simulating, the behavioural diagrams are shown on a windows screen; input signals can be activated by screen buttons, output signals are shown by screen indicators. The behaviour of an individual object is visualized by showing its behavioural model, the present state and output signals.
Debugging facilities. It is expected that the method and the tool will be effective in maintenance if a trace of the states and transitions of the objects is logged and stored in a data base, at least for a limited time. In case of a failure it should be possible to analyse the recent behaviour of the objects, which may support trouble shooting in an effective and efficient way.
Fault analysis and diagnosis, fault tolerance. The design of fault tolerant systems is rather neglected. Some initial studies performed by students indicate that this subject is usually not approached in a systematic way.
