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1 Problemstilling og metode 
1.1 Innledning 
I 2011 benyttet 81 prosent av it-bransjen i Norge såkalt smidig programvareutvikling.1 In-
ternasjonalt er tilsvarende tall 88 prosent i 2013.2 Forskning og bransjeerfaring har vist at 
smidig programvareutvikling blant annet reduserer risikoen for kostnadsoverskridelser,3 gir 
programvaren høyere kvalitet og øker forutsigbarheten i prosjektene.4 It-bransjen har i all 
sin tid har vært plaget med store tids- og kostnadsoverskridelser, både nasjonalt og interna-
sjonalt.5 Da er det ikke overraskende at smidig programvareutvikling har spredt seg raskt i 
bransjen i løpet av de siste 10 årene. Likevel står utfordringene fortsatt i kø for it-bransjens 
utviklingsprosjekter.  
 
For å lykkes med smidig programvareutvikling er det flere forutsetninger som må være på 
plass. Disse forutsetningene har de siste årene blitt drøftet inngående, både fra teknologisk, 
organisatorisk og ledelsesperspektiv. Omfanget av litteratur og stoff på disse fagområdene 
bekrefter dette. Det kontraktsrettslige perspektiv er derimot lite belyst. Kontrakten er et 
viktig styringsverktøy og skal være konfliktforebyggende ved gjennomføringen av prosjek-
ter hvor noe skal tilvirkes.6 Hvordan kontrakten utformes blir derfor en viktig forutsetning 
for å lykkes med smidig programvareutvikling.  
 
Smidig programvareutvikling er en utviklingsmetode som skiller seg radikalt fra de tradi-
sjonelle plandrevne utviklingsmetodene, eller de såkalte sekvensielle utviklingsmetodene. 
Det tradisjonelle utgangspunktet er at alle fasene i prosjektgjennomføringen skjer sekvensi-
                                                
1 Brevik (2013) s. 20 
2 VersionOne (2014a) s. 2 
3 Se Moløkken-Østvold (2005) s. 765 og Ambler (2012) s. xx 
4 Larman (2004) s. 52-53 
5 Se for eksempel Moløkken-Østvold (2004)  
6 Torvund (1997) s. 42 
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elt, en ny fase starter ikke før forrige fase er avsluttet. I smidig utviklingsmetode utarbeides 
for eksempel ikke en ferdig kravspesifikasjon før programvareutviklingen starter. Pro-
gramvaren utvikles i mindre inkrementer (små delleveranser) med typisk varighet på to til 
seks uker. Hvert inkrement har gjennomført en kravspesifisering, programvareutvikling, 
testing og aksept. 
 
De tradisjonelle tilvirkningskontraktene i både entreprise, fabrikasjon og programvareut-
vikling er utformet med utgangspunkt i en plandreven metode. Veldig forenklet er forløpet 
i disse kontraktene som følger: Spesifikasjonen av produktet blir gjort ferdig før leverandø-
ren starter tilvirkningen og prosjektet avsluttes med kundens aksept. Skal spesifikasjonen 
endres underveis i skjer det ved hjelp av formaliserte endringsprosedyrer. Slike kontrakter 
skal blant annet sikre at leverandøren oppfyller alle kravene som er spesifisert ved kon-
traktsinngåelsen.  
 
I en kontrakt for smidig utviklingsmetode vil ikke en slik tankegang være aktuell, siden det 
ikke finnes en kravspesifikasjon ved kontraktsinngåelsen. Dermed forutsettes det at kunden 
har en aktiv rolle ved gjennomføringen og tar beslutninger underveis. Dette endrer den risi-
kofordelingen mellom partene som de tradisjonelle tilvirkningskontraktene legger til grunn. 
Hvis det ikke benyttes kontrakter som er tilpasset en smidig utviklingsmetode øker pro-
sjektrisikoen.7 Det blir også hevdet at det å bruke de tradisjonelle kontraktene ved smidige 
utviklingsprosjekter er en viktig årsak til tids- og kostnadsoverskridelser.8  
 
Selv om smidige utviklingsmetoder har blitt brukt i vel 15 år har det ikke vært utviklet kon-
trakter som er tilpasset denne måten å jobbe på. Det er først de siste to-tre årene tatt initia-
tiv som har resultert i standardiserte kontrakter som skal avhjelpe denne situasjonen. Direk-
toratet for forvaltning og IKT (Difi) har i flere år arbeidet med en ny statens standardavtale 
                                                
7 Larman (2010) s. 512 
8 Atkinson (2013)  
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for smidige prosjekter (SSA-S), og en slik avtale ble lansert i januar 2014.9 Den Norske 
Dataforening (DND), Digitaliseringsstyrelsen i Danmark og IT & Telekomföretagen i Sve-
rige har også lansert smidige kontrakter de siste par årene.10  
 
It-bransjen i Norge hadde i 2010 en årlig omsetning på 202 milliarder kroner.11 Derfor er 
det av stor økonomisk betydning at programvareutviklingsprosjektene gjennomføres uten 
havari. Et av formålene med denne oppgaven er å kunne bidra i arbeidet med å utforme 
kontrakter som kan sikre vellykket gjennomføring av smidig programvareutvikling. 
1.2 Problemstilling 
Problemstillingen jeg skal drøfte i denne oppgaven tar utgangspunkt i den fundamentale 
forskjellen mellom en smidig utviklingsmetode og en plandreven utviklingsmetode. Denne 
forskjellen gjør at tradisjonelle kontraktsmekanismer, som er tilpasset plandrevne utvik-
lingsmetoder, er lite egnet for regulering av smidig programvareutvikling. Som et bakteppe 
for problemstillingen ligger det såkalte Manifestet for smidig programvareutvikling.12 Dette 
manifestet, med de tilhørende tolv prinsippene,13 ligger som et fundament for alle smidige 
utviklingsmetoder. Manifestet er presentert i tabell 1.1.  
                                                
9 Difi (2014)  
10 Digitaliseringsstyrelsen (2012); IT&Telekomföretagen (2012); Den Norske Dataforening (2013a)  
11 Se kapittel 1.4 i Meld. St. 23 (2012-2013)  
12 Se Beck (2001a)  
13 Se Beck (2001b)  
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Tabell 1.1: Manifestet for smidig programvareutvikling 
Manifestet for smidig programvareutvikling 
Vi finner bedre måter å utvikle programvare på 
ved å gjøre det selv og ved å hjelpe andre med det. 
Gjennom dette arbeidet har vi lært oss å verdsette følgende: 
 
Personer og samspill fremfor prosesser og verktøy 
Programvare som virker fremfor omfattende dokumentasjon 
Samarbeid med kunden fremfor kontraktsforhandlinger 
Å reagere på endringer fremfor å følge en plan 
 
Dette vil si: Selv om punktene som står til høyre har verdi, 
så verdsetter vi punktene til venstre enda høyere. 
 
Manifestet ble utformet og undertegnet i 2001 av 17 eksperter med lang erfaring fra pro-
gramvareutvikling og prosjektledelse. Målsettingen med manifestet var å tydeliggjøre hvil-
ke grunnleggende verdier og tankesett som ligger bak smidige utviklingsmetoder, samt å ha 
en felles plattform.14 Punktene gir et godt bilde av forskjellen mellom en plandreven utvik-
lingsmetode (det som står til høyre), og en smidig utviklingsmetode (det som står til venst-
re). Likevel er det viktig å understreke at det som står høyre har verdi, men at det som står 
til venstre verdsettes høyere. En kontrakt for smidig programvareutvikling må derfor ut-
formes med utgangspunkt i dette manifestet. Jeg kommer nærmere tilbake til smidig pro-
gramvareutvikling, men som et bakteppe for problemstillingen er det nødvendig med en 
kort forklaring av manifestets innhold. 
 
Personer og samspill handler om teamarbeid ved utviklingen av programvare. De ulike 
enkeltpersonene skal fungere sammen på best mulig måte for å være effektive og skape et 
                                                
14 Jf. Larman (2003) s. 54 
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produkt med høy kvalitet. I tillegg skal personene som er involvert ta større ansvar for 
hvordan forretningsmålene skal realiseres, og finne løsninger som alle interessenter i pro-
sjektet verdsetter. Prosesser og verktøy kan ikke erstatte et godt fungerende utviklingsteam. 
Prosjektets interessenter må ha tillit til at teamet selv organiserer seg slik at de optimale 
løsningene velges på en mest mulig effektiv måte 
 
Programvare som virker er vel noe alle utviklingsprosjekt har som mål, uansett hvilken 
metode som brukes. I denne sammenhengen representerer dette de hyppige leveransene av 
programvare, som kunden og brukerne kan evaluere. Løsningen «gror» og utvides og for-
bedres for hver leveranse, og eventuelle problemer og utforutsette ting oppdages tidlig. 
Motsetningen er en lang prosess med dokumentasjon og spesifikasjon av alle krav og be-
hov før programmeringen tar til. De hyppige leveransene legger til rette for en løpende em-
pirisk kontroll av fremdriften. 
 
Samarbeid med kunden fremfor kontraktsforhandlinger er et punkt som ofte kan misforstås, 
og tolkes som at kontrakter ikke er viktige. Kontrakter er viktige også ved smidig program-
vareutvikling, men et tett samarbeid mellom partene vil gi prosjektet bedre muligheter for å 
nå ønskede resultater. I komplekse prosjekter er det kanskje ikke komplekse og detaljregu-
lerte kontrakter som er ønskelig, det er viktigere å legge til rette for et godt samspill mel-
lom kunde og leverandør. Dette gir også muligheter for å redusere kontraktens omfang, og 
dermed gjøre kontrakten mer forståelig og tilgjengelig for alle interessenter i prosjektet. På 
den måten kan kontrakten også fungere bedre som styringsverktøy og bidra til at alle har 
den samme forståelsen av hvilke mål prosjektet har, og hva som skal til for å nå målene. 
 
Å reagere på endringer er noe smidig utviklingsmetoder spesielt er laget for. I en plandre-
ven utviklingsmetode er det viktig å få på plass en komplett kravspesifikasjon og planer for 
hva som skal utvikles når. Endringer er i utgangspunktet uønsket i en slik modell, og hvis 
endringer skal gjennomføres skjer dette gjennom en formalisert endringshåndtering. I en 
smidig utviklingsmetode er endringer ønsket. Det er ved nettopp å kunne justere kursen 
underveis at usikkerheten og kompleksiteten i et utviklingsprosjekt kan håndteres.  
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Som nevnt er kontraktsregulering av smidig programvareutvikling fortsatt under utvikling, 
og problemstillinger knyttet til temaet er på ingen måte gjennomdrøftet. Et overordnet 
spørsmål for problemstillinger i denne oppgaven er: 
 
Hvilke kontraktsmekanismer kan bidra til at it-prosjekt som benytter smidig programvare-
utvikling lykkes? 
 
Spørsmålet er omfattende og uten enkle svar. Å ta sikte på en bred drøftelse av alle relevan-
te kontraktsmekanismer innenfor dette temaet vil sprenge rammene for denne oppgaven. 
Jeg har derfor valgt å se nærmere på et sentralt område der det er vesentlig forskjell på en 
plandreven utviklingsmetode og en smidig utviklingsmetode, nemlig spesifikasjon av kon-
traktsgjenstanden på tidspunktet for kontraktsinngåelsen. Dette vil typisk være kravspesifi-
kasjoner, løsningsbeskrivelser og designdokumenter. Istedenfor at programvaren er spesifi-
sert ved kontraktsinngåelsen skal den utvikles i iterasjoner med inkrementer som skal eva-
lueres og avstemmes fortløpende. Endringer gjøres også fortløpende basert på evalueringen 
og læringen underveis i utviklingsprosessen. Dette utgangspunktet er det manifestets punk-
ter om programvare som virker, samarbeid med kunden og å reagere på endringer skal 
understøtte. Spesifikasjon av kontraktsgjenstanden, med formaliserte endringsprosedyrer, 
preklusjonsregler og eventuelle sanksjoner ved oppfyllelsessvikt i henhold til spesifikasjo-
nen, er sentrale temaer i den tradisjonelle kontraktsretten. Spenningsforholdet som oppstår 
mellom kontraktsregulering av en smidig utviklingsmetode og en plandreven utviklingsme-
tode med tradisjonell kontraktsregulering, er etter min mening kjernen i det overordnede 
spørsmålet. 
 
Ved inngåelsen av en kontrakt for utvikling av programvare mellom en kunde og leveran-
dør finnes det forenklet sagt to ytterpunkter. Det ene ytterpunktet er en tradisjonell plan-
dreven metode med en uttømmende spesifikasjon av programvaren, hvor leverandøren har 
risikoen for resultatet – som en resultatforpliktelse. Det andre ytterpunktet er innleie av 
ressurser, som for eksempel konsulenter, hvor kunden har risikoen for resultatet og leve-
randøren yter en innsatsforpliktelse. Ved innleie av ressurser kan en smidig utviklingsme-
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tode absolutt benyttes. Mange vellykkede prosjekter blir gjennomført med en slik modell. 
Erfaringer viser likevel at kunden ofte ikke ønsker å ta risikoen for prosjektets gjennomfø-




Figur 1.1: Spenningsforholdet og risikofordelingen mellom ytterpunktene for programvareutviklings-
kontrakter og graden av spesifikasjon. 
 
Som inspirasjon for drøftelsene av problemstillingen velger jeg å trekke inn såkalt proaktiv 
juss. En slik proaktiv tilnærming til kontrakter mener jeg er et nyttig utgangspunkt fordi 
den kan være et verktøy for å drøfte alternative reguleringer i lys av både kontraktsrettslige 
regler og de forretningsmessige verdiene som skal realiseres i et prosjekt. Proaktiv juss 
legger blant annet vekt på samspill mellom den juridiske profesjonen og andre profesjoner, 
for eksempel innen informasjonsteknologi. I underkapitlene 1.5.2 og 3.2.1 forklarer jeg 
nærmere om proaktiv juss og den proaktive tilnærmingen til kontrakter. 
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Problemstillingen som skal behandles i denne oppgaven er: 
 
Hvordan kan alternative måter å spesifisere programvaren på bidra til at it-prosjekt som 
benytter smidig programvareutvikling lykkes? Og hvordan skal dette reguleres i kontrakten 
med tanke på risikofordeling og kontraktsbrudd? 
1.3 Videre fremstilling 
Oppgavens videre fremstilling består av to deler. I den første delen forklarer jeg nærmere 
om programvareutviklingsmetoder. I tillegg drøfter jeg utfordringer knyttet til både pro-
gramvareutvikling generelt og de kontraktsmessige utfordringene – spesielt med tanke på 
de tradisjonelle tilvirkningskontraktene. Dette er viktig bakgrunnskunnskap for oppgavens 
neste del, som er drøftelsen av kontraktsregulering av smidig programvareutvikling med 
alternative måter å spesifisere programvaren på.  
 
Før jeg går løs på første del er det nødvendig med noen presiseringer av viktige begreper 
som brukes i oppgaven, samt noen avgrensninger mot prosjekt- og kontraktstyper som lig-
ger utenfor oppgavens problemstilling. I tillegg gjør jeg en avgrensning mot temaer som 
ligger tett opp til oppgaven, men som ikke skal behandles. Videre gjør jeg rede for oppga-
vens metode. 
1.4 Presiseringer og avgrensninger 
1.4.1 Begrepet programvareutvikling 
Begrepet programvareutvikling blir gjennomgående brukt i oppgaven og det er nødvendig 
å avklare hva som menes. Et it-prosjekt kan bestå av mange aktiviteter som for eksempel 
planlegging, økonomistyring, anbudshåndtering, behovsanalyse, kravspesifikasjon, pro-
grammering, testing, opplæring, installasjon, drift og vedlikehold. Programvareutvikling 
kan defineres i både vid og snever forstand. I vid forstand blir også betegnelsen systemutvi-
ling brukt, og på engelsk tilsvarer dette «software engineering». Når den vide betydningen 
brukes handler det om fire aktiviteter: programvarespesifikasjon, programvareutvikling, 
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programvarevalidering og programvareevolusjon.15 Jeg kommer nærmere tilbake til beskri-
velsen av prosessen for utvikling av programvare, men følgende beskriver de fire aktivite-
tene i korte trekk: programvarespesifikasjon er en beskrivelse av hva som skal lages, even-
tuelle tekniske rammer og krav, samt hvilke behov brukerne har. Basert på spesifikasjonen 
produseres og utvikles programvaren – altså programvareutviklingen. Underveis i proses-
sen avstemmes det som utvikles med brukerne og kravene (programvarevalidering). Pro-
duktet må ofte endres og justeres underveis basert på valideringen – dette kalles for pro-
gramvareevolusjon. Den av de fire aktivitetene som er selve programmeringsjobben kalles 
også programvareutvikling. Dette er begrepet i snever forstand, og på engelsk brukes ut-
trykket «software development». Etter min oppfatning virker det som om betegnelsen pro-
gramvareutvikling i vid betydning brukes hyppigere enn i snever betydning. Jeg har derfor 
valgt å bruke begrepet i vid betydning i denne oppgaven.  
1.4.2 Avgrensning av prosjekttyper og kontraktstyper 
Det finnes mange ulike kontraktstyper og it-prosjekter. Generelt kan et prosjekt defineres 
som en midlertidig og tidsavgrenset bestrebelse for å skape et produkt, tjeneste eller resul-
tat.16 I denne oppgaven handler det om it-prosjekter17 av en viss størrelse hvor hovedaktivi-
teten er utvikling av programvare spesialtilpasset brukere i en organisasjon, jeg bruker også 
betegnelsene system eller løsning.18 Slik programvare kan være bygget opp fra bunnen av, 
eller ved større eller mindre grad av gjenbruk av eksisterende programvarekomponenter. 
Motstykket til spesialtilpasset programvare er såkalt standard programvare, som også kalles 
«hyllevare». Eksempler på dette er Microsoft Office, operativsystemer som Windows, OSx 
og en rekke applikasjoner til smarttelefoner og nettbrett. Jeg avgrenser videre mot interne 
prosjekter – og tar bare for meg prosjekter med kunde-leverandør-forhold. Det typiske av-
                                                
15 Jf. Sommerville (2011) s. 9 
16 Se PMI (2013) s. 3 
17 Informasjonsteknologi-prosjekter 
18 En generell definisjon av system i denne sammenheng har Sommerville (2011) s. 266: «A system is a pur-
poseful collection of interrelated components, of different kind, which work together to achieve som objecti-
ve.»  
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taleforholdet vil da være mellom en profesjonell programvareleverandør og en kunde som 
ikke er programvareleverandør. Forbrukerforhold holdes utenfor. 
 
Den kontraktstypen som kan regulere et programvareutviklingsprosjekt, som definert over, 
er en tilvirkningskontrakt. Lasse Simonsen definerer en tilvirkningskontrakt som følger: 
«Med tilvirkningskontrakter menes i alminnelighet avtaler hvor realdebitor […] påtar seg å 
fremstille et nærmere bestemt produkt for realkreditor […], det være seg en løsøregjenstand 
(borerigg, maskin, skip, mv.) et bygg eller anlegg, eller et rent åndsprodukt (så som arki-
tekttegninger og dataprogrammer)»19. Selve tilvirkningsprosessen preger kontraktene i stør-
re grad enn det ferdige produktet. Det er vanskelig å definere hvor grensene for en tilvirk-
ningskontrakt går – spesielt når det gjelder avtalene om innleie av konsulenter. Figur 1.1 
kan også brukes her som en illustrasjon på ytterpunktene. Til venstre i figuren ligger de 
typiske tilvirkningskontraktene, mens til høyre ligger typisk bistandsavtaler hvor det er 
selve arbeidsinnsatsen som reguleres. Definisjonen vil etter dette være noe upresis, men for 
oppgavens del er det tilstrekkelig å avgrense mot kontrakter som gjelder kun innleie av 
konsulenter. 
1.4.3 Hva betyr det å lykkes med et it-prosjekt? 
Denne oppgaven handler om å lykkes med smidig programvareutvikling i it-prosjekter. Det 
er derfor nødvendig å klargjøre det betyr å lykkes med et it-prosjekt. Om et prosjekt er vel-
lykket vurderes ut fra om visse suksesskriterier er oppfylt.20 Når en slik vurdering skal gjø-
res er det viktig å få frem at et prosjekt ikke enten er vellykket eller mislykket – men at 
prosjektene kan være vellykkede i varierende grad.21 Tradisjonelt har prosjektene blitt vur-
dert med tanke på tre suksesskriterier; kostnad/budsjett, tid/fremdrift og omfang/kvalitet. 
Disse kriteriene henger tett sammen med tradisjonelle plandrevne metoder hvor kostnad, 
fremdrift og omfang er faste størrelser ved kontraktsinngåelsen. Derfor måles prosjektet på 
                                                
19 Se Simonsen (1999) s. 307 
20 Jf. Karlsen (2013) s. 488 
21 Se Wateridge (1998) s. 59 
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om gjennomføringen holder seg innenfor budsjett og definert sluttdato. I tillegg defineres 
kvaliteten på løsningen ut ifra om den har spesifiserte egenskaper. Disse faste suksesskrite-
riene omtales på engelsk som «The Iron Triangle», og illustreres som i figur 1.2. I tillegg til 
at kriteriene kostnad, tid og kvalitet henger sammen med bruk av plandrevne metoder, er de 
også tett knyttet til vanlige definisjoner av selve prosjektstyringen. En prosjektleder har 
mange oppgaver, men sentrale oppgaver har nettopp vært å sørge for at prosjektgjennomfø-
ringen holder seg innenfor «The Iron Triangle».22  
 
 
Figur 1.2: «The Iron Triangle» som tradisjonelle suksesskriterier 
  
Det finnes mange prosjekter som blir betegnet som vellykkede selv om ikke de tradisjonel-
le suksesskritene er oppfylt. Det finnes også mange prosjekter, som til tross for at de opp-
fyller disse suksesskritene, regnes som fiaskoer. Derfor har det utviklet seg enighet om at 
vurderingen av om et prosjekt er vellykket må baseres på flere kriterier.23 I tillegg til å vur-
dere om prosjektgjennomføringen holder seg innenfor definerte rammer, er det vel så viktig 
å vurdere om prosjektet for eksempel gir ønskede effekter og resultater etter at prosjektet er 
avsluttet. Det kan være om brukerne er fornøyde med løsningen, om den gir ønskede orga-
                                                
22 Se Atkinson (1999) s. 337-338 
23 Jf. Karlsen (2013) s. 489 
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nisatoriske effekter og om leverandørene har hatt fortjeneste. Mange av disse ønskede ef-
fektene dreier seg om såkalt gevinstrealisering.24 Gevinstrealisering er et viktig element i 
både smidig programvareutvikling og kontraktsutforming med proaktiv juss. Jeg kommer 
nærmere tilbake til gevinstrealisering i underkapittel 3.4.1. 
 
Det er gjort en del forskning på å definere ulike typer suksesskriterier som bør ligge til 
grunn for vurderingen av i hvilken grad et prosjekt er vellykket eller ikke. Jeg tar utgangs-
punkt i Atkinsons tilnærming25, i tillegg til Karlsens oversikt.26 Den siste bygger delvis på 
Atkinson, men også på en undersøkelse gjort av Karlsen og Gottschalk. Figur 1.3 gir over-




Figur 1.3: Et utvidet syn på suksesskriterier for it-prosjekter 
                                                
24 Jf. Karlsen (2013) s. 490 
25 Atkinson (1999)  
26 Karlsen (2013) s. 490-491 
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Figur 1.3 viser at suksesskriterier for it-prosjekter er utvidet til fire dimensjoner. De tradi-
sjonelle suksesskriteriene i «The Iron Triangle» er fortsatt med, og er kun knyttet til selve 
prosjektgjennomføringen. I noen prosjekter vil kanskje de tradisjonelle kriteriene ha større 
vekt enn øvrige kriterier. Den andre dimensjonen er knyttet til selve løsningen som utvikles 
– prosjektresultatet. Disse kriteriene kan også regnes som kvaliteten på løsningen etter at 
den er satt i produksjon. I noen versjoner av «The Iron Triangle» er denne kvaliteten tatt 
inn som et fjerde suksesskriterium. De to øvrige dimensjonene handler om effekt og nytte 
for henholdsvis organisatoriske forhold og overfor øvrige interessenter. Noen av disse 
kriteriene er ikke mulig å vurdere før etter at prosjektet er avsluttet, og noen så sent som 
flere år etter at systemet er satt i produksjon.27 Det blir mer og mer problematisk å vurdere 
oppfyllelsesgraden av suksesskriterier etter hvert som tiden går, fordi ulike forhold i for 
eksempel organisasjonen påvirker vurderingen.28 Ved bruk av smidig programvareutvikling 
med hyppige leveranser av inkrementer kan visse suksesskriterier knyttet til effekt og nytte 
måles og vurderes underveis.29  
 
Hvilke suksesskriterier som skal legges til grunn i det enkelte prosjekt vil variere, fordi det 
ligger i prosjektets natur at de alle er unike. I utgangspunktet bør definisjonen av suksess-
kriterier for et prosjekt foreligge før prosjektet starter. Likevel kan det være nødvendig å 
justere disse underveis i prosjektet.30 Suksesskriteriene er viktige når det gjelder vurde-
ringen av prosjektet, men også som styrende for gjennomføringen. Ikke minst for pro-
sjektmedlemmene og øvrige interessenter er kriteriene viktig med tanke på forventningsav-
stemming. På bakgrunn av dette ser jeg det som nødvendig at suksesskriteriene tas med i 
kontrakter for programvareutvikling. 
                                                
27 Jf. Atkinson (1999) s. 340 
28 Jf. Karlsen (2013) s. 494 
29 Se Atkinson (1999) s. 340 som relaterer dette til en iterativ utviklingsmetode (RAD). 
30 Se nærmere Karlsen (2013) s. 492-494 
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1.4.4 Øvrige avgrensninger 
Offentlig anskaffelse av programvare som skal utvikles ved bruk av smidige metoder kan 
medføre noen utfordringer med tanke på anskaffelsesregelverket. Dette gjelder spesielt i 
anbudsprosessen, men er også relatert til endringer i prosjektet etter kontraktsinngåelsen og 
tolkning av kontrakten.31 Den vanlige fremgangsmåten er at kunden utarbeider en kravspe-
sifikasjon som er grunnlaget for leverandørenes tilbud. En slik fremgangsmåte kan passe 
hvis prosjektet skal gjennomføres med en plandreven utviklingsmetode som forutsetter at 
kravspesifikasjonen er uttømmende. Hvis en slik kravspesifikasjon ikke kan legges til 
grunn i anbudsprosessen vil andre tildelingskriterier få større betydning. I tillegg ville det 
være ønskelig med dialog mellom kunden og tilbyderne, for å avklare hvordan kundens 
behov kan løses. Et alternativ kan være såkalt konkurransepreget dialog.32 Likevel er det 
synspunkter på at de gjeldende anskaffelsesreglene ikke er tilpasset alternative anskaffel-
sesprosesser, eller at regelverket ikke utnyttes fullt ut, som gjør innovasjon i offentlig sek-
tor vanskelig.33 Dette er viktige og interessante problemstillinger, men ligger utenfor ram-
mene i denne oppgaven. 
1.5 Metode 
Utformingen av kontrakter skal ivareta flere, ofte motstridende, hensyn. En oversiktlig, 
enkel og fleksibel utforming kan lett komme i konflikt med et ønske om tydelig og klar 
regulering av alle vesentlige spørsmål.34 I prosjekter med smidig programvareutvikling er 
behovene for oversiktlige, enkle og fleksible kontrakter sterkere enn i de mer tradisjonelle 
prosjektene. Det er også nødvendig å vurdere kontraktens utforming med tanke på at den 
skal fungere som et verktøy for styring av utviklingsmetoden og bidra til utstrakt samarbeid 
mellom partene. I tillegg må kontrakten ivareta partenes forretningsmål. Det gir noen me-
todiske utfordringer å drøfte kontrakter som, i større grad enn tradisjonelle kontrakter, skal 
                                                
31 Se Krüger (2010)  
32 Se Forskrift om offentlige anskaffelser (2006) §§ 20-8 og 20-9 
33 Se for eksempel kronikk Hoff (2014)  
34 Torvund (1997) s. 48 
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være en katalysator for samarbeid, fleksibilitet og måloppnåelse. Derfor velger jeg å sup-
plere den juridiske metoden på kontraktsrettens område. Det gjør jeg ved å trekke inn 
forskning, litteratur og erfaringsgrunnlag fra profesjoner innen informasjonsteknologi og 
prosjektstyring. For å få til drøftelser i et perspektiv som er noe bredere enn en juridisk 
metode, bruker jeg som nevnt proaktiv juss som en innfallsvinkel. 
1.5.1 Rettskildebildet 
På kontraktsrettens område er det avtalen i seg selv om er utgangpunktet for hvordan for-
holdet mellom partene skal reguleres. For å fastlegge kontraktens innhold må både ordlyd, 
indre systematikk og partenes felles oppfatning tolkes. I tillegg skal vilkårene «tolkes slik 
at det tilstrebes et resultat som fremtrer som rimelig og fornuftig»35. Hvis kontraktens inn-
hold ikke kan fastlegges basert på tolkning som tar utgangspunkt i selve kontrakten, må 
kontrakten tolkes og utfylles med deklaratorisk bakgrunnsrett. Jo mer uttømmende detalj-
regulert kontrakten er, jo mindre betydning får bakgrunnsretten for tolkning og utfylling. 
Kontraktsregulering av smidig programvareutvikling vil som nevnt skille seg noe fra mer 
tradisjonelle tilvirkningskontrakter – spesielt med tanke på fleksibilitet og enkelhet. Dette 
gjør nok at bakgrunnsretten får større betydning for disse kontraktene enn en omfattende 
detaljregulert kontrakt som for eksempel fabrikasjonskontrakten NF 07. Figur 1.4 illustre-
rer dette forholdet. 
 
                                                
35 Hagstrøm (2011) s. 43 
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Figur 1.4: Forholdet mellom kontrakters detaljregulering og bakgrunnsrettens betydning, samt plasse-
ring av kontrakt for smidig programvareutvikling. 
 
Bakgrunnsretten består av prinsipper og regler som er utviklet gjennom rettspraksis og kon-
traktspraksis, og gjelder som utgangspunkt for alle typer kontrakter. Kjøpsloven36 er i stor 
grad en kodifisering av den ulovfestede bakgrunnsretten. Det antas likevel at kjøpslovens 
regler om tilvirkningskjøp ikke får direkte anvendelse på programvareutviklingskontrakter, 
men at den kan være en mulig kilde ved tolkning og utfylling.37 Programvareutviklingskon-
trakter ligger nok nærmere tjenesteyting og entreprise enn et tilvirkningskjøp etter kjøpslo-
vens regler,38 og kontraktene kan settes i samme bås som entreprise- og fabrikasjonskon-
trakter.39 Dette gjør at tilgangen på relevante rettskilder øker betraktelig sammenliknet med 
det sparsomme materiale som finnes på området for programvareutviklingskontrakter. De 
ulovfestede reglene på entrepriserettens område kan få betydning for drøftelser av pro-
                                                
36 Kjøpsloven (1988)  
37 Føyen (2006) s. 57 
38 l.c. og Torvund (1997) s. 24 
39 Se nærmere avgrensning i underkapittel 1.4.2 
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gramvareutviklingskontrakter. Det er videre utviklet godt etablerte standardkontrakter for 
både entreprise og fabrikasjon. Det er også laget standardkontrakter for programvareutvik-
ling. Siden standardkontrakter har stor betydning på disse områdene, og at kontraktspraksis 
er en rettskilde, redegjør jeg nærmere for hvilke standardkontrakter som er relevante i den-
ne sammenheng. 
1.5.1.1 Standardkontrakter 
Standardkontrakter kan forenkle kontraktsinngåelsen og transaksjonskostnadene reduse-
res.40 Disse kontraktene er gjennomarbeidet for å tydeliggjøre eventuell gjeldende bak-
grunnsrett, eller fravike deklaratorisk bakgrunnsrett. Dette kan for eksempel være ansvars-
begrensninger og formaliserte varslingsregler.41 Standardkontrakter på entrepriserettens 
område har lang historie og omfattende bruk. I denne sammenheng er de gjeldende Norsk 
bygge- og anleggskontrakt (NS 8405)42 og Alminnelige kontraktsbestemmelser for totalen-
trepriser (NS 8407)43 som er aktuelle. I petroleumsvirksomheten er det utviklet fabrika-
sjonskontrakter som har relevans for programvareutviklingskontraktene. Aktuelle stan-
dardkontrakter på dette område er Norsk Fabrikasjonskontrakt (NF 07)44 og Norsk Total-
kontrakt (NTK 07)45. Både standardkontraktene for entreprise og fabrikasjon er utarbeidet 
ved forhandlinger mellom leverandør- og kundesiden, og er såkalte «agreed documents». 
Dette betyr at disse standardkontraktene har større vekt som rettskilde på allment grunnlag, 
når standardvilkårene ikke er avtalt mellom partene.46  
 
Det er også utarbeidet flere standardkontrakter for programvareutvikling med ensidig opp-
rettede standardvilkår. Dette gjør at disse ikke har den samme vekten som rettskilde for 
                                                
40 Se Eide (2008) s. 289 
41 Jf. Hagstrøm (2011) s. 46 (petit) 
42 Standard Norge (2008)  
43 Standard Norge (2011)  
44 Norsk Industri (2007a)  
45 Norsk Industri (2007b)  
46 Hagstrøm (2011) s. 60 
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kontrakter som ikke eksplisitt har benyttet standardvilkårene. Likevel kan disse kontraktene 
være en kilde for argumenter til løsning av spørsmål, spesielt siden disse standardkontrak-
tene har hentet inspirasjon fra fabrikasjonskontraktene, og spesielt den tidligere NF 92.47 Et 
annet poeng er at programvareutviklingsprosjekter som drøftes i denne oppgaven ofte vil 
benytte en av de eksisterende standardavtalene som finnes på markedet.  
 
Standardkontrakter for programvareutvikling er utarbeidet av Difi, Den Norske Datafo-
rening (DND) og IKT-Norge. Difi utvikler og forvalter statens standardavtaler, og for pro-
gramvareutvikling er de relevante avtalene Programutviklingsavtalen (SSA-U)48 og Smi-
digavtalen (SSA-S)49. SSA-U tar utgangspunkt i en tradisjonell plandreven utviklingsme-
tode, mens den ferske avtalen SSA-S, som ble lansert i januar i 2014, kan benyttes til for 
smidige utviklingsmetoder. DND tilbyr PS2000 Standard50, PS2000 Smidig51, og PS2000 
Smidige Oppdragsbaserte Leveranser (PS2000 SOL)52. PS2000 Standard ble lansert i 2000 
og var da den eneste programvareutviklingsavtalen som la opp til en iterativ utviklingsme-
tode. Den har blir brukt i større prosjekter med vellykkede resultater.53 PS2000 Smidig 
bygger på PS2000 men med et bilagssett og veiledning som skal være tilpasset smidige 
utviklingsmetoder. Både PS2000 Standard og PS2000 Smidig legger opp til en mer eller 
mindre utarbeidet spesifikasjon ved kontraktsinngåelsen. Den nye PS2000 SOL som ble 
lansert i 2013 skal ha som utgangspunkt at omfanget ikke skal defineres ved kontrakts-
inngåelsen og at avtalen skal ha mer preg av en konsulentbistandsavtale. IKT-Norges avtale 
Systemutviklingsprosjekt – Standardavtale (IKT 2010)54 har mange likheter med SSA-U og 
                                                
47 Kaasen (2006) s. 48 
48 Difi (2013)  
49 Difi (2014)  
50 Den Norske Dataforening (2010b)  
51 Den Norske Dataforening (2010a)  
52 Den Norske Dataforening (2013a)  
53 Se for eksempel Statens pensjonskasse (2012) s. 34 
54 IKT-Norge (2010)  
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baserer seg også på en tradisjonell plandreven utviklingsmetode. IKT-Norge har også en 
avtale for mindre programvareutviklingsprosjekter. 
 
Ved drøftelse av kontrakter for smidig programvareutvikling er det interessant å trekke inn 
såkalte samspillkontrakter. Disse kalles også partneringkontrakter eller prosjektallianse-
kontrakter. Det spesielle ved en samspillkontrakt er at den « […] legger til grunn en særlig 
samhandling mellom partene som er basert på åpenhet og tillit.»55 Samarbeid og tillit er 
viktige elementer ved en smidig utviklingsmetode. Derfor er utformingen av slike sam-
spillkontrakter av interesse. På fabrikasjonskontraktenes område ble det utarbeidet en slik 
type kontrakt: Norsk Prosjektalliansekontrakt 1996 (NPA 96). Denne standardkontrakten 
ble imidlertid aldri tatt i bruk.56 Innenfor entrepriseretten har slike kontrakter fått et visst 
fotfeste, og det er gjennomført flere prosjekter med denne kontraktsvarianten som har vært 
vellykkede.57 Bergsaker trekker frem visse behov i et prosjekt som gjør slike kontrakter 
fordelaktige: komplekse prosjekter, behov for særlig kompetanse og fleksibilitet med tanke 
på ressurser.58 Etter min mening er slike behov fremtredende i et smidig utviklingsprosjekt. 
Jeg nevner også at Standard Norge har utredet behovet for reviderte standardkontrakter 
med tanke på at blant annet samspillprosjekter har et visst omfang.59 Entreprenørforeningen 
– Bygg og Anlegg (EBL) har utarbeidet en Veileder om SAMSPILLENTREPRISE.60 Både 
denne veilederen og Standard Norges rapport er interessante kilder til inspirasjon og argu-
menter i oppgavens drøftelse.  
                                                
55 Bergsaker (2010) s. 170 
56 Kaasen (2006) s. 26-27 (petit) 
57 Bergsaker (2010) s. 171 
58 l.c. 
59 Standard Norges komité SN/K 534 (2013)  
60 Entreprenørforeningen - Bygg og Anlegg (2013)  
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1.5.1.2 Juridisk teori 
Spesielt for spørsmål som ikke er løst i andre rettskilder er teorien en viktig kilde.61 På kon-
traktsrettens område for programvareutvikling er det få øvrige rettskilder. Føyen mfl. har 
en samlet behandling av kontrakter for programvareutvikling i Kontrakter for utvikling av 
programvare.62 Boken legger størst vekt på en plandreven utviklingsmetode, men tar også 
for seg iterative metoder. Torvunds Kontraktsregulering – IT kontrakter drøfter først og 
fremst programvareutvikling med en plandreven utviklingsmetode.63 Kontraktsretten i 
Norden er utviklet i et samarbeid, og teori fra disse landene er også relevant. 
1.5.1.3 Reelle hensyn 
Når det gjelder kontrakter for smidig programvareutvikling finnes det svært lite rettskilde-
materiale, og oppgaven drøfter kontraktsmekanismer som er lite behandlet i litteraturen. 
Dette gjør at argumenter og momenter som bunner i reelle hensyn vil få større vekt. Kravet 
til lojalitet i kontraktsforhold er blitt strengere og viktigere de siste årene.64 Dette vil nok 
også gjelde enda tydeligere for kontraktstyper som baserer seg på samarbeid og tillit. Rime-
lighetsvurderinger, også basert på de lege ferenda-betraktninger, kan derfor være en viktig 
del av drøftelsene. I tillegg kan det være interessant å trekke inn rettsøkonomiske betrakt-
ninger som reelle hensyn når kontraktsmekanismer skal behandles. Omfattende kontrakts-
regulering av komplekse tilvirkningskontrakter kan resultere i høye transaksjonskostnader. 
Hvis samspillskontrakter trekkes inn som en rettskilde kan også rettsøkonomiske aspekter 
bidra, fordi et av partenes mål i disse avtalene er en felles økonomisk nytteoptimering.65 
1.5.2 Proaktiv juss 
Proaktiv juss, som på engelsk betegnes som «proactive law», er en juridisk tilnærmingsmå-
te som tar sikte på å løse rettslige spørsmål ex ante. Det vil si at de rettslige spørsmålene 
                                                
61 Jf. Hagstrøm (2011) s. 82 
62 Se Føyen (2006)  
63 Se Torvund (1997)  
64 Se Hagstrøm (2011) s. 77 
65 Tvarnø (2002b) s. 80 
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skal løses før en hendelse oppstår. En hendelse kan i denne sammenheng både være et pro-
blem eller en mulighet. Derfor vektlegger proaktiv juss å realisere potensielle muligheter 
som kan gi forretningsmessig gevinst. I følge Dag Wiese Schartum handler proaktivitet i 
denne sammenheng om «[…] addressing and – as far as possible – eliminating uncertainty, 
both in the sense of avoiding risks and realising opportunities».66 Proaktiv juss har sitt ut-
spring i Finland fra slutten av 1990-tallet. Helena Haapios arbeid med det proaktive per-
spektivet på kontraktsrettens område har vært utgangspunktet for den proaktive jussen. 
Proaktiv juss blir stadig videreutviklet og tilnærmingen får fotfeste innen flere rettsområder 
og i flere rettstradisjoner utover Norden.67 
 
Den proaktive tankegangen og ex ante-perspektivet finnes også i den såkalte preventive 
juss som ble introdusert i 1950 av Lous M. Brown.68 Utgangspunktet til preventiv juss er at 
det koster mindre å unngå problemer enn å komme seg ut av problemene når de først har 
oppstått. En slik tankegang ligger bak de velutviklede metodene for alternativ tvisteløsning 
i blant annet USA. Den tankegangen ligger også til grunn for at tvisteloven69 legger vekt på 
at partene skal forsøke å oppnå en minnelig løsning. Kontrakten har også en preventiv 
funksjon ved at den først og fremst skal være konfliktforebyggende, og den skal bidra til 
enklere problemløsning når konflikten har oppstått.70 Selv om kontrakten til dels har en ex 
ante-funksjon er likevel det tradisjonelle utgangspunktet at det er ex post-funksjonen som 
er fremtredende. Behandlingen av avtaler i kontraktsretten konsentrerer seg mye om hvor-
dan kontrakten og bakgrunnsretten skal løse problemer som allerede har oppstått.71 Dette 
reaktive utgangspunktet preger naturligvis kontraktsvilkårene, og det er den juridiske pro-
fesjonens (dommerens) tilnærming som ligger til grunn for utformingen.  
 
                                                
66 Schartum (2006) s. 38 
67 Berger-Walliser (2012) s. 23-25 med fotnoter 
68 ibid. s. 20 
69 Tvisteloven (2005)  
70 Jf. Torvund (1997) s. 42 
71 Se Haapio (2013) s. 2 
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En proaktiv tilnærming til kontrakten innebærer å utvide den fra å være et « […] overord-
net styringsdokument som sier hva partene har påtatt seg å gjøre»72 til et styringsverktøy 
som i større grad skal ivareta partenes forretningsmessige mål. Jeg siterer Helena Haapios 
sammenfatning om at den proaktive tilnærmingen «[…] seeks to enable the parties to 
achieve the objectives of their collaboration: the parties can use contracts, first and fore-
most, to frame, support and guide successful business deals and relationships, with an 
emphasis on good communication and collaboration; second, to balance risk with reward; 
and, third, to prevent unnecessary problems, disputes and litigation.»73 Verdiene og prin-
sippene som ligger bak en smidig programvareutviklingsmetode har interessante likhets-
trekk som gjør at denne proaktive tilnærmingen kan gi viktige bidrag til kontraktsutfor-
mingen. Henschel trekker frem at en proaktiv tilnærming til utformingen fordrer at kon-
traktsmekanismene klart henger sammen med faktorer som bidrar at partene oppnår forret-
ningsmessig verdi.74 Han konkluderer med at kontrakter tilpasset smidig programvareutvik-
ling i seg er et verktøy basert på en proaktiv tilnærming.75  
 
                                                
72 Jf. Torvund (1997) s. 42 
73 Se Haapio (2013) s. 7 
74 Henschel (2012) s. 239 
75 ibid. s. 249-250 
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2 Programvareutvikling og kontraktsforhold 
Når kontraktsregulering av programvareutvikling skal drøftes er det nødvendig å ha kunn-
skap om hva som er spesielt med programvareutvikling, samt hvordan programvareutvik-
lingen organiseres og gjennomføres i praksis. Derfor forklarer jeg nærmere i kapittel 2.1 
hvilke særtrekk programvareutvikling har. I  kapittel 2.2 til 2.4 presenterer jeg ulike måter å 
organisere programvareutviklingen på. Til slutt, i kapittel 2.5, går jeg over til å drøfte noen 
kontraktsmessige spørsmål knyttet til programvareutvikling, endringshåndtering og risiko-
fordeling. 
2.1 Særtrekk ved programvareutvikling 
Programvareutvikling har flere likheter med andre tilvirkningsprosjekter. Dette gjør at 
mange kontraktsrettslige spørsmål kan drøftes på tvers av for eksempel programvareutvik-
ling, entreprise og fabrikasjon. Selv om programvareutvikling ikke er plaget med vær- og 
grunnforhold er det en del andre særtrekk som gjør at disse prosjektene skiller seg fra pro-
sjekter i andre bransjer. Disse særtrekkene vil kunne påvirke hvordan utviklingsmetodene 
bør utformes, og hvilken metode som bør velges i de ulike prosjektene. Særtrekkene vil 
også få betydning for kontraktsutformingen. Særlig med hensyn til spesifikasjon av det som 
skal tilvirkes, endringshåndteringen og ikke minst risikofordelingen mellom kunde og leve-
randør. 
2.1.1 Kompleksiteten 
Tilvirkning av programvare er en kompleks affære. Det finnes alltid en rekke måter å løse 
de ulike oppgavene på – kanskje like mange måter som det finnes utviklere. I tillegg består 
programvaren av utallige instruksjoner og komponenter som innbyrdes skal henge sammen. 
Selv ved små endringer i programkoden er det vanskelig å vite hvilke konsekvenser end-
ringene har. Sannsynligheten for feil øker eksponentielt med antall instruksjoner og antall 
komponenter, og dermed øker den tekniske kompleksiteten drastisk.76 Denne kompleksite-
                                                
76 Jf. Brooks Jr. (1995) s. 183 
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ten gjorde seg gjeldende tidlig i programvareutviklingens historie. Derfor ble konseptet 
med såkalt objektorientert programmering utviklet allerede i 1964 av Ole-Johan Dahl og 
Kristen Nygaard ved Norsk Regnesentral. Dette konseptet innebærer å gruppere program-
kode i autonome enheter (objekter) som logisk hører sammen. Konseptet ble etter hvert 
bygget inn i de fleste moderne programmeringsspråk, og er fortsatt et svært viktig verktøy 
for håndtering av kompleksitet. Til tross for denne måten å programmere på minsker ikke 
kompleksiteten i programvaren. Kravene til nye programvaresystemer øker stadig og det er 
lite som tyder på at omfanget og kompleksiteten avtar med tiden. I tillegg gjør alle integra-
sjonene mot andre systemer utfordringene enda større. I løpet av de siste tretti årene har 
utviklingen gått fra mindre enbrukersystem til store flerbrukersystemer med mange integra-
sjoner. Følgende er en god beskrivelse av programvarens kompleksitet:  
 
«Computer programs are the most intricate, delicately balanced and finely interwoven of 
all the products of human industry to date. They are machines with far more moving parts 
than any engine: the parts don't wear out, but they interact and rub up against one another 
in ways the programmers themselves cannot predict.»77 
2.1.2 Sosiotekniske systemer 
Spesialtilpassede systemer skal ofte samhandle med mennesker og innarbeides i organisa-
sjonen. Slike systemer kan karakteriseres som såkalte sosiotekniske systemer. Innføringen 
av nye systemer kan få store konsekvenser for arbeidsprosesser, ansettelser og organisa-
sjonsendringer.78 Dette skaper store utfordringer for leveransen – både når det gjelder selve 
utviklingen og påfølgende bruk. En av årsakene til at it-prosjekter mislykkes er nettopp at 
det ikke er tatt hensyn til det sosiotekniske perspektivet, og ønskede effekter etter avsluttet 
prosjekt har uteblitt. Her skiller programvareutviklingen seg mye fra for eksempel entrepri-
se eller fabrikasjon, fordi et bygg eller en borerigg tilvirkes isolert fra kundens organisa-
sjon.79 
                                                
77 Gleick (1992) s. 2 
78 Se nærmere Sommerville (2011) s. 267-268 
79 Jf. Torvund (1997) s. 27 
 25 
2.1.3 Abstrakte og usynlige systemer 
Et aspekt som skiller programvareutvikling fra for eksempel entreprise, er det abstrakte 
kontra det håndfaste. Et byggverk kan i stor grad visualiseres med tegninger og modeller 
før byggeprosessen starter. Ikke minst kan man ta det faktiske bygget som skrider frem 
nærmere i øyensyn. Dette skiller seg radikalt fra programvare. Det er svært vanskelig å 
utforme tegninger og beskrivelser som gjør at utviklere og brukere får et realistisk og riktig 
bilde av hva som faktisk skal lages.80 En konsekvens av dette er at det også blir svært vans-
kelig å lage en spesifikasjon av programvaren. Spesielt for kunden, som ikke har kunnska-
pen om hvilke muligheter og begrensninger som finnes, er dette vanskelig. 
 
I tillegg til abstraksjonsproblemet kan programvaren sees på som et isfjell. Det som er syn-
lig for andre enn utviklerne er en svært liten del av systemet. Det meste av programkoden 
er ikke knyttet til det såkalte grafiske brukergrensesnittet (GUI).81 Dette gjør det vanskelig 
å følge med på fremdriften, noe som kan skape usikkerhet hos kunden. Det er en annen 
situasjon for en byggherre som kan følge med på fremdriften i et byggeprosjekt. 
2.1.4 Mangel på modenhet 
Kunnskap og metoder for konstruksjon og oppføring av bygninger og infrastruktur har ek-
sistert i flere tusen år. De første standardiserte kontraktsvilkårene for entreprise i Norge ble 
utarbeidet allerede i 1890.82 Programvareutvikling er en ung ingeniørdisiplin. Det var først 
på 1980-tallet utbredelsen av maskinvare skjøt fart blant privatpersoner og i bedrifter. Be-
hovet for programvare økte, og nye programmeringsspråk og programmeringsteknikker så 
dagens lys. Den nevnte objektorienterte programmeringen fikk også fotfeste. Det pågår 
fortsatt et kontinuerlig arbeid med å lage nye programmeringsspråk, metoder og konsepter 
for utvikling av programvare. Dette gjør at det skorter på modenhet hos både kunder og 
                                                
80 Se Stepanek (2005) s. 10 
81 Grafisk brukergrensesnitt er bindeleddet mellom brukerne og systemet, altså de skjermbildene brukerne 
forholder seg til når de benytter systemet. 
82 Se Sandvik (1966) s. 61 
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leverandører, og bransjen mangler fortsatt etablerte best practices for hvordan ulike oppga-
ver skal løses.83  
2.1.5 Konstruksjon og forskning 
Entreprise kan deles opp i to ulike aktiviteter: prosjektering og utførelse. Utførelsen er den 
fysiske arbeidsinnsatsen for å oppføre byggverket, mens prosjekteringen er en intellektuell 
aktivitet.84 Denne oppdelingen kan ikke gjøres for programvareutvikling. Både detaljspesi-
fikasjon, design og selve programmeringen kan utgjøre både prosjektering, konstruksjon og 
utførelse. Det er ingeniører og informatikere som står for disse aktivitetene, og all pro-
gramvareutvikling er intellektuelt arbeid. 
 
It-prosjektene må også håndtere den raske teknologiutviklingen og umodenheten i bransjen. 
Dette vil ofte føre til at programvareutviklingen bærer preg av forskning og utprøving. Læ-
ring underveis blir viktig for å finne nye måter å løse oppgavene på.85 Disse forholdene kan 
få betydning for både risikohåndteringen og risikofordelingen mellom kunde og leverandør. 
2.2 Generelt om programvareutvikling 
Uansett hvilke type prosjekt som etableres for å utvikle et produkt, er det noen aktiviteter 
som må gjennomføres som et minimum. Alle metoder for programvareutvikling må minst 
inneholde følgende aktiviteter: spesifikasjon, programmering, validering og evolusjon. Før 
jeg går nærmere inn på de ulike utviklingsmetodene gir jeg en oversikt over disse fire akti-
vitetene. 
 
Spesifikasjon av hva som skal programmeres i et prosjekt er nødvendig. Spesifikasjonen 
kan bestå av tegninger, modeller og beskrivelser, og det er kundens behov som er utgangs-
punktet for spesifikasjonene. Kundens behov kan være alt fra brukeres oppgaveløsning til 
organisatoriske mål og fremtidig verdiskapning. Behovene analyseres og omsettes som 
                                                
83 Se nærmere Stepanek (2005) s. 13-14 
84 Jf. Torvund (1997) s. 28 
85 Se Stepanek (2005) s. 16-17 
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regel til detaljerte beskrivelser av såkalte funksjonelle krav og ikke-funksjonelle krav. Funk-
sjonelle krav er typisk knyttet til brukernes oppgaver som skal løses ved hjelp av systemet. 
Ikke-funksjonelle krav er underliggende krav til systemet som for eksempel sikkerhet, ytel-
se og kapasitet. I tillegg til tekstlige beskrivelser av behov og krav, er det laget ulike kon-
septer for grafisk representasjon av noen type krav.  
 
Programmeringen innebærer blant annet å skrive instruksjoner (koding) som får program-
varen til å virke etter spesifikasjonene. Ofte består et utviklingsprosjekt av en eller flere 
team hvor de fleste medlemmene utfører koding. I tillegg jobber de med design av den tek-
niske arkitekturen, databaser og brukergrensesnitt. Samtidig med kodingen gjør den enkelte 
programmereren også testing og feilsøking i egen og andres koding, såkalt debugging. 
 
Validering er ulike former for testing av det som utvikles. Noen tester gjøres som nevnt 
fortløpende av utviklingsteamene. I tillegg kan testing automatiseres med ulike testverktøy 
som underveis tester koden som produseres. Dette kalles for enhetstesting. Videre testing er 
såkalte systemtester som kan være en kombinasjon av automatiske tester og manuelle tes-
ter. Systemtestene gjennomføres som oftest med simulerte testdata. Disse testene skal sikre 
at alle komponenter fungerer sammen, og både funksjonelle og ikke-funksjonelle krav skal 
testes. Til slutt gjør kunden akseptansetesting. Denne testen gjennomføres som systemtes-
tene men av kunden og med kundens testdata. Målet med valideringen er todelt. For det 
første skal testingen avdekke både syntaksfeil og logiske feil. For det andre skal testene 
sikre at det som lages er i henhold til de spesifiserte kravene. 
 
Evolusjon kan knyttes til både endringsbehovet underveis i utviklingsprosjektet og til ved-
likehold og videreutvikling av programvaren etter at prosjektet er avsluttet. Formålet med 
aktiviteten er fleksibilitet, slik at programvaren blir best mulig tilpasset brukernes og orga-
nisasjonens behov. Underveis i prosjektet er denne fleksibiliteten viktig, fordi kunden ofte 
ikke vet hva han vil ha før han ser det.  
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Endringer av noe som allerede er utviklet kan føre til økte kostnader og forsinkelser. Dette 
gjelder spesielt ved bruk av plandrevne utviklingsmetoder hvor kundens akseptansetesting 
ikke gjøres før endelig leveranse. Endringshåndteringen er derfor noe som ofte er nøye 
regulert i de tradisjonelle kontraktene. En måte å redusere endringsbehovet i allerede utvik-
let programvare er å benytte såkalt prototyping underveis i utviklingen. Ved prototyping 
lages det skjermbilder og simulert funksjonalitet slik at kunden kan gi innspill på prototy-
pene.  
2.3 Plandreven programvareutvikling 
Når et resultat skal oppnås ved å gjennomføre et prosjekt, er det ulike aktiviteter som må 
gjennomføres. I for eksempel entreprise starter det med behovsavklaring i den såkalte pro-
gramfasen. Videre følger prosjekteringsfasen, byggefasen og til slutt overlevering og over-
takelse. For plandreven programvareutvikling kan aktivitetene være delt opp i tilsvarende 
faser: behovsavklaring og spesifikasjon, systemdesign, programmering, system- og aksept-
ansetesting og til slutt overlevering og installasjon. De ulike fasene i et prosjekt er delt opp 
med tanke på at aktivitetene i hver fase henger sammen og at sluttproduktet for hver fase 
danner underlaget for å starte på neste fase. Sluttproduktet dokumenteres i betydelig grad. 
En slik oppdeling i faser legger også til rette for prosjektstyring med tanke på planlegging, 
kontroll og oppfølging av gjennomføringen. Det finnes imidlertid flere måter å organisere 
fasene på, og for å beskrive dette brukes det ulike modeller.  
 
Det tradisjonelle utgangspunktet er såkalte plandrevne modeller. Det vil si at fasene følger 
hverandre sekvensielt. Innen for eksempel entreprise vil det innebære at byggefasen først 
starter når prosjekteringsfasen er gjennomført. De ulike plandrevne modellene er varianter 
av at fasene følger hverandre sekvensielt. En variant er såkalt fast tracking som innebærer 
er at man starter på en fase før den forrige er avsluttet.86 I totalentrepriser er det ikke uvan-
lig å starte byggingen parallelt med prosjekteringen for å øke gjennomføringshastigheten.87 
                                                
86 Se PMI (2013) s. 43 
87 Jf. Barbo (1990) s. 19 
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Når det gjelder programvareutvikling er det den såkalte fossefallsmodellen (eller også 
vannfallsmodellen) som benyttes hvis prosjektet gjennomføres med en plandreven metode. 
Også i fossefallsmodellen gjennomføres fasene sekvensielt, men med noe vekselvirkning 
fra en fase til den forrige slik at det kan gjøres justeringer i for eksempel designdokumen-
ter. Dette skjer typisk via rutiner for endringshåndtering. Utgangspunktet er likevel at resul-
tatet fra hver fase fryses slik at nødvendig fremdrift kan sikres innenfor avtalt omfang, tids-
plan og kostnad. Derfor illustreres modellen som i figur 2.1, slik at vanskelighetene med å 
gå tilbake «oppstrøms» tydeliggjøres. 
 
  
Figur 2.1: Et eksempel på en fossefallsmodell for programvareutvikling 
 
2.3.1 Utfordringene med fossefallsmodellen 
Som nevnt er de plandrevne metodene for prosjektgjennomføring basert på at hver fase 
avsluttes før neste fase settes i gang. For programvareutvikling med fossefallsmodellen 
innebærer dette blant annet at en uttømmende kravspesifikasjon må være ferdig før pro-
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grammeringen starter, og at programmeringen gjøres ferdig før systemtest og kundens ak-
septansetesting. Disse forutsetningen skaper noen utfordringer. 
 
For noen typer systemer kan det være hensiktsmessig, og faktisk mulig, å utarbeide en ut-
tømmende kravspesifikasjon. Dette kan typisk være styringssystemer som har klare krav til 
funksjonalitet samt liten eller ingen interaksjon med brukere. Det er jo i utgangspunktet 
alltid ønskelig med stabile og fastlåste krav før programmeringen starter. Dette gjør det 
enklere å gjennomføre prosjektet og levere et system som oppfyller alle krav. For å sitere 
McConnell så er «stable requirements […] the holy grail of software development.»88 Sær-
trekkene ved programvareutvikling gjør det svært vanskelig å utarbeide en stabil kravspesi-
fikasjon i en tidlig fase av prosjektet. Men en uttømmende kravspesifikasjon blir ofte kon-
sekvensen at det må gjøres mange endringer underveis i prosjektet. Kunden risikerer å få 
levert et system som ikke tilfredsstiller behovene til tross for at de spesifiserte kravene er 
oppfylt. I tillegg blir det vanskelig, og kanskje uønsket, fra leverandørens side å initiere 
endringer. Dette gjør at man mister muligheten til å skape bedre resultater hvis leverandø-
ren finner andre og bedre måter å løse utfordringene.89 
 
Utfordringene med å utarbeide en stabil og uttømmende kravspesifikasjon fører også med 
seg stor usikkerhet når det gjelder tids- og kostnadsestimering. Jo større usikkerhet det er 
knyttet til kravspesifikasjonen, jo mindre realistiske er estimatene. I tillegg vil flyten av 
informasjon mellom for eksempel spesifikasjonsfasen til designfasen og videre til kodingen 
følge dokumentasjonen som utarbeides. Denne dokumentasjonen vil ikke være dekkende 
for all informasjon og kunnskap som er opparbeidet i en fase. Dette medfører at taus kunn-
skap90 fra en fase til den neste ikke overføres. 
  
                                                
88 Se McConnell (2004) s. 39 
89 Jf. Henschel (2012) s. 241-242 
90 Taus kunnskap er kunnskap som ikke eksplisitt er kommet til uttrykk. 
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En annen viktig utfordring er konsekvensene av at system- og akseptansetestingen først 
gjennomføres etter at programmeringen er ferdig. Feil og mangler som avdekkes i disse 
testene kan bli kostbare å rette. I tillegg vet, som nevnt, ofte ikke kunden hva han vil ha før 
han ser det. Kunden vil ofte ønske endringer i funksjonalitet basert på akseptansetestingen. 
Endringer så sent i prosjektløpet kan også bli kostbare. Figur 2.2 illustrerer sammenhengen 
mellom fasene og konsekvenser av feil, mangler og endringer i prosjektgjennomføringen.  
 
 
Figur 2.2: Konsekvensene av feil, mangler og endringer som må rettes, og tidspunktet i prosjektgjen-
nomføringen. (Hentet fra Larman (2004) s. 58) 
 
Til tross for ulempene ved bruk av fossefallsmodellen, blir den fortsatt mye brukt. Også de 
tradisjonelle kontraktene for programvareutvikling er tilpasset denne modellen, se nærmere 
om dette i kapittel 2.5. Fossefallsmodellen ble først beskrevet av Winston W. Royce i 
1970.91 Intensjonen til Royce var ikke å lage en modell som skulle være så strikt som den i 
praksis er blitt. Modellen, i sin strikse form, fikk likevel stor utbredelse. Spesielt i offentlig 
sektor (det amerikanske forsvarsdepartementet la grunnlaget) ble fossefallsmodellen popu-
lær på grunn av begrensninger i anskaffelsesregelverk og ønsker om kontrakter med fast 
                                                
91 Se nærmere Royce (1970)  
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pris, definert omgang og fast tidsplan. Samtidig med at fossefallsmodellen fikk sin utbre-
delse ble det også utviklet metoder og modeller for programvareutvikling som ikke kan 
karakteriseres som plandrevne. Dette er de såkalte iterative og inkrementelle metoder, som 
de smidige utviklingsmetodene er basert på. 
2.4 Smidig programvareutvikling 
Utgangspunktet for iterativ og inkrementell utvikling er at de ulike fasene som spesifika-
sjon, design, programmering og testing gjennomføres for å utvikle kun mindre deler av 
systemet. Deretter gjentas prosessen for hver ny del av systemet. Dette gjør at kompleksite-
ten brytes ned i mindre deler, og feil og mangler kan avdekkes tidligere i prosjektet enn ved 
plandrevene modeller. Når disse metodene også brukes til å få tilbakemeldinger fra bruker-
ne etter hvert som delene utvikles, kalles metodene også evolusjonære. Dette var noe Tom 
Gilb introduserte allerede i 1976.92 Disse metodene, som kalles iterative og/eller inkremen-
telle og/eller evolusjonære, kaller jeg i den videre fremstillingen kun iterative. 
 
Den første formaliserte iterative modellen som ble publisert var Barry Boehms spiralmo-
dell.93 Modellen har fire hovedfaser: spesifikasjon og målsetting, risikovurdering og proto-
typing, design og koding og planlegging av neste iterasjon. Figur 2.3 viser spiralmodellen. 
Det som skilte denne modellen fra andre metoder, var fokuset på risikovurdering og risiko-
redusering. 
 
                                                
92 Se Larman (2003) s. 50 
93 Den ble første gang publisert i 1985 og er senere blant annet publisert i Boehm (1988)  
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Figur 2.3: Barry Boehms spiralmodell, Boehm (1988) s. 64 
 
Til tross for at det på 1970- og 1980-tallet ble gjennomført prosjekter med iterative meto-
der, var det vanlig å legge til grunn en omfattende kravspesifikasjon som ble utarbeidet før 
første iterasjon.94 Derfor var tendensen på 1990-tallet metoder som la mindre vekt på spesi-
fikasjon og enda større vekt på tilbakemeldinger og evolusjon.95 Sutherland og Schwaber 
videreutviklet den iterative metoden Scrum,96 som ble benyttet i japansk industriproduksjon 
på 1980-tallet. Av andre iterative metoder som er kommet til nevner jeg: Dynamic Systems 
Development Method (DSDM), Rational Unified Process (RUP), Extreme Programming 
                                                
94 Jf. Larman (2003) s. 53 
95 l.c. 
96 Scrum er et begrep hentet fra ballsporten rugby, og er en måte å stille opp spillerne i en såkalt klynge. 
Ballen droppes i klyngen, og lagene spiller ballen frem og tilbake innen klyngen for å komme seg fremover 
mot målet, se snl.no/rugby. 
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(XP), Feature-Driven Development (FDD) og Lean Software Development. Undersøkelser 
av prosjekter som benytter iterative metoder viser at disse resulterer i flere vellykkede pro-
sjekter enn de som basererer seg på fossefallsmodellen.97 I tillegg viser undersøkelser at 
tettere samarbeid mellom kunde og leverandør reduserer risikoen for overskridelser med 
tanke på tid og kostnader.98 
 
I 2001 ble begrepet smidig programvareutvikling, som på engelsk betegnes som «Agile 
Software Development», etablert av 17 eksperter på ulike iterative metoder. De opprettet 
sammenslutningen Agile Alliance (www.agilealliance.org) og det såkalte Manifestet for 
smidig programvareutvikling, som på engelsk kalles «Manifesto for Agile Software De-
velopment».99 I tillegg til manifestet ble det laget 12 prinsipper som utdyper den smidig 
filosofien.100 Smidig programvareutvikling er en fellesbetegnelse på flere ulike metoder 
som bygger på det smidige manifestet og prinsippene. En av de grunnleggende forskjellene 
mellom en smidig metode og en plandreven metode er forholdet mellom fasene. I en smi-
dig metode er det en vekselvirkning mellom spesifikasjon, design og koding innen hver 
iterasjon. I en plandreven metode utarbeides det en uttømmende spesifikasjon som må fore-
ligge før arbeidet med design og koding starter. Eventuelle behov for endringer må da ty-
pisk håndteres som en endringsordre. Figur 2.4 illustrerer denne grunnleggende forskjellen. 
 
Undersøkelser viser at de mest brukte utviklingsmetodene i dag er basert på rammeverket 
som kalles Scrum.101 
 
                                                
97 Se Larman (2003) s. 54 og Moløkken-Østvold (2005) s. 765 
98 Jf. Moløkken-Østvold (2007) s. 80 
99 Se tabell 1.1 og Beck (2001a)  
100 Se vedlegg 5.1 og Beck (2001b)  
101 Jf. VersionOne (2014a)  
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Figur 2.4: Grunnleggende forskjell mellom en plandreven metode og en smidig metode. Min oversettel-
se av Sommerville (2011) s. 63 
 
2.4.1 Nærmere om Scrum 
Som nevnt er Scrum basert på en iterativ metode, og er et «[…] framework for developing 
and sustaining complex products [min utheving]».102 Scrum er et rammeverk fordi den leg-
ger større vekt på hvordan den smidige utviklingen kan styres og organiseres, og mindre 
vekt på teknikker som for eksempel Extreme Programming gjør.103 Ofte er utviklingsmeto-
dene som benyttes av leverandørene tilpasset organisasjonen og hvilke type løsning som 
skal leveres, men innenfor rammeverket Scrum. Det at Scrum kan tilpasses ulike teknikker 
                                                
102 Se Sutherland (2013) s. 3 
103 Jf. Sommerville (2011) s. 72 
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og metoder, men samtidig fungerer som et verktøy for styring og organisering er trolig en 
av årsakene til at rammeverket har fått stor utbredelse.  
 
Som andre iterative og smidige metoder er resultatet av hver iterasjon i Scrum et inkrement. 
Et inkrement skal tilfredsstille definerte kriterier som angir om inkrementet anses som fer-
dig. På engelsk betegnes inkrementet i Scrum som et «potentially shippable product». Det 
vil si en ferdig og fungerende del av den totale løsningen. Begrepet tidsboksing, som på 
engelsk kalles «time-boxing», er sentralt i smidige utviklingsmetoder. Tidsboksing er faste 
tidsrammer for ulike aktiviteter. Hver iterasjon skal ha faste tidsrammer som er lik for alle 
iterasjonene. Det samme gjelder ulike møter. For møtene er disse rammene maksimums-
verdier, men for en iterasjon er tidsboksen fast, for eksempel to eller fire uker. Tidsboksing 
sikrer fremdrift og kontroll, samt at læringen underveis gjør at man relativt presis kan esti-
mere hvor mye som kan utvikles i hvert sprint. Figur 2.5 illustrer en iterasjon i Scrum som 
kalles en sprint. 
 
 
Figur 2.5: En iterasjon med smidig metode basert på rammeverket Scrum 
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Før jeg beskriver gjennomføringen av en sprint sier jeg litt om hvilke artefakter og roller 
som inngår i Scrum. Min beskrivelse tar utgangspunkt i Sutherlands og Schwabers Scrum-
guide.104 
 
Artefakter i Scrum er et inkrement, produktkø og sprintbacklogg. Produktkøen er det jeg vil 
kalle en «dynamisk kravspesifikasjon» fordi innhold og detaljeringsgrad endrer seg fortlø-
pende uavhengig av iterasjonene. Arbeidet med produktkøen starter før første iterasjon og 
tar utgangspunkt i ønskede målsettinger med løsningen som skal utvikles. Funksjonene, 
kravene og endringene som ligger i produktkøen skal beskrives, estimeres og prioriteres. 
Prioriteringen vil som regel ta utgangspunkt i funksjonens eller endringens forretningsverdi 
for kunden. De elementene i produktkøen som er prioritert høyest må også ha høyest detal-
jeringsgrad. Dette er fordi det er disse elementene som er gjenstand for utvikling i neste 
iterasjon. Hver iterasjon starter med utarbeidelse av en såkalt sprintbacklogg. Dette er en 
delmengde av de høyest prioriterte elementene i produktkøen, samt en plan og en detalje-
ring av hvordan elementene skal utvikles. Omfanget av elementer tilpasses lengden på en 
iterasjon. Innholdet sprintbackloggen ligger fast, men kan justeres hvis uforutsette ting 
dukker opp eller at læringen underveis tilsier endringer i for eksempel beskrivelse og esti-
mat. Endringsbehovet i sprintbackloggen vil reduseres etter at flere iterasjoner er gjennom-
ført, fordi utviklerne har mer kunnskap om utviklingshastighet og løsningen som utvikles. 
Sprintbackloggen kan oppdateres med hvilke elementer som er utviklet. 
 
Rollene som er knyttet til en iterasjon er alle en del av et scrumteam, og rollene er produkt-
eier, utviklingsteam og scrummaster. Produkteieren er én person og typisk en representant 
for kunden. Produkteieren er ansvarlig for administrasjon av produktkøen, og målsettingen 
er å maksimere verdien av produktet og utviklingsarbeidet. Produkteieren kan la andre ad-
ministrere produktkøen, for eksempel utviklerne, men produkteieren er likevel ansvarlig. 
Administrasjon av produktkøen består av følgende arbeid: 
 
                                                
104 Se nærmere Sutherland (2013)  
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• Elementene i produktkøen skal prioriteres og uttrykkes klart og forståelig. 
• Prioriteringen skal bidra til best mulig oppnåelse av målsettingene. 
• Produktkøen skal være åpen og tilgjengelig slik at alle får kunnskap om innhold og 
hva som skal utvikles. 
• Elementene skal inneholde tilstrekkelig informasjon til at utviklerne vet hva som 
skal lages. 
 
Det er et viktig poeng at produkteieren er én person som er ansvarlig, selv om kundens be-
hov og ønsker utredes og drøftes av flere personer på kundesiden. Det er produkteieren som 
står for beslutningene overfor scrumteamet. Dette skal blant annet hindre såkalt scope 
creep. Det betyr at utviklingsteamet får endringsønsker fra andre enn produkteiere, og det 
blir uklart hva som faktisk skal utvikles. Scope creep er en kjent årsak til mangel på kon-
troll i utviklingsprosjekter. 
 
Utviklingsteamet bør bestå av tre til ni medlemmer som alle er ansvarlige for å utvikle og 
levere et inkrement etter hver iterasjon. Kompetansen i utviklingsteamet må tilpasses til 
oppgavene som skal løses. Et viktig aspekt når det gjelder utviklingsteam ved bruk av smi-
dige metoder, er at de er selvorganiserte. Det betyr at utviklingsteamet selv er ansvarlig for 
hvordan de utvikler et inkrement i henhold til elementene i produktkøen. Dette innebærer 
også at utviklingsteamet også er ansvarlige for å bidra til at inkrementet oppfyller målset-
tinger og realiserer verdi for kunden. Utviklingsteamet skal også estimere og bidra i pro-
dukteiers arbeid med produktkøen. 
 
Scrummasteren leder utviklingsteamet og hjelper både medlemmene og andre interessenter 
til å forstå, lære og gjennomføre programvareutvikling med Scrum. Scrummasteren legger 
også til rette for den praktiske gjennomføringen, som for eksempel å sørge for at obligato-
riske møter gjennomføres som planlagt. I tillegg hjelper hun utviklingsteamet med selvor-
ganisering, progresjon og problemløsning, samt bistår og veileder produkteier med admini-
strasjon av produktkøen. 
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Gjennomføringen av en sprint inkluderer følgende aktiviteter: sprintplanlegging, utvik-
lingsarbeid, daglig scrummøte, sprintreview, sprint retrospective og refinement av pro-
duktkøen. Som nevnt skal det konkrete resultatet etter en sprint være et inkrement. Hva 
som skal utvikles i en sprint avklares ved sprintplanlegging. Dette er et møte for hele 
scrumteamet og er tidsbegrenset til maksimum åtte timer. Resultatet etter sprintplanleg-
gingen er sprintbackloggen. Det skal som nevnt inneholde prioriterte elementer fra pro-
duktkøen og en detaljering av disse med tilhørende plan for gjennomføring. I tillegg utar-
beides det et såkalt sprintmål, en beskrivelse som skal være styrende for utviklingsjobben 
og gi utviklerteamet veiledning om hensikten med inkrementet. Det er derfor viktig at ele-
mentene i sprintbackloggen har en viss sammenheng slik at hele utviklerteamet kan jobbe 
mot det samme sprintmålet. Det er utviklerteamets kapasitet som setter rammene for om-
fanget av produktkøelementer som kan tas inn i en sprint..  
 
Utviklerteamet holder daglige scrummøter hvor hensikten er å sikre intern kommunikasjon 
og åpenhet. I tillegg er møtene viktige for å ha fortløpende oversikt over progresjon og mu-
lighet for raskt å avdekke eventuelle hindringer. Møtet er tidsbegrenset til 15 minutter og 
holdes til faste tidspunkt. Alle utviklerne gir en kort oppdatering om hva som er gjort siden 
forrige møte, hva som planen før neste møte og om det er noen hindringer som står i veien 
for å nå sprintmålet. 
 
Sprintreview er et firetimers møte som holdes på slutten av hver sprint. På møtet deltar 
scrumteamet og andre interessenter som produkteier inviterer. Hensikten er presentasjon og 
inspeksjon av inkrementet som er laget i sprinten. I tillegg justeres og tilpasses produkt-
køen i fellesskap for å vurdere prioritering før neste sprintplanlegging. I møtet diskuterer 
deltakerne hvilke elementer som ble ferdige, hva som ikke ble ferdig, hva som fungerte bra, 
hvilke problemer som oppstod og hvordan disse ble løst. 
 
Sprint retrospective holdes etter sprintreview som en avslutning på en sprint. Møtet har en 
varighet på tre timer og det er scrumteamet som deltar. Sprint retrospective er et tilbake-
blikk på sprinten som er i ferd med å avsluttes. Formålet med tilbakeblikket er at scrum-
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teamet kan evaluere sin egen prestasjon med tanke på medlemmene, samarbeid og proses-
sen. Basert på evalueringen lages det en plan med forbedringstiltak slik at scrumteamet kan 
øke effektiviteten. 
 
«Refinement» av produktkøen kalles også grooming av produktkøen. Dette er fortløpende 
arbeid med evaluering, bearbeidelse, detaljering og estimering av elementene i produkt-
køen. Produkteier samarbeider med utviklingsteamet, og ofte i egne møter. Utviklings-
teamet bør ikke bruke med enn ti prosent av sin tid til dette arbeidet.  
 
Til slutt nevner jeg behovet for skalering ved større prosjekter. Slik Scrum er beskrevet her 
er det åpenbart at bare ett utviklerteam med maksimum ni medlemmer ikke er tilstrekkelig 
for å utvikle større systemer. Prosjektene blir da organisert med flere utviklerteam med 
hver sin scrummaster. Produkteieren håndterer da en eller flere produktkøer. Det kan også 
benyttes flere produkteiere og med en produkteier som har det overordnede ansvaret. 
2.4.1.1 Brukerhistorier 
Scrum sier ikke noe om hvordan elementene i produktkøen eller sprintbackloggen skal spe-
sifiseres. En måte å spesifisere elementene er ved hjelp av såkalte brukerhistorier, som på 
engelsk kalles «user stories». Konseptet med brukerhistorier ble først utviklet av Kent 
Beck, som en del av den smidige utviklingsmetoden Extreme Programming,105 og er vide-
reutviklet av blant annet Mike Cohn.106 Brukerhistorier er nå vanlig i prosjekter som benyt-
ter smidige utviklingsmetoder, og er blitt en de facto standard i Scrum. 
 
Brukerhistorier er en måte å spesifisere hva de ulike brukerne av systemet forventer og 
ønsker av systemet som skal utvikles. En vanlig tilnærmingsmåte er først å definere hvilke 
brukergrupper som skal bruke systemet på en eller annen måte. For hver brukergruppe de-
fineres hvilke forventninger, ønsker og mål denne gruppen har til bruken av systemet. Dette 
                                                
105 Se blant annet Beck (2004)  
106 Se Cohn (2004)  
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omsettes deretter til overordnede brukerhistorier som kalles epos, som på engelsk kalles 
«epic». Et epos kan uttrykkes som følger: Som administrator ønsker jeg å administrere 
brukere, slik at jeg har kontroll på hvem som har tilgang til systemet. Denne beskrivelsen 
må splittes opp i flere brukerhistorier med høyere presisjon og detaljeringsgrad. En bruker-
historie kan beskrives som følger: Som administrator ønsker jeg å opprette en ny bruker, 
slik at jeg enkelt kan gi nye brukere tilgang. Vi ser at brukerhistorien gir mer presis infor-
masjon om hva brukeren ønsker av systemet. En slik brukerhistorie kan legges inn som et 
element i produktkøen. En brukerhistorie vil typisk bli omgjort til tekniske oppgaver ved 
sprintplanleggingen og legges inn som elementer i sprintbackloggen. Flere brukerhistorier 
som logisk hører sammen, kan grupperes til et tema. 
 
Hensikten med brukerhistorier er blant annet å ha en mer uformell beskrivelse av hva hvil-
ke behov systemet skal dekke, og få tydelig fram hensikten med det som skal utvikles. Det-
te hjelper scrumteamet til å holde fokus på at programvaren som utvikles har verdi for kun-
den og brukerne. Dessuten blir det lettere for utviklerteamet å sette seg i brukernes situa-
sjon. Brukerhistoriene har som regel et fast format på behovene som beskrives: 
 
Som en <bruker>, ønsker jeg <hva>, slik at <hvorfor>. 
 
I vedlegg 5.3 finnes det eksempler på både epos og brukerhistorier. Det er også vanlig å 
knytte visse akseptansekriterier til hver brukerhistorie. Akseptansekriteriene brukes ved 
testing, i tillegg til at de øker brukerhistoriens detaljeringsgrad. Akseptansekriterier for ek-
sempelet nevnt over kan være: 
 
• krav til minimumsinformasjon om ny bruker 
• det skal ikke gå an å legge inn ny bruker uten minimumsinformasjon 
• samme bruker kan ikke legges inn flere ganger 
 
Akseptansekriteriene utvikles underveis i arbeidet med produktkøen, og vil som regel være 
et av kravene til at et inkrement skal bli definert som ferdig. 
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2.4.1.2 Estimering 
Den grunnleggende usikkerheten knyttet til programvareutvikling gjør estimeringsarbeidet 
vanskelig. For plandreven programvareutvikling og kontrakter med fast pris og fast tid er 
det helt nødvendig å estimere det som skal lages, men usikkerheten knyttet til estimatene er 
store. Se nærmere om usikkerhet i underkapittel 2.5.3. Selv om et prosjekt benytter smidige 
utviklingsmetoder, er estimering nødvendig. Det er nødvendig for å kunne planlegge delle-
veransene, og kunne si noe om hvor stort prosjektet er når det gjelder tid og kostnad. Det 
finnes mange estimeringsteknikker, og en del forskning på hvilke teknikker som egner seg 
for de smidige metodene. En vanlig teknikk er såkalt planning poker. Planning poker er 
gruppeestimering av typisk epos og brukerhistorier. Estimeringen kan gjøres underveis i 
arbeidet med produktkøen, og i planleggingen av en sprint. I planning poker brukes som 
regel en relativ måleenhet som kalles storypoints, og estimeringstallet på en brukerhistorier 
kan typisk hentes fra følgende rekke: 1, 2, 3, 5, 8, 13, 20, 40 og 100. Hvert medlem av es-
timeringsgruppen, som typisk vil være scrumteamet, spiller ut et kort med sitt estimat på en 
av brukerhistoriene. Som regel har ikke alle medlemmene den samme oppfatningen av 
kompleksiteten og omfanget til brukehistorien, og de spiller ut ulike tall. Dette resulterer i 
diskusjon og drøftelse rundt brukerhistorien, og det spilles deretter på nytt for samme bru-
kerhistorie. Denne iterative estimeringen fører til mer korrekte estimeringstall og viktige 
diskusjoner rundt utviklingen av en brukerhistorie. I tillegg er dette en estimering «top-
down», hvor man starter med epos og deretter brukerhistorier. Ved plandreven utvikling 
estimeres det som regel motsatt, slik at alle definerte utviklingsoppgaver estimeres, og der-
etter aggregeres. 
2.4.2 Oppsummering 
I tabell 2.1 oppsummerer jeg ulikhetene mellom plandrevne og smidige metoder. En viktig 
forskjell som jeg vil fremheve, er de smidige metodenes grunnleggende målsetting om å 
styre mot økt verdi for kunden gjennom hele prosjektet. I en plandreven metode er det kun-
dens ansvar å sørge for at verdien som skal realiseres med utviklingsarbeidet, blir ivaretatt 
gjennom en detaljert og uttømmende kravspesifikasjon. Leverandøren har ansvaret for å 
levere systemet i henhold til kravspesifikasjonen. Smidige metoder tar utgangspunkt i de 
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verdiene og målsettingene kunden har ved spesifikasjonen i oppstarten av hver iterasjon. 
Inkrementet som leveres etter hver iterasjon evalueres. Kunden har derfor en vesentlig del-
aktig i hele utviklingsperioden for å bidra med tilbakemeldinger og innspill på hvordan 
systemet skal utvikles slik at ønsket verdiøkning kan realiseres. 
 
Tabell 2.1: Sammenlikning av plandreven og smidig utviklingsmetode 
Plandreven utviklingsmetode Smidig utviklingsmetode 
Sekvensielle faser, hvor en fase må avsluttes før den 
neste tar til. 
Alle fasene gjennomføres flere ganger – iterativt.  
Omfattende kravspesifikasjon og design utarbeides 
og er uttømmende før kodingen starter. 
Kravspesifikasjon og design utføres innen hver itera-
sjon i vekselvirkning med kodingen. 
Systemet er ferdig når siste fase er avsluttet og alle 
kravene er oppfylt. 
Systemet "gror" gradvis med inkrementer som ska-
per verdi for kunden. 
Endringer i kravspesifikasjon og design gjøres med 
formaliserte endringsprosedyrer. 
Endringer i kravspesifikasjon og design skjer i ve-
sentlig mindre grad siden disse utarbeides i samme 
iterasjon i en vekselvirkning med kodingen. 
Endringer er uønsket og kan bli kostbare. Endringer er ønsket slik at endrede eller nye mulig-
heter kan gi økt verdi for kunden. 
Prosjektets vellykkethet måles på graden systemet 
oppfyller kravspesifikasjonen, budsjett og tidsplan. 
Vellykkethet måles fortløpende på levert verdi for 
kunden. 
Kundens rolle er viktig – spesielt under utarbeidel-
sen av kravspesifikasjon og akseptansetesting. 
Kundens medvirkning er kritisk, og fordrer samar-
beid under hele prosjektperioden. 
Organiseringen er byråkratisk med høy grad av for-
malisme og formell kommunikasjon. 
Fleksibel og deltakende organisering med høy grad 
av samarbeid og uformell kommunikasjon med selv-
organiserte utviklingsteam. 
Prosjektstyringen er knyttet til prosessene. Prosjektstyring er knyttet til personer og selvorgani-
serte team. 
Betydelig dokumentasjon underveis, og mangel på 
taus kunnskap. 







I dette kapittelet drøfter jeg noen sider ved den tradisjonelle kontraktsutformingen i lys av 
programvareutvikling generelt. Med tradisjonell kontraktsutforming sikter jeg til tilvirk-
ningskontrakter hvor leverandøren påtar seg en resultatforpliktelse, og ikke til kontrakter 
for innleie av konsulenttjenester, se figur 1.1.  
2.5.1 Tradisjonelle kontrakter 
Problemstillingen i denne oppgaven er knyttet til spesifikasjon av kontraktsgjenstanden og 
gjelder dermed den primære typen av kontraktsbestemmelser.107 Det vil si bestemmelser 
om beskriver partenes ytelsesplikter – både realforpliktelser og pengeforpliktelser. Drøftel-
sene tar utgangspunkt i leverandørens realforpliktelse. Som nevnt i avgrensningen handler 
programvareutvikling om tilvirkning av programvare, og kontraktene kategoriseres som 
tilvirkningskontrakter. De vanlige standardkontraktene som benyttes for tradisjonelle pro-
gramvareutviklingsprosjekter er ensidig utarbeidede vilkår fra Difi, IKT-Norge og DND, se 
avsnitt 1.5.1.1. DNDs PS2000 standardkontrakter er basert på iterative utviklingsmetoder, 
som jeg går nærmere inn på i avsnitt 2.5.1.1. Standardkontraktene er basert på bakgrunns-
retten, men har også hentet inspirasjon fra de norske fabrikasjons- og entreprise kontrakte-
ne. 
 
Både SSA-U og IKT 2010 bygger på faser i en fossefallsmodell kombinert med et fast av-
talt vederlag (fast pris). SSA-U definerer tre faser: spesifiseringsfasen, utviklingsfasen og 
leveringsfasen, jf. pkt. 1.1. Den forutsetter at utviklingsfasen ikke starter før kunden har 
godkjent detaljspesifiseringen som leverandøren skal utarbeide i spesifiseringsfasen, jf. pkt. 
2.2.1. I pkt. 2.2.2 kalles denne «endelig kravspesifikasjon [min utheving]». Denne formule-
ringen tydeliggjør at kravspesifikasjonen er en uttømmende beskrivelse av hva som skal 
lages, og at den skal være fast under hele utviklingsfasen. Det er kundens kravspesifikasjon 
og leverandørens løsningsspesifikasjon (begge brukes i den offentlige anskaffelsesproses-
sen) som skal ligge til grunn for detaljspesifiseringen. En fast og uttømmende kravspesifi-
                                                
107 Jf. Haaskjold (2013) s. 94-95 
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kasjon er også forutsatt i IKT 2010. Ifølge avtalen skal kunden utarbeide funksjonskrav før 
avtalen inngås, jf. pkt. 3.3.2, og begge parter skal i fellesskap utarbeide en såkalt produkt-
spesifikasjon, jf. 3.1.2. Videre i pkt. 3.3.2 står det at «[a]lle funksjonskrav og spesifikasjo-
ner skal være uttømmende regulert […]». Kravspesifikasjonen er et sentralt dokument hvor 
det blir forsøkt entydig å definere hva leverandøren forpliktes til å levere. I henhold til 
SSA-U og IKT 2010 er leverandøren forpliktet til utvikle programvare som dekker alle 
krav som er spesifisert, og med eventuelle endringer. Dette kommer frem i bestemmelser 
om leverandørens plikter sammenholdt med vilkår for mislighold. I SSA-U står det i pkt. 
5.1 at «[l]everandøren har ansvar for at den samlede leveransen (den helhetlige løsningen) 
dekker de funksjoner og krav som er spesifisert i avtalen». I pkt. 11.1 regnes det som mis-
lighold hvis leveransen ikke dekker funksjoner og krav som er avtalt. Tilsvarende bestem-
melse har IKT 2010 i pkt. 16.2.2, pkt. a om at det foreligger en mangel hvis produktet ikke 
oppfyller kravene i produktspesifikasjonen. Disse bestemmelsene viser at leverandøren 
påtar seg en resultatforpliktelse.  
 
Kontraktenes utforming, med tanke på kravspesifikasjonen, kan oppsummeres med Nicolai 
Dragsteds sitat: «Kravspecifikationen gøres til krumtap i kontrakten, og fokus for de juri-
diske håndgreb er at sikre etablering af netop det resultat, der er detaljeret beskrevet i krav-
specifikationen.»108 Likevel er det slik at uttømmende og faste kravspesifikasjoner ved pro-
sjektstart sjelden forblir uforandret, se underkapittel 2.5.3. 
2.5.1.1 Standardkontraktene PS2000 
DND forvalter standardkontraktene PS2000, som finnes i flere varianter: PS2000 Standard 
(første versjon lansert i 1999), PS2000 Smidig (lansert i 2009) og PS2000 SOL (Smidige 
Oppdragsbaserte Leveranser). Den siste ble lansert i september 2013 og skal kunne brukes i 
prosjekter med smidig programvareutvikling hvor spesifikasjoner og definert omfang ikke 
utarbeides før utviklingen tar til, se underkapittel 3.3.2.  
                                                
108 Dragsted (2012) s.15 
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PS2000 Standard og PS2000 Smidig legger begge opp til en iterativ utvikling med stor vekt 
på risikovurderinger for hver iterasjon – på samme måte som Bohem beskrev risikohåndte-
ring i sin spiralmodell, jf. figur 2.3. Begge standardkontraktene består av tre deler med til-
hørende veiledere. Del I (Kontraktsdokument) angir partene, samt gir oversikt over kon-
traktsdokumentene og strukturen. Del II (Generelle kontraktsbestemmelser) inneholder 
standardvilkårene, mens del III (Kontraktsbilag) består av bilagene som delvis er utfylt med 
forslag til innhold. I PS2000 Standard og PS2000 Smidig er del I og II like – forskjellene 
ligger i bilagsinnholdet og veilederne.  
 
Begge standardkontraktene har lagt opp til en sekvensiell faseinndeling av gjennomføring-
en: løsningsbeskrivelsesfasen, konstruksjonsfasen og godkjennings- og avslutningsfasen, jf. 
del II, pkt. 1.1, andre avsnitt. Det er imidlertid to forhold som skiller kontraktene fra SSA-
U og IKT 2010. Det ene er fokuset på at usikkerheten reduseres i konstruksjonsfasen ved at 
«[…] den trinnvise utviklingen i hovedsak er iterativ […]», jf. del II, pkt. 1.1, tredje avsnitt. 
Faseinndelingen med iterativ konstruksjonsfase vises i figur 2.6 med kontraktenes egen 
illustrasjon. Det andre forholdet som skiller kontrakten fra SSA-U og IKT 2010 er at det 
legges opp til en prismodell med målpris.109 PS2000 Smidig skiller seg fra PS2000 ved at 
den har en egen detaljert veiledning om hvordan kontrakten kan brukes ved smidig pro-
gramvareutvikling. Dessuten er utviklingsprosessen med Scrum detaljert regulert i bilags-
delen. 
 
                                                
109 Se nærmere om prismodeller i underkapittel 3.6.2 
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Figur 2.6: Faseinndeling med iterativ konstruksjonsfase med PS2000. (Hentet fra del III, pkt. C.1) 
 
Til tross for at begge kontraktene tar utgangspunkt i en iterativ gjennomføring i konstruk-
sjonsfasen, er det en forutsetning at det utarbeides et uttømmende og fast definert omfang i 
løsningsbeskrivelsesfasen som skal ligge til grunn for konstruksjonsfasen, jf. del II, pkt. 
3.3.1, andre avsnitt. Eventuelle ønskede endringer i løsningsbeskrivelsen i konstruksjonsfa-
sen (eller senere) må skje med formaliserte endringsprosedyrer i henhold til pkt. 3.6. Disse 
forholdene gjør at begge kontraktene må plasseres i samme kategori som SSA-U og IKT 
2010 – altså de jeg omtaler som tradisjonelle kontrakter som er basert på en plandreven 
metode. Likevel er dette standardkontrakter som, etter mitt syn, er bedre egnet for pro-
gramvareutvikling enn SSA-U og IKT 2010. Spesielt siden det er lagt inn såkalte kontroll-
punkter etter hver iterasjon, jf. del II, pkt. 3.4.5. Disse kontrollpunktene tilsvarer den aktivi-
teten i Scrum som kalles sprintreview, og i PS2000 Smidig del III, pkt. C.4.3.6 er det lagt 
inn viktige elementer som presentasjon av inkrementet, kundens godkjenning og risikoeva-
luering. Disse kontrollpunktene legger også til rette for læring og erfaringsutveksling fra 
forrige iterasjon. Dette muliggjør løpende kontroll, og det avdekkes raskt om prosjektet er i 
ferd med å ta en uønsket retning. I begge kontraktene har leverandøren et resultatansvar på 
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samme måte som i SSA-U og IKT 2010, men kundens medvirkningsplikter er betydelig 
utvidet. 
2.5.2 Risiko og risikofordeling 
Risiko og risikofordeling er grunnleggende begreper i kontraktsretten når partenes plikter 
og rettigheter skal fastlegges. Som regel er det først når partene er kommet i en uønsket 
situasjon med uenighet om fremdrift, omfang eller kvalitet hvor spørsmålet om risikoforde-
ling blir satt på spissen. Hvordan kontrakten regulerer risikofordeling vil være avgjørende 
for å konstatere om det foreligger kontraktsbrudd eller ikke, og eventuelt hvilke krav og 
sanksjoner partene kan bli stilt overfor. Kontraktens regulering av risikofordeling vil også 
hjelpe partene før det har oppstått en konflikt, fordi det skaper en forutsigbarhet om hvilken 
risiko partene påtar seg, og må ta hensyn til i prosjektgjennomføringen. Som nevnt vil en 
smidig utviklingsmetode bygge på tett samarbeid og betydelig innsats fra begge parter, og 
risikofordelingen vil forrykkes sammenliknet med en plandreven utviklingsmetode. Derfor 
er det viktig å få frem hva som ligger i begrepene og hvordan tradisjonell risikofordeling er 
regulert i et tilvirkningsforhold. En slik avklaring er nødvendig for å ha et utgangspunkt når 
risikofordeling ved smidig utviklingsmetode skal vurderes. 
 
Begrepet risiko brukes i mange sammenhenger og har ulike betydning. Knyttet til prosjekt-
gjennomføring definerer Project Management Institute (PMI) risiko som følger: «Project 
risk is an uncertain event or condition that, if it occurs, has a positive og negative effect on 
one or more project objectives such as scope, schedule, cost, and quality. A risk may have 
one or more causes and, if it occurs, it may have one or more impacts.»110 Risiko i et pro-
sjekt er altså en hendelse med en viss sannsynlighet om den inntreffer eller ikke, og den 
kan ha flere årsaker og få flere konsekvenser. Definisjonen til PMI får også frem at hendel-
sen også kan ha positive konsekvenser, men som regel er de negative sidene som vi forbin-
der med risiko. Usikkerheten i et programvareutviklingsprosjekt er, som tidligere påpekt, 
stor. Det er derfor høy sannsynlighet for at det oppstår uønskede situasjoner, som får kon-
                                                
110 Jf. PMI (2013) s. 310 
 49 
sekvenser for partene. Nå begrepene risiko og risikofordeling skal legges til grunn for kon-
traktsregulering må det gjøres en nærmere juridisk avklaring av begrepene. 
 
Det sentrale spørsmålet er hvem av partene som skal bære de negative konsekvensene når 
kontraktsforholdet utvikler seg i uønsket retning. Den type risiko, som ligger til grunn for 
risikofordelingen i kontrakter jeg drøfter i denne oppgaven, er den såkalte vederlagsrisi-
koen. Utgangspunktet for innholdet i vederlagsrisikoen er at leverandøren har risikoen for 
at han ikke oppfyller innholdet i kontrakten på en slik måte at han mister retten til vederlag. 
For kunden innebærer vederlagsrisikoen at, til tross for oppfyllelsessvikt fra leverandørens 
side, kunden kan risikere å måtte betale for en ytelse som ikke er i henhold til kontrakten.  
 
En oppfyllelsessvikt fra leverandørens side, hvor årsaken til svikten ikke skyldes noe kun-
den har risikoen for, er et kontraktsbrudd.111 Kunden har også plikter i et kontraktsforhold, 
som for eksempel å betale vederlag og yte medvirkning. Svikter kunden i å oppfylle disse 
pliktene, og dette ikke skyldes forhold leverandøren har risikoen for, er dette også et kon-
traktsbrudd. Dette omtales ofte som kreditormora.  
 
Partenes kontraktsbrudd kan utløse sanksjoner. Dette kan illustreres med kjøpslovens112 §§ 
22, 30 (kontraktsbrudd av leverandør) og §51 (kontraktsbrudd av kunden). I enklere kon-
traktsforhold, som for eksempel kjøp av løsøre, gir kjøpsloven klare regler for risikoforde-
lingen mellom kjøper og selger. Dette gjelder spesielt risikoen for fysisk skade på ting, jf. 
kjøpslovens kapittel III. Når det gjelder oppfyllelsessvikt som ikke skyldes fysisk skade og 
kontrakten gjelder et tilvirkningskjøp, blir risikobildet mer uklart. Risikofordelingen må 
derfor vurderes for de enkelte kontraktstyper.113  
 
                                                
111 Se Hagstrøm (2011) s. 328 
112 Kjøpsloven (1988)  
113 Se Hagstrøm (2011) s. 333 
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I komplekse tilvirkningskontrakter som programvareutvikling, entreprise og fabrikasjon 
kan det være mange hindringer for oppfyllelse etter kontrakten. Hver av partene har flere 
plikter, og oppfyllelse av kontrakten bærer preg av et samarbeid mellom partene. Dette gjør 
at vurderingen av vederlagsrisikoen blir mer komplisert.114 Risikofordelingen i slike kon-
trakter må ta utgangspunkt i regelen om «[…] at hver av partene har risikoen for svikt på 
eget funksjonsområde.»115 Dette utgangspunktet er den såkalte funksjonsdelingen, og heng-
er nøye sammen med hvordan prosjektet er organisert og pliktene fordelt mellom partene. I 
et byggeprosjekt er det ofte slik at byggherren skal stå for prosjekteringen, og entreprenø-
ren skal utføre byggingen i henhold til det som er prosjektert. Hvis for eksempel byggver-
ket har mangler som skyldes svikt i prosjekteringen, er det byggherren som har risikoen for 
dette. Dette ble allerede slått fast i Rt. 1917 s. 673.116 I NS 8405 er dette regulert i pkt. 19.2. 
Hvis byggeprosjektet organiseres som totalentreprise er det entreprenøren som også står 
for prosjekteringen og har dermed risikoen for svikt i denne, jf. NS 8407 pkt. 16.1. Ved 
programvareutvikling er det vanskelig å trekke et slikt skille mellom prosjektering og utfø-
relse, jf. underkapittel 2.1.5. Leverandøren skal designe og programmere programvare i 
henhold til kundens spesifikasjon av behov og funksjonalitet. I SSA-U er dette regulert i 
pkt. 5.1 og pkt. 6.1. Ved en slik funksjonsdeling har leverandøren i stor grad risikoen for at 
resultatet nås, og kontraktsforholdet ligger tett opp til byggebransjens totalentreprise.117  
2.5.3 De uunngåelige endringene 
Særtrekkene ved programvareutvikling, se kapittel 2.1, gjør at uttømmende og faste krav-
spesifikasjoner ikke forblir uforandret i prosjektperioden. Usikkerheten knyttet til 
kompleksiteten og at kundens ulike funksjonsbehov oppdages først når systemet blir levert, 
gjør at kravspesifikasjonen må endres underveis. Jo lenger kontraktsforholdet varer, jo stør-
re sannsynlighet er et for at eksterne forhold, som markeds- og lovendringer, krever end-
ringer i kravspesifikasjonen. I tillegg er det som regel generelt ønsker om endringer, fordi 
                                                
114 Jf. Krokeide (1977) s. 581-582 
115 Jf. Hagstrøm (2011) s. 333 
116 Rt. 1917 s. 673  
117 Jf. Føyen (2006) s. 58 
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det faktisk er mulig å gjøre endringer, selv om utviklingen har kommet et godt stykke på 
vei.118  
 
Den største usikkerheten er imidlertid knyttet til initieringsfasen og oppstarten av prosjek-
tet. Usikkerheten gjør seg gjeldende når en kravspesifikasjon skal utarbeides, og dermed vil 
også estimat og tidsperspektivet være vanskelig å fastslå. McConnell kaller den varierende 
graden av usikkerheten i programvareutviklingsprosjekter for «the cone of uncertainty». 
Modellen ble opprinnelig utviklet av Boehm i 1981. Den viser hvordan usikkerheten, med 
tanke på tidsaspektet ved utviklingen, avtar jo mer kunnskap prosjektet har om fremdrift og 
hva som skal utvikles.119 Figur 2.7 gjengir Boehms modell. Figuren viser at i den initielle 
fasen kan estimert tid for utviklingen variere fra 160 prosent over estimat, til 60 prosent 
under estimat. Andre opererer med tilsvarende tall, uavhengig av prosjekttype, i størrelses-
orden 50 prosent, og 75/25 prosent.120 
 
                                                
118 Se Brooks Jr. (1995) s. 185 
119 Se Cohn (2005) s. 3-4 
120 Se Karlsen (2013) s. 346 og PMI (2013) s. 201 
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Figur 2.7: Boehms «cone of uncertainty» hentet fra Cohn (2005) s. 4 
 
Denne usikkerheten har ført til at såkalt evolusjon er blitt en viktig aktivitet i programvare-
utvikling. Evolusjon er et behov for endringer underveis i prosjektgjennomføringen, som 
beskrevet i kapittel 2.2. Bakgrunnsretten regulerer ikke endringsadgangen, annet enn regler 
for å «motvirke sterkt urimelighet eller ubalanse i kontraktsforholdet […]».121 Derfor har 
det fleste standardkontrakter for tilvirkning bestemmelser om endringshåndtering. De nors-
ke fabrikasjonskontraktene har vært en inspirasjon for entreprisekontrakter og program-
varekontrakter når det gjelder endringshåndtering. Både SSA-U og IKT 2010 har detaljerte 
regler og prosedyrer for gjennomføring av endringer etter kontraktsinngåelsen. Dette kan 
gjelde flere typer endringer, men det er sannsynligvis endringer i og tillegg til spesifikasjo-
nene som står for hovedtyngden av endringsordrene. Endringsreglene i disse kontraktene 
                                                
121 Jf. Kaasen (2005) s. 238 
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omtales Kaasen som dynamisk kontraktsrett, og legger til rette for at kontrakten fungerer 
som et verktøy mellom partene til tross for endrede forutsetninger.122 
 
Endringer av regulerte forhold i kontrakten etter inngåelse trenger en viss grad av formal-
isme for å sikre at endringene blir forstått som en del av kontrakten. I tillegg vil endrings-
reglene få frem eventuelle konsekvenser av endringene med tanke på kostnader og frem-
drift. Endringssystemet blir også benyttet for saksbehandling av kontraktsbrudd. Ofte er det 
knyttet preklusive frister til endringsprosedyrene. Slike frister bidrar til å fremtvinge avkla-
ringer slik at fremdriften holdes oppe, og det kan lette prosjektstyringen.123 For at endrings-
systemene skal fungere som forutsatt, er det viktig at partene følger prosedyrene slik de er 
regulert i kontrakten. Hvis endringsreglene blir for omfattende og kompliserte, kan det føre 
til at partene ikke følger systemet som forutsatt i kontrakten. Det er ikke uvanlig at partene 
mangler både kompetanse og vilje til å følge de formaliserte endringsreglene. Dette kan, 
ved en eventuell tvist, føre til at domstolen løser konflikten på en annen måte enn det par-
tene hadde forventet.124  
 
Utfordringene med formaliserte endringsprosedyrer øker i takt med omfanget av endrings-
ordrer i et prosjekt. Et eksempel er en dom fra tingretten i det havarerte konsolideringspro-
sjektet av Telenors serverpark.125 Retten pekte på at en av utfordringene i prosjektet var det 
«betydelig antall» endringsordrer – over hundre stykker i en periode på drøyt to år. I tillegg 
ble det gjort avvik fra endringsprosedyrene. Som et annet eksempel på omfang av end-
ringsordrer var Kommunal- og moderniseringsdepartementets anskaffelse av programvare 
for administrasjon av valggjennomføring i Norge – inkludert forsøksprosjekt med stemme-
givning via internett.126 Kontraktssummen var på rundt 30 millioner kroner, og behandlet 
                                                
122 Se Kaasen (2005) s. 240 
123 Jf. Kaasen (2009) s. 169 
124 Se Knag (2010) s. 106-107 
125 TOSLO-2008-126000 Dommen ble anket, men partene ble forlikt før videre domstolsbehandling. 
126 Kommunal- og moderniseringsdepartementet (2011)  
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195 endringsordrer.127 Det er liten tvil om at oppfølging av formaliserte endringsprosedyrer 
kan være krevende for partene når omfanget er stort. Derfor må partenes behov være sty-
rende for hvordan reglene utformes i den enkelte kontrakt.128 For fabrikasjonskontraktene 
kan det nok være nødvendig med detaljerte prosedyrer og strenge preklusjonsregler. I disse 
prosjektene er det mye som står på spill når det gjelder kostnader. For eksempel må arbeid 
som ikke blir ferdig på land, sluttføres til havs. Dette får betydelige kostnadsøkninger. 
 
Når det er så stor grad av usikkerhet ved programvareutviklingen, kan formaliserte end-
ringsprosedyrer bli omfattende. I tillegg kan det være at det trengs nye endringer av tidlige-
re endringsordrer, og den praktiske anvendelsen nærmer seg bristepunktet. En annen ut-
fordring med endringsordrene er at en leverandør som skal levere til fast pris, kan være 
fristet av å redusere risikoen for tap ved hjelp av endringsordrer. Dette er fordi endringsord-
rer ofte utløser krav om tilleggsbetaling.129 Tilleggsbetaling for mange endringsordrer gjør 
også at den forutsigbarheten kunden i utgangspunktet har, med tanke på pris i en fastpris-
kontrakt, blir redusert. Dragsteds og Klints undersøkelse underbygger at endringshåndte-
ring er et vesentlig problemområde i en it-kontrakt.130 Utfordringene med endringshåndte-
ringene er spesielt knyttet til plandrevne utviklingsmetoder med uttømmende spesifikasjon 
av programvaren ved kontraktsinngåelse. De smidige metodene er utviklet blant annet med 
tanke på å redusere behovet for formaliserte endringer, fordi programvaren i liten grad er 
spesifisert i kontrakten. Detaljspesifisering skjer kun ved oppstart av hver iterasjon, og end-
ringsbehovet innenfor en iterasjon er lite. Jeg går nærmere inn på behovet for endringsord-
rer i kontrakter for smidig programvareutvikling i underkapittel 3.6.4. 
 
                                                
127 Se vedlegg 5.2 
128 Jf. Kaasen (2005) s. 261 
129 Se Atkinson (2011) s. 3 
130 Se Dragsted (2013) s. 30 
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3 Kontraktsregulering av smidig programvareutvikling 
3.1 Innledning 
Jeg har tidligere i oppgaven sett på ulike aspekter knyttet til programvareutvikling, utvik-
lingsmetoder og tradisjonelle tilvirkningskontrakter. Jeg gikk spesielt inn på smidig utvik-
lingsmetode og beskrev rammeverket Scrum. Ulikhetene mellom en plandreven utvik-
lingsmetode og en smidig utviklingsmetode ble oppsummert i tabell 2.1. Kort oppsummert 
kan følgende fordeler oppnås ved å bruke en smidig utviklingsmetode: 
  
• fleksibilitet når det gjelder ønskede og uønskede endringer 
• økt forretningsverdi og større muligheter for gevinstrealisering 
• økt åpenhet og synlighet som gir løpende kontroll og styring 
• bedre læring, samarbeid og kommunikasjon 
• en lavere totalrisiko i prosjektet 
• økt produktivitet og økt ressurseffektivitet 
• høyere kvalitet med lavere kostnader og tidsforbruk 
 




Figur 3.1: Fordeler med smidig programvareutvikling. (VersionOne (2014b)  
 
Som nevnt er én måte å gjennomføre et prosjekt, som benytter smidig programvareutvik-
ling, at kunden selv tar det meste av risikoen og kun leier inn ressurser (konsulenter). En 
forutsetningen ved en slik løsning er at kunden har tilstrekkelig kompetanse – enten egne 
ansatte eller innleide konsulenter som kan sikre en vellykket prosjektgjennomføring. Leve-
randøren av konsulentressursene i slike prosjekt påtar seg en innsatsforpliktelse, men gir 
ingen forutsigbarhet for kunden når det gjelder resultatet. Imidlertid vil det ofte være slik at 
kundene ønsker en viss forutsigbarhet både med tanke på resultat og kostnader. Og man 
sikter seg derfor inn på de tradisjonelle kontraktene med en klar resultatforpliktelse for le-
verandøren. Spesielt i offentlig sektor, hvor anskaffelsesregelverket er styrende for hvordan 
anskaffelsesprosessen skal gjennomføres, velges ofte en kontrakt med resultatansvar for 
leverandøren, for eksempel SSA-U. 
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Som nevnt i innledningen oppgir 81 prosent av it-bransjen (av de som faktisk benytter for-
melle utviklingsmetoder) at de benytter smidige utviklingsmetoder.131 Brevik og Grønli har 
også undersøkt i hvilken grad de som oppgir at de benytter smidige utviklingsmetoder fak-
tisk gjennomfører prosjektene i henhold til det smidige manifestet med tilhørende prinsip-
per. De konkluderer med at bransjen kun i begrenset grad følger de smidige prinsippene.132 
De baserer konklusjonene sin på flere forhold, men det er et område jeg vil trekke frem 
som spesielt interessant: Over halvparten av respondentene i undersøkelsen oppgir at de må 
følge en fast kravspesifikasjon ved utviklingen, i motsetning til en dynamisk produktkø 
som ligger til grunn for sprintbackloggen.133 Et slikt avvik fra den smidige utviklingsmeto-
den bryter helt med prinsippene om fleksibilitet, som er en grunnleggende forutsetning i 
smidigtankegangen. Dette funnet er etter min mening bekymringsfullt med tanke på sjan-
sen for å lykkes med smidig programvareutvikling. Undersøkelsen viser også at 30 prosent 
av respondentene benyttet standardkontraktene SSA-U eller IKT 2010, mens kun en re-
spondent benyttet PS2000.134 Disse tallene viser klart at mange fortsatt bruker tradisjonelle 
kontrakter med fastsatt kravspesifikasjon til tross for at prosjektene benytter smidig pro-
gramvareutvikling.  
 
Programvareutvikling er, som jeg har påpekt tidligere, komplekst og risikoen for ikke å 
lykkes med prosjektene er overhengende. Som nevnt er et av formålene med denne oppga-
ven å bidra i arbeidet med å utforme kontrakter som kan sikre vellykket gjennomføring av 
smidig programvareutvikling. Det er komplisert og utfordrende å utforme rettferdige og 
balanserte kontrakter, og det er mange hensyn som skal tas. I arbeidet med å utfordre det 
tradisjonelle og etablerte utgangspunktet for tilvirkningskontrakter, bør det velkjente sitatet 
fra Mencken ikke undervurderes: 
 
                                                
131 Se Brevik (2013) s. 19-20 
132 ibid. s. 25 
133 ibid. s. 21 
134 ibid. s. 22 
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«For every complex problem, there is a solution that is simple, neat, and wrong.» 
H. L. Mencken 
 
3.2 Generelt om kontraktsutforming 
I et tilvirkningsprosjekt skal kontrakten være et sentralt styringsdokument. Den sier noe om 
utvekslingen av ytelsene – et tilvirket produkt mot penger. I tillegg skal kontrakten være 
konfliktforebyggende, samtidig som den skal regulere forholdende når konflikter faktisk 
oppstår. Det er et viktig poeng at reguleringen av plikter og rettigheter skal være balansert, 
rettferdig og rimelig. Utgangspunktet er en beskrivelse av hva leverandøren skal lage og 
når det skal leveres. Dette skal balanseres med hva og når kunden skal betale. Underveis i 
tilvirkningsprosjektet oppstår det som regel uforutsette situasjoner som gjør at de opprinne-
lige pliktene og rettighetene ofte må justeres. I tillegg er det ofte behov for en viss fleksibi-
litet rundt hva som skal leveres, for eksempel at kunden ønsker endringer i det som opprin-
nelig er avtalt. Kontraktsutformingen bør derfor regulere elementer som arbeidsbeskrivelse, 
prismodell, endringshåndtering og konfliktløsningsmetoder. Partenes plikter og rettigheter 
gir en nærmere beskrivelse av hvordan de skal forholde seg til disse elementene. Kontrakts-
retten handler også om kontraktsbrudd og eventuelt tilhørende sanksjoner, som er nødven-
dige mekanismer for å håndtere situasjoner når prosjektet går i en retning partene ikke øns-
ker. Kontraktsbrudd handler ikke først og fremst om skyld, men om hvordan konsekvense-
ne av uønskede situasjoner bør fordeles mellom partene. Utgangspunktet er at den parten 
som er nærmest til å forebygge risikoer for at uønskede situasjoner oppstår, er den parten 
som også skal bære konsekvensene av disse situasjonene, se underkapittel 2.5.2. 
 
Standardkontrakter er ofte utgangspunktet når et kontraktsforhold skal etableres, og det kan 
være en stor fordel å basere avtaleinngåelsen på disse. Transaksjonskostnadene kan reduse-
res, og man har et sett med standardvilkår som har en innbyrdes sammenheng. Spesielt på 
områder med «agreed documents», som for eksempel entreprise og fabrikasjon, har repre-
sentanter for både leverandør og kunde forhandlet seg frem til balanserte kontrakter. For 
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standardkontrakter som IKT 2010 og SSA-U kan det nok hevdes at de på visse områder er 
ubalanserte i enten leverandørens eller kundens favør.135  
 
Som jeg har trukket frem i kapittel 3.1 blir standardkontrakter ofte benyttet for smidig pro-
gramvareutvikling. Dette er standardkontrakter som i utgangspunktet ikke er tilpasset den-
ne utviklingsmetoden. Mye av reguleringen i standardkontrakter skjer i bilagssettene, og 
det er derfor fristende å regulere den smidige utviklingsmetoden i bilagene. I tillegg er det 
også vanlig å ta inn endringer i standardvilkårene i bilagene. Det er heller ikke uvanlig at 
bilagene blir utformet av personer som ikke har full oversikt over den indre systematikken i 
standardvilkårene. Resultatet kan fort bli at reguleringen i bilagene og standardvilkårene 
henger dårlig sammen.136 En vanlig årsak til konflikter i entreprisekontrakter er spesialtil-
passede endringer i standardvilkårene, og tilhørende usikkerhet om hvordan kontrakten skal 
tolkes i lys av disse endringene.137 En annen årsak til uoversiktlige kontraktsforhold er det 
såkalte lag-på-lag-prinsippet. Oppbyggingen av en standardkontrakt gjør at kontrakten 
med tilhørende bilag (spesielt ved en offentlig anskaffelse) består av en rekke dokumenter 
som delvis kan være motstridende.138 Denne typiske strukturen til standardkontrakter gjør 
at det nok i mange tilfeller hadde lønt seg å gjennomføre en konsolidering av kontraktsdo-
kumentene før kontrahering.139 Omfattende og uoversiktlige kontraktdokumenter harmone-
rer etter min mening dårlig med prinsippene bak smidig programvareutvikling. Spesielt 
manifestets punkt samarbeid med kunden fremfor kontraktsforhandlinger, tydeliggjør dette. 
Difis nye avtale som er beregnet for smidig programvareutvikling, SSA-S, synes å være 
bygget opp på samme lest som SSA-U. Konsekvensene er at den nye avtalen kan få de 
samme utfordringene med en uoversiktlig kontrakt.  
 
                                                
135 Jf. Føyen (2006) s. 63 
136 ibid. s. 66 
137 Se Knag (2010) s. 88-96 
138 ibid. s. 101-103 
139 ibid. s. 109 
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Jeg mener at kontrakter for smidig programvareutvikling må utformes på bakgrunn av tan-
kesettet og prinsippene som ligger bak en smidig utviklingsmetode. Ved bruk at smidige 
metoder vil det i følge Henschel være «[…] illogical to use a form of contract where all the 
responsibility was put on one party only and keeping the relation on an 'arms-length'.»140 
Spesielt når kravspesifikasjonen ikke er endelig og uttømmende er det viktig at selve pro-
sessen og utviklingsmetoden er detaljert beskrevet i kontrakten.141 I tillegg mener jeg det er 
viktig at kontrakten er konsolidert og ikke mer omfattende enn nødvendig. Dette er viktig 
fordi kontrakten skal brukes aktivt som et styringsverktøy for alle interessenter i prosjekt-
gjennomføringen. Kontrakten skal ikke hentes frem kun når prosjektet tar en uønsket ret-
ning. Likevel er det en balansegang mellom hvor gjennomregulert kontrakten bør være 
kontra en minimumskontrakt. Disse ytterpunktene illustrerer jeg i figur 1.4. Alle interessen-
ter i et prosjekt har ikke oversikt over bakgrunnsretten og dens betydning for den konkrete 
kontrakten. Derfor kan det være nødvendig å ta med vilkår i kontrakten selv om bakgrunns-
retten er klar nok. På andre områder er bakgrunnsrettens løsninger mindre tydelige, som for 
eksempel ved endringshåndtering og erstatningsansvar. Derfor bør disse forholdene regule-
res i kontrakten for å skape klarhet og forutsigbarhet. 
 
Et av de grunnleggende elementene i en smidig utviklingsmetode er fleksibilitet. Fleksibili-
tet først og fremst når det gjelder hva som skal tilvirkes. Programvareutviklingen tar ikke 
utgangspunkt i en uttømmende og endelig kravspesifikasjon. Kombineres dette utgangs-
punktet med en prismodell basert på betaling for medgått tid, såkalt regningsarbeid, oppnås 
det en høy fleksibilitet. I motsetning til dette er forutsigbarhet det grunnleggende utgangs-
punktet for plandrevene utviklingsmetoder. Forutsigbarhet når det det gjelder hva som skal 
lages og til hvilken pris. Ved høy fleksibilitet er det kunden som i hovedsak bærer risikoen 
for usikkerheten i prosjektet, men ved høy forutsigbarhet er det leverandøren som bærer 
risikoen. Disse ytterpunktene ved risikofordelingen har jeg illustrert i figur 1.1. Sammen-
hengen mellom fleksibilitet og forutsigbarhet i relasjon til utviklingsmetodene illustrer jeg 
                                                
140 Se Henschel (2012) s. 244 
141 Jf. Føyen (2006) s. 129-130 
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figur 3.2. Jo høyere opp til høyre prosjektet plasseres, jf. P1, jo større fleksibilitet og en 
smidig utviklingsmetode er egnet. På samme måte oppnås større forutsigbarhet med en 
plandreven utviklingsmetode hvis prosjektet plasseres nede til venstre, jf. P2. Figuren viser 
ingen klare grenser, men med det hvite, midtre område mener jeg å vise at den smidige 
utviklingsmetoden mister sine grunnleggende prinsipper. På samme måte vil en plandreven 
utviklingsmetode være lite hensiktsmessig i dette område, fordi parameterne (for eksempel 
pris og spesifikasjon) som brukes for å skape forutsigbarhet blir mindre statiske. Men, som 
jeg innledet oppgaven med, er det ofte slik at kunden ikke vil bære all risiko for usikkerhe-
ten alene, selv om kunden ønsker smidig programvareutvikling. Jeg ønsker å drøfte alterna-
tive måter å spesifisere programvare på slik at en viss forutsigbarhet kan oppnås med tanke 
på sluttproduktet. I tillegg skal de grunnleggende verdiene og prinsippene for smidig pro-
gramvareutvikling ivaretas. Det stiplede område jeg har markert i figur 3.2 viser det områ-
det der jeg mener disse behovene er ivaretatt. Etter min mening vil utforming av kontrakter 
som kan benyttes av prosjekter som befinner seg innenfor det stiplede område, være et ver-




Figur 3.2: Sammenhengen mellom forutsigbarhet og fleksibilitet og utviklingsmetoder 
 
I den videre behandlingen av kontraktsregulering av smidig programvareutvikling bruker 
jeg Scrum som den foretrukne modellen for utviklingsprosessen. Dette er fordi den har ek-
sistert i bransjen en stund og fortløpende blitt forbedret. I tillegg er den som tidligere nevnt 
et rammeverk slik at den kan ivareta prosessen som helhet. Og dermed, etter min mening, 
egnet som utgangspunkt for kontraktsregulering. Etter denne gjennomgangen av kontrakts-
utforming generelt, og smidig programvareutvikling spesielt, vil de videre drøftelsene base-
re seg på følgende prinsipper når det gjelder utformingen: 
 
• balansere detaljregulering med kontraktens «brukervennlighet» 
• balansere ønskene om fleksibilitet og forutsigbarhet 
• manifestet for smidig programvareutvikling med tilhørende prinsipper 
• proaktiv juss som en tilnærming til økt verdiskapning  
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3.2.1 Den proaktive jussens tilnærming 
Ofte er utgangspunktet i kontraktsrettslige drøftelser et perspektiv ex post, se underkapittel 
1.5.2. Dette innebærer at problemstillinger som blir behandlet er knyttet til konflikter som 
allerede har oppstått, og at problemstillingene drøftes fra dommerens ståsted.142 I denne 
oppgaven er målsettingen at kontrakten skal kunne brukes som et viktig styringsverktøy 
som kan bidra til vellykket gjennomføring av smidig programvareutvikling. Kontraktsut-
formingen må derfor ta hensyn til både praktiske spørsmål og juridiske spørsmål for å kun-
ne ivareta mulighetene for gevinstrealisering. Dragsted påpeker at «[k]ontrakten er et 
kommercielt instrument med andre formål end blot en begrænsning av juridisk risiko.»143 
Kontrakten må på best mulig måte legge til rette for at partene sammen klarer å gjennomfø-
re prosjektet uten at regler om kontraktsbrudd og sanksjoner kommer til anvendelse. Like-
vel må kontrakten regulere partenes plikter og rettigheter når prosjektet går i en uønsket 
retning og konflikter oppstår. Jeg synes Knut Kaasen beskriver denne tosidigheten på en 
treffende måte: «En god kontraktsatmosfære uten rettslige holdepunkter når det røyner på, 
er risikable ting.»144 
 
Den proaktive jussens tilnærming til kontraktsutformingen er basert på et ex ante perspek-
tiv. For å vise hvordan jeg bruker proaktiv juss i utformingen trekker jeg frem en illustra-
sjon av Helena Haapio. Figur 3.3 viser hvordan søkelyset rettes fra kontrakten som et retts-
lig verktøy til et styringsverktøy. Den proaktive tilnærmingen innebærer ifølge Haapio en 
endret tankegang (New Mindset) og ny type kontraktsutforming (New Design).  
                                                
142 Jf. Haaskjold (2013) s. 93 (petit) 
143 Dragsted (2012) s. 13 
144 Se Kaasen (1994) s. 31 
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Figur 3.3: Kontraktsutforming basert på en proaktiv tilnærming. Se Haapio (2013) s. 68 
 
Haapios arbeid med utforming av kontrakter med en proaktiv tilnærming, tar utgangspunkt 
i at de tradisjonelle kontraktene ikke optimaliserer verdiskapning og øker faren for proble-
mer og konflikter. Dette gjelder spesielt i nyere tid hvor produkter og tjenester i markedet 
finnes i større varianter og er mer kompliserte enn det som var tilfellet da de tradisjonelle 
kontraktene ble utformet. I tillegg er det mer vanlig for aktørene i markedet å legge til rette 
for langsiktige relasjoner, fremfor engangstransaksjoner. Et godt eksempel på dette er nett-
opp programvareutvikling med smidige metoder, som tas i bruk fordi de tradisjonelle me-
todene ikke er tilfredsstillende. De tradisjonelle kontraktene har omfattende regulering av 
situasjoner hvor problemer og konflikter oppstår, og legger mindre vekt på hvordan partene 
skal oppnå verdiskapning.145 I følge Dragsted kan visse kontraktsmekanismer i praksis ska-
pe konflikter og hindre ønskede resultater.146 I tillegg har kontraktene en utpreget juridisk 
sjargong, og vilkårene kan være vanskelig å få taket på for alle interessenter i et prosjekt. 
Dette gjør det utfordrende å bruke kontrakten aktivt som et styringsverktøy.147 Også det 
såkalte lag-på-lag-prinsippet, se kapittel 3.2, er med på å gjøre kontraktene uoversiktlige.  
                                                
145 Jf. Haapio (2013) a. 46-47 
146 Jf. Dragsted (2012) s. 13 
147 Jf. Haapio (2013) s. 46 
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Når kontrakten skal brukes av alle interessentene i et prosjekt, er det også ulike behov knyt-
tet til hvordan kontrakten bør utformes. I lys av dette mener Haapio at tankegangen og ut-
formingen av kontrakter må endres, jf. figur 3.3. Hun legger spesielt vekt på samarbeidet 
mellom ulike profesjoner og interessenter når kontrakten skal utformes.148 Bare på denne 
måten kan interessentene ulike behov ivaretas. Den danske undersøkelsen til Dragsted og 
Klint underbygger dette ved at flere av respondentene ga tilbakemeldinger på «at når kon-
trakten er uforståelig eller ikke passer til den praktiske hverdag, bliver den uanvendelig i 
praksis.»149 
 
Helena Haapio omtaler kontraktene med endret tankesett og en ny type kontraktsutforming 
for «Next Generation Contracts», og lister opp følgende egenskaper for disse: « 
 
• be aligned and integrated with the business and its objectives 
• be functional: fit for purpose and work as managerial instruments 
• guide and enable the achievement of business and legal objectives 
• match their business users' expectations and perceptions 
• produce predictable business outcomes without negative surprises 
• help build and maintain good business deals and relationships 
• help balance risk with reward and minimize claims and disputes 
• guide interpretation and prevent unintended interpretation 
• ensure compliance with pre-existing commitments and applicable laws 
• be easy to use, understand and act upon, yet legally and financially sound 
• communicate their core content not only textually but also visually 
• meet the criteria of "good" contracts and good documents»150 
 
                                                
148 Se nærmere Haapio (2013) s. 52-56 
149 Jf. Dragsted (2013) s. 31 
150 Se Haapio (2013) s. 72 
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Det er en svært omfattende oppgave å utforme en komplett kontrakt for komplekse tilvirk-
ningsforhold. Som punktlisten over viser er det mange egenskaper og fasetter en Next Ge-
neration Contract skal ha. I denne oppgaven skal jeg langt fra forsøke å utforme en kom-
plett avtale for smidig programvareutvikling basert på proaktiv juss. Jeg vil bruke tilnær-
mingen for å komme et lite steg videre i arbeidet med utforming av kontrakter som øker 
sjansen for at prosjekter som benytter smidig programvareutvikling lykkes.  
3.3 Smidige standardkontrakter 
Før jeg går løs på drøftelsene av kontraktsutformingen av smidig programvareutvikling, er 
det nødvendig å se nærmere på noen av de få standardkontraktene som er utarbeidet for å 
støtte smidige metoder.  
3.3.1 SSA-S 
SSA-S, Statens Standardavtale – Smidigavtalen,151 «[…] gjelder leveranse av Programvare 
[…] utviklet ved bruk av en metode for Smidig programvareutvikling, som nærmere be-
skrevet i bilag 6», se pkt. 1.1. Avtalen definerer, i pkt. 17, smidig programvareutvikling 
som følger: 
 
«En samling programvareutviklingsmetoder basert på iterativ og inkrementell utvikling, 
hvor krav og løsninger utvikles gjennom samarbeid mellom selvstyrte team bestående av 
folk med forskjellige arbeidsfunksjoner ('crossfunctional')»  
 
Kontrakten legger altså opp til at det skal brukes en eller annen smidig utviklingsmetodikk 
som ikke er tatt inn i standardvilkårene, men som skal angis i bilaget. I bilaget er det ikke 
laget noe forslag til hvilken metode som skal benyttes og hvordan denne bør beskrives. Det 
blir da opp til partene å lage denne beskrivelsen selv. Men kontrakten tydeliggjør at gjen-
nomføringen er «basert på fleksibilitet i systemutviklingen og et tett samarbeid mellom 
Kunde og Leverandør for å realisere behovsbeskrivelsen», jf. 1.4, første avsnitt. Fleksibili-
teten klargjøres i andre avsnitt med at visse presiseringer og omprioriteringer ikke skal an-
                                                
151 Difi (2014)  
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ses som endringer som skal håndteres etter endringsprosedyrene i avtalens kapittel tre. Vi-
dere regulerer kontrakten at utviklingen skal skje med delleveranser, og at hver delleveran-
se skal bestå av en eller flere iterasjoner, jf. pkt. 2.1.1. Kontrakten kan brukes til både selve 
programvareutviklingen og til for eksempel opplæring, konvertering og rutineutvikling – 
såkalte Øvrige leveranselementer. Jeg går ikke nærmere inn på sistnevnte, men etter min 
mening er spørsmålet om slike leveranser heller bør reguleres i egen avtale. 
 
I et konkurransegrunnlag skal kunden blant annet utarbeide «behovsbeskrivelse og krav» i 
bilag 1. Dette er grunnlaget for leverandørens løsningsbeskrivelse i bilag 2. Det legges opp 
til et tosporet opplegg for behovsbeskrivelse og krav. Det ene sporet er at kunden beskriver 
«formålet og de funksjonelle behov programvaren skal oppfylle», jf. veiledning i bilag 1. 
Det andre sporet er såkalte ikke-funksjonelle krav, som typisk gjelder krav til «pålitelighet, 
effektivitet, brukbarhet, vedlikeholdbarhet eller portabilitet etc», jfr. avtalens pkt. 17. Hen-
sikten med dette tosporede opplegget er at de ikke-funksjonelle kravene skal være uttøm-
mende og endelige. Dette fremkommer i veiledningens pkt. 3.3.2. Øvrige krav (typisk 
funksjonelle) skal utarbeides av både kunde og leverandør etter kontraktsinngåelsen. Disse 
kravene skal være en detaljering av behovsbeskrivelse og krav i bilag 1. Det er ikke noe 
krav om at de funksjonelle kravene skal være uttømmende spesifisert før utviklingen tar til, 
slik det er krav om i PS2000 Standard og PS2000 Smidig. 
 
Etter mitt syn skaper det noen utfordringer å ha et tosporet system når det gjelder funksjo-
nelle og ikke-funksjonelle krav. Kontrakten legger til rette for smidig programvareutvikling 
med fleksibilitet og kundens involvering knyttet til hvert inkrement, men dette gjelder kun 
de funksjonelle kravene. Metoden for utviklingen av de ikke-funksjonelle kravene ligger 
nærmere en fossefallsmodell enn en smidig utviklingsmetode. Forskjellen ligger i at kon-
trakten pålegger delleveranser også for ikke-funksjonelle krav. For det første fører det to-
sporete systemet til at kontraktsvilkårene må anvendes ulikt på ulike deler av programvaren 
ved hver delleveranse. Dette skaper en uoversiktlighet som gjør det utfordrende å forholde 
seg til vilkårene. For det andre er det ofte ikke et klart skille mellom funksjonelle og ikke-
funksjonelle krav. Dessuten vil begge kravtypene påvirke hverandre og være avhengige av 
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hverandre. Da blir det utfordrende med en fleksibilitet for noen krav som likevel må for-
holde seg til statiske og endelige krav. Disse motsetningen er til en viss grad regulert i avta-
lens pkt. 2.3.1, andre avsnitt. Her pålegges leverandøren en rådgivnings- og opplysnings-
plikt overfor kunden når det gjelder håndtering av forholdet mellom ikke-funksjonelle og 
funksjonelle krav. Hvis kunden, til tross for leverandørens råd, ønsker utvikling av et funk-
sjonelt krav som hindrer oppfyllelse av ikke-funksjonelle krav, må dette håndteres som en 
endring etter avtalens kapittel tre. 
 
Når det gjelder prismodell tar SSA-S utgangspunkt at kunden betaler for medgåtte timer, 
regnet i en løpende teampris, jf. bilag 7 og avtalens veiledning kapittel 5.1. I tillegg er det 
lagt til rette for en bonusordning knyttet til omfang og kvalitet, tid og pris. Både bonusord-
ningen og andre vilkår i kontrakten som blant annet gjelder endringshåndtering, dagbøter 
og erstatning er relatert til begrepet Estimert Totalkost. Denne er definert som «[e]stimert 
totalpris for kontrakten. Tilsvarer kontraktspris i øvrige SSA-er», jf. avtalens pkt. 17. Selv 
om de funksjonelle kravene skal utarbeides etter kontraktsinngåelsen, forutsettes likevel at 
leverandøren har estimert en totalkostnad. Jeg har tidligere vært inne på utfordringene med 
å estimere programvare på grunn av kompleksiteten og usikkerheten. Spørsmålet blir da 
hvor reell denne estimering faktisk har vært. Er den ikke reell blir det utfordrende å forhol-
de seg til kontraktsvilkårene som bruker estimatet.  
 
Etter min mening er kontrakten relativt universell. Den skal kunne støtte ulike smidig ut-
viklingsmetoder, men også støtte utvikling av programvare (ikke-funksjonelle krav) basert 
på endelig og uttømmende kravspesifikasjon. Kunden er pålagt større ansvar i denne avta-
len enn i SSA-U, fordi kunden skal medvirke til gjennomføringen i henhold til den utvik-
lingsmetoden som blir spesifisert i bilag 6, jf. avtalens pkt. 6.1. Når det gjelder leverandø-
rens ansvar for ytelsen har pkt. 5.1, første avsnitt følgende tekst: 
 
«Leverandøren har ansvar for at leveransen dekker behovs- og løsningsbeskrivelsen i bi-
lag 1 og 2 med eventuelle endringer i bilag 9, likevel slik at detaljspesifikasjonen og god-
kjenningskriteriene skal utgjøre den endelige spesifiseringen av hva som skal leveres for 
de områdene den dekker.» 
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Leverandøren har her et resultatansvar for at programvaren dekker det som er spesifisert i 
bilag 1 og 2. Hva dette innebærer må avgjøres i den konkrete avtalen, men jo mer detaljert 
og tydelig spesifikasjonen er jo tydeligere fremstår ansvaret som en resultatforpliktelse. De 
ikke-funksjonelle kravene vil som nevnt være uttømmende spesifisert. Siste delen av set-
ningen synes å være en prioritetsregel slik at detaljspesifiseringen som kunden og leveran-
døren samarbeider om gjelder foran det som er spesifisert i bilag 1 og 2. Leverandørens 
resultatansvar dekker også disse spesifikasjonene. Denne bestemmelsen må tolkes i lys av 
hvilken utviklingsmetode som spesifiseres i bilag 6, og hvordan denne metoden beskriver 
arbeidsdelingen og ansvaret mellom kunden og leverandøren.  
3.3.2 PS2000 SOL 
PS2000 SOL er DNDs kontraktsstandard for oppdragsbasert smidig leveranse. Avtalen er 
utarbeidet for prosjekter som benytter smidig utviklingsmetode, uten en uttømmende krav-
spesifikasjon før utviklingen starter. Dette i motsetning til for eksempel PS2000 Smidig, 
som forutsetter at det er utarbeidet en slik kravspesifikasjon før oppstart av iterasjonene, se 
avsnitt 2.5.1.1. Avtalen forutsetter at partene avtaler en bistandsavtale og en eller flere opp-
dragsavtaler som gjelder parallelt, pkt. 1.5. Det avtales en samlet kapasitet på ressurser som 
leverandøren skal stille til disposisjon, og kunden er forpliktet til å benytte, jf. pkt. 1.4. Bi-
standsavtalen skal dekke alt arbeid leverandøren gjør som «[…] ikke er direkte knyttet til 
utviklingen av selve Programvaren», jf. pkt. 1.5.1. Dette er arbeid hvor leverandøren bistår 
kunden med blant annet utarbeidelse av behovsanalyser og løsningsbeskrivelser. Behovs-
analysen består av epos og brukerhistorier,152 som danner grunnlaget for produktkøen. 
Begge parter utarbeider en løsningsbeskrivelse, som er en detaljspesifisering med estima-
ter, jf. pkt. 5.3. 
 
Partene inngår en eller flere oppdragsavtaler, og hver oppdragsavtale skal dekke selve pro-
gramvareutviklingen («Konstruksjon»), jf. pkt. 5.4. Konstruksjonen dekker en eller flere 
                                                
152 Se avsnitt 2.4.1.1 om epost og brukerhistorier. 
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iterasjoner, jf. pkt. 5.5. En eller flere iterasjon er en «Leveranse», som kunden skal verifise-
re ved en godkjenningsprøve, jf. pkt. 5.6. Vederlaget skal for bistandsavtalen i utgangs-
punktet være basert på løpende timer. For oppdragsavtalen er utgangspunktet løpende timer 
eller målpris, jf. pkt. 6.1.  
 
Hvis det er avtalt at leverandøren har «[…] ansvaret for overordnet ledelse og styring av 
Løsningsbeskrivelsen […]», er det kontraktsbrudd hvis løsningsbeskrivelsen er forsinket 
eller er mangelfull, jf. pkt. 10.1.1. Dette fører til at kunden ikke er forpliktet til å utnytte 
avtalt kapasitet, samt at kunden kan kreve erstatning hvis det forsinker oppstart av 
konstruksjonen. Videre er en leveranse forsinket hvis den ikke oppfyller godkjenningskrite-
rier under godkjenningsprøven. Dette utløser dagbøter, jf. pkt. 10.1.2. Det foreligger også 
kontraktsbrudd hvis faktisk timeforbruk overstiger estimatet med det dobbelte, jf. 10.1.3. 
Ellers er kundens medvirkningsplikt tydeliggjort i pkt. 10.2.2. 
3.3.3 Utenlandske 
I dette underkapittelet forklarer jeg kort om to utenlandske standardkontrakter som er inter-
essante med tanke på smidig programvareutvikling. Den første er den nye danske K03 som 
er beregnet for prosjekter med smidige utviklingsmetoder.153 Den andre, som kalles Flex-
ible Contracts, er basert på et initiativ fra Benefield og Atkinson.154 
 
K03 
Den danske standardavtalen K03 er utgitt av Digitaliseringsstyrelsen i samarbeid med 
Kammeradvokaten. It-bransjen har deltatt i arbeidsgrupper. Kontrakten er beregnet på pro-
sjekter som benytter smidige utviklingsmetoder, men den legger opp til at tid og pris ligger 
fast. Fleksibiliteten er knyttet til hva som skal ytes.155 Beskrivelsen av ytelsen skal ved kon-
traktsinngåelsen være spesifisert i form av overordnede krav, som tar utgangspunkt i kun-
                                                
153 Se Digitaliseringsstyrelsen (2012)  
154 Se Benefield (2013)  
155 Jf. Holsøe (2013) s. 32 
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dens behov, jf. bilag 3. Kundens behov er omtalt som «Forretningsmæssige Mål og Be-
hov», jfr. pkt. 1. Det forutsettes i bilag 3a.i at kunden har gjennomført en forhåndsanalyse 
og utarbeidet et såkalt business case. Detaljeringen av kravene skjer fortløpende i forbin-
delse med hver iterasjon. Kontrakten skiller mellom absolutte krav og øvrige krav. Leve-
randøren har en resultatforpliktelse til de absolutte kravene og en innsatsforpliktelse for de 
øvrige kravene, jf. pkt. 3.2.2, tredje avsnitt. Ellers regulerer kontrakten det tette samarbei-
det mellom partene, blant annet med en eksplisitt lojalitetsforpliktelse i pkt. 8.1.  
 
Jeg er usikker på hvor hensiktsmessig det er å skille mellom absolutte og øvrige krav. Fa-
ren er at kunden spesifiserer mange, og kanskje detaljerte, absolutte krav. Dette vil medføre 
at kontrakten får mer preg av en fastpriskontrakt, med fast tid og uttømmende kravspesifi-
kasjon. Likevel legger kontrakten opp til et tett samarbeid og har prosedyrer for endrings-
håndtering. Det som er interessant er at kontrakten vektlegger kundens forretningsmessige 
mål og behov, som skal være styrende for gjennomføringen. 
 
Flexible Contracts 
Flexible Contracts skal fungere som et kontraktsrammeverk, hvor mange vilkår må tilpas-
ses det enkelte prosjekt. Det som imidlertid skiller kontrakten fra tradisjonelle kontrakter er 
bruken av de såkalte «statements of target outcomes» (SOTO). Det forutsettes av utvikling-
en gjennomføres med en iterativ utviklingsmetode. Hver delleveranse skal måles på i hvil-
ken grad man har nådd de enkelte målbare målene («target outcomes»). Disse målene tar 
utgangspunkt i kundens behov og ønske om gevinstrealisering. Vilkår knyttet til betaling, 
levering og kvalitet avtales særskilt for hver SOTO. Partene kan si opp avtalen etter hver 
SOTO. Selv om kontrakten er noe overordnet, er tankegangen med spesifikasjon av målba-
re mål interessant. Prosjektgjennomføringen styres med utgangspunktet i disse målene, 
mens leverandøren har frihet til å velge hva som skal utvikles slik at målene kan realiseres. 
Konseptet i denne kontrakten likner, etter min mening, på tankegangen bak PS2000 SOL.  
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3.4 Utforming av en smidig kontrakt 
I en plandreven metode, som fossefallsmodellen, med uttømmende og endelig kravspesifi-
kasjon, er det kravene som er styrende for gjennomføringen i alle fasene.156 Dette endelige 
definerte omfanget danner sammen med fast pris og fastsatt leveringstid, låste rammer for 
prosjektgjennomføringen. De er dessuten grunnleggende vilkår i de tradisjonelle kontrakte-
ne. I tillegg utgjør disse rammene suksesskriteriene for om prosjektet blir vurdert som vel-
lykket eller ikke.157 I underkapittel 1.4.3 presenterte jeg et utvidet syn på suksesskriterier 
for prosjekter generelt og for it-prosjekter spesielt. De grunnleggende prinsippene som lig-
ger bak smidig programvareutvikling er utformet blant annet med tanke på at utviklingsme-
toden skal øke sjansen for at prosjektene lykkes. Derfor må kontraktsutformingen for disse 
prosjektene også ta hensyn til det utvidede synet på suksesskriterier. 
 
I tillegg til suksesskriteriene har jeg trukket frem en rekke forhold som jeg mener det må 
tas hensyn til når smidige kontrakter skal utformes. I figur 3.4 illustrerer jeg dette. Til 
venstre i figuren har jeg listet opp disse forholdene, og til høyre illustrerer jeg at suksess-
kriteriene også må trekkes inn i utformingen. I tillegg brukes suksesskriteriene til å vurdere 
prosjektets vellykkethet både underveis og i etterkant av prosjektet. 
 
                                                
156 Jf. Langemark (2009) s. 6 
157 Se definisjon av å lykkes i underkapittel 1.4.3. 
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Figur 3.4: Premisser for utforming av smidige kontrakter 
 
Utgangspunktet ved bruk av smidige utviklingsmetoder er at løsningen som skal lages ikke 
kan og skal spesifiseres endelig og uttømmende ved kontraktsinngåelsen. Da blir spørsmå-
let: Hvordan skal kontraktsgjenstanden spesifiseres med tanke på risikofordeling og et vel-
lykket resultat? Svaret på dette ligger i oppgavens problemstilling, som handler om alterna-
tive måter å spesifisere kontraktsgjenstanden på. Min tilnærming er at spesifikasjonen må 
baseres på et sett av suksesskriterier som er unikt for hvert enkelte prosjekt, og som er tett 
knyttet til gevinstrealisering.  
3.4.1 Gevinstrealisering 
Hvilke suksesskriterier som ligger til grunn for hvert enkelte prosjekt vil variere fordi det 
ligger i prosjektets natur at alle prosjekt er unike. Erkjennelsen av at prosjektene ikke kun 
kan måles på omfang, tid og kostnad, har resultert i en rekke metoder, teori, retningslinjer 
og veiledere.158 De handler om hvordan man skal definere suksesskriterier for et prosjekt, 
                                                
158 Se for eksempel veilederen fra Senter for statlig økonomistyring (2010)  
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samt hvordan disse kriteriene skal brukes som et styringsverktøy både før et prosjekt starter 
opp og underveis i prosjektgjennomføringen. Disse fremgangsmåtene handler om gevinst-
realisering. Gevinstrealisering har tre trinn: planlegge gevinstrealisering, gjennomføre pro-
sjektet med fokus på gevinstene og til slutt følge opp med realisering av gevinstene.159 
 
Et prosjekt gjennomføres aldri for prosjektets skyld, men for å oppnå en endring fra situa-
sjonen før prosjektet ble igangsatt. I tillegg skal endringene gi gevinster i en eller annen 
form. Gevinstrealisering gjør at prosjektene endres fra å ha et leveranseperspektiv til å ha et 
verdi- og nytteperspektiv. Smidig programvareutvikling skal bidra til dette perspektivet, og 
det kommer tydelig frem i manifestets første prinsippet: 
 
«Vår høyeste prioritet er å tilfredsstille kunden gjennom tidlige og kontinuerlige leveran-
ser av programvare som har verdi»160 
 
I tillegg til at smidig programvareutvikling har et prinsipp om å levere programvare som 
har verdi, er det også slik at verdien og nytten skal kunne leveres fortløpende ved «tidlige 
og kontinuerlige leveranser». Dette gjør at det er mulig å måle og ta ut gevinster også før 
prosjektet avsluttes, i motsetning til ved plandreven utvikling. I tillegg kan prosjektet juste-
re utviklingen basert på erfaringene med gevinstrealiseringen underveis. Prosjektet for pen-
sjonsreformen i Statens pensjonskasse (PERFORM) benyttet en iterativ utviklingsmetode 
basert på en PS2000-kontrakt. Næss og Frøyland har pekt på at delleveransene underveis i 
prosjektet ble målt på gevinstrealisering, og justeringer basert på målingene kunne legges 
inn i neste delleveranse.161 Dette viser viktigheten av at kontrakten bør inneholde styrings-
informasjon med tanke på gevinstrealisering. 
 
                                                
159 Jf. Karlsen (2013) s. 495 
160 Se vedlegg 5.1 
161 Se nærmere Næss (2012) s. 129 
 75 
De fleste prosjekter blir satt i gang på bakgrunn av ønske om endringer og forventninger til 
gevinster. Men det er ikke uvanlig at de forventede gevinstene uteblir, og det kan være 
mange årsaker til det. Karlsen162 lister opp ulike årsaker som:  
 
• fravær av fokus på gevinster i prosjektgjennomføringen 
• prosjektmedlemmer har ikke et felles bilde av gevinstmulighetene 
• mangel på kommunikasjon og planlegging gjør at ikke alle styrer mot de samme 
målene og har den samme oppfatningen av hvorfor prosjektet gjennomføres. 
 
Det er mange faktorer som er viktige for å lykkes med gevinstrealisering, men jeg vil trek-
ke frem to:163  
 
• klare for mål for gevinster, og målene skal beskrive de effekter man ønsker å 
oppnå og forklarer dermed hvorfor prosjektet gjennomføres – dette er effektmål. 
• utarbeidelse av en gevinstrealiseringsplan før prosjektet settes i gang. 
 
Disse faktorene henger nøye sammen med årsaken til at de forventede gevinstene uteblir. 
Derfor blir det, etter min mening, viktig å se nærmere på reguleringen av disse to forholde-
ne i en kontrakt. Jeg vil nå gå nærmere inn på gevinstrealiseringsplanen og effektmål.  
3.4.1.1 Gevinstrealiseringsplanen 
Før en gevinstrealiseringsplan utarbeides må det gjøres et arbeid internt i kundens organi-
sasjon. Arbeidet består av blant annet å analysere og kartlegge hvorfor et prosjekt skal 
gjennomføres, hva hensikten er, hvem som blir berørt og hvilke gevinster som kan oppnås. 
Dette saksgrunnlaget for en gevinstrealiseringsplan kalles ofte et business case. I et offent-
lig prosjekt starter gjerne prosessen med en samfunnsøkonomisk analyse.164 En viktig del 
                                                
162 Se Karlsen (2013) s. 495 
163 ibid. s. 496-497 
164 Jf. Senter for statlig økonomistyring (2010) s. 20 
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av forhåndsanalysen er å kartlegge hvilke personer og grupper som blir berørt, og som er 
viktige for å gjennomføre endringene og realisere gevinstene.165 Gevinstrealiseringsplanen 
utarbeides på bakgrunn av forhåndsanalysen, og skal vise sammenhengen mellom tiltak og 
gevinster, i tillegg til hvilke målsettinger gevinstene understøtter. Videre sier den noe om 
hvordan gevinstene skal måles. Gevinstene med tilhørende måleindikatorer vil være en del 
av prosjektets suksesskriterier. Gevinstrealiseringsplanen brukes aktivt både underveis i 
prosjektgjennomføringen og etter at prosjektet avsluttes. Planen er dynamisk og nye ge-
vinstmuligheter, som oppdages underveis i prosjektgjennomføringen, kan tas inn i planen. 
Som nevnt finnes det flere metoder for gevinstrealisering, og beskrivelsen over er basert på 
den britiske Benefits Management Modell (BMM), som har vært til inspirasjon for de nors-
ke modellene og veilederne.166 
 
Gevinstrealiseringsplanen er også et viktig grunnlag for et prosjektmandat.167 Prosjektman-
datet er dokumentet som definerer et prosjekt, og er en avtale mellom toppledel-
se/linjeledelse og prosjektleder.168 Dokumentet inneholder blant annet elementer som: 
 
• Bakgrunnen for prosjektet 
• Prosjektets ulike mål (effekt, resultat) 
• Rammebetingelser (interne og eksterne) 
• Rolle og ansvar 
• Omfang, tidsplan og budsjett 
 
Hvis prosjektet skal gjennomføres med en ekstern leverandør, blir elementer fra prosjekt-
mandatet gjenspeilet i kontrakten mellom kunden og leverandøren. Roller og ansvar blir 
kontraktsfestet, kanskje sammen med ulike rammebetingelser som er relevante for leveran-
                                                
165 Jr. Hellang (2012) s. 53 
166 ibid. s. 51 
167 Se Karlsen (2013) s. 96-97 
168 ibid. s. 84 
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døren. Hvis prosjektet skal gjennomføres med en plandreven metode er, som tidligere 
nevnt, elementer som omfang, tidsplan og budsjett sentrale.  
 
Uansett om et prosjekt skal gjennomføres med en plandreven eller smidig utviklingsmeto-
de, er det hensiktsmessig å ta inn elementer fra gevinstrealiseringsplanen i kontrakten. Iføl-
ge Dragsted er kontraktens formål å «understøtte realisering af Kundens business case og 
de gevinster, der er identificeret i den grundlæggende gevinstrealiseringsplan.»169 I en un-
dersøkelse kommer det frem at respondentene til en viss grad bruker metoder for å utarbei-
de gevinstrealiseringsplaner, men at planen i liten grad benyttes i kontraktsutformingen.170 I 
Norge avdekker lignende undersøkelser at halvparten av respondentene i privat sektor ikke 
benytter gevinstrealisering,171 mens for offentlig sektor er tallet 65 prosent.172 I de samme 
undersøkelsene kommer det imidlertid frem at respondentene i stor grad vil ta i bruk ge-
vinstrealisering for sine prosjekter i løpet av de neste tre årene. Dette understreker viktighe-
ten av gevinstrealiseringsplaner og at disse også må få plass i kontraktene. I den danske 
standardkontrakten K03 kommer viktigheten av en plan for gevinstrealisering frem i bilag 
3a.i. I kontrakten forutsettes det at kunden har utarbeidet et business case, som skal ligge til 
grunn for spesifikasjonen av kundens «Forretningsmæssige Mål og Behov». 
3.4.2 Effektmål 
En sentral del av gevinstrealiseringsplanen er effektmålene. Effektmål kan likestilles med 
formål. På engelsk brukes ofte betegnelsen «objective». Formål blir mindre brukt som be-
tegnelse på disse målene når det handler om gevinstrealiseringen. En årsak kan være at 
ordet effekt tydeliggjør at måloppnåelse skal ha en effekt, og videre at denne effekten skal 
være målbar. Ordet formål blir nok brukt i flere sammenhenger og med mer generelle be-
tydninger. Eksempler på dette i et it-prosjekt kan være at: 
 
                                                
169 Jf. Dragsted (2012) s. 15 
170 Se Dragsted (2013) s. 38 
171 Rambøll Management Consulting AS (2013b) s. 64 
172 Rambøll Management Consulting AS (2013a) s.71 
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• løsningen som skal utvikles skal være enklere å bruke enn eksisterende system. 
• løsningen skal være brukervennlig og effektiv å bruke 
• løsningen skal sikre demokratiske rettigheter 
 
Slike formålsbeskrivelser bærer mer preg av ambisjoner, og er lite egnet til å styre pro-
gramvareutviklingen.173 Likevel er det ikke uvanlig å ta inn formålsbeskrivelser i kontrak-
ter, og angivelsen av anskaffelsens formål kan ha betydning for en mangelsvurdering.174 
Dette gjelder spesielt for plandreven utvikling hvor kontrakten inneholder en uttømmende 
og endelig spesifikasjon. Da kan ikke leverandøren levere funksjonalitet som åpenbart ikke 
er i tråd med anskaffelsens formål.175 På en annen side kan formålsbeskrivelser som ikke er 
dekkende for kundens behov, være en ulempe for kunden i en konfliktsituasjon.176 Selv om 
kontrakten inneholder mer eller mindre tydelige formålsbeskrivelser, kan det være vanske-
lig å se sammenhengen mellom en gevinstrealiseringsplan og innholdet i en kontrakt.177 
Sammenhengen mellom kontraktens formålsbeskrivelser og prosjektets leveranser vil kun 
komme til syne i en konfliktsituasjon, og ved en eventuell mangelsvurdering. De forholde-
ne jeg har trukket frem her viser viktigheten av å ha klare og tydelige, og helst målbare, 
formålsbeskrivelser i kontrakten. I den videre fremstillingen bruker jeg derfor betegnelsen 
effektmål. Eksempler på effektmål kan være: 
 
• Gjennomsnittlig saksbehandlingstid skal reduseres med 30 prosent. 
• Antall henvendelser pr. telefon til brukerstøtten skal reduseres med 50 prosent. 
• Nettbutikkens salg skal øke med 20 prosent. 
• Redusere leveringstiden på bestillinger med 2 dager. 
• Redusere bedriftens rentetap på utestående fordringer med 20 prosent. 
                                                
173 Jf. Ottersten (2004) s. 23 
174 Jf. Haaskjold (2013) s. 487-489 
175 Jf. Torvund (1997) s. 74 
176 l.c. 
177 Jf. Dragsted (2012) s. 15 
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Disse effektmålene er konkrete og målbare, men de er likevel overordnede slik at det finnes 
flere muligheter med tanke på måloppnåelse. I vurderingen av hvilke muligheter som skal 
utnyttes, må en ta innover seg at effekten av en valgt løsning alltid vil oppstå på individni-
vå.178 Individene kan være brukerne av løsningen eller de som skal drifte, forvalte og vide-
reutvikle løsningen. Derfor er kartleggingen av interessentene i forbindelse med utarbeidel-
se av gevinstrealiseringsplanen svært viktig. Ottersten og Balic omtaler interessentens for-
hold til løsningen som en sammenheng mellom anvendelsesgrad, løsningens kvalitet og 
nytte/effekt.179 For eksempel kan en investering i et nytt system være beregnet til å gi en 
årlig gevinst på 10 millioner kr per år. Ulike utfall av denne investeringen kan tenkes. Hvis 
systemet blir utviklet med høy kvalitet (0,9), men at brukerne av ulike årsaker ikke anven-
der systemet i så stor grad som planlagt (0,2), blir nytten av investeringen 0,18 x 10 millio-
ner kr. Et annet senario er at prosjektet ikke blir utviklet med planlagt kvalitet (0,6), men 
fordi man har god oversikt over hvilke behov som er viktigst, blir anvendelsesgraden høye-
re en forventet (1,2) og nytten av investeringen kan beregnes til 0,72 x 10 millioner kr. Jeg 
synes dette gir et godt bilde på sammenhengen mellom suksesskriteriene som er knyttet til 
prosjektgjennomføringen (tid, kost, omfang/kvalitet) og prosjektresultatet (kvalitet) og de 
øvrige kriteriene som gjelder effekt og nytte.180 Denne sammenhengen understreker også 
betydningen av å ha tydelige og målbare effektmål, som er styrende for prosjektgjennomfø-
ringen, og følgelig et viktig element i kontrakten.  
3.5 Spesifikasjon av kontraktsgjenstanden 
3.5.1 Innledning 
Som tidligere drøftet er det svært vanskelig å utarbeide stabile, uttømmende og endelige 
kravspesifikasjoner, som skal ligge til grunn for prosjektets programvareutvikling. Likevel 
hevdes det at det er konfliktforebyggende med kontrakter som inneholder fullstendige 
                                                
178 Jf. Ottersten (2004) s. 35. 
179 Se nærmere Ottersten (2004) s. 36-37 
180 Se underkapittel 1.4.3
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kravspesifikasjoner.181 Som vi har sett ligger det i programvareutviklingens natur at end-
ringsbehovene er store. Forsøk på å utarbeide en fullstendig kravspesifikasjon ender som 
oftest med betydelig endringshåndtering i henhold til formaliserte prosedyrer med preklu-
sive frister. Endringshåndteringen kan også føre til et økt konfliktnivå – spesielt hvis de 
endringsprosedyrene ikke følges som beskrevet i kontrakten. 
 
Uansett hva som skal tilvirkes eller hvordan dette skal gjøres må kontrakten inneholde en 
eller annen form for beskrivelse av ytelsen som skal presteres. Hvis ikke det foreligger en 
slik beskrivelse kan det hevdes at en bindende avtale faktisk ikke er inngått.182 Andre punk-
ter i kontrakten kan stort sett utfylles av bakgrunnsretten. Selv om leverandøren kun skal 
levere ressurser til et utviklingsprosjekt må kontrakten inneholde en minimumsbeskrivelse 
av for eksempel hvor mange konsulenter, tilgjengelighet og kompetanse. Som jeg har vist 
tidligere i figur 1.1 finnes det kontrakter som ligger i spenningsforholdet mellom de tradi-
sjonelle kontraktene, som baseres på et resultatansvar for leverandøren, og de kontraktene 
hvor kunden tar risikoen for det som skal tilvirkes og leverandøren har en innsatsforpliktel-
se.  
 
Jeg vil nå foreslå en alternativ måte å spesifisere kontraktsgjenstanden på. Hensikten er at 
både kunden og leverandøren får en viss forutsigbarhet om hva som skal lages, samtidig 
som spesifikasjonen gir partene høy grad av fleksibilitet.  
3.5.2 Kontraktsregulering av effektmål 
Et prosjekt bør gjennomføres slik at resultatene er egnet til å realisere planlagte gevinster, 
og effektmålene er en viktig del av gevinstrealiseringsplanen. Kontrakten blir derfor et sen-
tralt styringsverktøy for at prosjektresultatene faktisk gir verdi for kunden. I følge Dragsted 
er det ikke alltid en tydelig sammenhengen mellom kontraktens regulering og ønskede ge-
                                                
181 Jf. Føyen (2006) s. 238 
182 Jf. Torvund (1997) s. 64 
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vinster.183 Det nærmeste man kommer er etter min mening angivelse av anskaffelsens for-
mål i kontraktene, men som vi har sett er ikke disse formålene alltid egnet til å være sty-
rende for prosjektresultatet. I tillegg hevdes det at leverandører i forhandlinger ønsker slike 
formålsangivelser ut av kontrakten.184 Ved inngåelsen av en kontrakt med fastlagt pris og 
tid, samt uttømmende kravspesifikasjon, er det forståelig at formålsangivelser kan føre til 
en ekstra risiko for leverandørene. På en annen side kan gjennomtenkte, tydelige og klare 
formålsbeskrivelser være en hjelp for leverandøren i utviklingsarbeidet med tanke på ut-
formingen av løsningens funksjoner. Dessuten kan formålsbeskrivelser øke kundens forut-
sigbarhet med tanke på prosjektresultatets egnethet for realisering av ønskede gevinster. 
Dragsted tar til orde for kontraktsregulering av en såkalt mapping mellom effektmål i ge-
vinstrealiseringsplanen og kravspesifikasjonen.185 En slik mapping innebærer at kravene til 
det som skal utvikles har en kobling til gevinster i gevinstrealiseringsplanen. Dette stiller 
store krav til både kundens og leverandørens arbeid med kravspesifikasjonen. Mappingen 
øker også informasjonsnivået i kravspesifikasjonen, og gjør at prioriteringen underveis i 
gjennomføringen kan baseres på nødvendigheten av kravet med tanke på gevinstrealisering. 
En slik regulering er ikke knyttet spesielt til smidige kontrakter.  
 
Viktigheten av at prosjektresultatene skal ha verdi for kunden er, som vi har sett, et av prin-
sippene bak smidig programvareutvikling. For å få til dette må det ligge til grunn en slags 
«kobling» mellom effektmålene og det som skal utvikles. De smidige utviklingsmetodene 
er ikke klare på hvordan denne koblingen skal foretas. Hvordan vet vi hva som er «[..] pro-
gramvare som har verdi»186? Ved smidig programvareutvikling forutsettes det også at det 
gjøres et arbeid før utviklingen kan starte, slik at man vet hvilke gevinster som ønskes. 
Bruk av epos og brukerhistorier187 gir en viss hjelp med å definere verdi, men metoden har 
                                                
183 Se Dragsted (2012) s. 15 
184 Jf. Føyen (2006) s. 261 
185 Se nærmere Dragsted (2012) s. 15 
186 Se vedlegg 5.1 
187 Se nærmere i avsnitt 2.4.1.1 
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ikke noe klar kobling mellom det som angis i brukerhistoriene og gevinstrealisering. Stan-
dardkontrakten PS2000 SOL legger vekt på bruk av epos og brukerhistorier som utgangs-
punkt for utviklingen. Standardens veiledning understreker viktigheten av at epos og bru-
kerhistorier er forankret i effekt- og resultatmål, og at disse overordnede behovsbeskrivel-
sene bør foreligge ved kontraktsinngåelsen.188 
 
De smidige utviklingsmetodenes mangel på kobling mellom hva som skal tilvirkes og ge-
vinstrealiseringsplanen, spesielt ved utvikling av større løsninger, er kritisert av flere eks-
perter. Ambler og Lines mener at prinsippene bak smidig programvareutvikling bør juste-
res i prosjekter hvor det utvikles større forretningssystemer.189 Justeringene gjør at fokus 
endres, slik at det er løsninger som skal utvikles og ikke bare programvare. Videre mener 
de at det må samarbeides med interessenter, og ikke bare kunden. Definisjon av hva en 
kunde er kan være noe uklart, og ved å trekke inn interessentene bygger de på viktigheten 
av at gevinstene og nytten oppstår hos målgruppene, jf. drøftelsen i underkapittel 3.4.2. En 
annen viktig justering er prinsippet om «fungerende programvare er det primære målet på 
fremdrift» som de endrer til (min oversettelse): 
 
«Målbare gevinster er det primære målet på fremdrift»190 
 
Når det gjelder kritikken av de smidige prinsippene, vil jeg også trekke frem Tom Gilb. 
Som tidligere nevnt utviklet han allerede i 1979 en iterativ og evolusjonær utviklingsmeto-
de.191 I denne metoden er måling av gevinstoppnåelse essensielt, og han har siden den tid 
utviklet metoder for dette. Metoden vektlegger viktigheten av å ta hensyn til interessentene, 
og samtidig utarbeide målbare suksesskriterier.192 Når det gjelder kritikken av prinsippene 
for smidig programvareutvikling trekker også han frem at begrepet «kunde» blir for enkelt, 
                                                
188 Jf. Den Norske Dataforening (2013b) s. 5 
189 Se Ambler (2012) s. 27 flg. 
190 ibid. s. 31 
191 Jf. kapittel 2.4 
192 Se nærmere Gilb (2005) s. 38-40 
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og at det er nødvendig å «[…] identify and deal with the top few dozen critical stakeholders 
of your system.»193 I samme artikkel legger han vekt på at de smidige prinsippenes bruk av 
verdi må konkretiseres og ta utgangspunkt i gevinstrealisering, samt at gevinstene og nytten 
for interessentene må være målbare. 
 
Mitt utgangspunkt etter dette er at en kravspesifikasjon som beskriver funksjonelle og ikke-
funksjonelle krav ikke kan ligge til grunn ved kontraktsinngåelse når smidig programvare-
utvikling skal benyttes. Slike kravspesifikasjoner vil ikke harmonere med prinsippene for 
smidige utviklingsmetoder, og hindre nødvendig fleksibilitet i prosjektgjennomføringen. 
Drøftelsene knyttet til effektmål viser at det er nødvendig at disse er tatt inn i kontrakten på 
ved kontraktsinngåelsen. Effektmålene må imidlertid være konkrete, målbare og ha en ty-
delig relasjon til interessentene.  
 
Det finnes flere metoder for å utarbeide og presentere effektmål. I Tom Gilbs evolusjonære 
utviklingsmetode er utarbeidelse av effektmål en vesentlig del av metoden.194 Det ligger 
utenfor rammene av denne oppgaven å gå nærmere inn Gilbs metode. Gojko Adzic har 
utarbeidet en forenklet metode han kaller impact mapping.195 Denne metoden bygger blant 
annet på Gilbs metode. Jeg har imidlertid valgt å ta utgangspunkt i metoden til Ingrid Ot-
tersten og Mijo Balic, som de kaller effektstyring av IT.196 Jeg har valgt denne metoden 
fordi den etter min mening er best egnet til å illustrere hvordan effektmålene kan ligge til 
grunn i kontrakten som spesifikasjon av kontraktsgjenstanden, og styringen av prosjekt-
gjennomføringen. Metodens tilnærming passer også godt sammen med en gevinstrealise-
ringsplan og bruk av epos og brukerhistorier. Kjernen i metoden er utarbeidelse av et visu-
elt effektkart, som også kan presenteres i skriftlig form. I tillegg er det mulig å bygge videre 
                                                
193 Jf. Gilb (2010) s. 15 
194 Se nærmere Gilb (2005)  
195 Se Adzic (2012)  
196 Se Ottersten (2004)  
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på effektkartet med elementer fra Gilbs metoder, avhengig av behovet i den konkrete kon-
trakten. Definisjonen av et effektkart er som følger: 
 
«Effektkarta är en metod för att skapa en beskrivning av de önskade effekterna som direkt 
går att använda för design av IT-produkten och för effektstyrning av IT-projektet.»197 
3.5.3 Effektkart som ytelsesbeskrivelse 
Et effektkart kan sees på som en kravspesifikasjon av hvilke elementer som påvirker de 
ønskede effektene. Effektmålene hentes fra gevinstrealiseringsplanen sammen med mål-
gruppene (interessentene). Hvis det er et saksbehandlingssystem som skal utvikles kan for 
eksempel et effektmål være: Gjennomsnittlig saksbehandlingstid skal reduseres med 30 
prosent. For å få til dette analyseres hvilke målgrupper/interessenter som kan påvirke dette 
målet, og målgruppene knyttes til effektmålet. For hver målgruppe utarbeides det bruksmål 
som sier noe om hvilke behov og forventninger målgruppene har. Et bruksmål kan være 
knyttet til flere målgrupper. I dette eksemplet kan en saksbehandler være en målgruppe, og 
et bruksmål kan være at saksbehandlere vil ha færre ufullstendige søknader.  
 
Neste trinn i effektkartet er å definere ulike tiltak knyttet til hvert bruksmål. Tiltakene sier 
noe om hvordan bruksmålene kan nås. Et tiltak kan være en endring i organisasjonen, end-
ringer i manuelle rutiner, og det kan være utformingen av et saksbehandlingssystem. Et 
tiltak kan inneholde flere mindre tiltak.  
 
I effektkartet skal det også legges inn målepunkter. I mitt eksempel inneholder effektmålet 
allerede et målepunkt: at saksbehandlingstiden skal reduseres med 30 prosent. Utover dette 
bør det også legges inn målepunkter på bruksmål og tiltak. Målepunkter kan være både 
estimert tid eller kostnad for et tiltak. I figur 3.5 har jeg illustrert konseptet effektkart, ba-
sert på Otterstens og Balics modell. 
 
                                                
197 Se Ottersten (2004) s. 46 
 85 
 
Figur 3.5: Effektkart som en spesifikasjon av ønskede effekter. (Oversatt fra Ottersten (2004) s. 48) 
 
I et prosjekt med smidig programvareutvikling mener jeg effektkartet må justeres og utvi-
des slik at det gir nødvendig forutsigbarhet med tanke på hva leverandøren skal levere. For 
det første vil det være hensiktsmessig å benytte begreper knyttet til brukerhistorier, se av-
snitt 2.4.1.1. For det andre er det nødvendig å fremheve målepunktene – både for måling av 
effekt og verdi, men også når det gjelder tids- og kostnadsestimater. På denne måten kan 
måleparameterne ligge til grunn for prioritering og styring underveis i prosjektgjennomfø-
ringen. 
 
Når effektkartet skal spesifisere kontraktsgjenstanden, må det inneholde alle effektmålene 
fra gevinstrealiseringsplanen, slik at alle interessenter har et felles målbilde. Det er ikke 
nødvendigvis slik at alle effektmålene kan realiseres i prosjektet. Det er noe kunden må ta 
stilling til når effektkartet skal utarbeides. Neste element i effektkartet er målgruppene, og 
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det vil være hensiktsmessig å kun ta med de målgruppene som har relasjon til systemet som 
skal utvikles. Disse målgruppene kalles brukergrupper. Til hver brukergrupper utarbeides 
det en eller flere epos, og alle epos danner en overordnet produktkø.  
 
Effektkartet må suppleres med brukerhistorier, som er knyttet til epos. Én brukerhistorie 
kan også bestå av flere brukerhistorier, avhengig av ønsket detaljeringsgrad. Til slutt om-
gjøres hver brukerhistorie til en eller flere oppgaver. Som nevnt gjøres detaljering og opp-
gavedefinisjon ved sprintplanleggingen. Hvor detaljert effektkartet skal være, varierer med 
tanke på hvilke type prosjekt, størrelse på prosjektet, graden av usikkerhet og risiko, samt 
hvilken prismodell som skal benyttes.198 Som nevnt kan et system spesifiseres meget detal-
jert og for så vidt uttømmende ved bruk av epos, brukerhistorier og oppgaver. Da vil man i 
praksis ha en kravspesifikasjon på samme måte som i et plandrevet prosjekt. Imidlertid er 
forskjellen at kravene har en tydelig kobling til effektmålene, på liknende vis som Dragsted 
tar til orde for med såkalt mapping.199 I et prosjekt som benytter en smidig utviklingsmeto-
de vil det ikke være hensiktsmessig å legge til grunn et slikt uttømmende effektkart, fordi 
fleksibiliteten vil bli betydelig redusert. Et utgangspunkt kan være å legge til grunn et ef-
fektkart som inneholder epos og brukerhistorier på et nivå som ikke legger føringer på 
hvordan funksjonaliteten skal utvikles. 
 
Det er også viktig å legge inn målepunkter i effektkartet – både knyttet til effektmålet men 
også til epos eller grupper av brukerhistorier (tema). Dette kan for eksempel være tall som 
sier noe om en relativ verdi for egnethet til å nå effektmålet. Det kan også være mer konk-
rete tall, for eksempel med forventet endring i tidsbruk for en av brukernes arbeidsoppga-
ver ved bruk av systemet. I figur 3.6 illustrerer jeg konseptet med effektkart for spesifika-
sjon av kontraktsgjenstanden. 
 
                                                
198 Se nærmere om prismodeller i underkapittel 3.6.2 
199 Se underkapittel 3.5.2 
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Figur 3.6: Effektkart som spesifikasjon av kontraktsgjenstanden 
 
I figuren over viser jeg at elementene som skal ligge til grunn ved kontraktsinngåelsen er 
effektmål, brukergrupper, overordnet produktkø og initiell produktkø. Jeg viser også at 
selve produktkøen først eksisterer etter at kontrakten er inngått, og at denne er en bearbei-
det versjon av den initielle produktkøen. Likevel er det nødvendig at elementene i produkt-
køen er relatert til den initielle produktkøen, slik at koblingen til effektmålene eksisterer 
underveis i prosjektgjennomføringen. Koblingen gjør også at det blir tydeligere hvilke end-
ringer som krever endringshåndtering og ikke. Jeg kommer nærmere tilbake til endrings-
håndtering i underkapittel 3.6.4. I figur 3.7 har jeg laget et eksempel på hvordan et effekt-





Figur 3.7: Eksempel på et effektmål med tilhørende effektkart 
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3.6 Andre elementer i en smidig kontrakt 
Når en endelig og uttømmende kravspesifikasjon ikke ligger til grunn, er det nødvendig å 
regulere selve utviklingsprosessen i kontrakten.200 Dette kan gjøres ved å beskrive den smi-
dige metoden som skal benyttes.201 I dette kapittelet vil jeg skissere hvordan prosessen og 
oppgavefordelingen kan reguleres i kontrakten. Vederlaget en sentral del av alle kontrakter, 
og jeg beskriver noen prismodeller jeg mener kan være aktuelle i en smidig kontrakt. Vide-
re foreslår jeg en alternativ mekanisme for konfliktløsning. Til slutt ser jeg på forholdet til 
prosjektstyring og endringshåndtering.  
3.6.1 Utviklingsprosessen 
Jeg tar utgangspunkt i rammeverket Scrum når jeg skal ta for meg utviklingsprosessen, slik 
den er beskrevet i underkapittel 2.4.1. Utviklingsprosessen består av flere sprinter (iterasjo-
ner). Selv om resultatet etter hver sprint er et inkrement som er ferdig, så vil det i praksis 
ikke være slik at hvert inkrement blir en leveranse som skal installeres og settes i produk-
sjon – en såkalt release – som jeg i den videre fremstillingen omtaler som en delleveranse. 
Ofte vil flere inkrementer ha gjensidige avhengigheter som gjør at disse må tilhøre samme 
delleveranse. Derfor vil størrelsen på en delleveranse variere underveis i utviklingsproses-
sen. Når en delleveranse skal settes i produksjon, er det nødvendig med overleveringspro-
sedyrer, se avsnitt 3.6.1.1. 
 
Ansvar for produktkøen 
Produkteier (kunden) har ansvaret for produktkøen, og må starte arbeidet med denne umid-
delbart etter kontraktsinngåelsen. Ansvaret for produktkøen innebærer å jobbe videre med 
effektkartet, og spesifisere og detaljere brukerhistorier (funksjonelle og ikke-funksjonelle 
krav), registrere feil som skal rettes og ønskede endringer i allerede utviklede funksjoner. 
Produkteier skal sørge for at produktkøen er åpen og tilgjengelig for alle interessenter. Pro-
                                                
200 Jf. Føyen (2006) s. 130 
201 Jf. Udsen (2013b) s. 6 
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dukteier bearbeider produktkøen fortløpende uavhengig av sprintene. Dette innebærer også 
at elementene i produktkøen skal prioriteres basert på en vurdering av: 
 
• hvor egnet elementet er til å nå effektmålet 
• elementets utviklingsomfang sammenliknet med eventuelle andre elementer 
som også er egnet til å nå det samme effektmålet 
 
Scrummasteren og utviklingsteamet (leverandøren) er forpliktet til å bistå produkteieren i 
det løpende arbeidet med produktkøen. Dette innebærer at de skal gjøre produkteieren i 
stand til å beskrive elementene i produktkøen på en slik måte at alle teammedlemmene har 
nok informasjon til å vite hva som skal utvikles. I tillegg skal utviklingsteamet estimere 
elementene i produktkøen. Utviklingsteamet skal ikke bruke mer enn en viss andel av en 
sprint til dette arbeidet, for eksempel ti prosent. 
 
Krav til et inkrement 
Produktet etter utviklingsarbeidet i en sprint skal være et inkrement som er en fungerende 
del av den totale løsningen, og inkrementet skal defineres som ferdig. Dette er et viktig 
kriterium ved smidig programvareutvikling, og er knyttet til manifestets punkt «programva-
re som virker fremfor omfattende dokumentasjon». Erfaringsmessig er det en vanskelig 
oppgave for utviklingsteamet å etablere en arbeidsmåte som gjør at inkrementene tilfreds-
stiller et slikt kriterium.202 Før prosjektets første sprint skal gjennomføres må det etableres 
en definisjon av hva som menes med at et inkrement er ferdig. Det er scrumteamet (kunde 
og leverandør) som er ansvarlige for å utarbeide hvilke kriterier som skal legges til grunn 
for at et inkrement er ferdig. Kriteriene angir et kvalitetsnivå, og gjelder for alle inkremen-
ter. Kriteriene kan endres underveis, men skal godkjennes av begge parter. Eksempler på 
slike kriterier er at: 
 
 
                                                
202 Jf. Cohn (2010) s. 258 
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• inkrementet skal være testet av utviklerteamet 
• inkrementet skal ha en minimumsdekning på enhetstester 
• enhetstestene skal være gjennomført uten feil 
• enhetstester for tidligere inkrementer skal være gjennomført uten feil (regresjon) 
• avtalt kodestandard skal være brukt 
• inkrementet skal være installert i kundens testmiljø 
• inkrementet skal oppfylle akseptansekriteriene i produktbackloggen 
• inkrementet ikke har flere feil enn avtalt 
 
Det skal alltid være definert tilstrekkelige kriterier slik at et inkrement skal kunne installe-
res og settes produksjon. Produkteier er ansvarlig for at de til enhver tid gjeldende kriterie-
ne er tilgjengelig for alle interessenter i prosjektet. 
 
Gjennomføring av en sprint 
Alle sprintene skal ha samme lengde som skal være fast under kontraktsperioden, for ek-
sempel fire uker. Det er en forutsetning for å starte en sprint (iterasjon) at produktkøen har 
tilstrekkelige elementer til utviklingsarbeid for minst to sprinter. Kravene til et inkrement 
må være godkjent før en sprint igangsettes. En ny sprint starter straks etter at forrige sprint 
er avsluttet. En sprint skal, som vist i underkapittel 2.4.1, inneholde følgende møter og ak-
tiviteter: sprintplanlegging, utviklingsarbeid, daglig scrummøte, sprintreview og sprint 
retrospektive. Hvis uforutsette forhold gjør at en sprint ikke kan gjennomføres i henhold til 
sprintbackloggen, er scrummasteren forpliktet til å underrette produkteier. Produkteieren er 
ansvarlig for å sette i gang tiltak. 
 
Sprintplanlegging 
Før utviklingsarbeidet starter skal scrumteamet (kunde og leverandør) holde et sprintsplan-
leggingsmøte. Møtet skal ha en varighet på maksimum åtte timer. Scrummasteren er an-
svarlig for at møtet finner sted og holdes innenfor tidsrammen. Hensikten med møtet er å 
utarbeide en sprintbacklogg som er grunnlaget for arbeidet som skal gjøres i en sprint. 
Scrumteamet samarbeider om hvilke elementer fra den prioriterte produktkøen som skal tas 
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med i sprintbackloggen. Produkteier er ansvarlig for å utarbeide akseptansekriterier knyttet 
til hvert element. Scrumteamet skal også vurdere og dokumentere hvilke risikoer som kan 
hindre fremdriften. Både produkteier og scrummaster skal godkjenne sprintbackloggen før 
utviklingsarbeidet kan starte. 
 
Utviklingsarbeidet 
Utviklingsteamet starter arbeidet med utviklingen av sprintens inkrement når sprintback-
loggen er godkjent. Produkteier er forpliktet til å bistå utviklingsteamet med avklaringer. 
Utviklingsarbeidet består i nødvendige aktiviteter for å lage et inkrement som er ferdig. 
Utviklingsteamet skal oppdatere sprintbackloggen med tilleggsinformasjon om oppgaver 
knyttet til elementene, samt informasjon om hvilke oppgaver som er løst. Det har også an-
svar for at produktbackloggen er åpen og tilgjengelig for alle interessenter. 
 
Daglig scrummøte 
Scrummasteren er ansvarlig for at det holdes daglige scrummøter til faste tider. Et scrum-
møte skal ha en varighet på 15-30 minutter, og utviklingsteamet har plikt til å møte. Pro-
dukteieren har rett til å møte. Hvert medlem av utviklingsteamet skal redegjøre for: 
 
• hva som er gjort siden forrige scrummøte 
• hva skal gjøres før neste scrummøte 
• om det er forhold som kan hindre oppnåelsen av sprintmålet 
 
Sprintreview 
Et sprintreviewmøte skal avholdes før sprinten avsluttes, og skal ha en varighet på maksi-
mum fire timer. Scrummasteren er ansvarlig for at møtet finner sted, og scrumteamet er 
forpliktet til å møte. Produkteier er ansvarlig for å innkalle øvrige interessenter som skal 
delta. Utviklingsteamet skal presentere inkrementet, og redegjøre for hvordan utviklingsar-
beidet er gjennomført. Scrumteamet skal sammen vurdere om inkrementet oppfyller de 
fastsatte kriteriene, i tillegg til akseptansekriteriene i produktbackloggen. Produkteieren 
godkjenner eller underkjenner elementene i henhold til kriteriene. Elementer som oppfyller 
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kriteriene kan ikke underkjennes. Elementer som underkjennes skal tilbake til produktkøen. 
Elementer som godkjennes skal dokumenteres og tas ut av produktkøen. Produkteieren er 
ansvarlig for videre håndtering av inkrementet med godkjente elementer. Videre håndtering 
vil typisk være samarbeid med brukere om videre testing, samt rapporteringer til prosjekt-
organisasjonen. Møtet kan også brukes til å legge inn nye elementer i produktkøen, samt 
vurdering av elementenes prioritering. 
 
Sprint retrospective 
Scrumteamet skal holde et sprint retrospectivemøte som avslutning på en sprint. Scrum-
masteren er ansvarlig for at møtet finner sted, og varigheten er maksimum tre timer. Hen-
sikten med møtet er et tilbakeblikk på sprinten for å vurdere hvordan utviklingsarbeidet er 
gjennomført. Vesentlige forhold som var vellykkede og forhold som kan forbedres skal 
dokumenteres. Det skal utarbeides en plan for hvordan forbedringene skal gjennomføres. 
Denne planen skal være med i grunnlaget for planleggingen av neste sprint. 
3.6.1.1 Delleveransen 
En delleveranse består av et eller flere inkrementer. Produkteier er ansvarlig for å utarbeide 
en testplan for en delleveransen. Testplanen skal inneholde de enkelte inkrementenes krav, 
samt elementenes akseptansekriterier. Produkteier er ansvarlig for at delleveransen testes 
innenfor testperioden. Testperiodens lengde er avhengig av størrelsen på delleveransen. 
Elementer som ikke oppfyller testkriteriene skal dokumenteres, og leverandøren er ansvar-
lig for å rette feilene. Når testperioden er avsluttet skal produkteier godkjenne eller under-
kjenne delleveransen. Godkjente delleveranser skal ansees som levert, og kan settes i pro-
duksjon. 
3.6.2 Prismodell 
Betalingen er en av kundens viktigste plikter i en tilvirkningskontrakt. Vederlaget baserer 
seg på prinsippet om ytelse mot ytelse. I komplekse tilvirkningsavtaler kan beregning og 
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fastsettelse av vederlaget være komplisert.203 Denne utfordringen øker i prosjekter med 
smidig programvareutvikling når det som skal utvikles ikke er endelig fastsatt ved kon-
traktsinngåelsen. I tillegg legger prosjektgjennomføringen opp til en annen risikofordeling 
enn de tradisjonelle kontraktene, og prismodellen kan får betydning for denne risikoforde-
lingen.204 Det er vanlig å skille mellom to utgangspunkter for vederlagsberegning: fast pris 
og regningsarbeid. Fast pris blir ofte benyttet i kontrakter hvor kunden ønsker høy forut-
sigbarhet med tanke på både kostnader, leveringstid og omfang. Regningsarbeid blir typisk 
brukt i prosjekter hvor kontraktsgjenstanden ikke har en uttømmende spesifikasjon, og le-
verandøren har en innsatsforpliktelse, se figur 1.1. 
 
I en fastpriskontrakt, hvor leverandøren har en resultatforpliktelse med tanke på omfang og 
leveringstid, har leverandøren risikoen for utforutsette merutgifter eller høyere tidsforbruk. 
Men leverandøren kan også oppnå gevinst om tilvirkningen viser seg å bli lettere enn be-
regnet. Jeg har tidligere vært inne på at it-prosjektene gjerne koster mer og tar lenger tid en 
planlagt, snarere enn det motsatte. I fastpriskontrakter vil kundens endringsbehov føre til 
tilleggsvederlag for leverandøren.205 Usikkerheten knyttet til it-prosjekter vil føre til en 
rekke endringer underveis i prosjektgjennomføringen.206 Dette gjør at systemet blir dyrere 
enn det kunden har lagt til grunn ved kontraktinngåelsen. Et annet aspekt er hvis kunden 
velger en leverandør med lav fast pris i en tilbudsprosess. Da kan det bli et problem hvis 
leverandøren ønsker å hente inn fortjeneste via endringsordrer som gir tilleggsvederlag.207 
Når leverandøren bærer en stor del av vederlagsrisikoen, og dermed er eksponert for tap i 
prosjekter med stor usikkerhet, vil han aktivt sikre egne interesser. Dette kan skape konflik-
ter om hva som faktisk skal utvikles og hvilke endringer som kan utløse tilleggsvederlag. 
Leverandørene vil derfor vegre seg mot å inngå fastpriskontrakter i slike prosjekter.208 I et 
                                                
203 Jf. Haaskjold (2013) s. 579 
204 ibid. s. 581 
205 ibid. s. 584 
206 Se nærmere underkapittel 2.5.3 
207 Se Poppendieck (2003) s. 167 
208 Jf. Føyen (2006) s. 447 
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prosjekt som benytter en smidig utviklingsmetode, vil usikkerheten med hva som skal leve-
res være høy, og en fastpriskontrakt vil derfor være lite egnet. Dragsteds og Klints under-
søkelse underbygger dette synet, fordi det kommer klart frem at fast pris ikke er en foret-
rukket prismodell ved bruk av smidige metoder.209 
 
Det andre utgangspunktet for vederlagsberegning er regningsarbeid, som på engelsk kalles 
«time and material» (T&M). Ved bruk av en slik beregning skal kunden betale for kostna-
dene leverandøren har pådratt seg, og som regel med et påslag til dekning av risiko og for-
tjeneste. Dette gjelder uavhengig av om kostnadene er resultat av merutgifter på grunn av 
utforutsette vanskeligheter. En slik prismodell gjør at det er kunden som i stor grad bærer 
vederlagsrisikoen.210 Dette gjelder likevel ikke ubetinget. I Rt. 1969 s. 1122 konkluderte 
Høyesterett med at kunden ikke skal betale for merkostnader som skyldes uforsvarlige for-
hold som leverandøren har ansvaret for.211 En slik begrensning er også regulert i NS 8407 
pkt. 30.1: «Regningsarbeider skal drives rasjonelt og forsvarlig».  
 
Ofte blir regningsarbeid relatert til bistandskontrakter hvor leverandøren har en innsatsfor-
pliktelse. I et slikt prosjekt er det kunden som har risikoen for prosjektgjennomføringen og 
resultatet. Utfordringene oppstår i kontrakter hvor det legges opp til en risikofordelingen 
mellom kunde og leverandør når det gjelder leveranseansvaret. I en smidig kontrakt vil 
vederlagsberegning basert på regningsarbeid være et naturlig utgangspunkt. Kunden får et 
større ansvar for gjennomføringen av prosjektet, blant annet ved at produkteier prioriterer 
produktkøen og godkjenner sprintbackloggen. Et slikt ansvar for kunden vil være vanskelig 
å kombinere med for eksempel en fast pris på det som skal utvikles. Hvis regningsarbeid 
som prismodell skal benyttes, er det en forutsetning at partene har en viss grad av tillit og 
lojalitet til hverandre. Når denne prismodellen benyttes har leverandøren en plikt til lojalt å 
                                                
209 Se Dragsted (2013) s. 21 
210 Jf. Føyen (2006) s. 446 
211 Se Rt. 1969 s. 1122 (s. 1124) 
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sørge for at kundens interesser blir ivaretatt, og ikke utføre arbeider som er mer kostbare 
enn nødvendig.212 
 
Det hevdes at ved mangel på tillit og lojalitet kan leverandøren være tjent med å trekke ut 
tiden, fordi fortjenesten er avhengig av antall leverte timer.213 I en norsk undersøkelse kom 
det frem at utvikling av programvare basert på regningsarbeid hadde de største kostnads-
overskridelsen, sammenliknet med blant annet fastpriskontrakter.214 Årsaken til dette var 
nettopp at leverandøren ble motivert til å utvikle unødvendig funksjonalitet, og såkalt gold 
plating.215 Slike forhold kan medføre at kunden etablerer relativt omfattende kontrollmeka-
nismer med tanke på medgått tid, og transaksjonskostnadene blir høye. Imidlertid kan 
kommunikasjon, åpenhet og hyppige leveranser av inkrementer i Scrum, redusere behovet 
for ytterligere kontrollmekanismer.216 I tillegg vil bruken av effektkart som styringsmeka-
nisme, kontinuerlig sikre at det som utvikles er egnet til å nå effektmålene.217 Etter mitt syn 
vil en vederlagsberegning basert på regningsarbeid være en riktig løsning i en smidig kon-
trakt. 
 
Ved fravær av tillit mellom partene, eller hvis man ønsker å stimulere til effektivitet og 
kvalitet, er det ikke uvanlig at avtalt prismodell legger til rette for økonomiske insentiver. 
Disse insentivene kan være av både positiv og negativ art. Negative insentiver regnes som 
sanksjoner, og eksempler på slike kan være dagbøter og redusert timepris. Positive insenti-
ver er at leverandøren får en økonomisk påskjønnelse etter nærmere kriterier for effektivitet 
og kvalitet. Slike påskjønnelser kan for eksempel være bonus og økt timepris. Ved bruk av 
smidige metoder vil kundens medvirkning og risikofordelingen mellom partene ha stor 
                                                
212 Jf. Giverholt (2012) s. 449 
213 Jf. Poppendieck (2003) s. 167 
214 Se Moløkken-Østvold (2007) s. 79 
215 Gold plating er en betegnelse som brukes på unødvendig forbedring av utviklede funksjoner som ikke gir 
verdi for kunden. 
216 Se Poppendieck (2003) s. 168 
217 Jf. Ottersten (2004) s. 23 
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betydning for gjennomføringen av prosjektet. Dette vil kunne påvirke hvordan insentivene 
slår ut for leverandøren, og det oppstår et spenningsforhold mellom forventet og faktisk 
mulighet for insentiver.218 I tillegg viser forskning at slike insentiver kan føre til spekulativ 
adferd hos partene, redusert åpenhet og lavere kvalitet.219 Ved for eksempel bruk av bonus 
for å ferdigstille prosjektet tidligere enn planlagt, kan det føre til at leverandøren utvikler 
programvare med dårligere kvalitet for å øke utviklingshastigheten. På en annen side vil 
bonus basert på få feil i leveransene kunne øke kvaliteten. De ulike modellene for insenti-
ver kan etter min mening bli for kompliserte slik at de mister mye av sin praktiske betyd-
ning. Larman foreslår tre alternative løsninger til slike insentiver:220 
 
• ikke bruke insentiver – beholde enkelhet i prismodellen 
• at kunden kan avslutte kontraktsforholdet etter hver iterasjon 
• at partene fordeler de økonomiske konsekvenser av over- eller underforbruk 
 
Å ikke bruke insentiver, men å gjennomføre prosjektet med en enkel prismodell, vil i prak-
sis være bruk av vederlagsberegning basert på regningsarbeid. At kunden kan av slutte ar-
beidet underveis i prosjektgjennomføringen kan løse flere typer av konflikter som kan opp-
stå – inkludert uenighet om pris, fremdrift og kvalitet. Jeg kommer nærmere tilbake til dis-
se situasjonene i underkapittel 3.6.5. En vanlig prismodell for å fordele de økonomiske 
konsekvensene ved over- eller underforbruk er ved bruk av såkalt målpris, som på engelsk 
kalles «target cost». En kontrakt med målpris er en mellomting mellom fast pris og reg-
ningsarbeid. Målprisen består som regel av to eller flere komponenter som beregnes i en 
tidlig fase av prosjektet. Først utarbeides det et estimat på utviklingstid. I tillegg kommer 
påslag i prosent for usikkerhet basert på en risikoanalyse eller kun et gevinstpåslag i pro-
sent, for eksempel 15 prosent. Utgangspunktet er at faktisk timeforbruk knyttet til leveran-
sene blir avstemt med målprisen. Hvis faktisk kostnad overstiger målprisen, fordeles over-
                                                
218 Jf. Føyen (2006) s. 452-453 
219 Se Larman (2010) s. 514 
220 l.c. 
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skytende kostnad på begge parter. Tilsvarende hvis faktisk kostnader er lavere enn målpri-
sen, fordeler partene gevinsten. Det finnes en rekke varianter for å beregne målpris og av-
vik fra denne. I tabell 3.1 viser jeg et eksempel på bruk av målpris basert på at kunden og 
leverandøren fordeler over- og underforbruk med 50 prosent. 
 













1 000 000 150 000  1 150 000 1 100 000 + 50 000 1 200 000 100 000 
1 000 000 150 000 1 150 000 900 000 - 50 000 1 100 000 200 000 
 
I tabellens første rad vises et tilfelle hvor faktiske kostnader overstiger estimerte kostnader, 
og kunden må betale halvparten av de økte kostnadene, mens leverandørens fortjeneste 
reduseres tilsvarende. I andre rad er den faktiske kostnaden lavere enn estimert; kunden 
betaler mindre, mens leverandøren øker fortjenesten. Hvis målprisen skal justeres under-
veis i prosjektet blir dette håndtert som en endring av kontrakten. Forskning viser at bruk 
av målpris i kontrakter kan redusere risikoen for kostnadsoverskridelser.221 Bruk av målpris 
motiverer også til bedre samarbeid og prioritering av utvikling som gir ønskede effekter.222 
Derfor vil denne prismodellen i utgangspunktet være egnet for en smidig kontrakt. I 
PS2000-kontraktene er det en målprismodell som ligger til grunn for vederlagsberegningen.  
 
Den store ulempen med målpris er, etter min mening, nødvendigheten av et bindende esti-
mat som grunnlag for beregningen. For at et slikt estimat skal tilrettelegge for en reell ge-
vinstmulighet, forutsetter det at omfanget er relativt klart definert allerede i starten av pro-
sjektet. Dette medfører at fleksibiliteten for et prosjekt som benytter en smidig metode, blir 
vesentlig redusert. Det kan hevdes at mulighetene for å endre målprisen underveis motvir-
                                                
221 Se Moløkken-Østvold (2007) s. 79 
222 Jf. Poppendieck (2003) s. 171-172 
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ker redusert fleksibilitet, men etter mitt syn vil prismodellen da få mer preg av en fast pris 
med mulighet for tilleggsvederlag. 
 
En prismodell jeg synes er interessant, er Gilbs forslag til en såkalt no cure, no pay.223 Ut-
gangspunktet i denne modellen er at det kun er levert programvare som gir påviselig nytte-
effekt for kunden som gir grunnlag for opparbeidelse av et vederlagskrav. Jeg har i under-
kapittel 3.4.2 vært inne på Gilbs metoder for å måle effekt og nytte av utviklet programva-
re. Når det gjelder en prismodell med no cure, no pay, mener han at det som utvikles skal 
måles mot definerte målbare kriterier, og at leverandøren kun får betalt for programvare 
som tilfredsstiller målekriteriene. Modellen er interessant fordi det er nettopp å nå effekt-
målene som gjør at gevinstene kan realiseres. Imidlertid tror jeg at leverandørene vil være 
tilbakeholdne med å inngå slike kontrakter, fordi leverandørene ikke har tilstrekkelig kon-
troll på øvrige faktorer som kan påvirke den faktiske effekten av utviklet funksjonalitet.  
 
Selv om valg av prismodell er en sentral komponent i en smidig kontrakt, kan ikke den 
alene være bærende for reguleringen av risikofordelingen. Prismodellen som velges er kun 
en av flere mekanismer i kontrakten. Den må sees i sammenheng med andre vilkår knyttet 
til utviklingsprosessen, konfliktløsning og kontraktsbrudd. 
3.6.3 Prosjektstyring 
Prosjektstyring kan beskrives som «the art and science of converting vision into reality.»224 
Jeg oppfatter denne beskrivelsen som at det handler om å gjennomføre et vellykket pro-
sjekt. Et vellykket prosjekt måles på i hvilken grad visse suksesskriterier er oppfylt, se un-
derkapittel 1.4.3. Hvilke suksesskriterier som ligger til grunn vil variere fra prosjekt til pro-
sjekt, men som regel har et prosjekt rammer for budsjett og tid. I noen prosjekter er det 
kritisk at hele eller deler av et system kan tas i bruk innen en gitt dato. I andre prosjekter er 
kanskje budsjettrammen absolutt, mens tidsrammen er mindre kritisk. Øvrige suksesskrite-
                                                
223 Se Gilb (2006)  
224 Se Turner (1996) s. 6 
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rier er knyttet til kvalitet (prosjektresultat) og effektmål. I manifestet for smidig program-
vareutvikling er det første punktet som følger: 
 
«Personer og samspill fremfor prosesser og verktøy» 
 
Dette punktet innebærer at blant annet scrumteamet skal ta ansvar for at effektmålene nås, 
og at teamet er selvorganiserende slik at optimale løsninger oppnås på en mest mulig effek-
tiv måte. I tillegg er det viktig med god og hyppig kommunikasjon både internt i prosjektet 
og eksternt med tanke på interessenter. Disse prinsippene er opphav til oppfatninger om at 
det ikke er behov for prosjektstyring ved bruk av smidige utviklingsmetoder. Slike oppfat-
ninger henger trolig sammen med at innholdet i den tradisjonelle rollen som prosjektleder 
er endret i prosjekter som benytter en smidig metode.  
 
I et plandrevent prosjekt vil prosjektlederens oppgaver være alt fra å sikre målstyring i 
henhold til effektmål og gevinstrealisering, til detaljert oppgave- og ansvarsfordeling med 
tilhørende kontroll og evaluering av utførelsen. I tillegg skal prosjektlederen lage planer i 
henhold til tids- og kostnadsrammene og kvalitetsmål, sikre gode arbeidsforhold og støtte-
funksjoner for prosjektmedlemmene, samt sørge for nødvendig kommunikasjon internt og 
eksternt. Ved bruk av Scrum er mange av de tradisjonelle oppgavene til prosjektlederen 
overført til scrumteamet.225 Scrum er tydelig på roller og ansvar, samt hvordan gjennomfø-
ringen skal skje for å nå effektmålene. Derfor blir Scrum også omtalt som en prosjektsty-
ringsmetodikk.226 Det selvorganiserte scrumteamet har ansvaret for individuell oppgavefor-
deling, identifisering av risiko, sikre kvalitet i hvert inkrement, utvikle mot prioriterte ef-
fektmål, estimering etc., se underkapittel 2.4.1. Selv om Scrum benyttes som prosjektsty-
ringsmetodikk, er det nødvendig med roller som kan ivareta funksjoner som ikke ligger 
innenfor scrumteamets ansvarsområder. Et utviklingsprosjekt, slik det er definert i denne 
oppgaven, innebærer at kunden oppretter et prosjekt hvor en leverandør skal levere en løs-
                                                
225 Se Cohn (2010) s. 139-141 
226 Jf. Karlsen (2013) s. 261 
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ning i henhold til et effektkart ved bruk av Scrum. Både kunden og leverandøren vil typisk 
opprette sine interne prosjekter. Prosjektstyring med tanke på kontraktsregulering handler 
om hvordan det felles prosjektet skal reguleres. I figur 3.8 illustrerer jeg skillet mellom 
partenes interne prosjekter, og hvilke deler som må reguleres i kontrakten.  
 
 
Figur 3.8: Styring av partenes felles prosjekt, med hvilke deler som må reguleres i kontrakt. 
 
Kundens prosjektansvarlig skal sørge for at effektkartet utarbeides som grunnlag for kon-
traktsinngåelsen. Det er viktig at det er bred enighet om effektkartets utforming i kundens 
organisasjon. Den prosjektansvarlige må også bruke kundens prosjektmandat som grunnlag 
for prosjektgjennomføringen. I dette mandatet vil det som oftest ligge rammer for budsjett 
og leveringstid. Tilsvarende vil leverandørens prosjektansvarlig sørge for at tilstrekkelige 
ressurser og kompetanse kan leveres i henhold til inngått kontrakt. Partenes respektive pro-
sjektansvarlige er roller som må reguleres i kontrakten, og vil være de som opptrer på veg-
ne av partene. I SSA-S er dette regulert i pkt. 1.5, og i PS2000 er tilsvarende bestemmelser 
i pkt. 2.1.2. De prosjektansvarlige vil også følge opp andre områder i partenes interne pro-
sjekt, men disse oppgavene er ikke den del av kontrakten. 
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I et prosjekt som benytter smidige utviklingsmetoder er det nødvendig med tett samarbeid 
mellom partene. Dette reguleres i Scrum og utviklingsprosessen. I tillegg er det nødvendig 
at kontrakten regulerer et felles samarbeids- eller styringsorgan som er ansvarlige for andre 
områder enn de som dekkes av scrumteamet. Dette er områder som overordnet planlegging 
av fremdrift og leveranser, risikostyring, kommunikasjon og styring i henhold til effektkart 
(effektstyring), konfliktløsning, endringshåndtering og øvrig kontraktsoppfølging. Dette 
kaller jeg felles prosjektstyring. I PS2000 Smidig skal det opprettes en koordineringsgrup-
pe, jf. bilag B.2.1. Kontrakten må regulere hvilke roller og personer som skal utgjøre grup-
pen som er ansvarlig for felles prosjektstyring. Typisk vil gruppen inneholde partenes pro-




I følge Cohn kan planlegging sees på som «[…] a quest for value.»227 Det vil si at planleg-
ging må til for at prosjektet skal nå effektmålene. Planlegging reduserer risiko og usikker-
het, skaper bedre beslutningsgrunnlag og gir grunnlag for tillit og utveksling av informa-
sjon.228 I tillegg har prosjektene som regel budsjett- og tidsrammer som er viktige styrings-
elementer i planleggingen. Basert på effektkartet og et estimat på epos og brukerhistorier, 
skal partene i fellesskap utarbeide en overordnet plan for prosjektgjennomføringen. Det vil 
si å estimere antall sprinter samt når det skal være delleveranser. Planen skal være dyna-
misk, og skal endres underveis når estimatene blir mer presise. I tillegg vil identifiserte 
risikoer og erfaring som opparbeides underveis kunne medføre endringer i planen. I plan-
leggingen må effektkartet være styrende for delleveranser og hvilke målbare effekter som 
er forventet i hver delleveranse.  
                                                




En annen viktig oppgave i den felles prosjektstyringen er såkalt effektstyring. Dette er nød-
vendig for underveis å kunne prioritere, og å styre etter effektmålene i effektkartet. Ot-
tersten og Balic anbefaler å ha en egen effektstyringsgruppe,229 men etter mitt syn er dette 
en oppgave som vil egne seg i gruppen for felles prosjektstyring. Men, det er viktig at kun-
dens prosjektansvarlig, i samarbeid produkteier, sørger for å kommunisere og beslutte prio-
riteringer i henhold til effektkartet med øvrige interessenter. Disse beslutningen tar pro-
dukteier tilbake til scrumteamet. 
 
Oppfølging 
Det er vanlig å ha ulike kontroll- og evalueringsmekanismer i et prosjekt, men behovet for 
eksplisitte mekanismer ved bruk av smidige metoder er redusert. Det er fordi de hyppige 
leveransene av inkrementer gjør at utfordringer og risikoer fortløpende blir avdekket ved 
empirisk kontroll. Spesielt viktig er evalueringen av inkrementenes bidrag til å nå effekt-
målene innenfor planlagt tids- og kostnadsrammer. Derfor er det nødvendig at den felles 
prosjektstyringen praktiserer et såkalt åpen bok-prinsipp, basert på at partene har fullt inn-
syn i prosjektets økonomi. Dette er et sentralt aspekt i såkalte samspillskontrakter.230 Spesi-
elt viktig er dette hvis prismodellen har insentivelementer. I en smidig kontrakt er det nød-
vendig at begge parter er forpliktet til lojalt å varsle den andre parten om forhold som kan 
påvirke prosjektgjennomføringen. Selv om bakgrunnsretten inneholder et generelt prinsipp 
om lojalitetsplikt i kontraktsforhold, mener jeg at det i en smidig kontrakt bør tas inn en 
tydelig bestemmelse om den gjensidige lojalitetsplikten. Dette er også anbefalt for kontrak-
ter som legger til rette for tett samarbeid mellom partene.231 
                                                
229 Se Ottersten (2004) s. 60-61 
230 Se Entreprenørforeningen - Bygg og Anlegg (2013) s. 11 
231 Se Føyen (2006) s. 251 
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3.6.4 Endringer 
Ved bruk av Scrum som utviklingsmetode, basert på effektkart som spesifikasjon av kon-
traktsgjenstanden, åpnes det for høy grad av fleksibilitet. Dette gjør at endringshåndte-
ringen underveis i prosjektet ikke får samme betydning som det tradisjonelle utgangspunk-
tet med uttømmende spesifikasjoner ved kontraktsinngåelsen. Effektkartet beskriver ikke 
hvilke funksjoner som skal utvikles og hvordan de skal fungere. Dette avklares underveis i 
gjennomføringen. Det betyr at scrumteamet har stor valgfrihet med tanke på utviklingen, 
og valgene som tas er ikke knyttet til endringer i den opprinnelige kontrakten, men som 
detaljspesifisering av effektkartet. Likevel er det behov for en viss regulering av noen typer 
endringer i en smidig kontrakt. Endringshåndtering er alltid knyttet til avvik fra innhold i 
kontrakten. At det oppstår slike avvik i en smidig kontrakt er neppe en uvanlig situasjon. I 
en smidig kontrakt er det mange forhold som reguleres, og endringer kan typisk være knyt-
tet til: 
 
• justering av elementer i effektkartet 
• skifte av personer i ulike roller 
• endringer i budsjett og tidsrammer 
• andre endringer i organisering og gjennomføring 
 
For det første bør endringer i kontrakten gjøres med en viss formalisme med tanke på form 
og fremgangsmåte.232 Det er nødvendig fordi kontrakten er inngått skriftlig, og en endring 
vil erstatte eller justere innholdet i kontrakten. En uryddig endringshåndtering kan lett føre 
til uklarheter og konflikter.233 Likevel bør endringsbestemmelsene være enkle å bruke, slik 
at de blir effektive og praktiske.234 På bakgrunn av dette er derfor nødvendig å regulere 
endringshåndtering i en smidig kontrakt. Endringsanmodninger kan komme fra begge par-
ter, og disse skal drøftes i gruppen for felles prosjektstyring. Det er viktig at begge parter 
                                                
232 Jf. Kolrud (2009) s. 157 
233 Jf. Torvund (1997) s. 123 
234 Se Kolrud (2009) s. 154 
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legger frem endringsanmodninger hvis de mener at justeringer og prioriteringer av pro-
duktkøen ikke er i tråd med effektkartet. Gruppen skal utarbeide en endringsordre som be-
skriver endringen og årsak til endringer, samt hvilke konsekvenser for prosjektgjennomfø-
ringen endringen fører til for fremdrift, budsjett, organisering, risiko og prismodell. Begge 
parter skal godkjenne endringen, som da blir en del av kontrakten for videre oppfølging. 
Hvis det ikke oppnås enighet om endringen får den status som omtvistet, og må håndteres 
ved hjelp av konfliktløsning.  
 
Regler for preklusive frister egner seg ikke i en smidig kontrakt. Det er tillit og lojalitet 
som først og fremst skal være styrende for partenes plikter. Slike regler er heller ikke anbe-
falt i EBAs veileder for samspillentreprise.235 Endringer er også relatert til bestemmelser 
om kansellering av kontrakten.236 Hvis endringen er omfattende kan den i praksis få samme 
virkning som en avbestilling, se underkapittel 3.6.6. 
3.6.5 Konflikthåndtering 
Det optimale i prosjektgjennomføringen er å unngå konflikter. Konflikter koster tid og res-
surser, og har dermed negative konsekvenser for fremdriften. Et tett samarbeid mellom 
partene som bygger på gjensidig tillit er et godt grunnlag for å unngå konflikter, og kon-
trakten skal også være utformet med tanke på konfliktforebygging. Men som Kaasen kort 
oppsummerer: «Konflikter […] vil oppstå.»237 I prosjekter med smidige utviklingsmetoder 
er det svært viktig at uenigheter løses effektivt underveis i gjennomføringen. Uenigheter 
kan fort føre til at konflikter forsurer samarbeidsklimaet og bygger ned etablert tillit. Kon-
flikter bør først og fremst løses på prosjektnivå, det vil si i gruppen for felles prosjektsty-
ring. I praksis vil en rekke uavklarte situasjoner løses ved forhandlinger. Men som vi har 
sett kan for eksempel en omtvistet endring nettopp være en konsekvens av slike forhand-
                                                
235 Se Entreprenørforeningen - Bygg og Anlegg (2013) s. 32 
236 Jf. Kolrud (2009) s. 160 
237 Se Kaasen (2010) s. 288 
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linger. Da blir spørsmålet hvordan konflikter som ikke løses ved forhandlinger skal håndte-
res. 
 
Det finnes ulike mekanismer for konfliktløsning, og blant mulighetene er tvisteløsning ved 
domstolene i henhold til tvistelovens238 bestemmelser, eller ved voldgiftsbehandling hvis 
dette er avtalt. Å bringe konflikten så langt kan bli svært ressurskrevende og naturlig øde-
leggende for samarbeidet. En slik løsning vil trolig være siste skanse for de fleste prosjek-
ter. Mekling og bruk av uavhengig ekspert er andre muligheter for tvisteløsning, som er 
mindre ressurskrevende og mer egnet for konfliktløsning underveis i prosjektgjennomfø-
ringen.  
 
Både SSA-S, jf. pkt. 16.3-16.4, og PS2000 Smidig, jf. pkt. 8.6.2, har et opplegg med en 
uavhengig ekspert og eventuelt påfølgende mekling. Eksperten skal eller bør være opp-
nevnt ved kontraktsinngåelsen. Ulempen ved disse ordningene er at eksperten kun får 
kjennskap til prosjektet når konflikten har nådd et nivå og partene har sett seg nødt til å få 
hjelp. En mer proaktiv tankegang som legger til rette for raskere konfliktløsning kan være 
såkalt prosjektintegrert mekling. Jeg mener det er et godt utgangspunkt for å hindre skale-
ring, samtidig som det kan gi en mer effektiv løsning på konfliktene. Kaasen trekker frem 
tre elementer som utgjør kjernen i prosjektintegrert mekling:239 
 
• en eller flere meklere 
• trekkes inn i prosjektet fra dag én 
• fører løpende kontakt med partene 
 
Det må vurderes om mekleren skal kunne treffe bindende avgjørelse eller ikke. Kaasen 
påpeker at dette hovedsakelig er et teoretiske spørsmål, da partene oppfatter meklerens råd 
                                                
238 Tvisteloven (2005)  
239 Se Kaasen (2010) s. 293 
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som så viktige at de i praksis vil bli fulgt opp av partene.240 Andre momenter som må vur-
deres er hvor mange meklere som skal brukes, hvordan de skal jobbe i prosjektet samt om-
fanget av arbeidet. Her vil det i praksis være størrelsen på prosjektet som avgjør. Jo større 
og mer komplekse prosjektene er, jo flere meklere med ulike kompetanse og jo høyere in-
tensitet på arbeidet kreves. I standardkontrakten NS 8407 er muligheten for prosjektinte-
grert mekling regulert i pkt. 50.2. Bestemmelsen er dynamisk med hensyn til utformingen 
av meklingen, men partene må eksplisitt avtale en slik ordning, jf. «Dersom partene er eni-
ge om det […]» i første avsnitt.  
 
Min konklusjon etter denne gjennomgangen er at en smidig kontrakt må inneholde be-
stemmelser om at konflikter først og fremst skal løses med forhandlinger i gruppen for 
felles prosjektstyring. Konflikter som ikke lar seg løse på denne måten skal gjennomgå 
prosjektintegrert mekling. Mekleren skal oppnevnes ved kontraktsinngåelsen og delta på 
møter i gruppen for felles prosjektstyring. Dette gir mekleren god innsikt og et solid grunn-
lag for å gi råd og veiledning i en konfliktsituasjon. 
3.6.6 Avbestilling og oppsigelse 
Det er flere årsaker til at partene ønsker å avslutte et prosjekt før det er ferdig. I kontrakter 
av en viss varighet kan kundens behov endre seg slik at det ikke er formålstjenlig å fullføre 
prosjektet.241 Spesielt ved bruk av smidige metoder kan det også være tilfelle at effekt-
målene er nådd i tilfredsstillende grad tidligere enn planlagt. Leverandøren kan også ha 
behov for å avslutte prosjektet hvis det ikke er mulig å gjennomføre prosjektet som plan-
lagt.242 I tillegg kan endringsbehov være så inngripende at det bør behandles som en avbe-
stilling. For eksempel i NS 8407 skal endringer som overstiger en viss størrelse i henhold 
til kontraktsverdien regnes som avbestilling, jf. pkt. 44. Ellers kan avbestilling være et al-
ternativ til videre skalering av en konflikt som ikke lar seg løse med forhandling eller mek-
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242 Jf. Føyen (2006) s. 317 
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ling. Det er vanlig at tilvirkningskontraktene har avbestillingsadgang for kunden, og mindre 
vanlig at leverandøren har denne muligheten. Muligheten til avbestilling er ikke avhengig 
av at det konstateres kontraktsbrudd. Avbestillinger i tilvirkningskontrakter kan kun virke 
fremover i tid (ex nunc). En avbestillingsadgang kan også fungere som et verktøy for å 
balansere risikoen mellom partene.243 
 
Når prosjekter benytter smidige utviklingsmetoder er det viktig å ivareta det grunnleggende 
prinsippet om fleksibilitet. Partene skal ha stor grad av valgfrihet, og denne friheten vil bli 
redusert hvis avbestillingsadgangen setter begrensninger.244 Det tette samarbeidet mellom 
partene ved bruk av smidig metode gjør at også leverandøren bør ha en adgang til å avslutte 
samarbeidet. Det ville være uheldig om leverandøren skulle tvinges til å fortsette når forut-
setningen for samarbeid ikke lenger er tilstede. Derfor anbefales det at en smidig kontrakt 
har bestemmelser om at begge parter har oppsigelsesadgang etter hver iterasjon/sprint.245 
Etter min mening vil en mulighet for avbestilling ved hver sprint blir for vid. Ofte vil det 
være slik at flere sprinter til sammen utgjør en delleveranse som skal settes i produksjon, jf. 
avsnitt 3.6.1.1. Derfor kan det være tapbegrensende at avbestillinger kun kan gjøres i for-
bindelse med akseptansen av en delleveransen og før oppstart av ny iterasjon. Da har kun-
den en reell mulighet til å nyttiggjøre seg av levert programvare. 
 
En slik vid adgang til oppsigelse kan gjøre det enklere å løse fastlåste konflikter, samt be-
grense tap i forbindelse med kontraktsbrudd. Et annet aspekt gjelder prismodellen. Ved 
bruk av vederlagsberegning basert på regningsarbeid er det en forutsetning at det eksisterer 
en viss tillit mellom partene, jf. underkapittel 3.6.2. Hvis ikke tilstrekkelig tillit opparbeides 
eller forventet resultat uteblir, er en løsning på problemet å avslutte samarbeidet. En slik 
mulighet vil også legge et visst press på leverandøren, slik at ikke unødvendig arbeid utfø-
res for å øke fortjenesten. Det er lagt opp til en vid oppsigelsesadgang for partene i SSA-S, 
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jf. pkt. 2.7.1, men denne adgangen gjelder kun frem til akseptansetesting av prosjektets 
første delleveranse. Etter dette tidspunktet er det kun kunden som har en tradisjonell avbe-
stillingsadgang i henhold til et økonomisk oppgjør, jf. pkt. 2.7.2.  
 
For både kunde og leverandør vil en slik vid oppsigelsesadgang kunne få økonomiske kon-
sekvenser. Derfor bør det utarbeides bestemmelser som regulerer et økonomisk oppgjør 
mellom partene ved oppsigelse. For å sikre kundens forutsigbarhet bør det stilles krav om 
at det skal gjennomføres prosjektintegrert mekling før leverandøren kan avbestille. Siden 
kunden kan benytte seg av levert programvare etter en oppsigelser er det nødvendig at kon-
trakten regulerer rettighetene til levert materiale. Oppsigelser skal være begrunnet, og en 
illojal oppsigelse kan utløse krav om erstatning. 
3.7 Risikofordeling og kontraktsbrudd 
Kontraktsbrudd har en side til risikofordeling og en side til sanksjoner. Sanksjonene har 
som formål å gjenopprette balansen i kontraktsforholdet ved kontraktsbrudd, samt gi parte-
ne insitament til riktig oppfyllelse.246 Et av formålene med en smidig kontrakt er å bidra til 
vellykket gjennomføring av et prosjekt ved tett samspill mellom partene. Likevel har parte-
ne også ulike formål med prosjektet, noe som gjør at også risikofordeling og kontrakts-
brudd må reguleres. Innenfor kontraktens rammer skal leverandøren oppnå fortjeneste, 
mens kunden skal oppnå å få levert riktig ting til riktig tid.247 Reguleringen av kontrakts-
brudd kan utelates i kontrakten og overlates til bakgrunnsretten. Likevel kan det være hen-
siktsmessig å ta inn bestemmelsene i kontrakten hvis man forutsetter at partene ikke kjen-
ner bakgrunnsretten på området.248 Dette er nødvending når kontrakten skal brukes aktivt i 
prosjektet som et styrende verktøy for alle interessenter, slik at den skrevne kontrakten 
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harmonerer med bakgrunnsretten.249 Hvis bakgrunnsretten skal fravikes er det nødvendig å 
ta inn reguleringen i kontrakten.  
 
En slik fravikelse kan bli nødvendig ved bruk av smidig kontrakt, både fordi det er lagt opp 
til et tett samarbeid mellom partene og fordi dette samarbeidet i seg selv er en forutsetning 
for å lykkes. I en slik kontrakt kan det stilles spørsmål ved om sanksjonene ved kontrakts-
brudd skal være de som følger av bakgrunnsretten, eller om de må ha en annen form.250 
Videre kan det hevdes at formålet med slik samspillskontrakt må få større betydning ved 
tolkning og utfylling, enn den tradisjonelle bakgrunnsretten.251 Derfor vil jeg i dette kapit-
telet se nærmere på kontraktsbrudd og forholdet til risikofordelingen i den smidige kontrak-
ten. 
3.7.1 Risikofordelingen ved bruk av smidig metode 
I underkapittel 2.5.2 gikk jeg inn på hvordan fordelingen av vederlagsrisikoen i en kontrakt 
er et grunnleggende element for vurdering av om en oppfyllelsessvikt er et kontraktsbrudd 
eller ikke. Utgangspunktet i en tradisjonell kompleks tilvirkningskontrakt er at risikoforde-
lingen følger funksjonsdelingen mellom partene. Det vil si at årsaken til oppfyllelsessvikten 
har betydning for eventuelle konsekvenser av svikten. Hvordan risikoen skal fordeles må 
alltid vurderes i det enkelte tilfelle, og det ligger i prosjektets natur at ingen prosjekter er 
like. Likevel er det hensiktsmessig å trekke frem ulike momenter og aspekter som må ligge 
til grunn for vurderingen i en konkret sak. Jeg har tidligere pekt på nødvendigheten av å 
kontraktsfeste utviklingsprosessen ved bruk av smidige metoder. Når for eksempel gjen-
nomføringen ved bruk av Scrum er regulert, vil det være tydelig hvilke roller, og dermed 
hvilke parter, som har hvilke arbeidsoppgaver. I bestemmelsene brukes for eksempel be-
grepet «ansvar for», som ikke betyr noe mer enn at en oppgave eller aktivitet skal utføres 
av en rolle. Likevel vil en slik regulering være et tydelig utgangspunkt for funksjonsdeling-
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en mellom partene. Dermed blir det lettere å finne årsaken til en oppfyllelsessvikt. Imidler-
tid er det flere forhold som kan påvirke dette utgangspunktet, og dermed forrykke risiko-
fordelingen med utgangspunktet i funksjonsfordelingen. Disse forholdene kan være prin-
sippene bak samarbeidsmetoden, prismodellen, om det er en innsats- eller resultatforplik-
telse og partenes subjektive forhold. 
3.7.1.1 Samarbeidsmetoden 
Jeg har tidligere vært inne på at et prosjekt som benytter smidige utviklingsmetoder kan ha 
en side til prosjekter som er basert på en såkalt samspillmodell, eller partneringmodell. 
Kontrakter basert på en samspillsmodell er i økende grad tatt i bruk i blant annet entrepri-
seprosjekter.252 Det finnes ingen klar definisjon av en samspillkontrakt, men prosjektet skal 
gjennomføres basert på tillit, åpenhet, felles målsettinger og deling av risiko. Denne tanke-
gangen ligger også til grunn for den proaktive jussens tilnærming til kontrakter. Utgangs-
punktet er også at det som skal tilvirkes ikke er klart definert ved kontraktsinngåelsen, men 
at et tett samarbeid øker kvaliteten og produktiviteten, reduserer kostnadene og gir mulig-
heter for økt inntjening.253 Etter min mening bør en smidig kontrakt ansees som en sam-
spillkontrakt, selv om ikke det er tatt inn en egen bestemmelse om at prosjektet skal gjen-
nomføres med samspillmodell. Realiteten i et prosjekt som benytter smidige utviklingsme-
toder, ligger tett opp til en samspillmodell. I EBAs veileder for samspillentreprise er det tatt 
inn et forslag til utforming av en samspillkontrakt. Pkt 1.1 har følgende tekst:254 
 
«Prosjektet skal gjennomføres som samspillentreprise. Byggherre og Entreprenør forplik-
ter seg med dette til åpent, ærlig og tillitsfullt samarbeid.» 
 
Denne bestemmelsen gir partene neppe noen andre plikter enn det som jeg tidligere har lagt 
frem som bestemmelser i en smidig kontrakt. Men spesielt lojalitetsplikten vil nok få større 
betydning i en slik samspillkontrakt. Det er noe jeg også har påpekt tidligere, ved å legge 
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254 Se Entreprenørforeningen - Bygg og Anlegg (2013) s. 25 
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inn i en eksplisitt bestemmelse om lojalitetsplikt i den smidige kontrakten. I en slik kon-
trakt vil kravet til lojalitetsplikten skjerpes.255 Illojalitet når det gjelder samarbeid og med-
virkning kan i seg selv bli sanksjonert som kontraktsbrudd.256 Lojalitetsplikten kan også få 
betydning når sanksjoner for andre kontraktsbrudd skal avgjøres. I Rt. 2006 s. 999 hadde 
selger av fast eiendom brukt for lang tid på å vurdere om han ville benytte seg av retting 
etter kjøpers reklamasjon. Høyesterett påpeker at: «Selgerens rett etter § 4-10 til å møte et 
krav om prisavslag eller heving med retting må utøves under hensyntagen til den gjensidige 
lojalitetsplikten i kontraktsforhold.»257 På denne bakgrunnen kan lojalitetsplikten også få 
større betydning i samspillkontrakter som ikke benytter strenge preklusjonsregler. 
 
I tillegg til et skjerpet lojalitetskrav i samspillkontrakter, er det også grunn til å se generelt 
på risikofordelingen. Programvareutvikling er av natur en tilvirkning med stor usikkerhet, 
og dette er en av de viktigste årsakene til at smidige utviklingsmetoder benyttes. Usikker-
heten håndteres til dels på bakgrunn av utviklingsprosessen, men også fordi kontraktsgjen-
standen ikke er uttømmende spesifisert ved kontraktsinngåelsen. Dette betyr at kunden har 
mulighet til å påvirke resultatet underveis i tilvirkningen, og det i seg selv gjør at kunden 
må bære en større del av risikoen. Leverandøren er likevel den parten som sitter med fag-
kunnskapen og har muligheten til å realisere effektmålene i utviklingsarbeidet. Denne mu-
ligheten har leverandøren fordi han har valgfrihet med tanke på hvilke funksjoner som skal 
utvikles og hvordan disse best mulig kan bidra til å nå målene. Denne gjensidige avhengig-
heten mellom partene forsterkes som tidligere nevnt ved at de fleste beslutninger underveis 
i prosjektgjennomføringen gjøres enten av scrumteamet (som består av både kunden og 
leverandøren), eller i gruppen for felles prosjektstyring. Disse forholdene gjør at utgangs-
punktet med fordeling av risiko basert på funksjonsdelingen kan være misvisende som 
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grunnlag når årsaken til problemene skal avklares. Utfordringene med å utlede risikofor-
holdene som grunnlag ved kontraktsbrudd kan oppsummeres ved Tvarnø: 258 
 
«Ved at opstille en kontrakt, som ikke eksplicit definerer produktet, men i stedet lægger 




En måte å regulere risikofordelingen på, er valget av prismodell. Sandvik påpeker at det i 
kontrakter hvor omfanget ikke er endelig definert ved inngåelsen «[…] naturligvis ligger 
nærmest for hånden å la arbeidet utføres som 'regningsarbeid', slik at en på denne måten 
direkte influerer på risikofordelingen».259 Føyen mfl. sier at valget mellom fast pris og reg-
ningsarbeid «kan sies å avgjøre hvem av partene som skal bære vederlagsrisikoen».260 I 
underkapittel 3.6.2 konkluderte jeg med at en prismodell basert på regningsarbeid er egnet 
for en smidig kontrakt. Denne prismodellen medfører at kunden bærer risikoen for at usik-
kerheten i prosjektet gjør at timeforbruket overstiger det partene hadde regnet med ved 
kontraktsinngåelsen. Hvis leverandørens evne til å levere avtalt innhold i et inkrement svik-
ter, går tiden. Kunden må likevel betale. Jeg trakk frem at timeforbruket har en yttergrense 
med tanke på uforsvarlig forhold hos leverandøren. 
 
Et annet spørsmål er om en angitt kostnadsramme eller kostnadsoverslag i kontrakten setter 
noen grenser for leverandørens krav om betaling for utviklingen. I de fleste tilfeller har 
kunden et budsjett som setter rammer for prosjektgjennomføringen. Derfor vil ofte kost-
nadsrammer eller kostnadsoverslag være tatt inn i kontrakten. For å ta stilling til om slike 
rammer får betydning for hva leverandøren kan kreve betaling for, må det gjøres en konkret 
tolkning av bestemmelsene. Utgangspunktet for tolkningen vil være kontraktens ordlyd, 
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men er denne uklar må andre momenter trekkes inn. Et moment er hvor detaljert spesifika-
sjonen av programvaren er. Hvis spesifikasjonen er så detaljert at det kan danne grunnlag 
for en fast pris, kan det tale for at kostnadsoverslaget i utgangspunktet er bindende.261 Mot-
satt vil uklare spesifikasjoner basert på usikre estimater tale for at overslaget ikke blir an-
sett for være bindende. Et eksempel som illustrerer dette, er en lagmannsrettsdom hvor le-
verandøren ikke ble holdt ansvarlig for kostnadsoverskridelser, fordi overslaget var basert 
på «[…] et altfor spinkelt grunnlag.»262 På en annen side kan leverandørens rett til vederlag 
bli avgrenset hvis kostnadsoverslaget er basert på en uaktsom beregning.263 I standardkon-
trakten PS2000 SOL er det tatt inn bestemmelser om at hvis faktisk kostnad overstiger det 
dobbelte av godkjent estimat, skal det ansees som kontraktsbrudd, jf. pkt. 10.1.3. Sanksjo-
ner for dette er heving og erstatning. 
 
Som jeg tidligere har vært inne på er estimatene basert på epos og brukerhistorier som regel 
usikre. Derfor kan det bli vanskelig å anse et kostnadsoverslag i en smidig kontrakt for bin-
dende. I tillegg vil kundens aktive medvirkning og styring når det gjelder prioriteringer, 
avklaringer og endringer i produktkøen og sprintbackloggen får betydning for de løpende 
kostnadene. Tilleggsarbeid og endringsarbeid vil i en fastpriskontrakt medføre rett til til-
leggsvederlag for leverandøren. Når det er regningsarbeid som utføres, blir det vanskeligere 
å avgjøre hvilke deler av betalingen som kan tilskrives tillegg eller endringer som får be-
tydning når det gjelder kostnadsoverslaget. 
 
Siden regningsarbeid endrer risikofordelingen mellom partene, oppstår det et spørsmål om 
dette får betydning for vurdering av kontraktsbrudd knyttet til forsinkelse og mangler. 
Sandvik mener at det ikke får betydning for kontraktsbrudd med tanke på forsinkelse av 
avtalte tidsfrister.264 Grunnen til dette er at leverandøren er sikret vederlag for den ekstra 
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innsatsen han må gjøre for å nå fastsatte frister. Når det gjelder mangelsspørsmålene er det 
mer tvilsomt. Når eventuelle sanksjoner for mangler skal vurderes, må det tas i betraktning 
at leverandøren kunne oppnådd betaling for det manglende arbeidet som førte til oppfyllel-
sessvikten.265 Jeg kommer nærmere tilbake til disse forholdene under drøftelsen av sank-
sjoner i underkapittel 3.7.5. 
 
Ved bruk av målpris blir situasjonen noe annerledes. Målprisen tar utgangspunkt i et samlet 
estimat og forutsetter en uttømmende spesifikasjon ved oppstarten av prosjektet.266 End-
ringer som påvirker målprisen må håndteres med endringsprosedyrer slik at målprisen kan 
justeres. Et påslag for uforutsette kostnader kan også legges inn i målprisen, og ved bruk av 
en samspillmodell vil eventuelle overskridelser deles mellom partene.267 En slik løsning 
gjør at risikoen er mer tydelig fordelt på hver av partene. 
3.7.1.3 Innsats- eller resultatforpliktelse 
For å kunne ta stilling til om forsinkelse eller mangel er kontraktbrudd, er det et grunnleg-
gende utgangspunkt å se på hva slags type ytelse leverandøren har påtatt seg å levere. Hvis 
leverandøren har påtatt seg å levere et bestemt resultat i henhold til spesifikasjoner og krav 
fra kunden, en resultatforpliktelse, kan avvik mellom levert resultat og kundens berettiget 
forventning til resultatet utgjøre et kontraktsbrudd. Motsatt vil en innsatsforpliktelse for 
leverandøren bestå i å levere tilstrekkelig faglig innsats for å nå kundens ønskede resultat. 
En mangel i disse tilfellene kan for eksempel være hvis leverandørens ressurser ikke yter 
forsvarlig faglig innsats. Skillet mellom innsats- og resultatforpliktelse kan også avgjøre 
om det er et ansvarsgrunnlag som kan gi rett til erstatning.268 For å kunne avgjøre hva slags 
type ytelse en kontrakt omhandler, må det gjøres en konkret tolkning av kontrakten. Et pro-
sjekt som gjennomføres med en smidig metode, og spesifikasjonen av leveransen kun inne-
holder krav om antall konsulenter, timeantall og kompetanse, må ansees for å være en inn-
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satsforpliktelse. Dette vil typisk være en form for bistandsavtale eller rammeavtale, og 
kunden har risikoen for at et bestemt resultat nås.269  
 
Hvis kontrakten inneholder en spesifikasjon av hva som skal utvikles, enten en uttømmen-
de spesifikasjon eller en grov spesifikasjon, vil leverandøren kunne ansees for å ha påtatt 
seg en resultatforpliktelse.270 Bestemmelser i kontrakten kan si noe om hva slags type for-
pliktelse leverandøren har påtatt seg. Den danske standardkontrakten K03 er et eksempel på 
det. Ifølge kontraktens pkt. 3.2.2 har leverandøren en resultatforpliktelse for det kontrakten 
omtaler som «Absolutte Krav». For andre skal leverandøren «bestræbe sig på at levere så 
mange af de Øvrige Krav som muligt». Bestemmelsen må tolkes som at leverandøren har 
en innsatsforpliktelse for disse øvrige kravene. Smidigavtalen SSA-S har, som tidligere 
drøftet, et skille mellom funksjonelle og ikke-funksjonelle krav. De ikke-funksjonelle kra-
vene skal være uttømmende spesifisert ved kontraktsinngåelsen. Likevel skiller ikke avta-
len mellom innsatsforpliktelse for noen krav, og resultatforpliktelse for andre krav. Avtalen 
har blant annet følgende bestemmelser om leverandøren leveranseplikt i pkt. 5.1, første 
avsnitt: 
 
«Leverandøren har ansvar for at leveransen dekker behovs – og løsningsbeskrivelsen i bi-
lag 1 og 2 med eventuelle endringer i bilag 9, likevel slik at detaljspesifikasjonen og god-
kjenningskriteriene skal utgjøre den endelige spesifisering av hva som skal leveres for de 
områdene de dekker.» 
 
Bestemmelsen er ikke like klar som tilsvarende i den danske K03, men den kan tolkes slik 
at leverandøren har et resultatansvar for at alt som utvikles.  
 
Når en bestemmelse om leveranseplikten er uklar, må det gjøres en tolkning av kontrakten 
for å avgjøre hva slags type forpliktelse leverandøren har påtatt seg. Noen retningslinjer for 
                                                
269 Se Torvund (1997) s. 70 
270 Jf. Føyen (2006) s. 234 
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vurderingene gir Unidroit Principles of International Commercial Contracts 2010 (Uni-
droit) art. 5.1.5. Artikkelens pkt. d)271 omhandler i hvilken grad kunden kan påvirke ønsket 
resultat, og kan være relevant ved bruk av en smidig metode. Likevel har leverandøren an-
svar for å bistå på kundens ansvarsområder, fordi leverandøren er den som sitter på fag-
kunnskapen. Etter mitt syn må artikkelen pkt. d) tolkes slik at den gjelder der hvor kunden 
også sitter på fagkunnskapen og skal bidra i utviklingsarbeidet. Artikkelens pkt. c)272 kan 
også være relevant – spesielt ved programvareutvikling som i seg selv ofte er knyttet til stor 
usikkerhet og risiko. Smidige metoder tas nettopp i bruk fordi usikkerheten er stor. Jeg me-
ner likevel punktet må tolkes slik at dette gjelder prosjekter som har spesiell stor usikkerhet 
knyttet til muligheten for å oppnå ønsket resultat. Eksemplet Unidroit bruker er risikoen i et 
prosjekt hvor målet er å få en satellitt i bane, hvor feilraten erfaringsmessig er på 22 pro-
sent. Slike prosjekter vil komme i den kategorien som Føyen mfl. omtaler som «de mer 
forskningspregede avtaler», og som må betegnes som innsatsforpliktelser.273 I slike pro-
sjekter vil det trolig komme frem av kontrakten at det stor usikkerhet knyttet til om ønskede 
resultater kan nås. Noe som i seg selv er et tolkningsmoment som Unidroit pkt. 5.1.5, a)274 
også beskriver.  
 
Et eksempel er en tingrettsdom hvor det skulle utvikles et nettbasert regnskapsprogram der 
liknende løsninger ikke tidligere hadde vært laget.275 Leverandøren hadde gitt uttrykk for at 
det var stor usikkerhet knyttet til resultatet, og ville derfor ikke påta seg oppdraget til fast 
pris eller definert tidsplan. Det var heller ikke utarbeidet en definert kravspesifikasjon. Ret-
ten konkluderte med at dette var en innsatsforpliktelse. Konklusjonen etter dette er at en 
smidig kontrakt med en viss spesifikasjon av kontraktsgjenstanden, regulert utviklingspro-
                                                
271 «(d) the ability of the other party to influence the performance of the obligation» 
272 «(c) the degree of risk normally involved in achieving the expected result» 
273 Jf. Føyen (2006) s. 44-45 
274 «(a) the way in which the obligation is expressed in the contract» 
275 Se TOSLO-2001-11218  
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sess og et normalt usikkerhetsnivå, i utgangspunktet må ansees som en resultatforpliktelse 
for leverandøren.  
3.7.1.4 Partenes subjektive forhold 
Partenes subjektive forhold dreier seg om at en parts handlinger eller unnlatelser er ufor-
svarlige. I så fall er det et grunnleggende utgangspunkt at parten selv må bære skadefølge-
ne, og at dette vil kunne påvirke risikofordelingen.276 Hvis det for eksempel oppstår en 
oppfyllelsessvikt hvor kunden bærer risikoen fordi prismodellen er basert på regningsar-
beid, kan subjektive forhold hos leverandøren føre til at det er leverandøren selv som like-
vel må bære risikoen. Tidligere har jeg for eksempel trukket frem betydningen av påløpte 
kostnader som skyldes uforsvarlige forhold hos leverandøren, jf. underkapittel 3.6.2.  
 
Det stilles strenge krav til aktsom opptreden i kontraktsforhold som gjelder næringsfor-
hold.277 De strenge kravene er basert på at partene frivillig har påtatt seg pliktene sine. I 
tillegg har leverandøren påtatt seg oppdraget som en profesjonell part mot betaling. Dette 
profesjonsansvaret strekker seg langt, men kunden kan ikke kreve at det alltid er den opti-
male løsningen som velges. Leverandøren har et visst spillerom ved valg av løsninger. I Rt. 
1995 s. 1350 ble det slått fast at leverandøren må ha «[…] et visst spillerom før atferd som 
kan kritiseres, må anses som erstatningsbetingende uaktsomhet.»278 Det er kunnskapen om 
valgte løsning på utførelsestidspunktet som er avgjørende i vurderingen, jf. Rt. 1968 s. 
783.279 Den raske teknologiutviklingen gjør at det på noen områder ikke etablerer seg nor-
mer som holder seg over tid. Derfor kan det være en utfordring å avgjøre om leverandørens 
valgte løsning er i tråd med en bransjenorm. Likevel må kunden kunne forutsette at leve-
randøren holder seg oppdatert på sitt eget fagfelt, og derfor velger løsninger som er i takt 
med den teknologiske utviklingen.280 
                                                
276 Jf. Sandvik (1966) s. 296 
277 Jf. Hagstrøm (2011) s. 468 
278 Se Rt. 1995 s. 1350 (s. 1356) 
279 Se Rt. 1968 s. 783 (s. 788) 
280 Se Torvund (1997) s. 205 
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Profesjonsansvaret er også knyttet til en abstrakt mangelsvurdering med tanke på hvilke 
krav som kan stilles til kvaliteten på leveransen. Når det gjelder krav til leveransens kvali-
tet, se avsnitt 3.7.4.4, vil det i utgangspunktet ikke være nødvendig også å ta stilling til om 
leverandøren har utført arbeidet med tilstrekkelig aktsomhet. På grunn av funksjonsdeling-
en bærer leverandøren likevel risikoen for kvaliteten, men det kan styrke kundens stilling 
når mangelsvurderingen skal gjøres.281 I tillegg vil uaktsomhet kunne utløse krav om er-
statning som en supplerende sanksjon. For eksempel i en lagmannsrettsdom, hvor entrepri-
sen var basert på regningsarbeid, fikk byggherren dekket merkostnadene for mangler ved 
arbeidet.282 Lagmannsretten konstaterte at «[…] feil som følge av manglende aktsomhet, 
f.eks. slurv ved entreprenørens utførelse, […] har […] byggherren rett til å gjøre mangels-
beføyelser gjeldende». 
 
Den skjerpede lojalitetsplikten i en smidig kontrakt, jf. avsnitt 3.7.1.1 og varslingsplikten, 
se avsnitt 3.7.2.1, er tett knyttet til en aktsom opptreden. Normalt må partenes opptreden 
være klanderverdig for at den skal regnes som illojal.283 Illojalitet kan sanksjoneres som 
kontraktsbrudd, og det legger et press på partene om å oppfylle pliktene i kontrakten. 
3.7.2 Leveranser, forsinkelse og mangler 
Den parten som har risikoen for årsaken til en oppfyllelsessvikt kan bli utsatt for sanksjo-
ner. I forrige underkapittel drøftet jeg forhold knyttet til risikofordelingen. I dette og de 
neste underkapitlene skal jeg gå nærmere inn på vurderingen av oppfyllelsessvikt, nærmere 
bestemt forsinkelser og faktiske mangler. Rettsmangler vil ikke bli behandlet.  
 
Et grunnleggende aspekt ved bruk av smidige utviklingsmetoder, er at denne måten å gjen-
nomføre et prosjekt på, er risikoreduserende med tanke på usikkerheten ved programvare-
                                                
281 Jf. Sandvik (1966) s. 296 
282 LB-2004-11707  
283 Jf. Nazarian (2007) s. 252 
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utvikling. Uforutsette problemer blir raskt avdekket ved bruk av sprinter, og nødvendige 
tiltak kan iverksettes av scrumteamet og gruppen for felles prosjektstyring. Dette gjør at 
indikasjoner på at leveransene ikke svarer til kundens berettigede forventninger avdekkes 
før det kan konstateres forsinkelser eller mangler. Problemer som ikke like lett lar seg kor-
rigere kan håndteres med prosjektintegrert mekling. I tillegg vil partenes løpende adgang til 
oppsigelse av kontrakten være en mulig for å komme seg ut av problemer som ikke lar seg 
løse ved hjelp av meklingen. Til tross for disse utgangspunktene kan det være behov for å 
ha et avklart forhold til kontraktsbrudd og eventuelle sanksjoner. En oppsigelse fra en av 
partene kan medføre både økonomiske og praktiske konsekvenser for både kunden og leve-
randøren. Da kan bestemmelser om kontraktsbrudd være alternative mekanismer som tar 
sikte på å opprettholde balansen i kontrakten, samt gi insentiver til fortsettelse av samar-
beidet. 
 
Utgangspunktet er at forsinkelse og mangler er knyttet til avtalte leveranser. I en smidig 
kontrakt skjer det forløpende leveranser ved hver sprint. Det vil neppe være hensiktsmessig 
å gjøre en juridisk vurdering av eventuell oppfyllelsessvikt av hvert inkrement. For det 
første vil den vurderingen og testingen som gjøres ved en sprintreview ikke være så omfat-
tende som den bør være for programvare som skal settes i produksjon. For det andre vil 
som regel inkrementet være avhengig av funksjonalitet som utvikles i andre inkrementer, 
og derfor vil ikke inkrementet egne seg for en vurdering med tanke på kontraktsbrudd. Et 
viktig prinsipp ved bruk av smidige metoder er at det skal utvikles programvare som kan 
settes i produksjon underveis i prosjektgjennomføringen. Derfor skal det utarbeides en plan 
for delleveranser som er egnet til å produksjonsettes. Det er disse delleveransene det er 
aktuelt å knytte til sanksjoner ved kontraktsbrudd. Også i tradisjonelle kontrakter for pro-
gramvareutvikling er det vanlig å knytte sanksjoner til delleveranser.284 
 
Når programvaren er leveringsklar fra leverandøren etter en sprint som er en delleveranse, 
betyr ikke det at programvaren er levert. Det er nødvendig å avsette tilstrekkelig tid slik at 
                                                
284 Jf. Føyen (2006) s. 459 
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kunden kan gjennomføre akseptansetesting av programvaren med tanke på godkjennelse. 
Hvis kunden godkjenner delleveransen etter utløp av den avtalte testperioden, er program-
varen å anse som levert. Akseptansetestingen innebærer at kunden må avdekke om den 
leveringsklare programvaren inneholder mangler, og hvis det er tilfelle foreligger det for-
sinkelse.285 Dette betyr at kunden må gjøre en mangelsvurdering i testperioden på samme 
måte som det gjøres en mangelsvurdering etter levering. Manglene som avdekkes i testpe-
rioden «transformeres» til forsinkelse, og eventuelle sanksjoner er knyttet til forsinkelse 
som kontraktsbrudd.286 
3.7.2.1 Varsling og reklamasjon 
Med varsling mener jeg partenes opplysningsplikt overfor hverandre, altså plikten til å 
varsle om hindringer av egen oppfyllelse etter kontrakten. Denne plikten er en viktig prak-
tisk regel underveis i prosjektgjennomføringen, og derfor ser jeg nærmere på denne. Re-
klamasjon er en annen form for varsling. Det brukes når en part vil iverksette sanksjoner 
overfor den andre parten på grunn av hennes kontraktsbrudd. Jeg vil også kort redegjøre for 
reklamasjonsreglenes utgangspunkt.  
 
I kontraktsforhold som reguleres av kjøpsloven287 fremkommer en slik opplysningsplikt for 
leverandøren i §§ 28 og 40 (1), og for kunden i § 58. For kontraktsforhold om ikke regule-
res av kjøpsloven kan en slik opplysningsplikt utledes av partenes lojalitetsplikt,288 og med 
bakgrunn i Rt. 1970 s. 1059.289 I denne dommen var ikke selger forpliktet til å levere på 
grunn av force majeure, men ble likevel erstatningsansvarlig fordi han «[…] på et tidligere 
tidspunkt burde ha underrettet … [kjøper] om faren for forsinkelse».290 Det er viktig at par-
tene varsler hverandre hvis en part ikke klarer å oppfylle sine plikter etter kontrakten. Beg-
                                                
285 Jf. Føyen (2006) s. 469 
286 Se Torvund (1997) s. 191 
287 Kjøpsloven (1988)  
288 Jf. Nazarian (2007) s. 210 
289 ibid. s. 531 
290 Se Rt. 1970 s. 1059 (s. 1065) 
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ge parter er interessert i at slike forhold blir avdekket så raskt som mulig, slik at nødvendi-
ge tiltak kan settes i gang for å begrense virkningene.291 SSA-S har regler for leverandørens 
og kundens varslingsplikt i pkt. 11.2 og pkt. 12.2. Varslingene gjelder alle forhold som gjør 
at partene ikke kan oppfylle sine plikter etter avtalen. PS2000-kontraktene har ingen be-
stemmelser om varslingsplikt for partene. Som nevnt vil uansett en slik varslingsplikt gjel-
de på grunn av den gjensidige lojalitetsplikten. Ved for eksempel bruk av Scrum, vil det 
tette samarbeidet gi partene rikelige muligheter for gjensidig varsling.  
 
Et spørsmål er om det har betydning om varslingen skjer skriftlig eller ikke. Spesielt gjel-
der dette ved bruk av smidige utviklingsmetoder hvor mye av kommunikasjonen mellom 
partene er uformell. Av notoritetshensyn bør naturligvis varslingen skje skriftlig, men prin-
sippet om formfrihet må gjelde også slike varsler. SSA-S' bestemmelser om varsling stiller 
krav til skriftlighet, og hva varselet skal inneholde. Tilsvarende skriftlighet har bestemmel-
sen om leverandørens varsling om forsinkelse i IKT 2010, jf. pkt. 6.8.1. Ingen av bestem-
melsene har regler om konsekvensene av at varselet ikke gis skriftlig. Etter mitt syn bør 
kravet til skriftlig varsel sees på som en bevisbyrderegel, på samme måte som ved reklama-
sjon.292 
 
Reklamasjon er for eksempel et varsel fra kunde til leverandør om at det er en mangel i 
levert programvare, som av kunden ansees som et kontraktsbrudd. Varselet forteller også at 
kontraktsbruddet vil bli sanksjonert. I forbindelse med reklamasjon er det også en reklama-
sjonsplikt. Denne plikten handler om at den parten som reklamerer må gjøre dette innen 
visse frister, hvis ikke vil han tape retten til sanksjoner.293 Reklamasjon skjer ved levering 
eller etter levering. Før levering er det varslingsplikten som skal ivareta partenes mulighe-
ter for tiltak mot eventuell oppfyllelsessvikt. Unntaket fra dette er ved reklamasjon for an-
tesipert kontraktsbrudd, som jeg for øvrig ikke skal behandle.  
                                                
291 Jf. Haaskjold (2013) s. 653 
292 Se Simonsen (1999) s. 323-324 
293 Jf. Monsen (2010) s. 148 
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Utgangspunktet for reklamasjonsplikten er en absolutt og en relativ reklamasjonsfrist. For 
kontrakter som kjøpsloven294 regulerer, er den absolutte fristen to år, jf. § 32 (2), mens den 
relative fristen er at kjøperen må gjøre gjeldende en mangel «[…] innen rimelig tid etter at 
han oppdaget eller burde ha oppdaget den», jf. § 32 (1). For eksempel for en smidig kon-
trakt, som ikke reguleres av kjøpsloven, finnes det ingen ulovfestet absolutt reklamasjons-
frist i bakgrunnsretten.295 Når det gjelder relative reklamasjonsfrister er det mer uklart, men 
prinsippene bak relative reklamasjonsfrister i kontraktslovene, kan brukes i kontrakter som 
ikke er lovregulerte.296 I de fleste kontrakter for programvareutvikling vil ikke disse 
problemstillingene være aktuelle, siden reklamasjonsfrister og garantiperioder er uttøm-
mende regulert. Det er som regel ønskelig for leverandøren å avklare når ansvaret for leve-
ransen er avsluttet.297  
 
I en smidig kontrakt er det reklamasjon knyttet til delleveransene som er aktuelt. I perioden 
med akseptansetesting skal kunden undersøke og teste delleveransen. Det er ved utgangen 
av denne perioden det kan være aktuelt med reklamasjon. Etter testing og godkjenning er 
programvaren levert. Det kan imidlertid være vanskelig å oppdage alle mangler i testperio-
den, og ofte kan problemer vise seg først når systemet er tatt i bruk. Derfor har standard-
kontraktene en feilrettingsperiode eller garantiperiode som har absolutte frister, men før 
utløpet av perioden er det en relativ reklamasjonsfrist.  
 
IKT 2010 har en feilrettingsperiode som skal avtales i bilag, jf. pkt. 10, og tilsvarende skal 
det avtales en garantiperiode i PS2000-kontraktene, jf. pkt. 3.5.4. SSA-S har både en god-
kjenningsperiode på tre måneder, jf. pkt. 2.5.2, og en garantiperiode som i utgangspunktet 
er på tre måneder, jf. pkt. 4.1. Forskjellen mellom godkjenningsperioden og garantiperio-
                                                
294 Kjøpsloven (1988)  
295 Se Monsen (2010) s. 184 
296 Jf. Hagstrøm (2011) s. 353 
297 Jf. Føyen (2006) s. 462 
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den i SSA-S er hovedsakelig to forhold. Det ene er at kunden kan stoppe den løpende god-
kjenningsperioden underveis, hvis man finner feil som gjør det umulig å bruke systemet 
(eller deler av systemet). Perioden starter ikke igjen før leverandøren har rettet feilene, jf. 
pkt. 2.5.4. Garantiperioden har ikke en slik regel, og grunnlaget for reklamasjonsretten er 
strengere. Det er bare mangler som ikke burde vært oppdaget under akseptansetesting eller 
i godkjenningsperioden, som leverandøren skal rette uten ekstra kostnader, jf. pkt. 4.4. Et-
ter utløpet av de absolutte fristene i kontraktene kan ikke kunden reklamere. I underkapittel 
3.7.6 ser jeg nærmere på forholdet til garanti og etterfølgende vedlikehold i smidige kon-
trakter. 
3.7.3 Forsinkelser 
Det er leverandørens forsinkelser med tanke på avtalt tid for delleveranser, som er aktuelt i 
denne sammenheng. Partene skal utarbeide en fremdriftsplan, der det fremgår når de ulike 
delleveransene skal leveres. I en tradisjonell kontrakt, hvor pris, tid og omfang er faste stør-
relser ved kontraktsinngåelsen, vil milepælsplanen være et vanlig utgangspunkt for å vur-
dere forsinkelser. Som jeg tidligere har trukket frem, er det en stor utfordring å estimere tid 
og omfang. Likevel vil det i noen typer prosjekter være nødvendig å kunne levere pro-
gramvare med en viss funksjonalitet til en fastsatt dato. Denne datoen vil dermed være sty-
rende for planleggingen og prioriteringen underveis i prosjektgjennomføringen. I slike til-
feller vil kunden være avhengig av at det avtales tydelige milepæler for flere delleveranser, 
som kan bli sanksjonert ved forsinkelser. I andre typer prosjekter er funksjoner og egen-
skaper ved programvaren viktigere enn levering til en fast dato. 
 
I tillegg til at avtalte milepæler for delleveransene er en forutsetning for at en forsinkelse 
skal vurderes kontraktsbrudd, må også årsaken til forsinkelsen ligge hos leverandøren. Med 
tanke på funksjonsdelingen i kontrakten kan det være at forsinkelsen skyldes forhold kun-
den har ansvaret for. Dermed er det ikke aktuelt å anse forsinkelsen som kontraktsbrudd fra 
leverandørens side. Dette viser hvor viktig det er at prosjektgjennomføringen og utvik-
lingsprosessen er regulert i kontrakten, som beskrevet i underkapittel 3.6.1. En slik kon-
traktsregulering klargjør hvilke plikter og ansvarsområder partene har, og årsakssammen-
hengen mellom forsinkelse og ansvarsforhold kommer tydelig frem. 
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Det er vanlig å ha bestemmelser om fristforlengelse for partene hvis årsaken til forsinkelsen 
ligger hos den andre parten, eller som følge av endringer, se for eksempel NS 8407, pkt. 
33.1 og pkt. 33.2. Uten en slik bestemmelse, vil et ønske om fristforlengelse kunne behand-
les med avtalte endringsprosedyrer. Uansett vil ikke en forsinkelse kunne sanksjoneres av 
den parten som er årsaken til forsinkelsen. Likevel vil en bestemmelse om fristforlengelse 
kunne fungere som et verktøy for partene til å finne felles optimal løsning, før man konsta-
terer et kontraktsbrudd. SSA-S har en slik generell bestemmelse for leverandøren i pkt. 
11.3. I en smidig kontrakt bør det legges til rette for fristforlengelse for begge parter. Hvor 
praktisk en slik bestemmelse vil være er usikkert, da varslingsplikten om forsinkelse vil 
utløse tiltak tidligere i prosessen. I en smidig kontrakt bør det ikke legges opp til å endre på 
sprintenes lengde, fordi det vil forstyrre utviklingsmetoden. Konsekvensene av en tilleggs-
frist i en smidig kontrakt vil være å flytte en delleveranse slik at den inneholder ekstra 
sprint(er). Alternativt kan datoen for delleveranse stå fast, men scrumteamet fjerner ele-
menter fra sprintbackloggen. Det gjør at delleveransen kan leveres som planlagt, men med 
mindre funksjonalitet. Uansett må partene gjøre en konkret vurdering for å finne best mulig 
løsning.  
 
Prismodellen med regningsarbeid gjør at det er kunden som i utgangspunktet har risikoen 
for merkostnader for uforutsett arbeid. Derfor kan leverandøren forsere forsinkelsen uten å 
måtte betale for merkostnadene. Imidlertid er det sjelden praktisk, på kort sikt, å trekke inn 
flere ressurser for å rekke en tidsfrist fordi nytt personell trenger tid på å sette seg inn i pro-
sjektet. Ellers kan leverandøren pålegge overtidsarbeid for eksisterende ressurser, slik at en 
mindre forsinkelse kan unngås. Over lenger tid er bruk av overtidsarbeid lite heldig, og 
forskning viser at produktiviteten i utviklingsteamet går ned.298 Hvis det er tendenser til 
stadige forsinkelser, må partene endre arbeidsmengden som legges inn i sprintbackloggen, 
og justere fremdriftsplanen. 
                                                
298 Jf. Cohn (2010) s. 290-291 
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3.7.4 Mangelsvurderingen 
I henhold til kjøpsloven299 skal ytelsen «være i samsvar med de krav til art, mengde, kvali-
tet, andre egenskaper og innpakning som følger av avtalen», jf. § 17 (1). SSA-S pkt. 11.1 
slår blant annet fast at det foreligger mislighold fra leverandøren hvis «[…] leveransen ikke 
er i samsvar med de funksjoner og krav og frister som er avtalt». Liknende bestemmelse 
finnes i PS2000-kontraktene i pkt. 6.1.2: «Leveransen har Feil eller mangler dersom det 
foreligger avvik mellom avtalt og levert Leveranse […]». Det er altså de avtalte egenska-
pene til ytelsen som er utgangspunktet for mangelsvurderingen. Avtalte egenskaper er hva 
som er spesifisert ved kontraktsinngåelsen, samt partenes avtalte etterfølgende endringer og 
detaljspesifiseringer. Ytelsens faktiske egenskaper subsumeres under kontraktens bestem-
melser. Hvis de avtalte egenskapene er uklare og lite konkrete, må kravene til ytelsen av-
gjøres ved tolkning og utfylling av kontrakten.300 Det er det konkrete mangelsbegrepet som 
kan utledes av ytelsens avtalte egenskaper. Likevel kan det være nødvendig å supplere 
mangelsvurderingen med et abstrakt mangelsbegrep. Spesielt hvis kontrakten ikke har til-
strekkelige holdepunkter for krav til ytelsen.301 Kjernen i mangelsvurderingen er å komme 
frem til hvilke berettigede forventninger kunden kan ha i henhold til kontrakten.302 
3.7.4.1 Forskjellen mellom feil eller mangler 
Ved noen tilfeller blir begrepet «feil og mangler» brukt, mens andre ganger kun «mangler». 
Føyen mfl. trekker frem at det er en grense mellom «feil» og «mangler».303 Grunnen til å 
trekke frem en slik grense, er at all programvare, i større eller mindre grad, vil inneholde 
feil. Noen feil kan være av ubetydelig karakter, mens andre feil er så alvorlige at kunden 
neppe kan leve med dem. På en annen side, kan flere mindre feil til sammen forringe lever-
ansens kvalitet. Etter mitt syn vil det ikke være nødvendig å trekke en slik grense. I den 
                                                
299 Kjøpsloven (1988)  
300 Jf. Buch (2007) s. 23 
301 Jf. Hagstrøm (2011) s. 166 
302 Jf. Torvund (1997) s. 194 
303 Se Føyen (2006) s. 478-480 
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konkrete vurderingen handler det i praksis ikke om et forhold er en feil eller en mangel, 
men om omfanget og karakteren til feilene og manglene.304  
3.7.4.2 Inkrementer og delleveranser 
Resultatet etter hver sprint er altså et inkrement, som også kalles en delleveranse når mile-
pæler for produksjonssetting er avtalt, jf. avsnitt 3.6.1.1. Det vil derfor være inkrementene 
som i praksis vil være gjenstand for en mangelsvurdering. Egenskaper for inkrementet blir 
avtalt mellom partene ved detaljspesifiseringen i sprintplanleggingen, og det som skal ut-
vikles vil fremkomme av sprintbackloggen. I tillegg er det avtalt hvilke generelle krav som 
inkrementet skal oppfylle, se underkapittel 3.6.1. Noen av disse kravene er enkle å kontrol-
lere, som for eksempel at dekningen på enhetstester er over en viss prosent, og at enhetstes-
tene skal gjennomføres uten feil. Her kan imidlertid skillet mellom feil og mangler få en 
viss betydning. Det kan tenkes at enkeltfeil som avdekkes av enhetstestene ikke har så stor 
betydning at inkrementet kan sies å ha en mangel. Dette må, som nevnt, vurderes konkret 
på bakgrunn av hvor mange slike feil det er, og betydningen av disse. Selv om feilene ikke 
er mangler, vil nok kunden likevel sørge for å rette feilene, ved at de blir lagt inn i sprint-
backloggen for neste sprint.  
 
Et annet vesentlig krav til et inkrement er det skal oppfylle alle akseptansekriteriene til 
brukerhistoriene som skal utvikles i sprinten. I figur 3.9 illustrerer jeg hvordan deler av et 
effektkart i praksis blir detaljspesifisert med akseptansekriterier. Figuren viser to brukerhis-
torier som er knyttet til et epos og en brukergruppe. På øverste nivå er effektmålet angitt. 
Produkteier vil bearbeide den initielle produktkøen, med for eksempel tilleggsinformasjon 
som merknader til en brukerhistorie. Videre vil partene i detaljspesifiseringen splitte opp en 
brukerhistorie i mindre brukerhistorier og tilhørende akseptansekriterier. For eksempel er 
brukerhistorien 1.1.1 splittet i tre nye brukerhistorier (1.1.1.1-1.1.1.3). Vi ser i figuren at 
også ikke-funksjonelle krav er detaljspesifisert under brukerhistorie 1.1.2. Hvis brukerhis-
torien 1.1.1.1 skal utvikles i en sprint, skal inkrementet etter sprinten oppfylle akseptanse-
                                                
304 Jf. Udsen (2013a) s. 570 
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kriteriet i 1.1.1.1.a. Hvis kunden avdekker at det ikke går an å gjøre et kombinasjonssøk, 
men kun søk på et parameter av gangen, må det ansees som en mangel. 
 
 
Figur 3.9: Eksempel på detaljspesifisering av to brukerhistorier 
 
En mangel kan også være knyttet til avhengigheten mellom inkrementer. Det kan være av-
hengigheter mellom inkrementer som leveres fra flere team etter en sprint, og det kan være 
mellom inkrementer som til sammen utgjør en delleveranse. De største utfordringene er 
nok knyttet til delleveransene, som er ment for produksjonssetting. Da må alle inkrementer 
og komponenter som utgjør delleveransen fungere sammen. Etter siste sprint før en delle-
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veranse, skal alle inkrementene spille sammen for første gang. Da er det ikke uvanlig at det 
oppstår problemer. Det at inkrementene ikke fungerer sammen må klart være en mangel. 
Men, hvis de ulike inkrementene ikke fungerer sammen underveis, utenom delleveransene, 
er det mer tvilsomt om kan ansees som en mangel. Selv om det er et viktig prinsipp at det 
skal leveres programvare som virker ved hver leveranse, er ikke dette ment slik at alle 
komponenter skal kunne spille sammen etter hver sprint.305 Hvis det er definert akseptanse-
kriterier forut for en sprint, som gjelder integrasjon med andre inkrementer, så må imidler-
tid inkrementet oppfylle integrasjonskriteriene. Det kan også oppstå avhengighet og in-
tegrasjonsproblemer mellom delleveranser, og slike feil må også ansees for å være mang-
ler. 
 
De avtalte kravene til inkrementet, sammen med innholdet i produktbackloggen, gir nokså 
tydelig utgangspunkt for mangelsvurderingen. Selv om inkrementet tilfredsstiller kravene 
og inneholder den funksjonaliteten som tilsynelatende er spesifisert som i figur 3.9, kan det 
godt være at kunden mener inkrementet ikke oppfyller de berettigede forventingene. Ut-
fordringen er å avgjøre hvilke forventninger kunden kan ha når detaljspesifikasjonen ikke 
inneholder mer informasjon enn den gjør når utviklingen skjer ved smidige metoder. Når 
utgangspunktet for utviklingsarbeidet er en spesifikasjon som illustrert i figur 3.9, har leve-
randøren stor valgfrihet med tanke på hvordan systemet skal utvikles. Tilsvarende valgfri-
het kan også totalentreprisekontrakter inneholde, slik det er forutsatt i NS 8407, pkt. 14.6. 
Den sier at entreprenøren innenfor kontraktens rammer har «rett til å velge hva slag materi-
ale, utførelse og løsning han vil oppfylle kontrakten med».  
 
Valgfriheten ved programvareutvikling er knyttet til blant annet hvordan den tekniske arki-
tekturen skal være, hvordan datamodeller og databasen skal struktureres og hvordan bru-
kergrensesnittet skal utformes. Smidigtankegangen bygger nettopp på en slik valgfrihet, 
fordi leverandøren da har muligheten til å finne de mest optimale løsningene underveis i 
utviklingen. Foruten de avtalte elementene i sprintbackloggen og kravene til inkrementet, 
                                                
305 Se Cohn (2010) s. 262-263 
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må andre holdepunkter trekkes inn i mangelsvurderingen. Når ikke spesifikasjonene er ut-
tømmende, kan det være større grunn til å trekke inn en abstrakt mangelsvurdering.306 An-
gitte formål med anskaffelsen er også av betydning for mangelsvurderingen. Både angitte 
formål og en abstrakt mangelsvurdering vil kunne begrense den valgfriheten leverandøren i 
utgangspunktet har. 
3.7.4.3 Betydning av formålsangivelser 
Angivelse av formålet har betydning for mangelsvurderingen.307 I smidigavtalen SSA-S 
forutsettes det i pkt. 6.1 at kunden skal spesifiseres anskaffelsens formål i bilag 1. Tilsva-
rende bestemmelse har den danske K03 i pkt. 2.2. Det er en forutsetning at leverandøren 
kjenner til formålet hvis den skal få betydning for mangelsvurderingen. Ved bruk av ef-
fektkart i kontrakten, kommer formålene (effektmålene) tydelig frem. Disse effektmålene 
er overordnede, slik at det er anskaffelsen som helhet som skal være egnet til oppfylle ef-
fektmålet. I figur 3.9 er effektmålet at bedriftens rentetap på utestående fordringer skal re-
duseres med 20 prosent. Det vil være vanskelig å vurdere om det enkelte inkrement er eg-
net som bidrag til å nå effektmålet. Mer aktuelt kan det derfor være å se på den spesifiserte 
hensikten med et epos eller en brukerhistorie. I nevnte figur trekker jeg frem følgende ek-
sempel: 
 
Som ordremottaker ønsker jeg å søke etter en kunde og vise all informasjon om en kunde 
slik at jeg slipper å bla frem og tilbake mellom flere skjermbilder. 
 
I denne brukerhistorien har jeg uthevet beskrivelsen av hensikten, eller formålet med bru-
kerhistorien. Dette formålet, sammenstilt med målsettingen om redusert rentetap, tilsier at 
effektiviteten til ordremottakeren skal økes. Hvis leverandøren utvikler en funksjonalitet 
som ikke øker brukerens effektivitet, vil inkrementet inneholde en mangel. Et eksempel på 
bruk av effektmål er lagmannsrettsdommen om NSBs anskaffelse av et system for automa-
                                                
306 Jf. Hagstrøm (2011) s. 172 
307 Jf. Torvund (1997) s. 73 
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tisk ruteopplysning.308 Effektmålet i anskaffelsen var blant annet at: «Tjenesten skal erstat-
te nåværende manuelle og tastestyrte tjenester som gir opplysning om togtider og togfor-
bindelser». Et av målepunktene for effektmålet var at opptil 90 prosent av samtalene skulle 
gjenkjenne oppgitt stasjon, dato og klokkeslett. Underveis i utviklingen viste det seg vans-
kelig for leverandøren å levere et system som gjenkjente mer enn 30-40 prosent av samta-
lene. Retten konkluderte med at ytelsen var mangelfull.  
 
Barbo trekker frem et forhold er relatert til formålsangivelser i totalentreprise. Selv om 
formålet isolert sett er oppfylt, kan ytelsen likevel være mangelfull hvis leverandørens ytel-
se «[…] nedsetter byggets anvendelighet og funksjon i forhold til andre, nærliggende løs-
ninger.» 309 Eksempelet han trekker frem fra en voldgiftsdom er at entreprenøren valgte en 
bygningskonstruksjon, som begrenset innredningsmuligheten for kunden. Slike forhold kan 
også overføres til programvareutvikling. Et praktisk eksempel kan være at leverandøren har 
utviklet en funksjon som oppfyller dens hensikt, ved at brukeren slipper å bla frem og til-
bake mellom skjermbilder. Så viser det seg at funksjonen er så komplisert å bruke at ingen 
effektivitet er oppnådd, og programvaren er dermed mangelfull. 
3.7.4.4 Abstrakt mangelsvurdering 
Hvis ikke spesifikasjonene i kontrakten og tolkningen av disse gir tilstrekkelige holdepunk-
ter for en konkret mangelsvurdering, må man supplere med en abstrakt mangelsvurdering. 
Utgangspunktet for en abstrakt mangelsvurdering i kjøpsforhold er at ytelsen skal være 
«vanlig god handelsvare».310 I bustadoppføringsloven311 § 7 er tilsvarende bestemmelse 
formulert som at entreprenøren skal «utføre arbeidet på fagleg godt vis». Loven gjelder 
forbrukerkjøp, men bestemmelsen er en kodifisering av bakgrunnsretten i entrepriserett. 
Generelt for tilvirkningskontrakter er at innholdet i et slikt begrep er knyttet til hva som 
                                                
308 LB-2004-8893  
309 Se Barbo (1990) s. 58 
310 Jf. Rt. 1998 s. 774 (s. 781) 
311 Bustadoppføringslova (1997)  
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«[…] er akseptert som god skikk og bruk i faget eller bransjen.»312 I NS 8407 kommer det-
te frem i pkt. 14.5: 
 
«Er ikke annet avtalt, skal kontraktsgjenstanden være i overensstemmelse med Norsk 
Standard og for øvrig i samsvar med aksepterte normer på tilbudstidpunktet.» 
 
Denne bestemmelsen sier både at arbeidet skal tilfredsstille krav i standarder utgitt av 
Norsk Standard, og at utførelsen skal være i overensstemmelse med begreper som «god 
byggeskikk» og «fagmessig».313 Tilsvarende krav må også gjelde for programvareutvik-
ling. I for eksempel standardkontrakten IKT 2010 sier pkt. 3.2.1, første avsnitt at leverand-
øren skal gjennomføre prosjektet på en «[…] fagmessig forsvarlig måte», og at han skal 
«[…] bruke materialer, teknikker og standarder av vanlig god kvalitet […]». I SSA-S fin-
nes ingen tilsvarende bestemmelser, men det hersker liten tvil om at slike krav er en del av 
bakgrunnsretten for tilvirkningskontrakter. Også Unidroit har slike retningslinjer, art. 5.1.6: 
 
«Where the quality of performance is neither fixed by, nor determinable from, the con-
tract a party is bound to render a performance of a quality that is reasonable and not less 
than average in the circumstances.» 
 
Det er også klart at bransjenormen som skal legges til grunn, er den som gjelder ved kon-
traktsinngåelsen.314 For programvareutvikling hvor den tekniske utviklingen skjer raskt, er 
denne regelen praktisk. For eksempel kan en anerkjent og vanlig måte å utvikle en sikker-
hetsmekanisme på ved kontraktsinngåelsen, senere vise seg å ikke lenger tilfredsstille sik-
kerhetsnivået. Da kan ikke programvaren ansees for å være mangelfull. 
 
Utfordringen er å fastslå hvilke av bransjens normer som kan legges til grunn ved mangels-
vurderingen. I entreprise kan ulike standarder være så innarbeidede at i hvert fall deler av 
                                                
312 Jf. Hagstrøm (2011) s. 170 
313 Se Giverholt (2012) s. 245 
314 Jf. Haaskjold (2013) s. 500 
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standardene fastslår sedvaner innen bransjen, men likevel må kontrakten henvise til stan-
dardene for at de skal gjelde.315 Det finnes også visse standarder knyttet til programvareut-
vikling, som for eksempel NS-ISO/IEC 27001:2013, som gjelder krav ved utvikling av 
informasjonssikkerhet. Et annet eksempel er WCAG-standarden316 med krav til utforming 
av brukergrensesnitt for webbaserte systemer. Slike standarder er ikke vanlig å bruke i alle 
utviklingsprosjekter. På samme måte som i entreprisekontrakter, må slike standarder eks-
plisitt blir gjort til en del av kontrakten for bli gjeldende.  
 
Krav til ytelsen som følger av offentligrettslig lovgivning kan være et annet grunnlag i den 
abstrakte mangelsvurderingen.317 Når entreprenøren i for eksempel totalentreprise har spil-
lerom med tanke på innholdet i ytelsen, vil bygningslovgivningen begrense valgfriheten.318 
Dermed er entreprenøren forpliktet til å holde seg innenfor lovgivningen. Dette kan også få 
betydning for leverandørens forpliktelse ved utvikling av programvare. Et praktisk tilfelle 
kan være knyttet til forskrift om universell utforming av it-løsninger.319 Forskriften krever 
at «nettløsninger og automater» som «retter seg mot allmennheten i Norge» skal være uni-
verselt utformet, jfr. §§ 1 og 2. Denne forskriften setter klare krav til utformingen av bru-
kergrensesnittet, og leverandøren må dermed være forpliktet til å levere programvare som 
oppfyller disse kravene. Tilsvarende problemstilling kan også gjelde for forskriften om 
behandling av personopplysninger,320 som også setter krav til både kunde og leverandør i 
arbeidet med løsninger som skal inneholde informasjon som reguleres av forskriften. Når 
det gjelder behandling av personopplysninger stiller dette også krav til prosedyrer for beg-
ge parter. Derfor har for eksempel SSA-S tatt inn en egen bestemmelse som omhandler 
personopplysninger, jf. pkt. 9.2 
 
                                                
315 Jf. Sandvik (1966) s. 383 
316 Se W3C (2012)  
317 Jf. Sandvik (1966) s. 384 
318 Jf. Haaskjold (2013) s. 565 (petit) 
319 Forskrift om universell utforming av IKT-løsninger (2013)  
320 Personopplysningsforskriften (2000)  
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Som jeg tidligere har vært inne på, er programvareutvikling en ung ingeniørdisiplin i rask 
utvikling. Derfor er det i liten grad utarbeidet best practices eller andre standarder som kan 
sies å etablere en norm i bransjen, se underkapittel 2.1.4. Hvilke normer som eventuelt er 
gjeldende i bransjen vil da kun komme frem ved «[…] fagkyndige konkrete vurde-
ringer.»321 Dermed blir det vanskelig å forutsi hva en slik norm innebærer. Konsekvensen 
av dette er at en smidig kontrakt, hvor spesifikasjonen ikke er uttømmende regulert, bør 
inneholde generelle krav til programvarens kvalitet. Hvis dette ikke er gjort, bør en likevel 
forutsette at det eksisterer en minimumsgrense for kvaliteten på det som utvikles. På noen 
områder innenfor programvareutviklingen har det etablert seg klare oppfatninger om hvor-
dan strukturen i programkoden skal være, for eksempel ved bruk av objektorientert pro-
grammering. I tillegg bør programvaren ha en logisk oppdeling av funksjonsområder, slik 
at programkode for brukergrensesnittet bør være adskilt fra programkode som gjør bereg-
ninger og annen prosessering av data. En slik oppdeling kalles gjerne for flerlagsstruktur. 
For modellering av relasjonsdatabaser322 finnes det også metoder som bør anses som nor-
mer. For eksempel at en velfungerende og strukturert databasemodell forutsetter en viss 
grad av normaliserte tabeller323 med data, og at sorteringsindeksene324 gjenspeiler normali-
seringen.  
 
Det kan også være aktuelt å stille minstekrav til brukergrensesnittets estetikk. Et slik krav 
kan bygge på et tilsvarende krav i totalentreprise, hvor Barbo trekker frem en voldgiftsdom 
der estetikken fremsto med «[…] 'omtrentlig og lite gjennomarbeidet inntrykk' […]» og 
kunne ansees som en mangel.325  
 
                                                
321 Jf. Krüger (1989) s. 221 
322 Relasjonsdatabaser ble utviklet på 1970-tallet, og er fortsatt den meste brukte struktureringsmetoden i 
databaser. 
323 Normalisering av tabeller betyr å gruppere alle data i tabeller hvor informasjon som logisk sett hører 
sammen blir samlet. 
324 Sorteringsindekser er helt nødvendig for at søkehastigheten i databasen skal være tilfredsstillende. 
325 Se Barbo (1990) s. 59 
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En utfordring når det ikke finnes etablerte standarder, er at eventuell konfliktløsning i slike 
prosjekter dreier seg mye om tekniske kvalitetsforhold som krever bransjeinnsikt.326 Av 
den grunn kan en konfliktløsningsmodell med prosjektintegrert mekling, se underkapittel 
3.6.5, være et godt utgangspunkt for å løse uenigheter om kvaliteten i programvaren. Det 
forutsetter imidlertid at mekleren(e) har tilstrekkelig teknisk kompetanse. 
 
Hvilket kvalitetsnivå som kan forventes, kan også knyttes til prisen.327 Spesielt i fastpris-
kontrakter kan kvaliteten bli satt under press hvis tiden og funksjonsomfanget er fast, jf. 
«The Iron Triangle» i underkapittel 1.4.3. Når vederlaget beregnes basert på regningsar-
beid, kan kunden i større grad påvirke kvaliteten ved at leverandøren legger frem alternati-
ve løsninger som kunden kan ta stilling til. Da blir det opp til kunden å vurdere budsjett-
rammene med tanke på ønsket kvalitet. Det kan være fristende for kunden å velge de rime-
ligste alternativene for å spare penger, men på lengre sikt vil dette medføre såkalt teknisk 
gjeld i programvaren. Den tekniske gjelden består i at lav kvalitet på kodestruktur og arki-
tektur i systemet, medfører merarbeid på et senere tidspunkt når systemet skal videreutvik-
les og vedlikeholdes. En slik teknisk gjeld som kunden selv har pådratt seg, kan derfor ikke 
anses som en mangel som leverandøren har risikoen for. Men, selv om kunden velger et 
rimelig alternativ, er det ikke slik at leverandøren er fritatt for kravet om en fagmessig 
standard, som er hovedregelen. Det skal mye til for at man skal kunne si at hovedregelen er 
fraveket, og at kunden dermed har gitt avkall på en fagmessig standard.328 
3.7.5 Sanksjoner 
Ved kontraktsbrudd kan det bli aktuelt med sanksjoner mot den parten som har risikoen for 
kontraktsbruddet. Det vil si at årsaken til oppfyllelsessvikten kan spores tilbake til parten. 
Dette kapittelet handler sanksjoner knyttet til forsinkelse og mangler. Hvilke typer sanksjo-
ner som er aktuelle, er avhengig av om det er en forsinkelse eller mangel. Tilbakehold av 
                                                
326 Jf. Krüger (1989) s. 217 
327 Jf. Sandvik (1966) s. 381 
328 Se Krüger (1989) s. 214 
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egen ytelse er mest praktisk ved forsinkelse, mens prisavslag er kun aktuelt når det er snakk 
om mangler. Andre sanksjoner som gjelder både forsinkelse og mangler er: Krav om opp-
fyllelse/utbedring, heving og erstatning. Krav om oppfyllelse i henhold til kontrakt er en 
naturlig konsekvens av at partene skal oppfylle sine plikter etter kontrakten.329 Det er gjer-
ne ved forsinkelse at dette kravet omtales som et krav om oppfyllelse, mens det ved mang-
ler omtales det som retting.330 Jeg velger å kalle denne sanksjonen for utbedring. Utbed-
ringen kan gjennomføres ved dom på naturoppfyllelse.331 Jeg skal ikke gå inn på alle sank-
sjonstyper og kombinasjoner av disse, men se nærmere på noen aspekter som gjør seg gjel-
dende i smidige kontrakter. 
3.7.5.1 Dagbøter eller ikke? 
Kunden skal gjennomføre akseptansetesting av en delleveranse, jf. avsnitt 3.6.1.1, og un-
derveis i testingen vil kunden varsle leverandøren hvis feil og mangler som avdekkes, se-
nest ved avslutningen av testingen. Hvis leveransen ikke har feil eller mangler som kan 
ansees som kontraktsbrudd, må kunden godkjenne leveransen. Hvis kunden ikke godkjen-
ner leveransen, har leverandøren plikt til å utbedre manglene. Hvis det er avtalt mulighet 
tilleggsfrist, vil leverandøren som regel benytte seg av denne med tanke på utbedringen. 
Hvis leverandøren ikke klarer å utbedre innen avtalte frister, er leveransen forsinket. For 
kunden vil det da være praktisk å kreve videre utbedring og/eller erstatning. Erstatning skal 
i utgangspunktet dekke eventuelle tap kunden har som følge av forsinkelsen. Det er som 
regel vanskelig å beregne hvor store tap kunden har lidt, og i noen tilfeller vil ikke kundens 
nytte av systemet kunne kobles til en økonomisk gevinst.332 Derfor avtales det ofte dagbø-
ter ved forsinkelser, som er både er en form for erstatning og et pressmiddel overfor leve-
randøren.  
 
                                                
329 Jf. Hagstrøm (2011) s. 377 
330 Jf. Hov (2007) s. 130 
331 l.c. og Rt. 1972 s. 449 (s. 455 om reparasjonsplikten) 
332 Jf. Torvund (1997) s. 176 
 137 
Som jeg var inne på ved drøftelsene av prismodeller og insentivsystemer for smidige kon-
trakter, kan det diskuteres om insentivsystemer skal brukes ellers ikke. Min mening er at 
man bør unngå insentivsystemer, både negative og positive, for å opprettholde enkeltheten i 
kontrakten. Derfor bør man heller ikke bruke økonomisk straff som dagbøter. Det kan like-
vel være situasjoner hvor for eksempel kundens nytte av programvaren er helt avhengig av 
levering innen visse tidsrammer, og at dagbøter dermed kan ha sin funksjon for å legge 
ekstra press på leverandøren.  
 
SSA-S har bestemmelser om at dagbøter starter å løpe automatisk ved forsinkelser, jf. pkt. 
11.5.2. Ofte kombineres dagbøtene med en hevingsrett etter en viss tid, jf. SSA-S, pkt. 
11.5.4. I SSA-S er størrelsen på dagboten 0,15 prosent av delleveransens relative verdi 
sammenliknet med estimert totalkostnad, jf. pkt. 11.5.2, tredje avsnitt. En slik beregning av 
dagbøter forutsetter at det er utarbeidet et ganske sikkert kostnadsoverslag, som til en viss 
grad er bindende for partene. I en smidig kontrakt, slik jeg har skissert den, er det etter mitt 
syn vanskelig å knytte dagbøter til en budsjettramme. Spesielt når kunden underveis aktivt 
er med å prioritere og endre hva som skal utvikles. Det tette samarbeidet gjør også at det 
kan være samvirkende årsaker til forsinkelsen, og at partene derfor bør dele risikoen. Når 
utviklingen skjer ved regningsarbeid skal som nevnt kunden betale for utbedringen i for-
sinkelsesperioden.  
 
På bakgrunn av disse forholdene mener jeg en alternativ løsning er at leverandørens time-
pris for utbedringsarbeid reduseres i forsinkelsesperioden. Da får både leverandøren press 
på seg for å løse problemene, og kunden får en viss normalerstatning for kontraktsbruddet. 
Størrelsen på reduksjonen i timeprisen kan bero på en konkret vurdering, eller avtales ved 
kontraktsinngåelsen, slik at det blir en rettsteknisk forenkling. Spørsmålet blir hvor lenge 
forsinkelsesperioden med redusert timepris skal være, og hva som skal skje når perioden er 
over. I både SSA-S, pkt. 11.5.2 og i PS2000-kontraktene, pkt. 6.1.1.1 er dagbotperioden 
hundre kalenderdager.  
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Hvis levering uten mangler ikke har funnet sted etter utløpet av perioden, er det vanlig at 
kunden kan heve avtalen og kreve erstatning.333 Prisavslag er som regel knyttet til retting 
av mangler etter levering, men for eksempel i SSA-S, pkt. 11.5.3 kan kunden også kreve 
prisavslag ved forsinkelse. Det gjelder hvis leverandøren, tross gjentatte utbedringsforsøk, 
ikke makter å løse problemene.  
3.7.5.2 Utbedring og prisavslag 
Når det gjelder mangler etter levering, ønsker som regel begge parter at manglene blir ut-
bedret. Når kontrakten har regningsarbeid som prismodell, er det i utgangspunktet kunden 
som betaler for utbedringen. Kunden ville uansett ha måttet betale for det manglende arbei-
det som førte til oppfyllelsessvikten.334 Imidlertid kan ikke leverandøren få dekket ekstra 
kostnader som skyldes at mangelen utbedres etter levering. Det vil si at kunden ikke skal 
betale mer for utbedringen, enn det han måtte betalt hvis arbeidet ble utført rett første 
gangen.335 En slik regel er praktisk, fordi det ofte kan være slik at det vil medføre betydelig 
merarbeid å utbedre en mangel når systemet er levert, enn arbeidet for å unngå mangelen i 
første omgang. 
 
Hvis leverandøren ikke retter mangelen eller ikke klarer å rette den, kan økonomisk kom-
pensasjon være et alternativ. Dette kan være et prisavslag, som kan beregnes på flere måter. 
I utgangspunktet er formålet med prisavslag at det skal «[…] sikre balansen mellom ytelse-
ne.»336 Beregningen gjøres da forholdsmessig ved å se på avtalt pris (som antas å være 
markedsverdi) sammenliknet med verdien i mangelfull tilstand. Denne beregningsmåten er 
lite praktisk for spesialtilpasset programvare. Det er generelt vanskelig, og kanskje umulig, 
å fastsette en objektiv markedspris for spesialtilvirkede løsninger.337 Andre beregningsmå-
ter for et prisavslag kan være erstatning for verdiminuset eller for utbedringskostnader. 
                                                
333 Jf. Torvund (1997) s. 183 
334 Jf. Sandvik (1966) s. 186 
335 Se Simonsen (1999) s. 351 
336 Jf. Rt. 2000 s. 199 (s. 206) 
337 Jf. Simonsen (1999) s. 365 
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Begge deler er erstatning som må baseres på et ansvarsgrunnlag. Erstatningsgrunnlaget 
som kan være aktuelt i denne sammenheng er et eventuelt ulovfestet kontrollansvar. Det er 
imidlertid usikkert om det gjelder et slikt kontrollansvar for andre ytelser enn genusytelser, 
men Hagstrøm har argumentert for at det også gjelder kontrollansvar for andre ytelser.338 
På grunn av uklarheten bør derfor en smidig kontrakt inneholde klare bestemmelser om 
prisavslag og beregningen av dette. 
 
Prisavslag beregnet etter erstatning for verdiminuset, vil støte på de samme utfordringene 
som forholdsmessig beregning. Det er fortsatt en markedsverdi som skal legges til grunn. 
For å fastsette et prisavslag når det gjelder spesialtilvirket programvare, kan beregningen ta 
utgangspunkt i hva det ville kostet å utbedre manglene.339 Denne beregningsmåten er lagt 
til grunn i håndverkertjenesteloven340 § 25 (2), første punktum: «Prisavslaget settes til det 
det ville koste forbrukeren å få mangelen rettet […]». I en smidig kontrakt hvor tilvirk-
ningen skjer ved regningsarbeid, må beregningsmåten imidlertid justeres. Kunden måtte 
uansett ha betalt for det manglende arbeidet tidligere i utviklingsprosessen. Derfor må det 
gjøres fradrag i utbedringskostnadene for de kostnadene leverandøren ville hatt ved å utført 
arbeidet i første omgang for å unngå mangelen. Konsekvensene av dette blir i mange tilfel-
ler at størrelsen på prisavslaget blir ubetydelig. Men, som nevnt, kan utbedringskostnadene 
bli en del større når manglene må rettes etter at programvaren er utviklet, og da vil prisav-
slaget likevel ha en betydning. Hvis mangelen ikke lar seg utbedre, må prisavslaget fastset-
tes skjønnsmessig.341 
 
Både PS2000-kontraktene, pkt. 6.1.2.2, og SSA-S, pkt. 11.5.3, beregner et forholdsmessig 
avslag. Tilsvarende bestemmelser har NS 8407, men med et tillegg om at: «Prisavslaget 
                                                
338 Jf. Hagstrøm (2011) s. 523 
339 ibid. s. 418 og Simonsen (1999) s. 366 
340 Håndverkertjenesteloven (1989)  
341 Jf. Hagstrøm (2011) s. 418 
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skal minst svare til den besparelsen totalentreprenøren har oppnådd som følge av at utførel-
sen ikke er kontraktsmessig», jf. pkt. 42.3.4, 2. avsnitt.  
 
I en smidig kontrakt vil nok prisavslag generelt sett være lite praktisk. Mangler som avdek-
kes etter levert delleveranse, vil bli utbedret av leverandøren i en senere sprint. Det som 
imidlertid er mer praktisk, er prisavslag for eventuelle mangler som oppdages etter at pro-
sjektet er avsluttet. 
3.7.5.3 Heving 
Heving er en sanksjon som kan ramme partene hardt. Derfor er det krav til at forsinkelsen 
eller mangelen skal være vesentlig. Som tidligere nevnt bør partene før situasjonen er 
kommet så langt aktivere konfliktløsningsmetoden prosjektintegrert mekling. I tillegg vil 
partene i det løpende samarbeidet avdekke problemer før man kommer så langt som at he-
ving på grunn av vesentlige forsinkelser eller mangler er aktuelt. Begge parter har også 
mulighet for løpende oppsigelse av kontrakten. Selv om en slik oppsigelse medfører et 
økonomisk oppgjør, kan det likevel være en rimeligere og mindre dramatisk avslutning av 
samarbeidet enn å heve kontrakten. Likevel er heving en siste utvei i tilfeller hvor leveran-
døren ikke klarer å utbedre mangler i løpet av en forsinkelsesperiode, eller vesentlige 
mangler etter levering. I en smidig kontrakt med løpende delleveranser som kan settes i 
produksjon bør det kun være aktuelt med heving som virker fremover (ex nunc). Det forut-
setter imidlertid at kunden overtar rettigheter til endring og videreutvikling av programvare 
som allerede er levert. For det første vil kunden da kunne benytte allerede levert program-
vare, og andre leverandører kan videreføre utviklingen. For det andre vil ikke heving ex 
nunc ramme leverandøren så hardt. Uansett vil det komme på tale med et økonomisk opp-
gjør i tillegg, slik at kundens situasjon kan restitueres. 
3.7.5.4 Erstatning 
Som nevnt er utgangspunktet ved erstatning at det må foreligge et ansvarsgrunnlag, og det 
er uklart om det er et ulovfestet kontrollansvar for utviklingskontrakter. Når kontraktene 
regulerer spørsmålene om erstatning, blir det av mindre interesse å ta stilling til kontrollan-
svaret. I tillegg vil det være i partenes interesse å regulere erstatningsmuligheten for å ha 
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kontroll over den økonomiske risikoen. I SSA-S kan kunden «[…] kreve erstattet ethvert 
direkte tap som følger av forsinkelse, mangel eller annet mislighold», jf. pkt. 11.5.5, første 
avsnitt. Dette forutsetter at årsaken til kontraktsbruddet ikke ligger hos leverandøren, jf. 
risikofordelingen. Eventuelle dagbøter skal gå til fradrag i erstatningen, jf. pkt. 11.5.5, 
andre avsnitt. Ansvaret i SSA-S ligger etter min mening tett opp til kontrollansvaret. I 
PS2000-kontraktene kan kunden kreve erstatning for sannsynliggjorte tap som følge av 
forsinkelse etter utløpet av dagbotperioden, jf. pkt. 6.1.1.2. Når det gjelder vesentlige 
mangler finnes tilsvarende bestemmelse i pkt. 6.1.2.4.  
 
I avsnitt 3.7.5.2 drøftet jeg prisavslag, som også er en form for erstatning. Størrelsen på 
prisavslaget ved bruk av regningsarbeid kan som nevnt bli ubetydelig. Et objektivt ansvar 
for erstatning som dekker direkte tap, kan rekke lenger enn beregningsreglene for prisav-
slag. Derfor kan det, i en smidig kontrakt, være hensiktsmessig å ta inn bestemmelser om 
erstatning for direkte tap med et ansvarsgrunnlag som ligger tett opp til kontrollansvaret. 
 
I avsnitt 3.7.1.4 trakk jeg frem erstatning som sanksjon i forbindelse med partenes subjek-
tive forhold. Partenes subjektive forhold vil først og fremst gi seg utslag på risikofordeling-
en mellom partene, som igjen vil være styrende for andre sanksjoner. Erstatningen kan li-
kevel være aktuell for eksempel i forbindelse med et økonomisk oppgjør ved oppsigelse, 
hvis en av partene har opptrådt uansvarlig med tanke på kontraktens forpliktelser. I kon-
trakter hvor partene jobber tett sammen, kan det være vanskelig å avgjøre årsaksforholde-
ne. Det kan være flere samvirkende årsaker som har ført til tapet. For eksempel i en lag-
mannsrettsdom ble erstatningens opprinnelig størrelse halvert, fordi begge partene kunne 
klandres.342 
 
Erstatningsansvaret rekker i utgangspunktet langt, og faren for store økonomiske konse-
kvenser for begge parter gjør at ansvaret som regel begrenses i kontraktene.343 En slik an-
                                                
342 Jf. LB-2004-102939 pkt. 5.3 
343 Jf. Føyen (2006) s. 468 
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svarsbegrensning bør også legges inn i en smidig kontrakt, slik at partene har en viss øko-
nomisk forutsigbarhet. Ansvarsbegrensningene kan for eksempel knyttes til beløpsgrenser 
eller hvilke tapsposter som dekkes.344  
 
Når det gjelder ansvarsbegrensninger for grov skyld, er det mer tvilsomt hvor langt slike 
bestemmelser rekker. I Rt. 1994 s. 626 gjaldt det en standardkontrakt som hadde en an-
svarsbegrensning for grov skyld. Høyesterett valgte å ikke sette bestemmelsen til side, og la 
vekt på at det var en fremforhandlet kontrakt («agreed documents»).345 I andre kontrakter 
er det ikke usannsynlig at slike ansvarsbegrensninger blir sensurert på bakgrunn av avtale-
lovens346 § 36.347 Verken SSA-S, jf. pkt. 11.5.6, eller PS2000-kontraktene, jf. pkt. 10.4, 
siste avsnitt, har ansvarsbegrensninger ved grov skyld. 
3.7.6 Garanti og vedlikehold 
Som jeg har vært inne på vil sanksjoner basert på mangler kun være aktuelt etter at en dell-
leveranse er levert. Kunden skal i akseptansetestperioden undersøke leveransen med tanke 
på mangler. Etter at kunden har akseptert leveransen kan det være snakk om reklamasjon 
for typisk skjulte mangler. For at leverandøren skal ha forutsigbarhet med tanke på eventu-
elle reklamasjoner er det vanlig at standardkontrakter legger opp til en garantiperiode på 6-
12 måneder. Dermed kan leverandøren planlegge for tilgjengelige ressurser for retting av 
mangler som kunden gjør gjeldende ved reklamasjon. Spørsmålet er om en smidig kontrakt 
skal inneholde bestemmelser om garanti. 
 
Ved bruk av smidige metoder med hyppige leveranser, rettes manglene fortløpende. Også i 
andre tilvirkningsprosjekter, som for eksempel fabrikasjon, følger kunden nøye med på 
fremdriften og kontrollerer arbeidet underveis. Mangler og endringer blir forløpende tatt 
                                                
344 Se Torvund (1997) s. 236 
345 Se Rt. 1994 s. 626 (s. 630) 
346 Avtaleloven (1918)  
347 Jf. Simonsen (1999) s. 380 
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hånd om. Denne løpende rettingen vil som Mestad påpeker «[…] sørgje for at det som 
kunne ha blitt mangelsspørsmål alt er løyst eller i ferd med å bli løyst før levering.»348  
 
Hvis leverandøren skal forplikte seg i en garantiperiode har dette en kostnad som enten må 
prises særskilt, eller som påslag ved regningsarbeid. Et annet moment er at hvis leverandø-
ren likevel ikke retter, vil trolig resultatet bli et økonomisk oppgjør. Da kan garanti i større 
grad sees på som et spørsmål om økonomi, mer enn en praktisk ordning for å rette skjulte 
mangler. I tillegg vil ofte et vedlikeholdsopplegg følge etter prosjektet avslutning.  
 
Med disse forholdene tatt i betraktning, mener jeg en smidig kontrakt bør legge opp til flere 
sprinter enn det som strengt tatt er nødvendig for å utvikle ønsket programvare. Disse «eks-
tra» sprintene kan imidlertid være nedskalert med tanke på at arbeidsomfanget er mindre. 
Disse sprintene kan da brukes til utbedring av eventuelle skjulte mangler, og ikke minst 
forbedringer som kunden ønsker. Det vil alltid oppstå nye behov og nye muligheter etter at 
alle delleveransene er satt i produksjon. Utnyttelse av disse mulighetene vil øke potensialet 
for gevinstrealisering. I tillegg kan leverandøren få mulighet til større inntjening hvis kun-
den er fornøyd med leverandørens ytelser. 
 
                                                
348 Se Mestad (1999) s. 291 
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4 Oppsummering 
Det er mange it-prosjekter som ikke lykkes. Årsakene er ofte at prosjektene har hatt store 
tids- og kostnadsoverskridelser, eller at systemet ikke kunne benyttes slik som kunden har 
forutsatt. Hvilke kriterier som ligger til grunn for at et prosjekt skal bli ansett som vellyk-
ket, vil variere fra prosjekt til prosjekt.  
 
Et viktig kriterium som alltid vil følge it-prosjekter, er at anskaffelsen skal gi nytte og verdi 
for brukerne, organisasjonen og andre interessenter. Jeg har trukket frem en rekke særtrekk 
ved programvareutvikling, og vist hvordan disse skaper stor usikkerhet knyttet til hva som 
skal utvikles og hvordan det skal gjøres. Denne usikkerheten gjør at det ved kontrakts-
inngåelsen er vanskelig å spesifisere programvarens egenskaper.  
 
Smidige utviklingsmetoder tar disse utfordringene inn over seg og legger opp til at pro-
gramvare først skal spesifiseres i detalj underveis i utviklingsprosessen. Gjennom detalj-
spesifisering, evaluering og læring underveis kan leverandøren utvikle programvare som er 
bedre tilpasset kundens behov og dermed gir større nytteverdi.  
 
Jeg har vist hvordan de tradisjonelle kontraktene ikke er tilpasset smidigtankegangen. Disse 
kontraktene forutsetter at det som skal utvikles er endelig og uttømmende spesifisert alt ved 
kontraktsinngåelsen. Når disse kontraktene likevel brukes i prosjekter som benytter smidig 
programvareutvikling, øker sjansen for at prosjektet mislykkes. Derfor er det behov for 
kontrakter tilpasset smidig programvareutvikling. Med utgangspunkt i disse forholdene har 
det overordnede spørsmålet i denne oppgaven vært: Hvilke kontraktsmekanismer kan bidra 
til at it-prosjekt som benytter smidig programvareutvikling lykkes? Jeg har forsøkt å besva-




Et sentralt utgangspunkt for kontraktsutformingen er spesifikasjonen av programvaren som 
skal utvikles. Derfor var utgangspunktet for drøftelsen av kontraktsmekanismene følgende 
problemstilling: 
 
Hvordan kan alternative måter å spesifisere programvaren på bidra til at it-prosjekt som 
benytter smidig programvareutvikling lykkes? Og hvordan skal dette reguleres i kontrakten 
med tanke på risikofordeling og kontraktsbrudd? 
 
Jeg har konkludert med at et effektkart er egnet som spesifikasjon av et it-system når smi-
dige metoder skal benyttes. Effektkartet bygger på kundens forventinger og ønsker om rea-
lisering av gevinster. Denne måten å spesifisere programvaren på stiller store krav til begge 
parter underveis i prosjektet, og gir leverandøren stor valgfrihet med tanke på hvordan 
funksjonene i systemet skal utformes. Det tette samarbeidet basert på tillit må gjenspeiles i 
øvrige kontraktsmekanismer. Først og fremst har jeg skissert hvordan utviklingsprosessen 
og prosjektstyringen kan reguleres i kontrakten. Denne reguleringen, sammen med prismo-
dellen, får betydning for risikofordelingen, og dermed hvordan kontraktsbrudd skal håndte-
res.  
 
Den proaktive jussens tilnærming til kontraktsutforming har vært et bakteppe i alle drøftel-
sene. Jeg har latt meg inspirere av denne tilnærmingen når det gjelder utformingen av en 
enkel kontrakt, visuell presentasjon av spesifikasjonen og utviklingsprosessen, tidlig 
konfliktløsning samt risikofordeling. Også det smidige manifestet har spilt en viktig rolle i 
drøftelsene av kontraktsutformingen. I tillegg har jeg forsøkt å balansere partenes behov for 
både fleksibilitet og forutsigbarhet med tanke på kostnader og forventet resultat.  
 
På bakgrunn av drøftelsene i denne oppgaven mener jeg en smidig kontrakt bør ta innover 




• Utgangspunktet bør være kundens business case der kunden klargjør hvorfor 
prosjektet skal etableres, hvem som er berørt og hvilke gevinster skal oppnås. 
• Kunden utvikler en plan for hvordan gevinstene skal realiseres – både underveis 
i prosjektet og etter avsluttet prosjekt: Gevinstrealiseringsplan. 
• Effektmålene trekkes ut fra gevinstrealiseringsplanen og er grunnlaget for utar-
beidelse av et effektkart. 
• Effektkartet utarbeides ved å trekke inn brukergrupper, samt spesifikasjon av 
overordnet funksjonalitet i form av epos og brukerhistorier. 
• Dette effektkartet legges til grunn ved kontraktsinngåelsen som spesifikasjon av 
kontraktsgjenstanden. 
• Utviklingsprosessen beskrives detaljert i kontrakten med tilhørende visuell 
fremstilling, slik at partenes funksjonsfordeling kommer tydelig frem. 
• Prosjektstyringen gjennomføres av en gruppe for felles prosjektstyring, som bå-
de tar visse beslutninger og løser konflikter. 
• Fremdriftsplan utarbeides i fellesskap med krav til delleveranser. 
• Endringshåndtering uten preklusive frister. 
• Prosjektintegrert mekling er viktig for å forebygge og raskt løse konflikter. 
• Tydeliggjøring av en skjerpet gjensidig lojalitets- og varslingsplikt. 
• Regningsarbeid som prismodell – ingen positive eller negative insentiver.  
• Løpende oppsigelsesmuligheter for begge parter. 
• Reduksjon av timepris som et alternativ til dagbot. 
• Vedlikeholdsperiode istedenfor garanti- eller feilrettingsperiode. 
 
Gjensidig tillit mellom partene er en forutsetning for å bruke smidige kontrakter. Det kre-
ves også høy grad av modenhet for den smidige tankegangen. Jeg er usikker på om marke-
det i dag har den graden av modenhet som skal til for å bruke smidige kontrakter. Samtidig 
tror jeg dette vil endre seg. Det er ingenting som tyder på at pendelen svinger tilbake til de 
tradisjonelle utviklingsmetodene og fossefallsmetoden. Stadig flere it-prosjekter tar i bruk 
smidig programvareutvikling, og markedet trenger funksjonelle, smidige kontrakter om 
disse prosjektene skal lykkes. 
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5 Vedlegg 
5.1 Prinsippene bak det smidige manifestet 
 
Prinsippene bak Det smidige manifestet 
 
Vi følger disse prinsippene: 
 
Vår høyeste prioritet er å tilfredsstille kunden 
gjennom tidlige og kontinuerlige leveranser 
av programvare som har verdi. 
 
Ønsk endringer i krav velkommen, selv sent i utviklingen. 
Smidige prosesser bruker endringer til  
å skape konkurransefortrinn for kunden. 
 
Lever fungerende programvare hyppig, 
med et par ukers til et par måneders mellomrom.  
Jo oftere, desto bedre. 
 
Forretningssiden og utviklerne må arbeide sammen 
daglig gjennom hele prosjektet. 
 
Bygg prosjektet rundt motiverte personer. 
Gi dem miljøet og støtten de trenger, 
og stol på at de får jobben gjort. 
 
Den mest effektive måten å formidle informasjon 
inn til og innad i et utviklingsteam,  
er å snakke ansikt til ansikt. 
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Fungerende programvare er det primære målet på fremdrift. 
 
Smidige metoder fremmer bærekraftig programvareutvikling. 
Sponsorene, utviklerne og brukerne bør kunne  
opprettholde et jevnt tempo hele tiden. 
 
Kontinuerlig fokus på fremragende teknisk kvalitet 
og godt design fremmer smidighet. 
 
Enkelhet – kunsten å maksimere mengden arbeid 
som ikke blir gjort – er essensielt. 
 
De beste arkitekturer, krav og design 
vokser frem fra selvstyrte team. 
 
Med jevne mellomrom reflekterer teamet over  
hvordan det kan bli mer effektivt og  




5.2 E-valgforsøket 2011 
 
 









5.3 Eksempel på et effektmål og effektkart 
 
Effektmål: Redusere bedriftens rentetap på utestående fordringer med 20 % 
1. Brukergruppe: Ordremottaker 
1.1. Epos: Som ordremottaker ønsker jeg å ha tilgang til all informasjon om en kun-
de/bestiller 
1.1.1. Brukerhistorie: Som ordremottaker ønsker jeg å søke etter en kunde og vi-
se all informasjon om en kunde slik at jeg slipper å bla frem og tilbake mellom 
flere skjermbilder. 
1.1.2. Brukerhistorie: Som ordremottaker ønsker jeg å vente maksimum 3 sekun-
der på søk etter kundeinformasjon slik at jeg ikke bruker unødvendig tid på 
venting. 
1.2. Epos: Som ordremottaker ønsker jeg å ha en raskere måte å legge inn en ordre på 
1.2.1. Målepunkt: 15 min gjennomsnittlig behandlingstid  
1.2.2. Brukerhistorie: Som ordremottaker ønsker jeg at en ordre er ferdig utfylt 
med eksisterende kundedata slik at jeg sparer tid på manuell utfylling.  
1.2.3. Brukerhistorie: Som ordremottaker ønsker jeg å duplisere tidligere ordrer 
på en kunde slik at jeg sparer tid på manuell utfylling av eksisterende info. 
1.2.4. Brukerhistorie: Som ordremottaker ønsker jeg å søke etter ordrer og kun-
der i samme søk slik at det går raskere å finne riktig kunde. 
2. Brukergruppe: Kunde/bestiller 
2.1. Epos: Som kunde/bestiller ønsker jeg legge inn en ordre selv 
2.1.1. Målepunkt: Minst 20 % av bestillingene 
2.1.2. Brukerhistorie: Som kunde/bestiller ønsker jeg å legge inn ny ordre  
2.1.3. Brukerhistorie: Som kunde/bestiller ønsker jeg å velge om jeg vil ha e-
faktura, papir- eller pdf-faktura 
2.2. Epos: Som kunde/bestiller ønsker jeg administrere mine egne ordrer og fakturaer 
2.2.1. Målepunkt: Redusere behandlingstiden med 50 % 
2.2.2. Brukerhistorie: Som kunde/bestiller ønsker jeg at ingen uvedkommende får 
tilgang til mine kundeopplysninger, ordrer og fakturaer 
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2.2.3. Brukerhistorie: Som kunde/bestiller ønsker jeg å ha oversikt over status 
mine ordre, avbestille, endre eller lage ny ordre 
3. Brukergruppe: Økonomiavdeling 
3.1. Epos: Som økonomiavdeling ønsker jeg fortløpende å godkjenne fakturaer 
3.1.1. Målepunkt: Redusere behandlingstid med 50 % 
3.1.2. Brukerhistorie: Som økonomiavdeling ønsker jeg å få automatisk varsel 
når fakturaene er klar til godkjenning. 
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