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Abstrak 
Permasalahan dalam buku tugas akhir ini adalah 
permasalahan yang diambil dari dunia nyata namun sudah 
disederhanakan kedalam bentuk soal yang terdapat pada situs URI 
Online Judge “Electrical Pollution”. Dalam permasalahan ini, 
diketahui bahwas generator yang digunakan untuk tenaga listrik 
rumah dan gedung menyebabkan anomali medan magnet lokal 
pada titik – titik tertentu pada suatu kota. Pada soal ini diberikan 
sebuah koordinat x dan y yang memiliki anomali. Suatu graf 
dibentuk dari setiap koordinat x dan y dengan bobot adalah 
anomali tersebut. Dicari anomali yang dihasilkan oleh generator 
pada koordinat lain. 
Tugas akhir ini akan mengimplementasikan deteksi siklus 
ganjil pada graf menggunakan Breadth First Search dan struktur 
data graf bipartit dalam menyelesaikan permasalahan Electrical 
Pollution. Implementasi dalam tugas akhir ini menggunakan 
bahasa pemrograman C++. Hasil uji coba menunjukkan bahwa 
sistem mendapatkan anomali pada koordinat lain dengan benar 
dan memiliki pertumbuhan waktu dengan kompleksitas O(N + V + 
E) dimana V adalah jumlah vertex dan E adalah jumlah Edge. 
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Abstract  
The problem in this final assignment book is taken from the 
real world problem but has been simplified into the form of the 
questions found on the URI Online Judge “Electrical Pollution” 
site. In this problem, it is known that generators used for home and 
building electric power cause anomalies of local magentic fields at 
certain points in a city. In this problem given an x and y coordinate 
which has an anomaly. A graph formed from each x and y 
coordinate with weight is the anomaly. Look for anomalies 
generated by the generator in other coordinates.  
This final project will implement odd cycle detection in 
graphs using Breadth First Search and bipartite graph data 
structure in solving Electrical Pollution problems. Implementation 
in this final project uses C ++ programming language. The test 
results show that the system gets anomalies at other coordinates 
correctly and has a time growth with complexity O (N + V + E) 
where V is the number of vertices and E is the number of Edge. 
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1 BAB I 
PENDAHULUAN 
Pada bab ini akan dipaparkan mengenai garis besar Tugas 
Akhir yang meliputi latar belakang, tujuan, rumusan masalah, 
batasan permasalahan, metodologi pembuatan Tugas Akhir, dan 
sistematika penulisan. 
1.1 Latar Belakang 
Perkembangan dunia teknologi informasi selama beberapa 
dekade terakhir sangatlah pesat. Dalam perkembangannya, 
teknologi informasi seringkali dijadikan solusi bagi permasalahan-
permasalahan yang pernah ada yang sebelumnya diselesaikan 
secara manual oleh manusia. 
Permasalahan URI Online Judge Electrical Pollution adalah 
sebuah masalah yang ada di dunia nyata namun telah 
disederhanakan kedalam bentuk soal. Generator yang digunakan 
untuk memberi tenaga listrik rumah atau gedung menyebabkan 
anomali medan magnet lokal pada koordinat tertentu. Tugas Akhir 
ini adalah untuk memprediksi anomali pada koordinat lain dari 
informasi – informasi yang sudah diberikan sebelumnya 
Hasil dari Tugas Akhir ini diharapkan dapat 
mengimplementasikan solusi dari pengembangan permasalahan 
Electrical Pollution dengan pertanyaan seminimal mungkin 
sehingga diharapkan dapat memberikan kontribusi pada 
pengembangan ilmu pengetahuan dan teknologi informasi. 
1.2 Rumusan Permasalahan 
Rumusan masalah yang diangkat dalam Tugas Akhir ini 
adalah sebagai berikut: 
1. Bagaimana menganalisis dan mendesain algoritma 
yang efisien dalam menyelesaikan permasalahan 




2. Bagaimana mengimplementasikan algoritma yang 
sudah didesain untuk menyelesaikan permasalahan 
Electrical Pollution pada situs penilaian URI Online 
Judge? 
3. Bagaimana menguji implementasi algoritma yang 
sudah dirancang untuk mengetahui kinerja dari 
implementasi yang telah dibuat? 
1.3 Batasan Permasalahan 
Permasalahan yang dibahas pada Tugas Akhir ini memiliki 
beberapa batasan, yaitu sebagai berikut: 
1. Implementasi algoritma menggunakan bahasa 
pemrograman C++. 
2. Batas maksimum kasus uji adalah 104. 
3. Batas koordinat X dan Y adalah -107 ≤ X, Y ≤ 107 
4. Batas anomali A adalah -104 ≤ A ≤ -104. 
1.4 Tujuan Pembuatan Tugas Akhir 
Tujuan dari pembuatan Tugas Akhir ini adalah sebagai 
berikut: 
1. Melakukan desain dan implementasi tentang 
permasalahan Electrical Pollution  pada situs penilaian 
URI Online Judge 
2. Menganalisis hasil penyelesaian permasalahan Electrical 
Pollution pada situs penilaian URI Online Judge 
3. Melakukan uji coba untuk mengetahui kebenaran dan 
kinerja dari implementasi yang telah dilakukan 
1.5 Manfaat Tugas Akhir 
Tugas Akhir ini diharapkan dapat mengimplementasikan 
solusi dari permasalahan Electrical Pollution sehingga dapat 
memberikan kontribusi pada pengembangan ilmu pengetahuan 




Langkah-langkah yang ditempuh dalam pengerjaan Tugas 
Akhir ini yaitu: 
1.6.1 Penyusunan Proposal Tugas Akhir 
Tahap awal untuk memulai pengerjaan Tugas Akhir adalah 
penyusunan proposal Tugas Akhir. Pada proposal ini, penulis 
mengajukan gagasan untuk menyelesaikan permasalahan 
Electrical Pollution pada situs penilaian URI Online Judge. 
1.6.2 Studi Literatur 
Pada tahap ini dilakukan studi literatur yang membahas 
lebih dalam yang berkaitan dengan graf, deteksi siklus, Breadth 
First Search. Studi literatur didapatkan dari buku, internet, dan 
mater – materi kuliah yang berhubungan dengan metode yang akan 
digunakan. 
1.6.3 Implementasi Perangkat Lunak 
Implementasi merupakan tahap untuk membangun 
algoritma yang akan digunakan. Pada tahap ini dilakukan 
implementasi dari rancangan struktur data yang akan dimodelkan 
sesuai dengan permasalahan. Implementasi ini dikakukan dengan 
menggunakan bahasa pemrograman C++. 
1.6.4 Pengujian dan Evaluasi 
Pada tahap ini dilakukan dengan uji coba kebenaran dan 
kinerja solusi yang telah diimplementasi dengan melakukan 
pengiriman sumber kode sistem ke situs penilaian URI Online 
Judge pada permasalahan yang terkait dan melihat hasil umpan 
balik. Pengujian dilakukan dengan membandingkan kompleksitas 
hasil uji coba dengan kompleksitas hasil analisis. 
1.6.5 Penyusunan Buku Tugas Akhir 
Pada tahap ini dilakukan penyusunan laporan yang 
menjelaskan dasar teori dan metode yang digunakan dalam tugas 
akhir ini serta  hasil dari implementasi aplikasi perangkat lunak 
yang telah dibuat. 
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1.7 Sistematika Penulisan 
Buku Tugas Akhir ini merupakan laporan secara lengkap 
mengenai Tugas Akhir yang telah dikerjakan baik dari sisi teori, 
rancangan, maupun implementasi sehingga memudahkan bagi 
pembaca dan juga pihak yang ingin mengembangkan lebih lanjut. 
Sistematika penulisan buku Tugas Akhir secara garis besar antara 
lain: 
 
Bab I Pendahuluan 
Bab ini berisi penjelasan latar belakang, rumusan 
masalah, batasan masalah dan tujuan pembuatan Tugas 
Akhir. Selain itu, metodologi pengerjaan dan sistematika 
penulisan laporan Tugas Akhir juga terdapat di 
dalamnya. 
Bab II Dasar Teori 
Bab ini berisi penjelasan secara detail mengenai 
dasar-dasar penunjang dan teori-teori yang digunakan 
untuk mendukung pembuatan Tugas Akhir ini. 
Bab III Analisis dan Perancangan Sistem 
Bab ini berisi penjelasan tentang rancangan dari 
sistem yang akan dibangun. 
Bab IV Implementasi  
Bab ini berisi penjelasan implementasi dari 
rancangan yang telah dibuat pada bab sebelumnya. 
Implementasi disajikan dalam bentuk pseudocode 
disertai dengan penjelasannya. 
Bab V Pengujian dan Evaluasi 
Bab ini berisi penjelasan mengenai data hasil 
percobaan dan pembahasan mengenai hasil percobaan 





Bab VI Kesimpulan dan Saran 
Bab ini merupakan bab terakhir yang 
menyampaikan kesimpulan dari hasil uji coba yang 
dilakukan dan saran untuk pengembangan perangkat 




[Halaman ini sengaja dikosongkan]
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2 BAB II 
DASAR TEORI 
Pada bab ini akan dijelaskan mengenai dasar teori yang 
mejadi dasar pengerjaan Tugas Akhir ini. 
2.1 Definisi Umum 
Dalam subbab ini akan dibahas definisi-definisi umum yang 
akan digunakan dalam buku tugas akhir ini. 
Suatu graf memiliki lebih dari satu titik (vertex) yang 
beberapa diantaranya dihubungkan oleh penghubung (edge). 
Secara formal, Sebuah graf G didefinisikan sebagai pasangan 
himpunan (V, E), dengan V adalah himpunan tak kosong dari 
simpul-simpul (vertex) pada G. Sedangkan E adalah himpunan 
rusuk (edge) pada G yang menhubungkan sepasang simpul. 
Himpunan simpul pada G dinotasikan sebagi V, dan himpunan 
rusuk pada G dinotasikan sebagai E, sehingga G=(V, E) [1]. 
Jika nilai dari edge (u, v) sama dengan edge (v, u), maka edge 
tersebut berarti tak-berarah, atau disebut juga dengan undirected 
edge, begitupun sebaliknya, apabila tidak sama maka disebut 
sebagai directed edge atau edge berarah. Suatu graf pasti berisi 
edge yang sejenis, yaitu berarah atau tak-berarah saja. Graf yang 
terdiri dari directed edge, disebut dengan directed graph atau graf 
berarah. Sedangkan graf yang terdiri dari undirected edge, disebut 
dengan undirected graph atau graf tak-berarah [2]. 
 
 




Suatu graf terkadang memiliki beberapa varian yang khusus, 
seperti adanya suatu integer pada edge. Bilangan integer tersebut 
dapat menjadi informasi tambahan antara suatu vertex dengan 
vertex lainya sebagai contoh jarak, waktu, dsb. Varian integer pada 
edge tersebut adalah weight, Graf yang memiliki edge dengan 
weight disebut weighted graph atau graf berbobot. Jika G = (V, E) 
adalah graf maka bobot W adalah W : E → R+ [5]. 
 
 
Gambar 2.1.2 Graf Berbobot 
Salah satu permasalahan yang umum pada graf adalah 
mencari siklus (cycle) atau sirkuit (circuit) permaslahan tersebut 
adalah cycle finding. Siklus pada graf dapat dibagi menjadi dua 
yaitu odd cycle atau siklus ganjil dan even cycle atau siklus genap. 
Pada permasalahan tugas akhir ini akan lebih fokus untuk mencari 
siklus ganjil pada graf terkait penyelesaian persoalan tugas akhir 
ini. Graf yang memiliki siklus atau sirkuit adalah graf dengan 
sebuah lintasan edge berawal dan berakhir pada vertex yang sama, 
Graf tersebut adalah Cycle Graph atau Graf Siklus, Secara formal 
Cycle Graph atau Graf Siklus siklus adalah graf dengan n vertex 
yang memiliki satu siklus yang melewati semua vertex [7]. Siklus 
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terjadi hanya pada graf dengan jumlah vertex 3 atau lebih. Contoh 
siklus dari graf pada Gambar 2.1.2 adalah a – c – f – a. 
Metode sederhana tentang penyelesaian terkait 
permasalahan cycle finding adalah dengan menggunakan bentuk 
lain pada graf atau menggunakan struktur data lain pada graf 
tersebut. Struktur data lain tersebut adalah dengan menggunakan 
dua struktur data disjoint sets. Sets adalah himpunan dari beberapa 
data yang unik [5], maka disjoint sets adalah dua atau lebih sets 
dengan data yang unik dan berbeda antara satu sets dengan sets 
lainya. Graf yang menggunakan struktur data disjoint sets adalah  
Bipartite Graph atau graf bipartit. Secara formal, Graf bipartit 
adalah graf dengan vertex yang dapat dibagi menjadi dua disjoint 
sets U dan V (dimana U dan V berada pada sets berbeda lalu setiap 
edge terhubung dengan satu vertex pada U dan satu vertex pada V). 
Vertex pada U dan V sering disebut partite sets. Secara ekuivalen, 
graf bipartit adalah graf yang tidak memiliki siklus ganjil [6]. 
Siklus ganjil pada graf bipartit dapat ditemukan jika dan hanya jika 
suatu elemen terhubung dengan elemen lain pada satu sets yang 
sama. Jadi untuk menemukan bahwa graf tersebut memiliki siklus 
ganjil atau tidak adalah dengan menentukan bahwa graf tersebut 
adalah graf bipartit atau bukan. Jika suatu elemen pada sets yang 
sama saling berhubungan maka graf tersebut bukan graf bipartit. 
 
 
Gambar 2.1.3 Graf Bipartit 
 
 
2.2 Algoritma Cycle Finding 
Permasalahan pada cycle finding untuk menentukan bahwa 
graf tersebut memiliki odd cycle atau tidak dapat diselesaikan 
secara sederhana dengan menentukan apakah graf tersebut graf 
bipartit atau bukan. Jika graf tersebut adalah graf bipartit maka graf 
tersebut tidak akan memiliki odd cycle begitu juga sebaliknya jika 
graf tersebut adalah bukan graf bipartit maka graf tersebut tidak 
memiliki odd cycle.  
Berikut merupakan langkah – langkah dari algoritma untuk 
menentukan graf bipartit atau bukan. 
1. Letakan source vertex pada sets U 
2. Letakan neighbor vertex pada sets V 
3. Letakan neighbor's neighbor vertex pada sets U 
4. Jika ditemukan neighbor berada sets yang sama dengan 
vertex sekarang, maka tandai bahwa graf bukan bipartit 
dan dapatkan w(root) dan lanjutkan hingga semua vertex 
dikunjungi 
5. Setelah iterasi, Jika graf tidak bipartit maka ubah tiap 
weight vertex 
Untuk menentukan neighbor vertex dari source vertex 
diperlukan graph traversal, ada banyak metode traversal pada graf 
namun untuk memntukan semua neighbor vertex dari source vertex 
diperlukan traversal Breadth First Search. Breadth First Search 
(BFS) adalah salah satu cara untuk melakukan graf traversal. BFS 
dimulai dari memilih salah satu vertex dan mentraversal layer per 
layer sehingga mengeksplor neighbor vertex yang terhubung 
dengan source vertex [8]. 
Traversal pada BFS dapat disimpulkan seperti langkah – 
langkah berikut: 
1. Dari source vertex temukan semua neighbor vertex 
2. Kunjungi layer selanjutnya yaitu layer neighbor vertex 




Gambar 2.2.1 Breadth First Search Traversal 
Pada traversal BFS memerlukan struktur data queue. 
Struktur data Queue berperan penting dalam algoritma BFS. Dalam 
artian queue berarti antrian dan memiliki konsep FIFO (first in first 
out). Dalam penggunaan queue dengan BFS dapat disimpulkan 
seperti langkah – langkah berikut: 
1. Pilih source vertex dan masukan kedalam queue 
2. Masukan tiap neightbor vertex ke dalam queue 
3. Vertex yang dikunjungi keluar dari queue lalu lanjutkan 
ke vertex selanjutnya yang berada pada queue 











Gambar 2.2.3 Ilustrasi Algoritma Cycle Finding 
Dapat dilihat pada Gambar 2.2.3 ketika source vertex adalah 
vertex 1 maka neighbor vertex adalah 0, 2, 3. Lalu diketahui bahwa 























vertex 1 dan vertex 2 berada pada sets yang sama maka graf 
tersebut bukanlah graf bipartit. 
2.3 Struktur Data Pair 
Struktur data Pair digunakan pada tahap desain dan 
implementasi untuk mempermudah code program dan lebih efisien 
dalam hal memori dan waktu program. Struktur data ini tersedia 
dalam library C++. Secara formal, struktur data Pair adalah sebuah 
struktur data yang dapat menyimpan dua objek menjadi sebuah 
kesatuan. [8] 
2.4 Struktur Data Map 
Struktur data Map juga digunakan pada tahap desain dan 
implementasi untuk mempermudah code program dan lebih efisian 
dalam hal memori dan waktu program. Struktur data ini tersedia 
dalam libarry C++. Secara formal, Map adalah struktur data yang 
menyimpan elemen dengan cara dipetakan. Setiap elemen 
memiliki kunci indeks dan data itu sendiri. Tidak ada elemen yang 
memiliki kunci indeks yang sama. [9] 
2.5 Deskripsi Umum Permasalahan 
Permasalahan yang diangkat dalam tugas akhir ini diangkat 
dari suatu permasalahan yang terdapat pada situs penilaian URI 
Online Judge yaitu Electrical Pollution dengan kode soal 1334 [1], 
deskripsi soal dari sumber asli menggunakan bahasa Inggris 
terdapat pada Gambar 2.5.1. 
Pada permasalahan Electrical Pollution diceritakan 
mengenai sebuah kota fiktif bernama Sortonia ibu kota provinsi 
Nlogonia utara. Kota tersebut memiliki struktur yang unik yaitu 
kotak – kotak yang terbentang dari utara, selatan, timur dan barat. 
Namun terdapat Merge Avenue yang yang berada pada arah 
diagonal kota tersebut. 
Universitas lokal pada kota tersebut sedang melakukan 
pengembangan generator tenaga magnet yang berletak di Merge 
Avenue yaitu pada sisi diagonal kota tersebut untuk memberi 




Gambar 2.5.1 Deskripsi Permasalahan Electrical Pollution 
pada URI Online Judge 
Teknologi yang dikembangkan tersebut sangat di apresiasi 
oleh para pecinta lingkungan karena telah menghilangkan jejak 
karbon kota tersebut, namun setelah beberapa saat teknologi 
tersebut berjalan banyak sekali lebah, burung mati di kota tersebut. 
Tidak tahu kenapa ratu negri tersebut langsung pesuruh kerajaan 
untuk menginvestigasi fenomena tersebut. 
Setelah berbulan – bulan mempelajari dan menginvestigasi 
fenomena tersebut, mereka menemukan bahwa generator yang 
digunakan kota Sortonia menyebabkan anomali pada medan 
magnet local. Burung dan lebah yang menggunakan medan magnet 
15 
 
bumi untuk terbang kebingungan mencari jalan sehingga banyak 
yang mati karena terbang terus hingga kelelahan. 
Biophysicist memerlukan alat yang banyak dan mahal untuk 
mengukur anomali medan magnet lokal pada kota tersebut maka 
mereka akan hanya mengukur beberapa titik anomali pada kota 
tersebut lalu memprediksi sisanya. Lalu ratu kota Sortonia 
menyuruh untuk membuat program dengan memberi beberapa 
koordinat anomali dan besar anomali tersebut lalu prediksi sisanya. 
Diketahui bahwa generator hanya menyebabkan anomali pada arah 
utara, selatan, timur, dan barat lalu pada koordinat tertentu anomali 
tersebut adalah jumlah dari anomali pada generator. Ilustrasi 
anomali pada medan magnet lokal yang disebabkan generator 
dapat dilihat pada Gambar 2.5.2. 
 
 
Gambar 2.5.2 Ilustrasi Anomali Medan Magnet yang 
disebabkan oleh Generator 
Diketahui bahwa generator yang berada pada kota tersebut 
berletak pada sisi diagonal kota. Pada contoh Gambar 2.5.2 
anomali pada medan magnet lokal yang diketahui adalah generator 
pada titik (0, 0) dengan anomali adalah 7 dan titik (40, 40) dengan 
anomali adalah 9. Sehingga anomali yang disebabkan pada dua 
titik tersebut terletak pada koordinat (40, 0) dan (0, 40) dengan 
anomali adalah jumlah dari anomali pada kedua generator tersebut 
yaitu 7 + 9 = 16. 
Sebagai contoh dengan soal seperti berikut, diketahui bahwa 







MA -10 0 10 20 30 40
 
 
memiliki anomali sebesar 15 dan (40, 20) memiliki anomali 
sebesar 2. Prediksilah anomali pada titik (-10, 40), (40, -10), (-10, 
-10). Ilustrasi untuk contoh soal terdapat pada Gambar 2.5.3 
dimana MA adalah Merge Avenue. 
 
 
Gambar 2.5.3 Ilustrasi Contoh Soal 
Dapat dilihat pada Gambar 2.5.3 untuk menemukan anomali 
pada koordinat (40, -10) diperlukan untuk mengetahui anomali 
generator pada Merge Avenue (-10, -10) dan (40, 40). Cara 
penyelesaian sederhana dapat dilihat pada Gambar 2.5.4 dengan 
menggunakan 3 koordinat anomali yang telah diketahui dapat 
ditemukan anomali lain sehingga dapat disimpulkan bahwa 
semakin banyak data yang diketahui semakin banyak pula prediksi 
anomali yang dapat dilakukan. Maka untuk koordinat (-10, 40) 
anomalinya adalah -10, (40, -10) anomalinya adalah -10 dan (-10, 
-10) tidak diketahui anomalinya. 
Namun persoalan ini dapat diselesaikan lebih mudah dan 
sederhana lagi ketika data yang diberikan mampu memprediksi 
anomali pada generator di Merge Avenue. Karena dengan hasil 
prediksi tersebut dapat dengan secara langsung memprediksi 
dengan menjumlahkan anomali pada generator dengan generator 
lainya atau menggunakan sifat substitusi untuk mendapatkan 
anomali pada koordinat generator lain, seperti contoh pada Gambar 
2.5.5 dapat dilihat bahwa hasil prediksi adalah hasil dari sifat 
substitusi matematika. Dari hasil prediksi tersebut maka dapat 






-10 ? 3 ?
MA -10 0 10 20 30 40
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-10) adalah 6, anomali pada titik (0, 40) dan (40, 0) adalah 7, 
anomali pada titik (10, 40) dan (40, 10) adalah 8. 
 
 
Gambar 2.5.4 Ilustrasi Penyelesaian Contoh Soal 
Pada permasalahan Electrical Pollution diberikan koordinat 
X, Y dan anomali A sebanyak M. A adalah jumlah anomali pada 
generator yang berada pada X dan Y. Dengan koordinat dan 
anomali tersebut hitung anomali pada koordinat lain yang 
bersangkutan. Lalu diberikan koordinat X, Y sebanyak Q untuk 
mencari A pada koordinat tersebut. 
Format masukan pada baris pertama diberikan bilangan 
bulat M dan Q yang merupakan jumlah koordinat anomali yang 
diketahui dan jumlah koordinat anomali yang akan dicari.  Pada 
baris kedua terdapat M bilangan bulat yang merupakan X, Y, dan A 
merepresentasikan koordinat anomali yang diketahui. Pada baris 
selanjutnya terdapat Q bilangan bulat X, Y yang merupakan 





20 b 15 2
10
0
-10 a 3 -10
MA -10 0 10 20 30 40
a + d = (a + c) - (b + c) + (b + d)
a + d = 3 - 15 + 2 = -10
a + c = 3
b + c = 15




Gambar 2.5.5 Ilustrasi Penyelesaian Contoh Soal 2 
Tiap input dari Q akan ada keluaran yang terdiri dari satu 
baris yaitu ‘*’ jika informasi yang diberikan tidak cukup untuk 
memprediksi anomali pada koordinat tersebut, menampilkan 
sebuah bilangan integer jika informasi yang diberikan cukup untuk 
memprediksi anomali pada koordinat tersebut. Deskripsi format 
masukan dapat dilihat pada Gambar 2.5.6 dan contoh masukan 
pada Gambar 2.5.7 lalu deskripsi format keluaran dapat dilihat 
pada Gambar 2.5.8 dan contoh keluaran pada gambar pada Gambar 
2.5.9. 
Batasan dari permasalahan Electrical Poluution adalah 
sebagai berikut: 
1. 1 ≤ M, Q ≤ 104 
2. -107 ≤ X, Y ≤ 107 
3. -104 ≤ A ≤ 104 








-10 a 3 4
MA -10 0 10 20 30 40
a + c = 4 -> 1 + c = 4 -> c = 4 - 1 = 3
a + b = 3
a + c = 4
b + c = 5
a = ((a + b) + (a + c) - (b + c)) / 2 = (3 + 4 - 5) / 2 = 1




Gambar 2.5.6 Deskripsi Masukan Soal 
 
 




Gambar 2.5.8 Deskripsi Keluaran Soal 
 
 




2.6 Penyelesaian Permasalahan Electrical Pollution 
Permasalahan Electrical Pollution dapat diselesaikan 
dengan merubah representasi anomali pada koordinat tertentu yang 
dihasilkan oleh generator menjadi graf, lalu menggunakan 
algoritma cycle finding. 
 
 
Gambar 2.6.1 Representasi Soal 
Dalam permasalahan ini representasi soal yang didapatkan 
merupakan Adjacency Matrix seperti pada Gambar 2.6.1, lalu cara 
pertama untuk menyelesaikan permasalahan tersebut adalah 
dengan merubah representasi menjadi graf. Cara mengubah 
representasi soal adalah dengan mengubah tiap koordinat (x, y) 
menjadi vertex lalu anomali dari generator adalah weight pada edge 
graf tersebut. Sebagai contoh dapat dilihat pada Gambar 2.6.2. 
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Dari contoh Gambar 2.6.2 representasi graf yang dihasilkan  
berdasarkan pada permasalahan berikut. Diketahui bahwa anomali 
pada koordinat (30, -10) atau (-10, 30) adalah 3, anomali pada 
koordinat (30, 20) atau (20, 30) adalah 15,  anomali pada koordinat 
(40, 20) atau (20, 40) adalah 2, dan anomali pada koordinat (-10, 
20) atau (20, -10) adalah 12. Dapat dilihat bahwa titik x dan titik y 
tidak berpengaruh jika ditukar karena pada deskripsi soal tiap 
generator akan memberi anomali ke arah utara, selatan. barat, dan 
timur sehingga lebih memudahkan untuk penyelesaian soal 
Electrical Pollution sehingga memori dan waktu lebih efisien. 
Penentuan bahwa graf tersebut adalah graf bipartit atau tidak akan 
dijelaskan pada metode penggunaan algoritma cycle finding 
subbab 2.6.2. 
Penyelesaian permasalahan Electrical Pollution adalah 
dengan melakukan prediksi melalui data yang telah diberikan, 





        
Gambar 2.6.3 Prediksi Semua Kemungkinan 1 
 
a + d = (a + c) + (b + d) - (b + c) = 3 + 2 - 15 = -10






Gambar 2.6.4 Prediksi Semua Kemungkinan 2 
Dapat dilihat pada Gambar 2.6.3 dan Gambar 2.6.4 bahwa 
semua prediksi dari data yang diberikan hanya dapat dilakukan jika 
dan hanya jika vertex membentuk odd cycle dan vertex akan 
mementuk even cycle dengan satu edge yang hilang adalah hasil 
prediksi-nya. Maka diperlukan algoritma cycle finding untuk 
menyelesaikan permasalahan tersebut. 
Dengan merubah graf pada Gambar 2.6.2 menjadi graf 
bipartit sekaligus menentukan apakah graf tersebut bipartit atau 
bukan kita dapat dengan mudah menghitung prediksi yang 
dihasilkan dari koordinat anomali yang dihasilkan, selain itu 





a = ( (a+b) + (a+c) - (b+c) ) / 2 = ( 12 + 3 - 15 ) / 2 = 0
a + b = 0 + b = 12, maka b = 12
a + c = 0 + c = 3, maka  c = 3
b + d = 12 + d = 2, maka d = -10
sehingga prediksi tiap pasangan vertex  dapat dilakukan
a + d = 0 + -10 = -10
c + d = 3 + -10 = -7
 
 
2.6.1 Penyelesaian Naif  
Untuk menyelesaikan permasalahan ini dapat dilihat bahwa 
prediksi pada titik x dan y dapat dilakukan apabila representasi graf 
dengan vertex x dan vertex y membentuk odd cycle atau akan 
membentuk even cycle. Dengan kata lain bahwa prediksi dapat 
dilakukan bila vertex x dan vertex y saling berhubungan, maka 
permasalahan dapat diselesaikan dengan menemukan jalur antara 
vertex x dan vertex y. 
Pada masukan awal graf harus memiliki kriteria yaitu tidak 
memiliki cycle. Namun ketika pada masukan membentuk cycle 
yaitu dimana vertex dengan vertex lainya yang sudah memiliki 
edge saling terhubung maka cari path dua vertex tersebut dan 
lakukan perhitungan untuk memprediksi anomali pada titik 
tersebut yaitu titik generator. Contoh pembentukan graf dapat 
dilihat pada Gambar 2.6.1.1. 
Pada masukan terakhir yaitu 20 -10 2 diketahui bahwa 
masukan tersebut membentuk cycle pada graf maka sistem akan 
melakukan pencarian path dari vertex 20 ke vertex -10 dengan step 
pada Gambar 2.6.1.2 maka path yang dihasilkan adalah -10 – 30 – 
20 sehingga dengan path tersebut akan diprediksi anomali nya 
dengan persamaan berikut. 
 
w(30, 30) = (w(-10, 30) + w(30, 20) – w(-10, 20)) / 2 
w(30, 30) = (3 + 15 – 12) / 2 
w(30, 30) = 3 
 
Karena anomali yang didapatkan adalah anomali pada titik 
generator (x = y) yaitu pada titik (30, 30) maka lakukan iterasi tiap 
vertex yang berhubungan dengan vertex tersebut dan cari anomali 
pada titik generator lainya. Jika ada masukan pada titik (x, y) 
dimana anomali(x, x) atau anomali(y, y) diketahui maka didapatkan 
juga anomali pada titik lainya ( jika anomali(x, x) diketahui maka 
hitung anomali(y, y) dan sebaliknya ), prediksi ini dilakukan jika 

















Gambar 2.6.1.2 Pencarian Path (odd cycle) 
 
Prediksi even cycle dapat dilakukan dengan sederhana yaitu 
dengan mencari path antara source dan destination. Jika jumlah 
vertex pada path berjumlah ganjil maka prediksi tidak dapat 
dilakukan namun jika jumlah vertex pada path berjumlah genap 
maka prediksi dapat dilakukan. Sebagai contoh masukan pada 
queue 20 vertex source
20 -















 Gambar 2.6.1.3 dengan prediksi yang dilakukan adalah prediksi 




 Gambar 2.6.1.3 Pembentukan Graf (even cycle) 
 
Lalu untuk prediksi akan dilakukan pencarian path antara 
vertex -10 dan vertex 40 dengan ilustrasi pada Gambar 2.6.1.4 








Gambar 2.6.1.4 Pencarian Path (even cycle) 
  Setelah pencarian path ditemukan akan dilakukan prediksi 
anomali menggunakan path yang didapat dengan persamaan 
seperti berikut 
  w(-10, 40) = w(40, 20) – w(20, 30) + w(30, -10) 
  w(-10, 40) = 2 – 15 + 3 = -10 
 
Maka anomali pada titik (-10, 40) adalah -10. 
queue -10 vertex source
-10 -
queue 30 vertex source
-10 -
30 -10











2.6.2 Penyelesaian dengan Algoritma Cycle Finding 
Dalam permasalahan ini, algoritma cycle finding digunakan 
untuk menyelesaikan permasalahan tersebut. Diketahui bahwa 
prediksi dapat dilakukan jika dan hanya jika vertex membentuk odd 
cycle dan vertex akan membentuk even cycle, namun jika graf telah 
membentuk even cycle maka tidak ada prediksi yang diperlukan 
maka hanya perlu mendeteksi odd cycle saja pada algoritma ini. 
Menurut Brian M. Scott pada situs math.stackexchange.com, 
Graf adalah bipartit jika dan hanya jika graf tersebut tidak memiliki 
odd cycle [10]. Proof, jika G adalah bipartit dengan vertex U dan 
V, setiap edge pasti dari U ke V dan sebaliknya. Untuk membentuk 
cycle, diperlukan edge dengan jumlah genap, sehingga graf 
tersebut tidak memiliki odd cycle. 
Jika graf adalah bipartit dengan sets U dan V, maka tiap - 
tiap elemen pada sets U dan V harus saling terhubung untuk 
membentuk even cycle. Jadi walaupun vertex pada sets U dan V 
tidak terhubung hasil prediksi akan menghubungkan vertex 
tersebut sehingga tiap – tiap vertex pada sets U akan terhubung 
dengan tiap – tiap vertex pada sets V. Namun untuk mempermudah 
perhitungan anomali diperlukan modifikasi pada weight yaitu 
dengan menetapkan weight tidak pada edge namun pada vertex 
tersebut. Besar weight tersebut juga dimodifikasi yaitu dengan 
mengacu pada weight pada root graf, contoh modifikasi weight 
dapat dilihat pada Gambar 2.6.2.1. 
Representasi graf yang telah dibentuk seperti Gambar 2.6.2 
akan dirubah menjadi graf bipartit sekaligus menentukan apakah 
graf tersebut adalah graf bipartit atau bukan. Graf bipartit yang 
dibentuk akan memiliki dua sets yang memiliki sifat disjoint sets 
dalam artian tiap sets akan memiliki himpunan yang unik atau 
berbeda tidak ada yang sama. Tiap – tiap vertex akan berada sets, 
lalu tiap vertex yang berhubungan akan berada pada sets yang 







Gambar 2.6.2.1 Modifikasi weight 
Untuk anomali yang disebut weight pada graf tersebut tidak 
akan sama seperti graf pada awalnya. Pada graf bipartit ini weight 
tersebut akan berpacu pada root atau vertex awal pada graf yang 
akan dilakukan traversal menggunakan Breadth First Search 
(BFS) seperti yang telah dijelaskan pada subbab 2.2 dan contoh 
pada Gambar 2.2.3. Dengan memberi acuan root sebagai weight 
pada graf bipartit akan memudahkan dan menambahkan kriteria 
baru untuk graf bipartit ini yaitu tiap sets yang berbeda dapat 
diprediksi anomalinya secara mudah. Contoh perubahan graf pada 
Gambar 2.6.1 menjadi graf bipartit serta perubahan weight nya 
dapat dilihat pada Gambar 2.6.2.2. 
Root yang digunakan pada graf bipartit adalah random 
namun untuk contoh pada Gambar 2.6.2.2 adalah vertex dengan 
nilai 30 namun penulis menggunakan masukan awal pada soal 
untuk menjadi root pada graf tersebut untuk memudahkan 
implementasi program. 
weight weight
vertex - root U V vertex + root
0 30 -10 3 + 0 = 3






Gambar 2.6.2.2 Perubahan Representasi Graf menjadi 
Graf Bipartit 
Modifikasi weight untuk graf bipartit berpacu pada root dari 
graf tersebut, lalu dapat dilihat pada Gambar 2.6.2.2 bahwa weight 
pada sets U adalah vertex – root dan weight pada sets V adalah 
vertex + root. Seperti yang telah dijelaskan tadi bahwa modifikasi 
weight pada graf bipartit tersebut akan menambahkan kriteria baru 
yaitu tiap elemen pada sets yang berbeda memiliki anomali yang 
dapat diprediksi sebagai contoh graf pada Gambar 2.6.2 yang telah 
dirubah menjadi graf bipartit seperti pada Gambar 2.6.2.2 tidak 
diketahui berapa anomalinya pada koordinat (-10, 40) atau (40, -
10) namun dengan hasil modifikasi tersebut kita dapat mudah 
mendapatkan berapa anomalinya hanya dengan menambahkan 
weight masing – masing vertex yaitu -13 + 3 = -10 maka anomali 
pada koordinat (-10, 40) atau (40, -10) adalah -10 perhitungan ini 
adalah benar sebagaimana dibandingkan dengan perhitungan 
sederhana seperti Gambar 2.5.4. 
weight weight
vertex - root U V vertex + root
0 30
weight weight
vertex - root U V vertex + root
0 30 -10 3
20 15
weight weight
vertex - root U V vertex + root
0 30 -10 3






Untuk mendapatkan weight pada masing – masing vertex 
dapat dilakukan dengan cara berikut 
1. Weight pada root vertex adalah 0 
2. Weight pada masing – masing sets adalah weight dari 
source ke neighbor vertex dikurangi source ke root 
vertex, atau secara formal w(s→ n) – w(s → r) dimana 
w adalah weight, s adalah source, n adalah neighbor, dan 
r adalah root. 





Gambar 2.6.2.3 Perhitungan Weight Modifikasi pada 
Graf Bipartit 
   
weight weight
vertex - root U V vertex + root
0 30
weight weight
vertex - root U V vertex + root
0 30 -10 3 - 0 = 3
20 15 - 0 = 15
weight weight
vertex - root U V vertex + root
0 30 -10 3







Gambar 2.6.2.4 Representasi Graf Hasil Prediksi 1 
  Hal yang perlu diperhatikan selanjutnya adalah ketika graf 
tersebut bukan lah graf bipartit yaitu jika ditemukan ada vertex 
yang saling berhubungan berada pada sets yang sama, maka semua 
generator yang terletak pada koordinat diagonal graf tersebut akan 
ditemukan nilai anomalinya. Jika dilihat pada Gambar 2.6.1.3 
maka koordinat diagonal tersebut adalah (30, 30), (-10, -10), (40, 




Gambar 2.6.2.5 Contoh Odd Cycle Graph 
 
 
Sebagai contoh kita tambahkan satu titik anomali pada 
koordinat (20, -10) atau (-10, 20) adalah 12 maka anomali yang 
ditemukan akan berada pada koordinat root graf tersebut yaitu 
koordinat (30, 30) contoh bukan graf bipartit atau graf yang 
memiliki odd cycle tersebut dapat dilihat pada Gambar 2.6.2.4 
Jika ditemukan bahwa graf tersebut bukanlah graf bipartit  
yaitu dengan menentukan apakah graf tersebut memiliki siklus 
ganjil maka algoritma yang dilakukan adalah seperti berikut 
1. Tandai bahwa graf tersebut bukanlah graf bipartit dan 
simpan nilai root nya 
2. Lakukan traversal BFS dan jadikan graf bipartit hingga 
traversal selesai 
3. Iterasi dari root hingga vertex akhir dan ubah weight 
tersebut menjadi weight vertex 
Sebagai contoh dari hasil algoritma tersebut dapat dilihat 






Gambar 2.6.2.6 Perhitungan Weight Modifikasi pada 
Odd Cycle Graph 
  
weight weight
vertex - root U V vertex + root
0 30
weight weight
vertex - root U V vertex + root
0 30 -10 3 - 0 = 3
20 15 - 0 = 15
weight weight
vertex - root U V vertex + root
0 30 -10 3
2 - 15 = -13 40 20 15
weight weight
vertex - root U V vertex + root
3 30
root = (w(-10) + w(20) - w(-10, 20))/2
root = (3 + 15 - 12) / 2 = 3
Sets




-10 dan 20 saling terhubung 





Gambar 2.6.2.7 Perhitungan Weight Modifikasi pada 
Odd Cycle Graph 2 
 
Sehingga hasil prediksi dari data pada Gambar 2.6.2.5 akan 
direpresentasikan sebagai graf seperti pada Gambar 2.6.2.6 dan 
Gambar 2.6.2.7. Namun pada permasalahan Electrical Pollution, 
graf yang dihasilkan bisa lebih atau sama dengan 1 maka akan ada 
lebih dari atau sama dengan 1 root yang akan diiterasi untuk 
perhitungan weight modifikasi  
weight weight
vertex - root U V vertex + root
3 30 -10 0
weight weight
vertex - root U V vertex + root
3 30 -10 0
20 12
weight weight
vertex - root U V vertex + root
3 30 -10 0





vertex - root U V vertex + root
3 30 -10 0
weight weight
vertex - root U V vertex + root
3 30 -10 0
20 12
weight w ight
vertex - root U V vertex + root
3 30 -10 3







Gambar 2.6.2.8 Representasi Graf Hasil Prediksi 2
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ANALISIS DAN PERANCANGAN 
Pada bagian ini akan dijelaskan analisis dan desain sistem 
yang digunakan untuk menyelesaikan permasalahan pada Tugas 
Akhir ini. 
3.1 Deskripsi Umum Sistem 
Pada sistem ini terdapat 4 fungsi lain yaitu GetID yang akan 
dijelaskan pada bab 3.2, InsertGraph yang akan dijelaskan pada 
bab 3.3, Predict yang akan dijelaskan pada bab 3.4, dan 
GetAnomali yang akan dijelaskan pada bab 3.5. Pseudocode 
Fungsi Main ditunjukan pada Gambar 3.1.1. 
Gambar 3.1.1 Pseudocode Fungsi Main 
Pertama sistem akan diberikan 2 masukan bilangan bulat 
yaitu m (jumlah koordinat anomali yang diketahui) dan q (jumlah 
koordinat anomali yang akan diprediksi). Untuk setiap m akan 
diberikan 3 masukan bilangan bulat yaitu x (koordinat X), y 
1 m = Input() // Jumlah koordinat anomali yang diketahui  
2 q = Input() // Jumlah koordinat anomali yang diprediksi 
3 for m != 0 and q != 0 
4  for 1 to m 
5   x = GetID(Input()) 
6   y = GetID(Input()) 
7   a = Input() 
8   G = InsertGraph(x, y, a) 
9  P = Predict(G) //Prediksi anomali menggunakan Graf 
10  for 1 to q 
11   x = Input() 
12   y = Input() 
13   a = GetAnomali(P, x, y) 
14  m=Input() 
15  q=Input() 
 
 
(koordinat Y), a (anomali). Variabel x urutan atau ID vertex dari 
koordinat X begitu juga dengan variabel y. Lalu variabel x, y dan a 
akan dimasukan dan direpresentasikan dalam bentuk graf 
menggunakan fungsi InsertGraph. 
Setelah koordinat anomali yang diketahui sejumlah m sudah 
direpresentasikan dalam bentuk graf maka dilakukin fungsi Predict 
untuk memprediksi koordinat anomali dengan informasi yang 
sudah ada. 
Terakhir sistem akan mendapatkan anomali pada koordinat 
X dan Y lalu print hasil tersebut dengan fungsi GetAnomali. 
3.2 Desain Fungsi GetID  
Fungsi GetID digunakan untuk mendapatkan urutan atau ID 
dari vertex, selain itu fungsi GetID akan menghapus isi graf yang 
digunakan pada test case sebelumnya. Pseudocode Fungsi GetID 
ditunjukkan pada Gambar 3.2.1. 
Gambar 3.2.1 Pseudocode Fungsi GetID 
Fungsi ini digunakan karena batas dari koordinat X dan Y 
adalah -104 <= X, Y <= 104, sedangkan struktur data array pada 
C++ tidak dapat menggunakan indeks bilangan bulat negatif. 
Selain itu juga untuk memudahkan looping pada traversal dan 
meminimalisir run time sehingga sistem berjalan dengan efisien. 
GetID(Hash, x, n, G) 
1 if Hash[x] not null 
2  return Hash[x] 
3 else 
4  clear G.edge[n] 
5  Hash[x] = n++ 
6  return 
G – graf, 
Hash – array,  
x – kunci index,  
n – jumlah vertex 
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3.3 Desain Fungsi InsertGraph  
Fungsi InsertGraph digunakan untuk merepresentasikan 
koordinat anomali menjadi graf terhubung, maupun tidak 
terhubung. Variabel u dan v adalah urutan atau ID dari koordinat X 
dan Y. Pseudocode Fungsi InsertGraph dapat dilihat pada Gambar 
3.3.1 
Gambar 3.3.1 Pseudocode Fungsi InsertGraph  
3.4 Desain Fungsi Predict  
Fungsi Predict digunakan untuk memprediksi anomali pada 
koordinat tertentu dari koordinat anomali yang sudah diketahui. 
Fungsi ini memanfaatkan traversal graf BFS, struktur data graf 
bipartit, dan algoritma deteksi siklus ganjil. Pseudocode Fungsi 
Predict dapa dilihat pada Gambar 3.4.1. 
Traversal BFS sudah dimodifikasi karena graf yang 
dihasilkan dari fungsi sebelumnya terdiri dari beberapa graf tidak 
terhubung sehingga memiliki beberapa root, maka flag pada BFS 
tidak menggunakan true atau false melainkan menggunakan urutan 
root. 
Struktur data graf bipartit menggunakan integer untuk 
menetapkan set vertex yaitu 1 dan -1, vertex pertama yang terpilih 
akan otomatis ditetapkan pada set 1. Tiap vertex yang berhubungan  
  
InsertGraph(e, u, v, w) 
1 e[v] = pair(u, w) 
2 e[u] = pair(v, w) 
3 return 
 
e – array of pair, 
u – ID vertex1, 
v – ID vertex2, 
a – bobot 
 
 
Gambar 3.4.1 Pseudocode Fungsi Predict 
Initialize col[0..G.countVertex] to 0 
Initialize pos[0..G.countVertex] to 0 
Predict(G, col, pos, a, b) 
1 for i = 0..G.countVertex 
2  if pos[i] != 0 
3   continue 
4  x = INFINITE of Integer 
5  pos[i] = ++col 
6  a[i] = 1 
7  b[i] = 0 
8  Q = empty queue 
9  enqueue(Q, i) 
10  while Q is not empty 
11   u = dequeue(Q) 
12   for each v adjacent to u 
13    if pos[v] = 0 
14     pos[v] = col 
15     a[v] = - a[u] 
16     b[v] = u.weight – b[u] 
17     enqueue(Q, v) 
18    else if a[u] != a[v] 
19     x = (weightOf(u, v) – b[u] – b[v]) /     
       (a[u] + a[v]) 
20  if x != INFINITE of Integer 
21   for each q in Q 
22    b[q] += a[q] * x 
23    a[q] = 0 
 
G – Graf 
col – Jumlah root pada graf 
pos – Tanda bahwa vertex telah dikunjungi 
a – Set pada struktur data graf bipartit 
b – Bobot pada graf bipartit 
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dengan vertex dan mempunyai set akan ditetapkan pada set 
sebaliknya (jika 1 maka set vertex adalah -1). 
Algoritma untuk mendeteksi siklus ganjil mendeteksi ketika 
dua buah vertex berhubungan dan berada pada set yang sama maka 
dapat disimpulkan bahwa graf tersebut memiliki siklus ganjil. 
3.5 Desain Fungsi GetAnomali  
Fungsi GetAnomali digunakan untuk mendapatkan dan print 
hasil prediksi anomali pada koordinat tertentu. Pseudocode Fungsi 
GetAnomali dapat dilihat pada Gambar 3.5.1. 
Gambar 3.5.1 Pseudocode Fungsi GetAnomali 
GetAnomali(u, v, Hash, flag) 
1 if not Hash[u] exist and Hash[v] exist 
2  print ‘*’ 
3 else 
4  u = GetID(u) 
5  v = GetID(v) 
6  if pos[u] != pos[v] 
7   if a[u] or a[v] 
8    print ‘*’ 
9   else 
10    print b[u] + b[v] 
11  else 
12   if a[u] = a[v] 
13    print ‘*’ 
14   else if u != v 
15    print b[u] + b[v] 
16   else 
17    print b[u] 
18 print ‘\n’ 
x – koordinat X, y – koordinat Y 
Hash – array 
pos – array 
 
 
3.6 Desain Fungsi FastScan 
Fungsi FastScan digunakan untuk menerima input dari user 
lebih cepat agar run time lebih efisien. Dengan memanfaatkan 
fungsi getchar() pada C++ maka input akan lebih efisien karena 
program langsung membaca ASCII tersebut. Namun ada cara yang 
lebih efisien yaitu menggunakan getchar_unlocked() selain 
langsung membaca ASCII input akan langsung dimasukan pada 
memori tanpa binding. Pseudocode Fungsi FastScan dapat dilihat 
pada Gambar 3.6.1. 
Gambar 3.6.1 Pseudocode Fungsi FastScan 
 
FastScan(number) 
1 negative = false 
2 number = 0 
3 c = getchar_unlocked() 
4 if c == ‘-‘ 
5  negative = true 
6  c = getchar_unlocked() 
7 for c > 47 && c < 58 
8  number = number * 10 + c – 48  
9 if not negative 
10  number *= -1 
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A BAB IV 
IMPLEMENTASI 
Pada bab ini akan dijelaskan implementasi dari algoritma 
dan struktur data berdasarkan desain yang telah dilakukan. 
4.1 Lingkungan Implementasi 
Lingkungan implementasi menggunakan sebuah komputer 
dengan spesifikasi perangkat lunak dan perangkat keras seperti 
tercantum pada Tabel 4.1. 
Tabel 4.1 Spesifikasi Lingkungan Implementasi 
No. Jenis Perangkat Spesifikasi 
1 Perangkat Keras • Processor Intel Core i7-6700HQ 
CPU @ 2.60GHz 
• Memory 8GB 1333MHz DDR3 
2 Perangkat Lunak • Sistem operasi Windows 10 Pro 
• Integrated Development 
Environment Dev-C++ 5.3.0.3 
4.2 Pendefinisian Preprocessor Directives 
Pada bagian ini akan dijelaskan beberapa pendefinisian dari 
preprocessor directives yang akan digunakan dalam program ini. 
Penggunaan preprocessor directive ditujukan untuk 
mempermudah dan mempersingkat implementasi. Implementasi 
dari preprocessor directive ditunjukkan pada Kode Sumber 4.1 . 
1 #define vii vector<pair<int, int> > 
5 using namespace std; 
Kode Sumber 4.1 Implementasi Preprocessor Directive 
4.3 Implementasi Variabel Global 
Pada bagian ini akan dijelaskan implementasi dari variabel 
global yang akan digunakan dalam program ini. Hal ini bertujuan 
untuk mempersingkat run time dari sistem karena selain lebih 
mudah untuk implementasi, passing variabel parameter dari fungsi 
main ke fungsi lain akan lebih lama karena C++ membutuhkan 
 
 
waktu untuk meng copy variabel pada fungsi main ke variabel pada 
fungsi lain. Implementasi variabel global ditunjukan pada Kode 
Sumber 4.2. 
1 const int maxn = 20001, INF = 0x3f3f3f3f; 
2 map<int, int> Hash; 
3 vii e[maxn]; 
4 int n, pos[maxn], a[maxn], b[maxn]; 
5 int que[maxn], L, R; 
6 int m, q; 
Kode Sumber 4.2 Implementasi Variabel Global 
4.4 Implementasi Fungsi Main 
Fungsi Main diimplementasikan sesuai pseudocode subbab 
3.1. Pada awalnya sistem akan menetima masukan berupa 
banyaknya kasus uji, yaitu banyaknya koordinat anomali yang 
diketahui dan koordinat anomali yang akan diprediksi. Sistem akan 
berhenti ketika masukan koordinat anomali yang diketahui dan 
yang akan diprediksi adalah 0. 
Selanjutnya, untuk setiap koordinat anomali yang diketahui 
fungsi Main akan menerima input x, y, dan a yang berarti koordinat 
x y memiliki anomali a, lalu fungsi main akan memanggil fungsi 
GetID dengan parameter x atau y bertujuan untuk mendapatkan 
urutan atau ID koordinat. Setelah itu fungsi main akan memanggil 
fungsi InsertGraph dengan parameter x, y, dan a. Setelah itu fungsi 
Main akan memanggil fungsi Predict untuk memprediksi anomali 
pada koordinat dari informasi yang telah diberikan. 
Kemudian untuk setiap koordinat anomali yang akan 
diprediksi fungsi Main akan menerima input x, y yang berarti 
koordinat x y yang akan diprediksi. Fungsi Main akan memanggil 
fungsi GetAnomali dengan parameter x, y.Implementasi dari fungsi 
Main dapat dilihat pada Kode Sumber 4.3. 
1 int main() { 
2  FastScan(m); 
3  FastScan(q); 
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4  while(m + q) { 
5   n = 0; 
6   map<int, int>().swap(Hash); 
7   while(m--){ 
8    int u, v, w; 
9    FastScan(u);  
10    FastScan(v); 
11    FastScan(w); 
12    InsertGraph(u, v, w); 
13   } 
14  Predict(); 
15   while(q--){ 
16    int u, v;  
17    FastScan(u); 
18    FastScan(v); 
19    GetAnomali(u, v); 
20   } 
21   printf("-\n"); 
22   FastScan(m);  
23   FastScan(q); 
24  } 
25  return 0; 
26 } 
Kode Sumber 4.3 Implementasi Fungsi Main 
4.5 Implementasi Fungsi GetID 
Fungsi GetID berfungsi untuk mendapatkan urutan atau ID 
vertex dari koordinat anomali yang diberikan seperti yang 
dijelaskan pada bab 3.2. Implementasi dari Fungsi Main dapat 
dilihat pada Kode Sumber 4.4. 
1 int GetID(int &x){ 
2  if(Hash.count(x)) 
3   return Hash[x]; 
4  vii().swap(e[n]); 
5  return Hash[x] = n++; 
6 } 




vector<pair<int, int> >().swap(edge[countVertex]) adalah 
operasi untuk menghapus atau mereset adjacency list pada edge 
indeks ke countVertex yang sebelumnya digunakan untuk 
membuat graf pada test case sebelumnya. 
4.6 Implementasi Fungsi InsertGraph 
Fungsi InsertGraph berfungsi untuk membuat graf dari input 
koordinat anomali seperti yang dijelaskan pada bab 3.3. 
Implementasi dari fungsi InsertGraph dapat dilihat pada Kode 
Sumber 4.5. 
1 void InsertGraph(int &u, int &v, int &w){  
2  u = GetID(u); 
3  v = GetID(v);  
4  if(u == v) 
5   w <<= 1; 
6  e[u].push_back(make_pair(v, w)); 
7  e[v].push_back(make_pair(u, w)); 
8 } 
Kode Sumber 4.5 Implementasi Fungsi InsertGraph 
Pada implementasi dari fungsi InsertGraph adalah ketika u 
dan v sama maka w pada koordinat u, v adalah w /= 2. Karena 
informasi yang diberikan adalah jumlah anomali dari koordinat x 
(u) ditambah anomali dari koordinat y (v). 
4.7 Implementasi Fungsi Predict 
Fungsi Predict berfungsi untuk memprediksi anomali pada 
koordinat tertentu dari informasi yang sudah diberikan. Seperti 
yang sudah dijelaskan pada bab 3.4, Implementasi dari fungsi 
Predict dapat dilihat pada Kode Sumber 4.6. 
 
1 void Predict() { 
2  memset(pos, 0, n*sizeof(int)); 
3  for(int i=0, col=0; i<n; i++){ 
4   if(pos[i]) continue; 
5   ++col; 
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6   int x = INF; 
7   L = R = 0; 
8   pos [i] = col; 
9   a[i] = 1; 
10   b[i] = 0; 
11   que[R++] = i; 
12   while(L < R){ 
13    int u = que[L++]; 
14     for(vii::iterator it=e[u].begin(); 
        it!=e[u].end(); ++it){ 
15     int v=it->first, w=it->second; 
16     if(!pos[v]){ 
17      pos[v] = col; 
18      a[v] = -a[u]; 
19      b[v] = w – b[u]; 
20      que[R++] = v; 
21     } 
22     else if(!(a[u] + a[v] == 0)){ 
23      x = (w – b[u] - b[v])/ 
       (a[u] + a[v]); 
24    } 
25   } 
26   if(x == INF 
27     for(int j=0; j<R; j++) 
28     a[que[j]] = x; 
29   else if(x != INF) 
30    for(int j=0; j<R; j++){ 
31      b[que[j]] += a[que[j]] * x; 
32      a[que[j]] = 0; 
33    } 
34  } 
35  } 
Kode Sumber 4.6 Implementasi Fungsi Predict 
 
 
4.8 Implementasi Fungsi GetAnomali  
Fungsi GetAnomali berfungsi untuk mendapatkan anomali 
pada suatu koordinat seperti yang sudah dijelaskan pada bab 3.5. 
Implementasi GetAnomali dapat dilihat pada Kode Sumber 4.7 
1 void GetAnomali(int &u, int &v){ 
2  if(!(Hash.count(u) && Hash.count(v)))  
3   putchar('*');  
4  else{  
5   u = GetID(u); 
6   v = GetID(v); 
7   if(pos[u] != pos[v]){ 
8    if(a[u] || a[v]) putchar('*'); 
    else printf("%d", b[u] + b[v]); 
9  } 
10  else{ 
11   if(a[u] + a[v] != 0) 
12    putchar('*'); 
13   else if(u != v) 
14    printf("%d", b[u] + b[v]); 
15   else 
16    printf("%d", b[u]); 
17  } 
18 } 
19 putchar('\n'); 
Kode Sumber 4.7 Implementasi Fungsi GetAnomali 
 
4.9 Implementasi Fungsi FastScan 
Fungsi FastScan berfungsi untuk menerima input lebih cepat 
dan efisien seperti yang sudah dijelaskan pada bab 3.6. 
Implementasi fungsi FastScan dapat dilihat pada Kode Sumber 4.8 
 
1 void FastScan(int &number) { 
2  bool negative = false; 
3  register int c;  
4  number = 0;  
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5  c = getchar();  
6  if (c=='-') { 
7   negative = true; 
8   c = getchar(); 
9  } 
10  for (; (c>47 && c<58); c=getchar()) 
11   number = number *10 + c - 48;   
12  if (negative) 
13   number *= -1;} 
14 } 









5 BAB V 
UJI COBA DAN EVALUASI 
Pada bab ini akan dijelaskan tentang uji coba dan evaluasi 
dari implementasi sistem yang telah dilakukan pada bab 4. 
5.1 Lingkungan Uji Coba 
Lingkungan uji coba menggunakan sebuah komputer 
dengan spesifikasi perangkat lunak dan perangkat keras seperti 
tercantum pada Tabel 5.1. 
Tabel 5.1 Spesifikasi Lingkungan Uji Coba 
No. Jenis Perangkat Spesifikasi 
1 Perangkat Keras • Processor Intel Core i7-6700HQ 
CPU @ 2.60GHz 
• Memory 8GB 1333MHz DDR3 
2 Perangkat Lunak • Sistem operasi Windows 10 Pro 
• Integrated Development 
Environment Dev-C++ 5.3.0.3 
5.2 Skenario Uji Coba 
Pada subbab ini akan dijelaskan skenario uji coba yang 
dilakukan. Skenario uji coba terdiri dari uji coba kebenaran dan uji 
coba kinerja. Uji coba kebenaran dilakukan dengan strategi 
penyelesaian yang telah dijelaskan pada subbab 2.4. Uji coba 
kebenaran akan menggunakan kasus berikut ini: 
6 8 
0 1 11 
0 3 8 
1 0 11 
3 0 8 
4 4 0 




Gambar 5.2.1 Contoh Kasus Uji Coba 
Uji coba kinerja dilakukan dengan membuat komparasi 
kinerja untuk melihat pengaruh batasan nilai variabel m dan q 
terhadap pertumbuhan waktu dari strategi penyelesaian yang telah 
dijelaskan pada subbab 2.4. 
5.2.1 Uji Coba Kebenaran Naif 
Uji coba kebenaran yang dilakukan adalah menganalisis 
kasus uji coba sederhana dengan langkah – langkah yang telah 
dijelaskan pada subbab 2.6 untuk memvalidasi kebenaran hasil 
keluaran program sesuai dengan hasil keluaran yang diharapkan, 
dan mengirimkan kode sumber ke URI Online Judge. 
Permasalahan yang diselesaikan adalah Electrical Pollution dengan 
kode soal 1334. 
Contoh kasus uji coba dapat dilihat pada Gambar 5.2.1, pada 




























Gambar 5.2.1.3 Pembentukan Graf (3) 
  Setelah itu akan dilakukan prediksi terhadap masukan yang 
diberikan yaitu titik (1, 5). Langkah pertama yang dilakukan adalah 
mencari path antara 2 titik tersebut seperti langkah berikut 
 
 










Gambar 5.2.1.5 Pencarian Path 1 ke 5 (2) 
Dari langkah pencarian path tersebut maka didapatkan path 
dengan rute 5 – 3 – 0 – 1 lalu akan diprediksi anomali-nya dengan 
melakukan persamaan seperti berikut 
 
w(1, 5) = w(5, 3) – w(3, 0) + w(0, 1) 
w(1, 5) = 6 – 8 + 11 = 9 
 




queue 0 vertex source
1 -
0 1











Selanjutnya adalah pencarian pada titik (0, 3) dan titik (3, 0) 
dimana anomali pada titik tersebut sudah diketahui yaitu 8, 
sedangkan pencarian selanjutnya yaitu pada titik (4, 3) diketahui 
bahwa tidak ada path dari vertex 4 menuju vertex 3 sehingga titik 
tersebut tidak dapat diprediksi anomalinya dan menampilkan '*' ke 
console. 
Masukan selanjutnya adalah pencarian pada titik (0, 2) lalu 
titik (2, 4) diketahui bahwa pada graf tersebut tidak memiliki vertex 
2 sehingga titik tersebut tidak dapat diprediksi anomalinya dan 
menampilkan '*' ke console. 
Setelah itu masukan selanjutnya adalah pencarian pada titik 
(4, 4) dimana anomali pada titik tersebut sudah diketahui yaitu 0, 
lalu pencarian selanjutnya pada titik (5, 5) yang belum diketahui 
titik anomalinya, lalu karena x = y maka sistem tidak akan 
melakukan pencarian path. 
Dari hasil analisis diatas menghasilkan keluaran yang sesuai. 
Setelah itu dilakukan uji kebenaran dengan mengumpulkan berkas 




Gambar 5.2.1.6 Hasil Uji Coba Kebenaran pada Situs URI 
Online Judge 
Diketahui bahwa hasil uji coba mendapatkan umpan balik 
Time limi exceeded. Waktu yang diperlukan untuk menyelesaikan 
permasalahan menggunakan lebih dari limit yaitu 3 detik sehingga 
penyelesaian naif dapat digunakan namun tidak optimal untuk 
menyelesaikan permasalahan pada situ URI Online Judge 





5.2.2 Uji Coba Kebenaran Algoritma Cycle Finding 
Contoh kasus uji coba dapat dilihat pada Gambar 5.2.1, Graf 
yang terbentuk dari masukan tersebut terdapat pada Gambar 
5.2.2.1. 
Langkah selanjutnya adalah mengubah graf tersebut menjadi 
graf bipartit. Pertama – tama ubah nilai vertex menjadi urutan atau 
ID dengan menggunakan fungsi GetID untuk mempermudah 
mengubah graf tersebut menjadi graf bipartit seperti pada contoh 
Gambar 5.2.2.2.  
 
Gambar 5.2.2.1 Contoh Graf pada Kasus Uji 
 
 
Gambar 5.2.2.2 Contoh Hasil GetID pada Kasus Uji Coba 
 
GetID(0) → 0 
GetID(1) → 1 
GetID(3) → 2 
GetID(4) → 3 




Gambar 5.2.2.3 Contoh Graf setelah Fungsi GetID 
Dari hasil fungsi GetID tersebut representasi graf-nya adalah 
seperti pada contoh Gambar 5.2.2.3. Hasil dari graf dengan vertex 
yang berurutan atau memiliki ID tersebut kita akan memprediksi 
nilai anomali pada koordinat yang lain. Untuk merubah graf 
menjadi graf bipartit diperlukan traversal graf. Penulis 
menggunakan traversal BFS karena diperlukan untuk menemukan 
atau traverse dari tetangga ke tetangga.  
Dengan menggunakan fungsi Predict sistem akan 
melakukan traversal dari tiap – tiap graf yang ada dimulai dari 
vertex pertama yaitu vertex dengan id 0 dengan menggunakan BFS 
hingga vertex terakhir. Contoh merubah graf pada Gambar 5.2.2.3 







Gambar 5.2.2.4 Ilustrasi Fungsi Predict 1 
 
0 - - - - - - -




0 1 - - - - - -
w U V w












Gambar 5.2.2.5 Ilustrasi Fungsi Predict 2 
0 1 2 - - - - -
w U V w




0 1 2 - 0 - - -
w U V w










Gambar 5.2.2.6 Ilustrasi Fungsi Predict 3 
0 1 2 - 0 1 - -
w U V w
0 0 1 11
2 8
0 1 2 4 0 1 - -
w U V w
0 0 1 11











Gambar 5.2.2.7 Ilustrasi Fungsi Predict 4 
0 1 2 4 0 1 2 -
w U V w
0 0 1 11
-2 4 2 8
0 1 2 4 0 1 2 4
w U V w
0 0 1 11
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Dari graf bipartit yang dihasilkan oleh fungsi predict, 
dihasilkan dua graf dengan root 0 dan root 3. Dengan mengikuti 
kriteria dari weight modifikasi dimana graf bipartit yang dihasilkan 
bahwa elemen graf bipartit pada sets yang berbeda akan selalu 
dapat diprediksi dengan cara sederhana yaitu dijumlahkan, maka 
dari graf tersebut anomali yang terprediksi terdapat pada vertex 1 
dan vertex 4 yaitu dengan anomali sebesar 9. Representasi graf 
yang dihasilkan oleh hasil prediksi adalah seperti berikut 
 
 
Gambar 5.2.2.9 Contoh Representasi Graf Hasil Prediksi 
dengan ID 
 
Gambar 5.2.2.10 Contoh Representasi Graf Hasil Prediksi 
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  Hasil dari fungsi Predict tersebut sudah selesai, lalu sistem 
akan menerima input untuk menampilkan apakah data yang sudah 
diprediksi mampu meberikan besar anomali pada koordinat yang 
diberikan. Jika sistem mampu memprediksi anomali tersebut maka 
sistem akan memberikan keluaran berupa besar anomali tersebut, 
jika tidak maka sistem akan memberikan keluaran berupa karakter 
‘*’. Masukan untuk tanda bahwa sistem telah selesai digunakan 
atau End Of File adalah masukan berupa angka 0 dan 0, lalu pada 
kasus uji coba, koordinat yang akan diprediksi anomalinya adalah 
sebagai berikut. 
Gambar 5.2.2.11 Masukan Dari Uji Kasus untuk Prediksi 
Anomali 
  Dari masukan tersebut sistem akan menggunakan fungsi 
GetAnomali untuk menemukan hasil prediksi yang telah 
dilakukan. Fungsi Parameter yang diperlukan untuk fungsi tersebut 
adalah koordinat x dan y titik anomali yang akan didapatkan 
anomalinya. Fungsi GetAnomali menggunakan graf bipartit 
dengan modifikasi weight yang telah dibuat, langkah fungsi 














Gambar 5.2.2.12 ID Masukan Dari Uji Kasus Untuk Prediksi 
Anomali 
  Sistem akan mendapatkan anomali yang telah diprediksi 
dengan menggunakan graf bipartit yang telah dibuat yaitu sebagai 
berikut. 
   
Gambar 5.2.2.13 Graf Bipartit untuk Fungsi GetAnomali 
  Pertama fungsi GetAnomali akan mengecak apakah 
masukan yang berupa koordinat dan menjadi vertex pada graf 
berada pada graf yang sama sebagai contoh (1, 4) vertex tersebut 
terdapat pada 1 graf. Jika vertex tersebut tidak berada pada graf 
yang sama maka sistem akan mengecek apakah vertex tersebut 
berada pada graf bukan bipartit, jika iya maka hanya perlu 
menambahkan weight modifikasi untuk mendapatkan prediksinya 
jika tidak maka data tidak cukup untuk melakukan prediksi dan 
keluarkan karakter ‘*’.  
w U V w
0 0 1 11
-2 4 2 8
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0 0 → Keluar program 
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  Vertex tersebut berada pada graf yang sama maka sistem 
akan mengecek kembali apakah graf tersebut merupakan graf 
bipartit atau bukan. Jika graf tersebut bipartit maka hasil prediksi 
akan didapatkan, lalu jika tidak sistem akan mengecek kembali 
apakah vertex tersebut berada pada sets yang berbeda. Jika tidak 
maka data yang diberikan tidak cukup untuk sistem memprediksi 
anomali pada koordinat tersebut dan jika vertex tersebut berada 
pada sets yang berbeda maka sistem mampu untuk memprediksi 
anomali pada koordinat tersebut. Contoh ilustrasi fungsi 
GetAnomali adalah sebagai berikut. 
Gambar 5.2.2.14 Ilustrasi Fungsi GetAnomali 
Dari hasil analisis diatas menghasilkan keluaran yang sesuai. 
Setelah itu dilakukan uji kebenaran dengan mengumpulkan berkas 




Gambar 5.2.2.15 Hasil uji coba kebenaran pada situs URI 
Online Judge 
1 4 → satu graf → sets berbeda → Anomali = 9 
0 2 → satu graf → sets berbeda → Anomali = 8 
2 0 → satu graf → sets berbeda → Anomali = 8 
3 2 → graf berbeda → graf bipartit → Print ‘*’ 
0 x → ID vertex tidak ada → Print ‘*’ 
x 3 → ID vertex tidak ada → Print ‘*’ 
3 3 → satu graf → graf bukan bipartit → Anomali = 0 
4 4 → satu graf → graf bipartit → Print ‘*’ 




Hasil uji coba yang telah dilakukan program mendapat 
umpan balik Accepted. Waktu yang dibutuhkan program untuk 
menyelesaikan permasalahan tersebut adalah 0.164 detik. 
5.2.3 Uji Coba Kinerja 
 Uji Coba pada penyelesaian naif telah didapatkan umpan 
balik Time limit exceeded dari URI Online Judge, dapat diketahui 
bahwa langkah utama pada penyelesaian ini adalah 
1. Merubah masukan menjadi graf dengan melakukan 
deteksi ketika terdapat masukan odd cycle maka 
dapatkan path antara x dan y sehingga memiliki 
kompleksitas Breadth First Search yaitu O(V+E) 
dengan V adalah jumlah vertex dan E adalah jumlah edge 
2. Ketika prediksi, worst case untuk kompleksitas 
permasalahan adalah melakukan pencarian path yaitu 
O(V+E) 
3. Sehingga dapat disimpulkan worst case pada 
penyelesaian naif tiap M adalah O(V+E) dan tiap Q 
adalah O(V+E) 
Uji Coba pada penyelesaian menggunakan algoritma cycle 
finding telah berhasil mendapatkan umpan balik Accepted dengan 
urutan pertama pada URI Online Judge seperti pada Gambar 
5.2.3.1 yang valid per tanggal 29 November 2018. 
 
 
Gambar 5.2.3.1 Urutan pada URI Online Judge 
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Seperti yang telah dijelaskan pada bab 2 bahwa inti pada 
algoritma cycle finding untuk penyelesaian ini adalah 
1. Mengubah graf menjadi graf bipartit menggunakan 
Breadth First Search yang memiliki kompleksitas 
O(V+E) 
2. Ketika merubah menjadi graf bipartit jika didapatkan 
bahwa suatu vertex saling berhubungan pada sets yang 
sama akan dilakukan perhitungan yang memiliki 
kompleksitas O(V) 
3. Sehingga kompleksitas worst case keseluruhan pada 
algoritma ini adalah O(V+E) + O(V) = O(2V+E) = 
O(V+E) 
Maka perbedaan penyelesaian naif dan penyelesaian 
menggunakan algoritma adalah penyelesaian naif memiliki 
kompleksitas O(V+E) yang dilakukan sejumlah M+Q namun pada 
algoritma cycle finding kompleksitas-nya adalah O(V+E) namun 
hanya dilakukan sekali untuk menghitung semuanya sehingga 
didapatkan selisih waktu yang significant seperti yang sudah di uji 
kebenaranya dan kinerjanya pada URI Online Judge. 
Lalu dengan penyelesaian menggunakan algoritma cycle 
finding ditunjukan bahwa grafik hasil uji coba pengumpulan 
sebanyak 10 kali ditunjukan pada Gambar 5.2.3.2. Dari hasil 
pengumpulan sebanyak 10 kali didapat waktu rata – rata program 
































Pada bab ini akan dijelaskan kesimpulan dari hasil uji coba 
yang telah dilakukan. 
6.1 Kesimpulan 
Dari hasil uji coba yang telah dilakukan terhadap 
implementasi solusi untuk permasalahan Electrical Pollution 
dalam mencari sebuah bilangan dari rentang yang telah ditentukan 
dengan pertanyaan seminimum mungkin, dapat diambil 
kesimpulan sebagai berikut: 
1. Permasalahan mencari odd cycle pada graf bipartit dari 
rentang yang telah diberikan telah berhasil diselesaikan 
dengan teori-teori dan lemma yang telah dicantumkan 
pada bab 2 
2. Penggunaan Map untuk menyimpan data dengan index 
dibawah 0 dan fungsi GetID dapat dengan 
menyelesaikan permasalahan dengan efisien 
3. Menggunakan kriteria graf bipartit yaitu graf yang tidak 
memiliki odd cycle, untuk menemukan odd cycle pada 
suatu graf dapat menyelesaikan permasalahan dengan 
efisien. 
4. Waktu dan penggunaan memori rata-rata yang 
diperlukan untuk menyelesaikan permasalahan 
Electrical Pollution dari 10 kali uji coba pada daring 
URI Online Judge adalah 0.194 detik 
5. Rata-rata waktu yang diperlukan untuk menyelesaikan 
kasus uji pada daring URI Online Judge merupakan 
yang terbaik dibandingkan dengan implementasi naif 
6.2 Saran 
Saran yang diberikan adalah penggunaan deteksi odd cycle 
dengan cara merubah graf menjadi graf bipartit menggunakan 
traversal Breadth First Search, dapat dirubah menjadi  deteksi odd 
cycle tanpa merubah graf sehingga masukan akan langsung 
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B LAMPIRAN A  
HASIL UJI COBA PADA URI ONLINE JUDGE 
SEBANYAK 10 KALI 
Berikut merupakan lampiran hasil uji coba pengumpulan 
berkas kode solusi sebanyak 10 kali dari grafik yang ditampilkan 
pada Gambar 5.2.3.2 
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