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Resumen Los atributos de calidad funcionales (FQAs) son aquellos que
para satisfacerlos se necesita incorporar funcionalidad adicional a la ar-
quitectura de las aplicación (e.g., seguridad). La nueva funcionalidad
incorporada por estos FQAs (e.g., encriptación) afecta a otro atributo
de calidad como es el consumo de energía de la aplicación. Hasta el mo-
mento no se han explorado suﬁcientemente las interdependencias entre,
por ejemplo diferentes niveles de seguridad y su incidencia en el consu-
mo de energía. En este artículo se propone una solución para ayudar al
arquitecto software a generar la conﬁguración de los FQAs que optimiza
la eﬁciencia energética de la aplicación. Para ello se deﬁne un modelo de
uso para cada FQA, teniendo en cuenta las variables que inﬂuyen en el
consumo de energía y como el valor de estas variables cambia en función
del punto de la aplicación donde se requiere ese FQA. Se extiende una
Línea de Productos Software que modela una familia de FQAs para incor-
porar la variabilidad del modelo de uso y los frameworks existentes que
implementan los FQAs. Generamos la conﬁguración más eco-eﬁciente se-
leccionando el framework y las características más adecuadas para cada
FQA y conﬁgurándolo según los requisitos de la aplicación.
Keywords: Atributos de Calidad, Eco-Eﬁciente, Energía, FQA, Línea
de Productos Software, Variabilidad
1. Introducción
Los atributos de calidad o propiedades no funcionales de una aplicación (e.g.,
seguridad, usabilidad,. . . ) pueden mejorarse modiﬁcando apropiadamente su ar-
quitectura software con funcionalidad especíﬁca que ayude a satisfacer dicho
atributo de calidad. Por ejemplo, el rendimiento de una aplicación web puede
mejorarse añadiendo un componente de caché que sirva los datos almacenados
de forma más rápida en futuras peticiones al servidor. Estas funcionalidades
adicionales (e.g., el sistema de caché) que mejoran los atributos de calidad de
la aplicación son conocidos como Atributos de Calidad Funcionales (FQAs, de
Functional Quality Attributes) [6,9,17], ya que implican añadir funcionalidad
adicional a la arquitectura de la aplicación que no está deﬁnida explícitamente
en los requisitos.
Una característica esencial de los FQAs es que son recurrentes, lo que signi-
ﬁca que son requeridos por diferentes aplicaciones para satisfacer sus requisitos
de calidad. Por ejemplo, una aplicación puede requerir integridad y encripta-
ción para garantizar la seguridad de los datos, mientras que otra sólo necesita
encriptación, y/o el algoritmo de encriptación que necesita es distinto. Existen
multitud de bibliotecas y frameworks que proporcionan diferentes implementa-
ciones de los FQAs listos para ser reutilizados en las aplicaciones, como por
ejemplo el paquete Java Security, la biblioteca de Apache Commons, el frame-
work Spring, etc. Sin embargo, no todas ellas satisfacen los requisitos de calidad
de las aplicaciones de la misma forma. Diferentes implementaciones del mismo
FQA ofrecen diferentes niveles de calidad de servicio (e.g., más o menos segu-
ridad o usabilidad), pero normalmente a costa de hacer un mayor o menor uso
de recursos. El uso de recursos normalmente incide en otro atributo de calidad
que recientemente está cobrando mucha importancia, como es la eﬁciencia ener-
gética. Hasta el momento no se ha estudiado lo suﬁciente las interdependencias
entre los FQAs y su consumo de energía, a pesar de que la eﬁciencia energética
es cada vez más un requisito deseable a la hora de desarrollar aplicaciones.
En este artículo nos centraremos en mejorar la eﬁciencia energética de los
FQAs de las aplicaciones por lo que el objetivo es generar aquellas conﬁgura-
ciones de los FQAs que sean más eco-eﬁcientes y que a la vez se adapten a las
necesidades de la aplicación  entendemos por conﬁguración eco-eﬁciente aque-
lla que consume menos energía que otras. En un trabajo previo deﬁnimos una
familia de FQAs y un proceso basado en Línea de Productos Software (SPL,
de Software Product Line) [16] que genera e inyecta conﬁguraciones a medida
de FQAs, en la arquitectura de las aplicaciones [9] (WeaFQAs). Sin embargo,
no basta con conﬁgurar los diferentes componentes de los FQAs para una de-
terminada aplicación, sino que habría que estudiar qué relación hay entre las
diferentes variantes de los FQAs y otros atributos de calidad no funcionales, en
este caso, la eﬁciencia energética. Si tenemos en cuenta que el arquitecto del
software normalmente no es consciente del gasto energético que implican sus so-
luciones arquitectónicas, se hace necesario automatizar el proceso de generación
de conﬁguraciones de FQAs teniendo en cuenta el consumo de energía de cada
una de las variantes. Para ello en primer lugar hay que tener en cuenta que un
mismo FQA puede ser incorporado en diferentes puntos de la aplicación. Por
ejemplo, el sistema de caché puede ser añadido en aquellos puntos de la arqui-
tectura software donde el acceso a los datos suponga un cuello de botella para
el rendimiento de la aplicación. Pero incorporar el mismo FQAs en diferentes
partes de la aplicación implica que el FQA debe ser conﬁgurado de forma dife-
rente dependiendo de las características de la interacción entre los componentes
donde se agregue. En nuestro ejemplo, la aplicación requerirá diferentes caches
en función del tipo y tamaño de los datos gestionados en cada interacción. Esto
implica tener que conﬁgurar diferentes instancias de un FQA, teniendo en cuenta
que se busca optimizar el consumo energético global de la aplicación y que distin-
tos tipos de caché y distintas implementaciones de las mismas tendrán distinto
consumo energético, que dependerá además del patrón de uso. Para ello, deﬁ-
niremos un modelo de uso para cada FQA teniendo en cuenta las variables que
inﬂuyen en el consumo de energía (e.g., tamaño del mensaje a cifrar en el caso
de la encriptación, frecuencia de accesp a los datos para el FQA de persistencia,
etc.) en función del punto de la aplicación donde se requiere ese FQA.
Por lo tanto, en este artículo proponemos una solución para ayudar al arqui-
tecto software a generar la conﬁguración de los FQAs que optimiza la eﬁciencia
energética global de la aplicación, extendiendo la propuesta WeaFQAs deﬁnida
en [9] para: (1) deﬁnir cada FQA como una característica clonable que permita
generar diferentes conﬁguraciones de un mismo FQA; (2) añadir el modelo de
uso de cada FQA al modelo de variabilidad de forma que el arquitecto software
pueda instanciarlo para cada punto de la aplicación donde se vaya a incorporar
el FQA; (3) añadir los diferentes frameworks y bibliotecas reales que implemen-
tan los FQAs haciendo explícita las conﬁguraciones que ofrecen, y (4) generar la
conﬁguración más eco-eﬁciente seleccionando el framework más adecuado para
cada FQA y conﬁgurándolo a los requisitos de la aplicación. Implementamos
nuestra propuesta usando el lenguaje CVL (Common Variability Language) [8]
y medimos el consumo de energía de los diferentes frameworks en Java.
El resto del artículo se estructura de la siguiente manera. La Sección 2 mues-
tra los antecedentes y el trabajo relacionado. En la Sección 3 se deﬁne el modelo
de uso para cada FQA. La Sección 4 extiende nuestro trabajo previo con los
modelos de uso y los frameworks de los FQAs. La Sección 5 detalla cómo se
genera una conﬁguración a partir de los resultados de la experimentación. La
Sección 6 evalúa y discute nuestra propuesta. La Sección 7 concluye el artículo.
2. Trabajo Relacionado y Antecedentes
En esta sección se discuten las propuestas que existen para modelar los FQAs
e incorporarlos a las aplicaciones, haciendo hincapié en la propuesta WeaFQAs [9]
y sus limitaciones. También se presenta el trabajo relacionado sobre eco-eﬁciencia
a nivel de arquitectura software.
2.1. Atributos de Calidad Funcionales (FQAs)
Existen distintos enfoques para trabajar con los FQAs. En [6], los autores
deﬁenden que la mayoría de los requisitos no funcionales realmente describen
propiedades del comportamiento del sistema y que, por tanto, deberían tratarse
de la misma forma que los requisitos funcionales. Llegan a esta conclusión tras
analizar y clasiﬁcar más de 500 requisitos no funcionales de distintas especiﬁ-
caciones de requisitos de la industria. En [17], los autores aplican un método
inductivo de investigación para identiﬁcar FQAs. En concreto, identiﬁcan fun-
cionalidades del atributo de usabilidad que afectan a la arquitectura software, y
deﬁnen patrones para implementar esas funcionalidades en diferentes aplicacio-
nes. En [2,18], los autores presentan el paradigma de desarrollo software CORE
(de Concern-Oriented Reuse). En CORE, todo tipo de características software,
desde la funcionalidad base, incluyendo los FQAs, hasta las propiedades no fun-
cionales, son encapsuladas en unidades reutilizables llamadas concerns. Aunque
no trabajan explícitamente con el concepto de FQA, la funcionalidad necesa-
ria para satisfacer estos atributos funcionales la identiﬁcan y encapsulan en los
concerns. Por último, en [9] se deﬁne WeaFQAs, una propuesta para mode-
lar una familia completa de FQAs separadamente de la funcionalidad principal
de la aplicación, siguiendo un enfoque de Línea de Productos Software (SPL).
Combinando el enfoque de SPL con orientación a aspectos se deﬁne un proceso
genérico para modelar, conﬁgurar, e incorporar automáticamente los FQAs a la
arquitectura software de las aplicaciones.
Como el objetivo de este artículo es extender WeaFQAs, a continuación se
discuten las similitudes y diferencias del resto de propuestas con WeaFQAs.
WeaFQAs comparte la deﬁnición de FQAs con [6], y la necesidad de tratar estos
atributos como cualquier otro requisito funcional. También comparte con [17] la
idea de identiﬁcar y modelar las funcionalidades asociadas a un atributo de cali-
dad, aunque mientras [17] se centra en la usabilidad, WeaFQAs es una propuesta
más genérica que da soporte para cualquier FQA. De hecho, las funcionalida-
des de usabilidad identiﬁcadas en [17] podrían incorporarse a WeaFQAs para
enriquecer su modelo de varialidad. Además, WeaFQAs modela e incorpora los
FQAs de forma menos intrusiva a la arquitectura software de las aplicaciones,
gracias a la orientación a aspectos. Por último, con respecto a CORE [2,18],
ellos modelan la variabilidad de los concerns a nivel de su interfaz, en lugar de
modelar la variabilidad de la funcionalidad interna de los componentes como ha-
ce WeaFQAs [9] para los FQAs, por lo que la generación de conﬁguraciones en
CORE está limitada a variaciones de alto nivel. Ninguna de estas propuestas, in-
cluyendo WeaFQAs, está preparada para poder realizar un análisis del consumo
de energía de distintas arquitecturas software alternativas. Esto es debido prin-
cipalmente a que no incluyen soporte para representar el modelo de uso de los
FQAs, ni tampoco incluyen las características conﬁgurables de los frameworks
e implementaciones reales de los FQAs, algo que es imprescindible si se quiere
analizar el consumo de energía de una conﬁguración arquitectónica determinada.
2.2. Eﬁciencia energética
Recientemente, la eﬁciencia energética está siendo considerada como un nue-
vo atributo de calidad de los sistemas software [10], que aunque es claramente un
atributo de calidad no funcional, se ve afectado por la funcionalidad del sistema
y en nuestro caso por los FQAs [7,11]. Por ejemplo, la sostenibilidad se propone
como un atributo de calidad en [10], que se centra en el consumo de recursos y
se descompone en las siguiente características: utilización del software, uso de la
energía, y carga de trabajo, que afectan directamente a la eﬁciencia energética.
En muchas aplicaciones el consumo de energía es un atributo de calidad crítico,
como por ejemplo en sistemas de redes mesh para la Internet de las Cosas [1,5].
La importancia de razonar a nivel arquitectónico sobre eﬁciencia energética
es poder comparar el consumo de energía de diferentes conﬁguraciones arquitec-
tónicas de una misma aplicación (patrones, alternativas de diseño, despliegue,
etc.). Existen varias propuestas enfocadas en la deﬁnición de tácticas arquitec-
tónicas [10] y diseño de patrones [13] guiados por la energía, así como nuevos
lenguajes de descripción de arquitecturas que incorporan perﬁles de energía y
análisis del consumo de energía [14,20]. La parte experimental en cualquier caso
consiste en medir el consumo de energía de la aplicación a nivel de código para
analizar los efectos de aplicar un patrón arquitectónico o diseño especíﬁco [10,13].
Con respecto a la conﬁguración y optimización de conﬁguraciones basadas
en atributos de calidad, existen múltiples trabajos [12,19,21] aunque la mayoría
se centran en realización de pruebas la estimación de los atributos de calidad, y
ninguno considera la eﬁciencia energética como un atributo de calidad.
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Modelo de uso Log2
- Tamaño del mensaje (MB) = [1..10]
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- Formato: Texto plano
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- Encriptado: No
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Figura 1. Arquitectura de ejemplo con modelos de uso para el logging.
3. FQAs y Eﬁciencia Energética
Para poder analizar y seleccionar aquellas conﬁguraciones de los FQAs que
son más eﬁcientes energéticamente primero debemos caracterizar cómo estos
afectan al consumo de energía. Esto signiﬁca identiﬁcar el conjunto de variables
propias de la funcionalidad ofrecida por el FQA que inﬂuyen en el consumo
de energía. Para cada funcionalidad de los FQAs se identiﬁcan las variables
que afectan al consumo energético, así como algunos valores de ejemplo que
pueden tomar esas variables. Por ejemplo, la funcionalidad de logging del FQA de
usabilidad tiene mucha variabilidad puesto que los mensajes a registrar pueden
variar de formato (e.g., texto plano, XML,. . . ), se pueden enviar a diferentes
salidas (manejadores) como consola o ﬁchero, pueden tener diferentes niveles de
severidad (e.g., traza, debug,. . . ), o pueden encriptarse si fuera necesario.
El efecto de una de estas variables en el consumo de energía de un FQA se
conoce a través de la experimentación, pues hay que evaluar su consumo pa-
ra los diferentes valores (llamados treatments en experimentación) que pueda
tomar dicha variable (factor) [22]. Como ejemplo de esta experimentación, en
la Sección 5.1 se muestran los resultados de evaluar el consumo de energía de
la funcionalidad de logging para diferentes frameworks Java que la implemen-
tan. Nótese que los resultados concretos de consumos no son importantes en la
caracterización del FQA, sino el comportamiento energético del FQA cuando
varían los valores que puedan tomar sus variables. Por este motivo en este ar-
tículo asumimos que la caracterización y análisis del consumo energético puede
realizarse de manera independiente a una aplicación concreta. En cualquier ca-
so, como discutimos en la evaluación, esto habrá que conﬁrmarlo replicando la
experimentación con aplicaciones reales que incluyan dichos FQAs.
La forma en la que el consumo energético de un FQA afecta en una aplicación
concreta viene determinada por el modelo de uso del FQA en las diferentes partes
de la aplicación. Se deﬁnemodelo de uso de un FQA como el conjunto de variables
que inﬂuyen en el consumo de energía de un FQA y los valores que cada variable
puede tomar (e.g., el tamaño de los mensajes que se generan estará siempre
entre los 10 y los 100 KBytes) [3,20]. La caracterización de los FQAs nos permite
construir un modelo de uso genérico que puede ser instanciado múltiples veces en
una aplicación por el arquitecto software, en diferentes puntos de la aplicación.
La Figura 1 muestra tres modelos de uso diferentes de la funcionalidad logging
Modelo de UsoModelo de Uso
WeaFQAs
FQA2FQA1 FQA3
Clonable [1..*] Clonable [1..*] Clonable [1..*]Clonable [1..*]
Frameworks Frameworks
Figura 2. Modelo de variabilidad con modelos de uso y frameworks.
en tres puntos de una arquitectura software donde se pretende incorporar esa
funcionalidad. Los valores del modelo de uso pueden ser difíciles de asignar o
pueden no ser conocidos por el arquitecto software. O simplemente el arquitecto
no quiere proporcionarlos para poder realizar un análisis del consumo de energía
más amplio. En estos casos, nuestra propuesta permite instanciar parcialmente el
modelo de uso como se muestra en el Modelo de uso Log1 y el Modelo de uso
Log3 del ejemplo de la Figura 1, donde no se ha proporcionado la información
del manejador de logging (donde se enviará el logging : consola o ﬁchero) en el
primer caso, y tampoco se ha proporcionado el formato (texto plano, XML) en
el segundo caso.
En la siguiente sección se detalla como se extiende el modelo de variabilidad
de WeaFQAs para incluir, entre otras cosas, el modelo de uso de los FQAs.
4. Extensión del Modelo de Variabilidad de WeaFQAs
En esta sección presentamos todas las modiﬁcaciones a la SPL de la familia
de FQAs deﬁnida en [9] (WeaFQAs) que se comentaron en la Sección 2. La
Figura 2 muestra un esquema del modelo de variabilidad extendido.
Por un lado, el modelo de variabilidad especiﬁca una familia completa de
FQAs (e.g., security, usability,. . . ) y las funcionalidades de cada uno (e.g., en-
criptación, logging,. . . ). Para poder generar conﬁguraciones distintas del mismo
FQA para una misma aplicación, en este artículo hemos modiﬁcado las carac-
terísticas del árbol de variabilidad que representan las funcionalidades de los
FQAs [9] para hacerlas clonables (características con [1..*] junto al nombre).
Una característica clonable del árbol de variabilidad permite instanciar dicha
característica múltiples veces, y todas sus sub-características pueden ser con-
ﬁguradas de forma diferente para cada instancia. La cardinalidad [1..*] de la
característica clonable indica el número de instancias que se pueden generar.
Por otro lado, para permitir al arquitecto software instanciar los modelos
de uso y generar las conﬁguraciones más eﬁcientes de los FQAs, proponemos
extender el modelo de variabilidad de los FQAs deﬁnido en [9]. Por un lado,



































Figura 3. Modelo de variabilidad extendido para logging.
de los FQAs, todas las variables propias de ese FQA que inﬂuyen en el consumo
energético (i.e., el modelo de uso). Por otro lado, hemos incluido también los fra-
meworks reales que la implementan (parte inferior de la Figura 2). Esto permite
seleccionar para cada funcionalidad el framework más adecuado en función del
modelo de uso de dicha funcionalidad. Hacer clonable la característica del FQA
también implica que se pueden generar múltiples instancias del modelo de uso y
seleccionar un framework para cada instancia. Nótese que puede haber variables
del modelo de uso de un FQA que no todos los frameworks reales proporcionan,
en estos casos se tendrían que deﬁnir restricciones en el árbol de características
para restringir las posibles selecciones. Cabe destacar el uso de CVL (Common
Variability Language) [8] para modelar la variabilidad debido a que permite es-
peciﬁcar atributos con valores para las variables del modelo de uso, además de
deﬁnir características clonables sin necesidad de extender su meta-modelo como
ocurre con los modelos de características tradicionales (feature models) [4].
La Figura 3 muestra un ejemplo del modelo de variabilidad de WeaFQAs ex-
tendido con el modelo de uso y las características de los frameworks para la fun-
cionalidad de logging. Primero, la funcionalidad se ha hecho clonable (Logging
[1..*]) para permitir múltiples instancias de dicha funcionalidad. Luego, se
especiﬁcan todas las variables del modelo de uso (e.g., tamaño del mensaje,
formato, manejador, etc.) y algunos de los frameworks Java que implementan
la funcionalidad de logging : Log4J, LogBack, la biblioteca java.util.logging,
y una implementación básica de la API SLF4J (simple). Nótese cómo el úni-
co framework que proporciona la funcionalidad de encriptar los mensajes es
LogBack, y por lo tanto hemos deﬁnido una restricción asociada a esa caracterís-
tica que impide seleccionar otro framework diferente en caso de querer encriptar
los mensajes a registrar (MensajesEncriptados implies Framework.LogBack
or Security.Encriptación). En este caso, el arquitecto software estará obli-
gado a escoger el framework LogBack o proporcionar la encriptación de forma
independente al framework de logging, a través del FQA de seguridad. Igualmen-
te, el único framework que no permite registrar los mensajes en formato XML
es la implementación simple de SLF4J, por lo que se especiﬁca la restricción
Formato.XML implies NOT Frameworks.Simple.
5. Generación de una Conﬁguración Eco-Eﬁciente
Usando el modelo de variabilidad, el arquitecto software puede generar una
conﬁguración total o parcial de los FQAs de acuerdo a los requisitos de la aplica-
ción. El objetivo aquí es ayudar al arquitecto a generar aquella conﬁguración más
eco-eﬁciente. Para ello, en primer lugar es necesario evaluar el efecto de las dife-
rentes variables del modelo de uso en el consumo de energía independientemente
de la aplicación con la que luego se vaya a componer el FQA.
5.1. Experimentación: consumo energético
Para ilustrar los detalles de nuestra propuesta por medio de un ejemplo, en
esta sección mostramos los resultados de haber evaluado el consumo de energía
de la funcionalidad de logging del FQA de usabilidad para diferentes frameworks
Java según la caracterización realizada en la Sección 3.
Los experimentos se realizaron en un ordenador Intel Core i7-4770, 3.40 GHz,
16 GB de memoria, sistema operativo Windows 10 de 64 bits y Java JDK 1.8. Las
mediciones de energía se han realizado con ayuda de la herramienta IPPET (Intel
Platform Power Estimation Tool)1 que monitoriza la energía consumida por la
CPU a nivel de proceso. Los experimentos para caracterizar la funcionalidad
de logging consistieron en registrar una serie de mensajes de log usando cuatro
implementaciones diferentes de la API de logging SLF4J (Simple Logging Facade
for Java)2: el paquete java.util.logging proporcionado directamente por el JDK
de Java, los frameworks Log4J3 y LogBack4, y una implementación simple de
SLF4J5. Se registraron mensajes de texto plano variando el tamaño desde 100
Bytes a 1 GByte en potencias de 10. Cada variable o característica del modelo
de uso ha sido evaluada de forma independiente, ﬁjando el resto de variables.
Cada prueba se realizó cinco veces obteniendo la mediana de las pruebas.
Las Figuras 4 y 5 muestran los resultados de las mediciones de energía (en
Julios) del logging para los diferentes tamaños de mensaje, usando dos manejado-
res diferentes: envío a consola y ﬁchero. Por un lado se observa que el framework
más eco-eﬁciente en general es la implementación simple de SLF4J, mientras que
el framework LogBack es el que más energía consume en todos los casos (excepto
para mensajes de 1 GB). Se observa también que para mensajes de gran tamaño
(1 GB) es más eco-eﬁciente enviar el mensaje a ﬁchero en lugar de mostrarlo por
pantalla. Mensajes de log de semejante tamaño no son comunes en aplicaciones
de escritorio o móviles, pero sí en aplicaciones de mayor escala como por ejemplo
las granjas de servidores de Google6 o los grandes centros de datos del CERN7,
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Figura 5. Consumo de energía del logging para mensajes entre 10 MB y 1 GB.
frecuencia, y donde la eﬁciencia energética es muy importante. El mayor consu-
mo observado en los frameworks Log4J y LogBack se debe a que son frameworks
de logging muy completos que proporcionan mucha funcionalidad y se enfocan
en proporcionar un gran rendimiento sin tener en cuenta el consumo de energía.
5.2. Conﬁguración eco-eﬁciente
A partir de los resultados obtenidos de la experimentación, nuestra propuesta
es capaz de seleccionar la conﬁguración de los FQA más eco-eﬁciente en función
de los requisitos de la aplicación. Para cada FQA que requiera la aplicación, el
arquitecto software debe primero identiﬁcar los puntos (o interacciones) de la
arquitectura de la aplicación donde va a incorporar el FQA. Segundo, para cada
punto debe crear una instancia del modelo de uso de ese FQA. Esto implica
que debe proporcionar los valores especíﬁcos de las variables que componen el
modelo de uso. Es decir, debe especiﬁcar cómo va a usarse ese FQA en ese punto
particular de la aplicación.
Si el arquitecto genera una conﬁguración total para un FQA (es decir, propor-
ciona todos los valores del modelo de uso y selecciona un framework en particular,
porque los requisitos de la aplicación así lo requieren), la conﬁguración obtenida
podría no ser la más eco-eﬁciente. Sin embargo, cuando el arquitecto instancia
parcialmente los modelos de uso, nuestra propuesta completa automáticamente
la conﬁguración más eco-eﬁciente para las características y valores dados, se-
leccionando aquellas características restantes que minimizan el consumo, como
por ejemplo el framework con menor consumo según cada modelo de uso. Ade-
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Figura 6. Conﬁguración de tres instancias de logging.
no conﬁgurar sus características. En estos casos nuestra propuesta generará la
conﬁguración más eco-eﬁciente teniendo en cuenta las características y variables
de ese framework en particular.
La selección de la conﬁguración más eco-eﬁciente se realiza minimizando la
Ecuación 1. El consumo energético de una conﬁguración global de los FQAs
es la suma de las diferentes conﬁguraciones (config) de cada instancia (i) de
las funcionalidades (f) de los FQAs. El consumo de energía de cada instancia
se calcula a partir del modelo de uso del FQAs, usando los valores obtenidos
mediante experimentación (ver Sección 5.1). La solución de la función objetivo
puede obtenerse por medio de cualquier técnica de optimización, como por ejem-
plo programación con restricciones o algoritmos evolutivos [15], aunque en este







La Figura 6 muestra una conﬁguración del modelo de variabilidad con las
tres instancias de la funcionalidad de logging conﬁguradas con los valores de los
modelos de uso mostrados en la Figura 1 de la Sección 3. En la primera in-
teracción (Modelo de uso Log1), el arquitecto software ha deﬁnido un tamaño
de mensaje de entre 0.001 MB y 0.01 MB, y una frecuencia de uso de entre
5 y 10 invocaciones por segundo. Los mensajes se mostrarán a nivel de traza
en texto plano y sin encriptar. Sin embargo, el arquitecto no ha especiﬁcado
a qué manejador será enviado el mensaje (consola o ﬁchero) ni el framework
a usar, por lo que nuestra propuesta seleccionará automáticamente el maneja-
dor más eco-eﬁciente (i.e., consola) para los valores proporcionados, así como el
framework de logging más eco-eﬁciente que proporciona las características se-
leccionadas: la implementación simple de SLF4J. En el Modelo de uso Log2,
el arquitecto ha proporcionado una conﬁguración total, pero no ha seleccionado
el framework a usar. En este caso nuestra propuesta seleccionará la biblioteca
java.util.logging debido a que es la opción más eco-eﬁciente que cumple las res-
tricciones del modelo de variabilidad, es decir, es el más eco-eﬁciente que permite
registrar mensajes entre 1 y 10 MB a ﬁchero en formato XML (véase la restric-
ción en la Figura 3). Por último, el arquitecto ha seleccionado una conﬁguración
parcial para el Modelo de uso Log3, seleccionando la opción de encriptar los
mensajes y por consecuencia el framework LogBack, que es el único que propor-
ciona esa funcionalidad. Nuestra propuesta seleccionará el manejador de consola
y el formato de texto plano (TXT) que es la conﬁguración más eco-eﬁciente para
mensajes de entre 100 MB y 1 GB cuando se usa el framework LogBack.
6. Evaluación
En esta sección evaluamos nuestra propuesta demostrando que las conﬁgura-
ciones generadas son correctas y son las más eco-eﬁcientes para cada modelo de
uso. Para ello, representamos el árbol de variabilidad y las conﬁguraciones par-
ciales de los FQAs como un problema de satisfacción de restricciones (CSP, de
Constraint Satisfaction Problem). Formalmente, un problema CSP está deﬁnido
por una tripleta (X,D,C), dónde X es el conjunto de variables, D es el domi-
nio de las variables, y C es el conjunto de restricciones que se deben satisfacer.
Extendemos esta deﬁnición para incluir la información de energía necesaria para
generar las conﬁguraciones más eco-eﬁcientes:
Variables (X): X = VS ∪ VV ∪ E,
donde VS es el conjunto de variables que representan todas las características
del árbol; VV es el conjunto de variables que representan aquellas caracte-
rísticas que pueden tomar valores especíﬁcos como por ejemplo el tamaño
del mensaje del logging ; y E es el conjunto de variables que representan la
energía consumida por cada posible conﬁguración completa de un FQA. Por
ejemplo, para el logging tendríamos los siguientes conjuntos de variables:
VSlogging = {xtaman˜omensaje, xconsola, xfichero, xtxt, xxml, xlogback, xlog4j , ...}
VVlogging = {vtaman˜omensaje, vfrecuencia}
Elogging = {econfigLog1, econfigLog2, econfigLog3, ...}
Dominio (D): ∀v ∈ VS , v ∈ {0, 1}, ∀v ∈ VV , v ∈ Dom(v), y ∀e ∈ E, e ∈ R,
es decir, las variables que representan las características del árbol (VS) puede
tomar los valores {0, 1} según se seleccione o no en una conﬁguración; las
variables que representan características que pueden tomar un valor de un
tipo especíﬁco (VV ) tienen el dominio deﬁnido en el propio árbol de variabi-
lidad, por ejemplo el dominio de la variable vfrecuencia es el conjunto de los
números naturales (N); mientras que las variables que representan la energía
consumida por cada conﬁguración toman valores reales (en Julios).
Restricciones (C): C = CR ∪ CE ∪ CC ,
donde CR es el conjunto de restricciones que representan las relaciones del
árbol de variabilidad y las restricciones entre ramas. Un ejemplo de este tipo
de restricción es xlog4j+xlogback+xjavautillogging+xsimple = 1, para asegurar
que sólo un framework de logging es seleccionado en una conﬁguración parti-
cular. Otra restricción en CR es xmodelodeuso = xtaman˜omensaje, que modela
la relación obligatoria padre-hijo entre las características de Modelo de Uso
y TamañoMensaje del árbol de variabilidad (Figura 3). CE es el conjunto de
restricciones que deﬁnen los valores de energía de una conﬁguración parti-
cular obtenidos a partir de la experimentación (ver Sección 5.1). Un ejem-
plo de este tipo de restricción es: xconsola ∧ xtxt ∧ xlog4j ∧ xtaman˜omensaje ∧
vtaman˜omensaje ≥ 0,01 ∧ vtaman˜omensaje ≤ 10 =⇒ econfigLog1 que junto a
la restricción econfigLog1 = 11, 6736 representan un modelo de uso instancia-
do completamente. Para simpliﬁcar el problema CSP se ha escogido el peor
caso de consumo energético para el intervalo de valores dado en el tama-
ño de mensaje. Por último, CC es el conjunto de restricciones que modelan
las selecciones realizadas por el arquitecto software en una conﬁguración del
modelo de variabilidad. Por ejemplo, las siguientes restricciones modelan la
conﬁguración parcial de la instancia Logging_1 de la Figura 6:
(1) xmodelodeuso1 = 1, (2) xtaman˜omensaje1 = 1, (3) xfrecuencia1 = 1, (4)
xformato1 = 1, (5) xtxt1 = 1, (6) vtaman˜omensaje1 ≥ 0,001∧vtaman˜omensaje1 ≤
0,01, y (7) vfrecuencia1 ≥ 5 ∧ vfrecuencia1 ≤ 10.
El suﬁjo `1' tras el nombre de las variables identiﬁca unívocamente las dife-
rentes instancias de la característica clonables de logging. Las restricciones
CR y CE son aplicables a todas las instancias de un FQA, mientras que la
restricciones CC son propias de la conﬁguración de cada instancia.
Deﬁnimos la función objetivo del problema CSP que genera las conﬁgura-
ciones más eco-eﬁcientes sujeta a las restricciones deﬁnidas (Ecuación 2). Para
resolver el problema CSP, en este artículo, hemos usado Choco8, una biblioteca
Java de código abierto para programación de restricciones. Las conﬁguraciones
generadas con Choco confi = x1, x2, ...xn cumplen con el modelo de uso introdu-
cido por el arquitecto software, garantizando que las conﬁguraciones generadas




ei, ei ∈ E (2)
6.1. Discusión
En esta sección discutimos algunas lecciones aprendidas durante el desarrollo
y la evaluación de nuestra propuesta.
Selección de la conﬁguración más eco-eﬁciente. Gracias a las carac-
terísticas clonables, nuestra propuesta permite generar múltiples instancias
conﬁguradas de manera diferente para la misma aplicación. Sin embargo, hay
frameworks, como los frameworks de logging usados en este artículo, que no
permiten usar más de un framework diferente en la misma aplicación si se
está usando bajo la API de SLF4J. Este caso concreto puede solucionarse
utilizando cada framework de manera independiente en cada instancia, sin
hacer uso de la API SLF4J. Para un caso más general, nuestra propuesta
puede extenderse para realizar un trade-oﬀ entre las diferentes instancias
del modelo de uso y seleccionar el framework más eco-eﬁciente valorando to-
das las instancias en común. En el ejemplo propuesto en este artículo, si los
componentes de la aplicación están distribuidos no hay problema en usar un
framework de logging diferente en diferentes máquinas virtuales de Java.
Evaluación de consumo de energía de FQAs en aplicaciones reales.
El consumo real de las conﬁguraciones generadas de los FQAs puede variar
debido a factores independientes del modelo de uso como por ejemplo la car-
ga del sistema en un momento determinado, o el grado de compartición de
recursos (e.g., uso de red, disco). El efecto de éstos factores en el consumo
de energía de los FQAs no se conoce a priori, pero podrían modelarse explí-
citamente para tenerlos en cuenta en la propuesta de manera independiente
del modelo de uso, y realizar los experimentos según los diferentes estados o
contextos en los que se encuentre la aplicación.
8 http://www.choco-solver.org/
Trade-oﬀ entre atributos de calidad. Aunque en este artículo nos he-
mos centrado en la eﬁciencia energética, los FQAs también afectan a otras
propiedades no funcionales como el rendimiento y el nivel de seguridad o
usabilidad. Nuestra propuesta puede usarse para generar aquellas conﬁgura-
ciones que optimicen otro atributo de calidad en lugar de la eﬁciencia ener-
gética, caracterizando los FQAs con las variables que afecten a ese atributo
de calidad y modiﬁcando el modelo de uso si fuera necesario. Más aún, la
propuesta se puede extender para permitir realizar un trade-oﬀ entre varios
atributos de calidad [10].
Determinismo de la propuesta. Nuestra propuesta se basa en los da-
tos obtenidos de la experimentación para generar la conﬁguración más eco-
eﬁciente. Realizando los mismos experimentos en otro entorno, los valores
concretos de energía pueden variar debido a muchos factores (principalmente
el hardware), pero los resultados comparativos deberían seguir siendo correc-
tos. En casos concretos en los que el entorno de ejecución sea muy distinto al
de una máquina de propósito general como es el caso de los super computado-
res u ordenadores desarrollados especíﬁcamente para resolver un determinado
problema, los resultados de la experimentación pueden ser muy diferentes y,
por lo tanto, nuestra propuesta no generará las mismas conﬁguraciones. Sin
embargo, la propuesta seguirá generando aquellas conﬁguraciones más eco-
eﬁciente para ese entorno de ejecución especíﬁco.
7. Conclusiones y Trabajo Futuro
En este artículo se ha presentado una propuesta para generar conﬁguraciones
eco-eﬁcientes de atributos de calidad funcionales (FQAs). La propuesta es útil
porque ayuda al arquitecto software a incorporar la conﬁguración más apropiada
de los FQAs en cada punto de la aplicación donde se requieran, optimizando la
eﬁciencia energética mediante la deﬁnición de un modelo de uso. Se ha evaluado
el consumo energético de diferentes frameworks que implementan los FQAs.
Como trabajo futuro se pretende extender la propuesta para generar conﬁ-
guraciones de los FQAs haciendo un trade-oﬀ entre eﬁciencia energética, rendi-
miento, nivel de seguridad y nivel de usabilidad, entre otros atributos de calidad.
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