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Introduction
XML has rapidly become the de facto standard for representing and exchanging data on the Web, because it is portable for representing different types of data from multiple sources. Recently, more and more data represented by XML are disseminated and exchanged on the Internet. However, XML documents from different sources may contain exactly or nearly the same information but may be different on structures. 
Figure 1. Example XML documents
Along with the increasing size of XML documents, parallelly storing and processing large XML documents over advanced distributed storage systems such as Autonomous Disks [16] becomes important. To store large XML documents into different nodes of a distributed storage system, we need to segment them into small fragments. XML Query results are often represented by meaningful subtrees that contain the query keywords. Therefore, it is important for segmenting the documents into meaningful subtrees and treating each subtree as a minimum unit for data placement and migration in the distributed storage system.
In our previous work [7] , we have proposed a method for segmenting XML documents into independent meaningful subtrees using DOM Parser. However, for large-scale XML documents stored in RDBs, an imprecise segmentation problem may occur by using our previous method. In order to solve this problem, in this paper we propose a new subtree segmentation method for segmenting XML documents stored in RDBs into independent meaningful subtrees based on two syntactic segmentation rates: vertical segmentation rate and horizontal segmentation rate. In the proposed subtree segmentation method, we use the DO-VLEI code to calculate the required parameters for the subtree segmentation. We apply our previously proposed subtree matching algorithm SLAX to match the segmented subtrees and evaluate how the matching threshold impacts the precision and recall of subtree matching. Besides, we also apply our previously proposed subtree integration algorithm for integrating the matched subtrees selected by SLAX.
The main contributions of this paper are as follows:
1. We propose a new method for segmenting XML documents into independent meaningful subtrees based on the vertical and horizontal segmentation rates using our previously proposed DO-VLEI code. We experiment with real bibliography XML documents stored in RDBs to compare the effectiveness of subtree segmentation using the proposed method with that using the original one. The experimental results show that the proposed method is effective for segmenting XML documents into meaningful subtrees.
2. We apply our previously proposed leaf-clustering based XML join algorithm SLAX to match the segmented subtrees and integrate them at each hit subtree. We conduct experiments using SIGMOD Record and DBLP XML documents to observe how the matching threshold impacts the precision and recall of the subtree matching. Our experimental results indicate that SLAX is effective for matching the segmented subtrees. And we derive from the results that the matching threshold around 0.4 achieves the best performance for the bibliography XML documents used in our experiments.
3. We also perform experiments to apply our previous proposed subtree integration algorithm to integrate the matched subtree determined by SLAX. The experimental results show that our previously proposed subtree integration algorithm is effective and applicable for the XML documents segmented by the proposed method.
The remainder of this paper is organized as follows. Section 2 briefly describes related work and our previous work. In Section 3, we discuss the imprecise segmentation problem of our previously proposed subtree segmentation method and propose the new method. Section 4 describes the XML data preprocessing: parsing XML data into relational tables, labeling them by DO-VLEI codes and calculating the required parameters for subtree segmentation. Section 5 briefly describes the subtree matching based on the clustered leaves of segmented subtrees and the subtree integration method based on the insertion operation. In Section 6, we conduct experiments and show the experimental results. Finally, Section 7 concludes this paper and outlines our future work.
Related and Previous Work
Since XML is rapidly becoming a popular data format on the Internet, the size of the XML documents becomes larger and larger. This has led to researches focusing on how to store and handle XML into Relational Databases (RDBs). Recently, many researches are focusing on storing and querying XML data into RDBs [3, 4, 13, 14] . In this paper, we treat the XML documents stored in RDBs as the application object. We simply parse the original XML documents into three relational tables: element table, attribute  table and text table. When the XML documents are stored into RDBs, the structural information such as containment relationships (child-parent and ancestor-descendant relationships) of the nodes will be lost. An effective labeling method are helpful for reconstructing and detecting the containment relationships between nodes of XML documents stored in RDBs. Many effective labeling methods have been presented [2, 6, 10, 11] . In this paper, we use the DO-VLEI code [6, 10] to calculate the required parameters for the subtree segmentation.
It is necessary to segment large XML documents into small fragments for the data placement and migration over distributed storage systems. Qin et al. [12] used graph partition algorithm to divide large XML data into small parts. Yu et al. [17] presented a data placement strategy based on path instances. Kido et al. [5] proposed a segmentation method based on DataGuide. However, these work do not address the problem of segmenting XML data into independent meaningful subtrees.
In our previous work, we have proposed SLAX [8] 
In the ith join loop, the matched subtree and the hit subtree for the base subtree t bi are defined as follows:
Definition 2 (Matched Subtree) The matched subtree t m [i] for the base subtree t bi is defined as the pair of subtrees that has the maximum subtree similarity degree in the join loop; that is, the subtree similarity degree between t bi and t m [i], SSD m [i] can be calculated as follows, where k t is number of subtrees in the target document tree.
SSD m [i] = M ax kt j=1 (SSD(t bi , t tj )) (2)
Definition 3 (Hit Subtree) In the ith join loop, the matched subtree t m [i] is a hit subtree
, where T is the user defined threshold.
For the base subtree t bi and its hit subtree t h [i], the integration of them can be simply implemented by inserting the branches of unmatched leaf nodes in the hit subtree t h [i] into the base one t bi [9] . Assume the number of leaf nodes in the base subtree t b and the target one t t is N b and N t , and the number of matched leaves in t t is N m , the total number of leaf nodes N in the integrated subtree and the number of insertions N i can be calculated by the following two equations.
3 Subtree Segmentation Method
Basic Definition
In [7] , we have presented a method for segmenting XML documents into subtrees representing independent meaningful items. The basic definitions for the subtree segmentation method are listed as follows:
Definition 4 (Candidate Element) An element is a candidate element, if it has at least 2 children, or the distance to its furthest descendant is at least 3.

Definition 5 (Link Branch) A branch between two candidate elements is a link branch.
Definition 6 (Segmentation Path) A segmentation path P is a top-down path from the top candidate element to the bottom one via link branches.
Definition 7 (Weighting Factor) For a candidate element E(n, d), let n denote the number of link branches below it, and d denote the distance to its furthest descendant. The weighting factor W is defined as follows:
where φ is an adjustable constant.
References (2, 5) (2, 4) articles (2, 4) article ( 
Imprecise Segmentation Problem
In our previous subtree segmentation method [7] , the subtree segmentation was based on the maximum weighting factor in each segmentation path, which was effective for small XML documents with simple structures. However, for large XML documents stored in RDBs, an imprecise segmentation problem might occur; that is, the segmented subtrees sometimes do not correctly represent independent meaningful items. Figure 2 shows an example of imprecise segmentation using our previously proposed subtree segmentation method based on the maximum weighting factor. Because the element Reference(2,5) gets the maximum weighting factor, the document is segmented into two subtrees as circled in Figure 2 . However, here we can see that the two segmented subtrees do not represent independent meaningful items, because each of the them includes two independent articles.
Example 2
Proposed Segmentation Method
In order to solve the imprecise segmentation problem and hence improve the precision of subtree segmentation for XML documents in RDBs, we define the vertical segmentation rate and horizontal segmentation rate as follows.
Definition 8 (Vertical Segmentation Rate) For an XML document tree T , assume M subtrees are segmented out of total N segmentation paths, the vertical segmentation rate R v (T ) is defined as the following equation.
R v (T ) = M N × 100 (%)(6)
Definition 9 (Horizontal Segmentation Rate) For an XML document tree T , the horizontal segmentation rate R h (T ) is defined as percentage of the number of segmentation spots (n s ) out of all their siblings (n).
Input 
Then, the overall segmentation rate, R(T ) can be defined as follows.
Definition 10 (Segmentation Rate)
For an XML document tree T , the segmentation rate can be determined by the following equation, where θ is an adjustable constant 1 .
The larger the segmentation rate R(T ) is, the more independent the meaningful items represented by the segmented subtrees are. Therefore, for each segmentation path, we can segment the document at all the candidate elements from the top to the bottom in the segmentation path. Then, we can calculate both the vertical and horizontal segmentation rates at each segmentation level. Finally, the best subtree segmentation can be determined by the segmentation that achieves the maximum segmentation rate. The details of the subtree segmentation algorithm based on the segmentation rate is illustrated in Figure 3 Example 3 Figure 4 shows an example of subtree segmentation by using the proposed segmentation method. There are four segmentation paths in the document. Firstly, the subtree will be segmented at the two candidate elements articles. In this case, the vertical segmentation rate R v (T ) = 
Data Preprocessing
In this paper, we take XML documents stored in RDBs as the application object. In store and handle XML documents stored in RDBs, we perform the following data preprocessing: parsing XML documents into relational tables, labeling them by Dewey Order labeling methods and calculating the required parameters for the subtree segmentation using the Dewey Order labels. The schema of each relational table used in this paper is shown in Table 1 . Table   The original XML document is parsed into three relational tables: element table, text table and attribute table. In the parsing phase, preorder numbers are assigned to the element and text nodes as their IDs, and the element name, text value, attribute name and value are stored into corresponding attributes of each relational table.
Parsing XML Data into Relational
DO-VLEI Code
In [6] , we have proposed the VLEI (Variable Length Endless Insertable) code which is defined as follows.
Definition 11 (VLEI Code) A bit sequence v = 1 · {0|1}
* is a VLEI code, if the following condition is satisfied. 
Figure 5. Example of labeling by using DO-VLEI code
For example, 10 < 1 < 11 and 100 < 10 < 101 < 1 < 110 < 11 < 111. In [10] , we have proposed the DO-VLEI (Dewey-Order VLEI) code, as defined as follows. An example XML document tree labeled by DO-VLEI code is shown in Figure 5. Figure 6 using the Dewey Order labels. Table 2, Table 3 and Table 4 show the created  element table, text table and attribute table, respectively 
Calculating Required Parameter for Segmentation
Example 4
Join and Integration
After the data preprocessing, the subtree segmentation can be implemented by the proposed subtree segmentation method based on the segmentation rate, and then the join process will be executed based on the clustered leaves of each segmented subtree using SSD 2 . Given a matching threshold T , the integration of the base subtree and the hit subtree can be executed by inserting the branch of unmatched leaves in the hit subtree into the base subtree 3 . Figure 7 (a) and (b), let the matching threshold T = 0.5. Because SSD(t b , t t ) = 66.7% > T , the t t is the hit subtree for t b and should be integrated with t b . Figure 7 (c) shows the result of integration. We can also learn that the insertion operations does not cause any relabeling of any node by using the DO-VLEI code.
Example 5 For the base subtree t b , and the target one t t shown in
Experiment and Evaluation
Experiment Setup
The experiments have been done under the environment shown in Table 5 . In our experiments, we use the XML document of SIGMOD Record [1] , named sigmod.xml (482KB, about 20,000 nodes) and we divide DBLP.xml [15] into 955 fragment documents, named dblp1∼955.xml. The size of each fragment is 300KB, about 15,000 nodes. 2 The details of the leaf-clustering based join are available in [7, 8] 3 The details of the subtree-based integration method are available in [9] 
Evaluation of Subtree Segmentation
In order to observe the effectiveness of the subtree segmentation, we apply the new method and the original one to segment subtrees from sigmod.xml and dblp290∼292.xml. The experimental results of using the new method are shown in Table. 6. For the sigmod.xml, the horizontal segmentation rate using the previous proposed method R h is 100%. However, the vertical segmentation rate R v is only 4.45%. For the DBLP fragment files, the segmentation rates using the previous method are the same as those using the new method. Therefore, we consider that the proposed method is more effective for segmenting XML documents into independent meaningful subtrees than the previous proposed method.
Evaluation of Subtree Matching and Integration
In order to evaluate the effectiveness of subtree matching, we define precision and recall as follows. 
We experiment with sigmod.xml and dblp290.xml to observe how the matching threshold impacts the precision and recall of the subtree matching. Table 7 shows the results of subtree matching. Figure 8 indicates that the precision of subtree matching using the proposed method is almost directly proportional to the matching threshold, while the recall is nearly inversely proportional to the matching threshold. We can also learn from the results that the matching threshold around 0.4 achieves the best performance for the documents used in our experiments.
We also integrate the matched subtrees based on the insertion of the unmatched leaves. Table 8 shows the results of subtree integration. The integration of sigmod.xml and DBLP290.xml requires 2623.1 insertions on the average. Figure 9 indicates that the integration time is proportional to the number of insertions.
Conclusion and Future Work
In this paper, we have proposed a new method for segmenting XML documents into independent meaningful subtrees based on two syntactic segmentation rates: vertical Number of insertions Time(sec.) Figure 9 . Time for subtree integration segmentation rate and horizontal segmentation rate. In the proposed subtree segmentation method, we use our previously proposed the DO-VLEI code to calculate the required parameters for the subtree segmentation. We have performed experiments with real bibliography XML documents stored in RDBs. The experimental results show that the proposed subtree segmentation method is effective for segmenting XML documents into independent meaningful subtrees.
We have also performed experiments to evaluate how the matching threshold impacts the precision and recall of the subtree matching by using our previously proposed subtree matching algorithm SLAX. The experimental results indicate that the precision is almost directly proportional to the matching threshold, while the recall is nearly inversely proportional to the matching threshold. We have learned from the results that our previously proposed subtree matching algorithm achieves reasonable matching precision and recall using the segmented subtrees. Besides, we have performed experiments to integrate the matched subtrees. The experimental results indicate that our previously proposed subtree integration algorithm is effective and applicable for XML documents segmented by our proposed method.
In the future, we plan to do further experiments with large-scale XML documents over distributed storage systems. In addition, path-based and semantics-based subtree matching are to be taken into consideration to improve the precision and recall of subtree matching.
