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<table​ ​datatable​=​"ng"​ ​class​=​"table table-bordered"​ ​id​=​"inventoryTable"> 
  ​<thead​ ​class​=​"thead-inverse"> <!--First row should be column headers --> 
    ​<tr>  
      ​<th><b>​Add to Cart​</b></th>  
      ​<th><b>​Name​</b></th> 
      ​<th><b>​Description​</b></th> 
      ​<th><b>​Quantity​</b></th> 
    ​</tr> 
  ​</thead> 
  ​<tbody> ​<!--Rest of the table should contain inventory with one item per row --> 
    ​<tr​ ​ng-repeat​=​"item in inventory | orderBy: 'name'"> 
      ​<td>​<button type="button" class="btn btn-outline-primary" ng-click="addToCart(item)"  
           data-ng-disabled="item.quantity < 1">Add​</button></td> 
      ​<td>​{{ item.name }}​</td> 
      ​<td>​{{ item.description }}​</td> 
      ​<td>​{{ item.quantity }}​</td> 
    ​</tr> 










<DataGrid​ ​x:Name​=​"checkoutGrid"​ ​CanUserAddRows​=​"False"​ ​AutoGenerateColumns​=​"False" 
ColumnWidth​=​"*"​ ​HeadersVisibility​=​"Column"​ ​IsReadOnly​=​"True"​ ​> 
  <DataGrid.Columns> 
    ​<DataGridTextColumn​ ​Header​=​"Name"​ ​Binding​=​"{Binding name}"​ > 
      ​<DataGridTextColumn.ElementStyle> 
        ​<Style> 
          ​<Setter​ ​Property​=​"TextBlock.TextWrapping"​ ​Value​=​"Wrap"​ ​/> 
        ​</Style> 
       ​</DataGridTextColumn.ElementStyle> 
     ​</DataGridTextColumn> 
     ​<DataGridTextColumn​ ​Header​=​"Description"​ ​Binding​=​"{Binding description}"> 
       ​<DataGridTextColumn.ElementStyle> 
         ​<Style> 
           ​<Setter​ ​Property​=​"TextBlock.TextWrapping"​ ​Value​=​"Wrap"​ ​/> 
         ​</Style> 
       ​</DataGridTextColumn.ElementStyle> 
     ​</DataGridTextColumn> 
     ​<DataGridTextColumn​ ​Header​=​"Available"​ ​Binding​=​"{Binding quantity}"​ > 
       ​<DataGridTextColumn.ElementStyle> 
         ​<Style> 
           ​<Setter​ ​Property​=​"TextBlock.TextWrapping"​ ​Value​=​"Wrap"​ ​/> 
         ​</Style> 
       ​</DataGridTextColumn.ElementStyle> 
     ​</DataGridTextColumn> 


























public​ ​Checkout​(​string​ token) 
{ 
  ​InitializeComponent​(); 
  ​//Position the window to center of the screen 
  ​WindowStartupLocation​ ​=​ ​WindowStartupLocation​.​CenterScreen; 
  ​this​.​token ​=​ token; ​//API token to ensure the user can make the API call 
  client​.​BaseAddress​ ​=​ ​new​ ​Uri​(​"​https://localhost:3000/api/​"​); ​//API Server Address 
  client​.​DefaultRequestHeaders​.​Add​(​"x-access-token"​,​ token​); 
  ​ServicePointManager​.​ServerCertificateValidationCallback​ ​+= 
       ​(​sender​,​ cert​,​ chain​,​ sslPolicyErrors​)​ ​=>​ ​true; ​//Ignore SSL Cert warning 
  client​.​DefaultRequestHeaders​.​Accept​.​Clear​(); 
  client​.​DefaultRequestHeaders​.​Accept​.​Add​(​new  
         ​MediaTypeWithQualityHeaderValue​(​"application/json"​)); ​//Accept JSON values 










private​ async ​Task​ loadInventory​() ​//Notice the async keyword 
{ 
  ​string​ response ​=​ await client​.​GetStringAsync​(​"view"​); ​//Make API call to get inventory 
  inventory ​=​ ​JsonConvert​.​DeserializeObject​<​DataTable​>(​response​); ​//Place results into table 


















//Get latest inventory data from database 
thingsAPI​.​getView​().​then​(​function​ ​(​response​)​ { 
    inventoryList​.​setInventory​(​response​.​data​); 
















private​ ​void​ addCart_Click​(​object​ sender​,​ ​RoutedEventArgs​ e) 
{ 
  ​//Cart table doesn't exist so create it 
  ​if​ ​(​cart ​==​ ​null) 
  { 
    ​//Table should have same structure as inventory one  
    cart ​=​ inventory​.​Clone​(); 
    ​//Add the desired column and set the default value to 1 
    cart​.​Columns​.​Add​(​"desiredAmount"​); 
    cart​.​Columns​[​"desiredAmount"​].​DefaultValue​ ​=​ ​1; 
  } 
 
  ​//Add all selected items in the inventory table to the cart table 
  ​var​ selected ​=​ checkoutGrid​.​SelectedItems; 
  ​foreach​ ​(​DataRowView​ item ​in​ selected) 
  { 
    cart​.​ImportRow​(​item​.​Row​); 
  } 
  ​//Set the updated Cart datatable as the source for the table grid view on window 















$scope​.​addToCart ​=​ ​function​(​item​){ 
  ​var​ cartItem ​=​ angular​.​copy​(​item​); 
  cartItem​.​check ​=​ ​false; 
  cartItem​.​selectedQuantity ​=​ ​1; 









//Adds to the cart 
addToCart​:​ ​function​(​item​)​ { 
  ​var​ doesExist ​=​ ​false; 
  ​//Increase checkout quantity by 1 if already in cart 
  ​for​(​var​ i ​=​ ​0​;​ i ​<​ cart​.​length​;​ i​++){ 
    ​if​ ​(​cart​[​i​].​item_id ​===​ item​.​item_id​){ 
      ​if​(​cart​[​i​].​selectedQuantity ​<​ cart​[​i​].​quantity​){ 
        cart​[​i​].​selectedQuantity ​=​ cart​[​i​].​selectedQuantity ​+​ ​1; 
      } 
        doesExist ​=​ ​true; 
    } 
  } 
  ​if​(​doesExist ​==​ ​false​){​ ​//Otherwise add to cart 
    cart​.​push​(​item​); 
    $rootScope​.​$broadcast​(​"CartAdd"​,​ cart​); 
























private​ ​void​ removeCart_Click​(​object​ sender​,​ ​RoutedEventArgs​ e) 
{ 
  ​if​(​cart ​!=​ ​null) ​//Cart table is not null 
  { 
    ​while​ ​(​checkoutCart​.​SelectedItems​.​Count​ ​>​ ​0) ​//Selected items in cart 
    { 
      cart​.​Rows​.​RemoveAt​(​checkoutCart​.​SelectedIndex​); ​//Remove it from cart 
    } 












$scope​.​removeSelected ​=​ ​function​()​ { 
    $scope​.​cart ​=​ cartList​.​removeSelected​(); 






removeSelected​:​ ​function​(){​//Remove all selected items from the cart 
  ​var​ newCart​=[]; 
  ​var​ toUncheck​=[]; 
  angular​.​forEach​(​cart​,​function​(​item​){ 
    ​if​(!​item​.​checked​){ 
      newCart​.​push​(​item​); 
    ​} 
    ​else​{​ ​//Push item id to uncheck in inventory 
      toUncheck​.​push​(​item​.​item_id​); 
    ​} 
  ​}); 
  cart​=​newCart​; 
  $rootScope​.​$broadcast​(​"Uncheck"​,​ toUncheck​); ​//Broadcast that the items have been removed 























private​ async ​void​ checkoutButton_Click​(​object​ sender​,​ ​RoutedEventArgs​ e) 
{ 
  ​//Keep track of items that could not be checked out 
  ​List​<string>​ errors ​=​ ​new​ ​List​<string>​(); 
  ​for​(​int​ i ​=​ ​0​;​ i ​<​ cart​.​Rows​.​Count​;​ i​++) 
  { 
    ​var​ response ​=​ await client​.​PostAsync​(​"a/checkout/"​ ​+​ cart​.​Rows​[​i​][​"item_id"​]​ ​+ 
                                          "/"​ ​+​ ​"admin"​ ​+​ ​"/"​ ​+ 
                                          cart​.​Rows​[​i​][​"desiredAmount"​],​ ​null​); 
    ​if​ ​(!​response​.​IsSuccessStatusCode) 
    { 
      errors​.​Add​(​cart​.​Rows​[​i​][​"name"​].​ToString​()); 
    } 
  } 
  ​//Delete all rows from the cart datatable 
  cart​.​Clear​(); 
  ​//Refresh inventory 
  await loadInventory​(); 
  ​if​(​errors​.​Count​ ​>​ ​0) 
  { 
    ​MessageBox​.​Show​(​"Unable to checkout the following item(s): \n"​ ​+ 
                    ​string​.​Join​(​Environment​.​NewLine​,​ errors​)); 
  } 
  ​else 
  { 
    ​MessageBox​.​Show​(​"All items successfully checked out!"​); 











$scope​.​checkOut ​=​ ​function​()​ { 
    ​var​ promises ​=​ ​[]; 
 
    ​//Name is undefined so set to default name 
    ​if​(​angular​.​isUndefined​(​$scope​.​userName​)​ ​||​ $scope​.​userName​.​length ​==​ ​0​){ 
      $scope​.​userName ​=​ ​'Anonymous'; 
    } 
    ​for​(​var​ i ​=​ ​0​;​ i ​<​ $scope​.​cart​.​length​;​ i​++){ 
      promises​.​push​(​thingsAPI​.​checkout​(​$scope​.​cart​[​i​].​item_id​,​ $scope​.​userName​, 
                                       $scope​.​cart​[​i​].​selectedQuantity​)); 
    } 
    ​//Once all promises are completed (i.e. all API calls are done) 
    $q​.​all​(​promises​).​then​(​function​(​results​){ 
      ​var​ failed ​=​ ​[]; 
      ​for​(​var​ j ​=​ ​0​;​ j ​<​ results​.​length​;​ j​++){ 
        ​if​(​results​[​j​].​success ​==​ ​false​){ 
          console​.​log​(​"Unable to check out "​ ​+ 
                      inventoryList​.​getItemName​(​results​[​j​].​item_id​)); 
          failed​.​push​(​inventoryList​.​getItemName​(​results​[​j​].​item_id​)); 
        } 
      } 
      ​//Display any error messages 
      ​if​(​failed​.​length ​>​ ​0​){ 
        $window​.​alert​(​"Unable to check out the following item(s):\n"​ ​+​ failed​); 
      } 
      ​else​{​ ​//Display success message 
        $window​.​alert​(​"All items successfully checked out!"​); 
      } 
      ​//Update inventory with new quantities 
      thingsAPI​.​getView​().​then​(​function​(​response​)​ { 
        inventoryList​.​setInventory​(​response​.​data​); 
        $scope​.​inventory​=​inventoryList​.​getInventory​(); 
        $scope​.​cart​.​length ​=​ ​0; 
        $scope​.​cartEmpty ​=​ ​true; 
        $scope​.​cartNotEmpty ​=​ ​false; 
      ​}); 
}); 
This code is more complex than previous snippets, mainly due to the fact that 
making multiple API calls in a loop is not as straightforward in AngularJS as it is in C#. But 
the THINGS code works in a similar way to the implementation for WinTHINGS. It goes 
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through the cart data and makes an API call for each item. Once that’s done, a message 
will be displayed indicating that all items were checked out. If any items failed to 
checkout, they will be displayed instead. The code will also update the cart data and 
inventory once all items have been checked out.  
The key difference to note here is that the THINGS implementation does not allow 
waiting inside of a loop, thus rendering the ​.then​ useless whereas the ​await​ keyword still 
works as intended whether in a loop or not. The way that the web application gets 
around this is to take advantage of the “promise” that is returned whenever an async 
operation takes place. By collecting the promises into a list and utilizing a third-party 
package ($q package ​[11]​) , AngularJS is able to simulate async operations in a loop. 
However, the dependency on a third party package, as well as little more complex code, 
makes implementing async operations less appealing in AngularJS than in a native WPF 
app written in C#. 
5.0 Future Work 
WinTHINGS is a functional prototype, but there are still many interesting ways in 
which the application could be improved or extended: 
1) User Interface:​ The current user interface can be improved to use a single 
window and tabs. This would remove a fair amount of code supporting navigation 
and allow a smoother transition between tabs. The user interfaces for the 
checkout and checkin window can also be extended to support dragging items 
from the inventory table to the cart table instead of clicking on the Add button. 
This same feature can similarly be applied for removing items from the cart by 
dragging them outside the table. The statistics window can also be extended to 
support graphs for a visual representation of the tabular data.  
2) Error Handling: ​The current error handling can be greatly improved to prevent 
unexpected behaviors such as program freezing or crashing due to unexpected 
user actions. Other error handling should be added to give a user a better 
experience using the application. One known bug—which doesn’t crash the 
program but hasn’t been patched up yet—is the ability to add the same items to 
the cart multiple times and to specify a different desired amount. If the total of the 
desired amount is less than the available quantity, then the application will run 
normally but if it results in a total greater than the available quantity, then 
whichever API request reaches the API server first will be processed. The other 
request will result in an API error and a failure message to be displayed to the 
user. 
3) Design: ​The overall design of the application can also be changed for the better. 
As mentioned earlier, instead of using windows, it may be have been better to use 
pages within one window or to have utilized the TabControl feature. This 
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combines both the menu bar with the different pages to allow for different forms 
to be presented. These designs would have been much better since they wouldn’t 
have to create and reload windows when the user switches between them. A 
design flaw that is present in the API is the ability to have concurrent operations 
from multiple instances of the application running. For example, suppose there are 
two instances of WinTHINGS running. There are 10 pencils available in the 
inventory. Instance 1 sends a checkout request for 8 pencils and Instance 2 sends 
a checkout request for 5 pencils but Instance 1’s request reaches the API server 
first and is processed as normal. When Instance 2’s request reaches the API 
server, an error occurs because there are fewer pencils available than requested.  
 
I will be working on WinTHINGS and the API well after the thesis has finished to 
implement the features that I’ve discussed in this section and any new features that may 
arise in the process. 
6.0 Conclusion 
Overall, I learned a great deal over the course of both the CS Capstone and the 
Honors thesis. I learned how to work with others on developing an application, and how 
to manage my time. I also learned new skills in different technologies that should help 
me further my career greatly. I think that the most important thing I learned from this 
experience is that different technologies have their pros and cons and it’s up to the 
developers to decide which of the technologies is best suited to their task at hand. I plan 
to continue to work on WinTHINGS well after my thesis has ended and welcome anyone 
interested in contributing to the application. 
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