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Résuḿe
Elody est un environnement pour la composition musicale permettant la description et la manipulation algorithmique de
structures musicales et de procéd́es compositionnels. Son interface utilisateur est basée sur lamanipulation directed’objets
musicaux et algorithmiques par le biais du glisser-d´ poser et de constructeurs visuels.Elodyintègreégalement des fonctionnalités
internet afin de faciliter l’́echange et la collaboration entre utilisateurs. Tout l’environnement estécrit en Java et utilise les services
de MidiShare pour les communications Midi et les fonctionnalités temps-ŕeel.
1 Introduction
Elodyest un environnement pour la composition musicale bas´ sur un langage de programmation visuel dérivé duλ-calcul,
une interface utilisateur mettant l’accent sur la manipulation directe des objets musicaux et l’intégration de fonctionnalités
Internet destińeesà faciliter l’échange d’informations et la collaboration entre utilisateurs. L’environnementElodya ét́e conçu
pour favoriser une attitude créative et exṕerimentale de l’utilisateur.
Le principe ǵeńeral d’utilisation d’Elodyconsistèa construiredes objets musicaux, en partant de notes et de silences que
l’on assemble suivant différentes modalités, par exemple en séquence et en parallè e. Tous ces modalités d’assemblage et du
reste l’ensemble des fonctionnalités d’Elody sont repŕesent́es à l’écran par desconstructeurs visuelscomportant des cases
arguments dans lesquelles l’utilisateur dépose les objets musicauxà assembler et une case résultat òu il récup̀ere le nouvel objet
ainsi cŕeé. Chaque action de l’utilisateur donne lieuà n ŕesultat sonore et graphique immédiat.
Elodya ét́e ŕealiśe en tenant compte des développements récents d’Internet afin de faciliter sa diffusion maiségalement la
collaboration entre utilisateurs.Elodyestécrit en Java et fonctionne aussi bien comme application autonome que comme applet
à l’intérieur d’une page HTML. Les documentsElodysont sauvegard́es au format HTML ce qui permet :
1. de publier des objets musicaux réaliśes avecElodyqui peuvent̂etre directement visualisé dans une page web.
2. de manipuler des objets musicaux distants, réaliśes par d’autre, en référençant les pages web qui les contiennent. Cela
peutêtre aussi bien des objetsElodyque des MIDI-Files.
3. d’ajouter un contenu musical` une page contenant une appletlayer Elody.
4. de b́eńeficier à terme de serveurs centralisant des objetsElodyet dont tous les utilisateurs connect´ s pourront tr̀es sim-
plement enrichir et ŕeutiliser le contenu.
Nous avonśegalement cherché à proposer un mod̀ele de programmation utilisable par des non-informaticiens, et adapté à
un travail de cŕeation et d’exṕerimentation. Ce mod̀ele, appeĺe programmation homog̀ene, intègre laprogrammabilit́e au sein
même du langage musical, sans avoir recoursà un langage de programmation extérieur. Il permet̀a l’utilisateur de cŕeer, de
manipuler et de composer sesprogrammesexactement comme les autres objets musicaux dont il a l’habitude. L’activité de
programmation est ainsi vue comme une extension directe de l’activité de composition musicale, dont elle adopte les principes
de structuration et les modes de repr´ sentation.
Ce mod̀ele de programmation s’inspire très directementλ-calcul, une th́eorie axiomatique des fonctions ainsi qu’une ca-
ract́erisation de la notion de processus effectif de calcul dévelopṕee par le logicien et philosophe américain Alonzo Church
dans le milieu des années 30 (voir [Barendregt 84] pour une présentation). Leλ-calcul est d’une grande simplicité et d’une
grande beauté conceptuelle. Partant de deux concepts : l’abstractionet l’application, le λ-calcul permet de simuler toutes les
notions habituelles de l’informatique : structures de données (nombres, booléens, listes etc.), structures de contrˆ le et m̂eme la
récursivit́e. C’est en quelque sorte un langage de programmation réduit à son essence. Cette essence est tr` int́eressante parce
qu’elle peutêtre facilement introduite dans un langage purement descriptif, comme par exemple un langage musicale ou un
langage graphique, pour le transformer en un véritable langage de programmation.
2 Principes de l’interface Utilisateur
La figure 1 donne une vue d’ensemble de l’environnement Elody. Toutes les fonctionnalités propośeesà l’utilisateur sont
rendues accessibles par le biais deconstructeurs visuelsdispośes spatialement dans les différentes fen̂etres. Unconstructeurest
une façon particulìere d’assembler des objets musicaux, par exemple ens´ quenceou enparallèle, pour en former de nouveaux.
Tous les constructeurs fonctionnent de manière similaire. Ils sont représent́esà l’écran par des cases arguments dans lesquelles
l’utilisateur d́epose les objets qu’il veut assembler et une case ré ultat dans laquelle il récup̀ere l’objet ŕesultant. Les actions de
l’utilisateur sont donc essentiellement des glisser-déposer d’objets musicaux entre les différents constructeurs.
FIG. 1 – Vue d’ensemble de l’interface utilisateur
Le constructeur de séquences par exemple (figure 2) comporte deux cases arguments, de part et d’autre du signe S, dans
lesquelles on d́epose les objets que l’on veut assembler en séquence, et une case r´ sultat,à droite du signe = dans laquelle on
récup̀ere la śequence ŕesultante. Les constructeurs fonctionnent´ galement̀a l’envers. Si l’on glisse un objet de type séquence
dans la case résultat du constructeur de s´ quences, cet objet estdéconstruitet l’on récup̀ere ses constituants dans les deux cases
arguments.
Un constructeur n’effectue aucune opération ŕeelle, mais indique plutô une promesse d’opération. Le ŕesultat d’un construc-
teur peut̂etre vu comme un arbre dont le noeud racine indique l’opération qu’il faudra effectuer et les branches les ingrédients
à utiliser.Elodyse comporte comme une machineà calculer qui, lorsque l’on taperait2 + 3 afficherait bien5 mais garderait
en ḿemoire le fait qu’il s’agit de2 + 3. Un objetElodygarde ainsi toujours trace de son histoire, de tous ses ingrédients et de
la façon dont ils ont́et́e assemblés, ce que l’on nommera sadescription en intention. Les oṕerations ŕeelles ne sont effectuées
que pour jouer et afficher l’objet. C’est ce que l’on appelle l’évaluation, qui transforme une description en intention en une
description en extensiońequivalente mais òu tous les calculs ont́et́e ŕealiśes et qui peut̂etre directement joúee et affich́ee.
L’utilisateur voit etécoute des objetśevalúes (le5) mais en ŕealit́e ne manipule que des descriptions en intention, non-évalúees
(le 2 + 3).
Grceà cela il est possible de géńeraliser un objet en rendant variable aussi bien les ingrédients que les constructeurs utilisés
dans sa fabrication. C’est le mécanisme de programmation proposé parElody. En rendant variable les ingrédients d’un objet
on obtient une abstraction, un programme qui, quand on l’appliqueraà d’ utres ingŕedients, sera capable de refaire toutes les
opérations ayant conduità l’objet à partir de ces nouveauxéléments.
Les principes d’interface utilisateur adoptés ńecessitent de représenter un grand nombre d’objets musicaux dans un espace
limit é. La repŕesentation choisie est de type piano mécanique. L’axe vertical représente les hauteurs en demi-tons, l’axe hori-
zontal le temps. L’́echelle temporelle n’est pas linéaire, mais suit une loi arc-tangente afin de toujours pouvoir représ nter la
totalité d’un objet quelle que soit sa durée. Les techniques d’évaluation paresseuse employées permettent de gérer des objets
infinis, l’affichage s’arr̂ete alors automatiquement lorsque la taille des objets devient inférieureà la ŕesolution graphique (voir
figure 3).
3 Exemples de constructeurs
Les expressions musicales´ lémentaires sont lesnoteset lessilencesqui comportent une durée et une couleur. La couleur
est en quelque sorte un nom de famille. Ce paramètre est utiliśe pour la programmation et nous verrons plus loin son rôle exact.
Les notes comportentégalement une hauteur, une v´ locit́e et un canal. La fen̂etre Colors (figure 4) contient une palette de notes,
toutes de hauteur 60, dans les différentes couleurs disponibles.
2.1: Le constructeur de séquences avant utilisation 2.2: Placement du premier argument
2.3: Placement du deuxième argument et résultat
FIG. 2 – Utilisation du constructeur de s´ quences
FIG. 3 – Do, Mi, Sol ŕeṕet́esà l’infini
Le constructeur d’accords, figure 5, permet de placer les notes dans la tessiture et de former des accords. Les cercles
concentriques représentes les octaves et les rayons les degrés dans l’octave. Des réglages permettent d’ajuster la hauteur de
l’accord, sa v́elocit́e et sa duŕee.
La fen̂etre rules, figure 6, comporte les principaux constructeurs´ lémentaires :
1. le constructeurλ permet de construire des abstractions en d´ posant dans la case centrale l’objet que l’on veut g´ ńeraliser
et dans la case de gauche l’ingrédient que l’on veut rendre variable dans cet objet. Le résultat est une abstraction, une
fonction que l’on va pouvoir appliquerà un argument.
2. le constructeur∞ permet de construire des objets récursifs. D’un point de vue technique il combine l’application d’un
combinateur de point fixe et une abstraction. On dépose dans la case centrale l’objet que l’on veut rendre récursif et dans
la case de gauche l’ingrédient qui va servir de point de r´ cursion. Le ŕesultat est un objet récursif òu le point de ŕecursion
est remplaće par la totalit́e de l’objet.
3. le constructeur @ permet de construire des applications. On dépose dans la case de gauche la fonction que l’on veut
utiliser et dans la case centrale l’argument que l’on veut passer` c tte fonction.
4. le constructeur S permet de monter en s´ quence deux objets. On dépose dans la case de gauche le premier objet et dans
la case centrale le deuxième objet.
5. le constructeur M permet de mixer (de monter en parallèle) deux objets. On dépose dans la case de gauche le premier
objet et dans la case centrale le deuxi` me objet.
6. le constructeur B permet de prendre le début d’un objet en fonction de la durée d’un deuxìeme objet. On d́epose dans
la case de gauche l’objet dont on veut prendre le début et dans la case centrale un objet dont la durée va d́efinir celle du
début que l’on souhaite prendre.
7. le constructeur R permet de prendre le reste d’un objet en fonction de la durée ’ n deuxìeme objet. C’est l’oṕeration
compĺementaire de B. On dépose dans la case de gauche l’objet dont on veut prendre le reste et dans la case centrale un
objet dont la duŕee va d́efinir celle du d́ebut dont on souhaite amputer l’objet.
8. le constructeur D permet de dilater (ou de compresser) un objetà la duŕee d’un autre objet. On dépose dans la case de
gauche l’objet dont on veut ajuster la durée et dans la case centrale l’objet d´ finissant la duŕee souhait́ee.
FIG. 4 – La palette des notes suivant les différentes cou-
leurs disponibles
FIG. 5 – Le constructeur d’accords FIG. 6 – La fen̂etre Rules et ses constructeurs
Des constructeurs plus sophistiqués sontégalement proposé , qui combinent des constructeursélémentaires, comme le
séquenceur d’objets figure 7. Son principe de fonctionnement est similaireà celui des anciens séquenceurs analogiques. Il
comporte 8 pas dans lesquels on peut déposer des objets. Des réglages permettent d’ajuster la transposition, la vélocit́e et la
duŕee individuels de chaque pas. Il fonctionne en temps-réel. Lorsque l’option Play est cochée, les pas sont joués en boucle, un
point rouge indique le pas en cours et l’utilisateur peut dynamiquement changer les r´ glages ou d́eposer de nouveaux objets.
FIG. 7 – Le śequenceur d’expressions
4 Exemples de programmes
Nous avons rapidement expliqué en introduction les principes du modèle de programmation homogène adopt́e pourElody
afin de rendre la programmation plus accessibleà des utilisateurs non-informaticiens. Plutôt que de fournir̀a l’utilisateur un
langage de programmation sépaŕe avec ses concepts, sa syntaxe et ses outils d’édition propres, l’id́ee est d’́etendre de manière
consistante le domaine des objets qui intéressent l’utilisateur (ici les objets musicaux) de façonà y inclure les programmes. Ceci
est ŕealiśe principalement en introduisant dans le langage des données, les concepts d’abstraction et d’application duλ-calcul,
afin de le doter de capacités de programmation. Il n’y a donc plus qu’un seul langage, celui des données, dont la logique est
familièreà l’utilisateur.
Ceci à plusieurs conśequences intéressantes. D’une part il n’y a aucune difficulté à avoir un langage de programmation
visuel, le mode de représentation des programmes est essentiellement le même que celui des données. Les outils d’édition et de
manipulation sont́egalement les m̂emes. Les programmes définis par l’utilisateur pour manipuler des données s’appliquent tout
aussi bieǹa ses propres programmes. Dans le cas d’Elo y, un programme de composition défini par l’utilisateur peut tr̀es bien
être utiliśe pour composer d’autres programmes. On peut ainsi composer des processus de composition. Enfin cette approche
conduit naturellement̀a une forme de programmation par l’exemple.
4.1 La construction d’abstractions
Voyons quelques exemples simples d’abstractions. Prenons une note que nous mettons en séquence avec elle m̂eme (fi-
gure 8.1). Nous avons construit un exemple particulier de réṕ tition. Nous pouvons ǵeńeraliser cette ŕeṕetition particulìere, en
rendant variable la note employée, et d́efinir ainsi le concept ǵeńeral de ŕeṕetition. On utilise pour cela le constructeur d’abs-
traction (λ) en glissant dans la deuxième case l’expression que l’on veut géńeraliser et dans la première case l’́elément que l’on
veut rendre variable (figure 8.2).
8.1: Construction d’une réṕetition particulìere 8.2: FonctionDouble: géńeralisation de la ŕeṕetition en ren-
dantvariable la note emploýee
FIG. 8 – Cŕeation de la fonctionDouble
En proćedant de la m̂eme manìere on peut cŕeer par exemple une fonctionTriple qui rép̀ete trois fois (figure 9.1), et
l’appliquerà une śequence (figure 9.2).
9.1: Fonction Triple 9.2: Application de la fonction Triple
FIG. 9 – Cŕeation et utilisation de la fonctionTriple
Il est int́eressant de noter ici une double différence par rapport̀a l’approche classique de la programmation. D’une part,
comme nous l’avons dit plus haut, c’est le langage des données musicales qui est utilisé pourécrire les programmes. D’autre
part nous n’avons pas besoin d’écrire un programmèa priori, nous partons d’un exemple concret, par exemple une séquence
jouée au clavier, que nous géńeralisons apr̀es.
4.2 La composition d’abstractions
Comme tout objet musical, une abstraction a une dur´ e, et elle peut̂etre d́ecouṕee, transpośee, mix́ee et mont́ee. Par exemple
nous pouvons prendre les fonctionsDoubleet Triple préćedentes, les compresser pour qu’elles aient une dur´ e identique, en
l’occurrence 1 unit́e de temps, et les monter en séquence en les alternant 8 fois (figure 11).
FIG. 10 – Composition d’abstractions
Cette śequence d’abstractions est un nouveau programme et peutêtr appliqúe à un objet pour le transformer. Lorsque
l’on applique une śequence, chaquéelément de celle-ci s’applique, en fonction de sa durée, sur la partie de l’argument qui lui
correspond. Ainsi, si nous redimensionnons cette séquence de fonctions pour qu’elle ait la mê e duŕee que l’objet que nous
voulons traiter et que nous l’appliquons, nous obtiendrons le premier1/16 de notre objet ŕeṕet́e deux fois, suivi du deuxième
1/16 de notre objet ŕeṕet́e trois fois, le troisìeme1/16 de notre objet ŕeṕet́e deux fois, et ainsi de suite comme le montre la
figure 11.
4.3 Abstractions ǵenéralisées
Tout ingrédientutilisé dans une expression peutˆ tre rendu variable. Dans l’exemple préćedent, nous avons utilisé la fonction
Triple. Nous pouvons rendre variable cette fonction et appliquer l’abstraction résultantèa une autre fonction, par exemple un
FIG. 11 – Application d’une composition d’abstractions
canonà trois voies (figure 12.2). Le canon lui-mê e est obtenu en rendant variable une note dans une expression ou cette note
apparat̀a trois hauteurs diff́erentes avec un décalage de temps (figure 12.1).
12.1: FonctionCanon 12.2: Abstraction de la fonctionTriple et applicationà la
fonctionCanon
FIG. 12 – Exemple d’abstraction de fonctions
5 L’organisation interne d’ Elody
La figure 13 montre l’organisation des traitements internes d’Elo yqui, partant d’un objet musical construit par l’utilisateur,
conduisent̀a sonécoute et̀a sa visualisation. Chacune de cesétapes peut-être vue comme la traduction d’une expression d’un
langagèa un autre.
L’utilisateur ne travaille qu’au niveau des expressionsL1, c’està dire desdescriptions en intention. Comme nous l’avons
déjà indiqúe, les expressionsL1 manipuĺees par l’utilisateur ne sont jamais modifiées par les calculs qu’elles expriment, elles ne
sont jamais remplacées par le ŕesultat de ces calculs. En d’autres termes, l’utilisateurécoute et voit un ŕesultat, mais ce résultat
garde trace de son histoire, de tous les processus compositionnels mis en oeuvre pour l’obtenir. Les set la dénotationdes
objets musicaux, pour reprendre les termes de Frege, restent simultanément accessibles.
Ceci est particulìerement important pour la démarche de programmation proposée parElody. Tous lesingrédientsconsti-
tutifs d’un objet musical restant accessibles, ils peuvent doncêtreabstraits, rendus variables, pour permettrèa l’utilisateur de
dégager la structure géńerale de l’objet et, par là même, de cŕeer de nouvellesfonctions.
Cette approche de la programmation est intéressante car, contrairementà une d́emarche classique, elle ne force pasà une
penśee abstraite (mais ne l’empêche pas non plus, bien au contraire) et n’implique pas d’imaginerà priori, dès le d́epart, toutes
les variables souhaitables dans un programme, ce qui est une projection dans le futur toujours difficileà ŕealis r.
Le calcul du rendu sonore et visuel d’une expressionL1, suppose plusieurśetapes. Une expressionL1 est tout d’abord
traduite en une expressionL2 en remplaçant les abstractions géńeraliśees par desλ-abstractions simples faisant appelà des
utilisateur
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FIG. 13 – Sch́ema conceptuel d’Elody
variables. L’expressionL2 ainsi obtenue est ensuitéevalúee, tous les calculs indiqués dans l’expression sont effectués. Le
résultat de l’́evaluation est une expressionL3, une expression enextension, où tous les processus compositionnels intervenant
dans l’expression de départ ont́et́e effectúes. Enfin,̀a partir de l’expressionL3, sont produits le rendu sonoreL4, sous la forme
d’une śequence d’́evénements MIDI, et le rendu graphiqueL5 sous la forme d’une suite d’ordres graphiques.
Nous pŕesentons ci-dessous les langagesL1, L2, L3 etL4 ainsi que les oṕerations de traduction correspondantes. Le langage
des repŕesentations graphiquesL5 ne sera pas présent́e dans la mesure ou il est relativement analogueàL4. Pŕecisons que dans
l’impl émentation d’Elody, ces diff́erenteśetapes sont imbriqúees de façoǹa ce que le rendu sonore et visuel d’un objet puisse
commencer avant m̂eme que la totalit́e de l’objet n’aitét́e calcuĺe. Ceci aḿeliore le sentiment de réponse de l’utilisateur et
permet de traiter le cas des objets infinis.
5.1 Le langageL1
Le langageL1 comporte des expressionsélémentaires et un ensemble de constructeurs permettant d’assembler des expres-
sions pour en former de nouvelles. Les expressionsélémentaires deL1 sont lessilenceset lesnotes:
sil [m, d] unsilencede famillem et une duŕeed.
note [m, d, h, v, c] unenotede famillem, de duŕeed, de hauteurh,
de v́elocit́ev et de canalc.
Les duŕees sont expriḿees en secondes. Les hauteurs et les vélocit́es sont expriḿees en hauteurs et vélocit́es MIDI entre 0 et
127. Les canaux sont exprimés en canaux MIDI, mais entre 0 et 31 afin d’adresser deux ports MIDI. Enfin, la famille d’appar-
tenance, représent́ee par une couleur :rouge, vert, bleu, . . ., est utiliśee dans le calcul des abstractions. Elle permet delier
lesévénements de m̂eme famille au sein d’une expression par des relations de hauteur, de durée, e v́elocit́e et de canal.
Les constructions proprement musicales deL1 sont les suivantes (e et f repŕesentent des expressions deL1, n ∈ Z et
r ∈ R+) :
seq [e, f ] mise en śequence de etf .
mix [e, f ] mixage (superposition temporelle) dee tf .
beg [e, f ] début dee pris sur une ṕeriode de la duŕee def .
rst [e, f ] reste dee privée de son d́ebut sur une ṕeriode de la duŕee def .
xpd [e, f ] e dilatée ou compressée dans le temps de façonà avoir la duŕee def .
spd r[e] e dilatée ou compressée dans le temps par un coefficientr.
trp n[e] transposition de den unités.
lvl n[e] augmentation des vélocit́es dee den unités.
chn n[e] augmentation des canaux dee den unités.
Enfin on trouvéegalement deux constructeurs particulier, venant duλ-calcul, l’abstractionet l’applicationqui donnent̀a
L1 des capacit́es de programmation :
λG[e, f ] abstraction ǵeńeraliśee, ǵeńeralisation def obtenue enrendant
variablesles occurrences dee dansf .
@[e, f ] application de lafonctione à l’argumentf .
5.2 Le langageL2
Pour que l’́evaluation des expressions puisse avoir lieu, il est n´ cessaire de traduire les abstractions géńeraliśeeλG[e, f ]
utilisées dansL1 en λ-abstractions simples faisant appelà des variables. C’est l’objet du langageL2 et de la fonction de
traductionL() : L1 → L2.
L2 se distingue essentiellement deL1 par l’apparition de variablese formée par le symbole étiquet́e par une expressione
deL2 qui lui sert de nom et qui correspondà l’expressionrendue variable, ainsi que par l’apparition deλ-abstractions simples
de la formeλ[e, f ] en remplacement des abstractions géńeraliśees.
Comme pourL1, les expressionśelémentaires deL2 sont lessilenceset lesnotes:
sil [m, d] unsilencede famillem et une duŕeed.
note [m, d, h, v, c] unenotede famillem, de duŕeed, de hauteurh,
de v́elocit́ev et de canalc.
Les constructeurs musicaux sont les même (e etf repŕesentent des expressions deL2, n ∈ Z etr ∈ R+) :
seq [e, f ] mise en śequence de etf .
mix [e, f ] mixage (superposition temporelle) dee tf .
beg [e, f ] début dee pris sur une ṕeriode de la duŕee def .
rst [e, f ] reste dee privée de son d́ebut sur une ṕeriode de la duŕee def .
xpd [e, f ] e dilatée ou compressée dans le temps de façonà avoir la duŕee def .
spd r[e] e dilatée ou compressée dans le temps par un coefficientr.
trp n[e] transposition de den unités.
lvl n[e] augmentation des vélocit́es dee den unités.
chn n[e] augmentation des canaux dee den unités.
Enfin, on trouve des variables, desλ-abstractions simples et des applications :
e variable d’́etiquettee.
λ[e, f ] λ-abstraction simple.
@[e, f ] applicatione àf .
5.3 La traduction de L1 versL2
La traduction d’une expression deL1 versL2 est ŕealiśee par la fonctionL() : L1 → L2 qui parcours ŕecursivement
l’expression de d́epart et remplace lesλG[] par desλ[] avec l’aide de la fonctionV() : L2 × L2 → L2 :
L((. . . λG[e, f ] . . .)) → (. . . λ
h
e
′
,V(e′, f ′)
i
. . .)
avec : e′ = L(e)etf ′ = L(f)
(5.1)
La fonctionV(e, f) à pour tche de calculer le corps de l’abstraction, c’està dire de reconnatre les occurrences dee ansf
et de les remplacer par la variablee. Comme nous allons le voir, la notion d’occurrence ne se limite pasà l’identité syntaxique,
mais exploite notamment le fait qu’uneλ-abstraction peut̂etre vue comme un pattern qui reconnat une classe d’expressions. La
fonctionV() distingue trois cas :
1. Le cas d’occurrences syntaxiquement identiques, ainsi :
V(e, (. . . e . . . e . . .)) → (. . . e . . . e . . .)(5.2a)
2. Le cas d’́evénements, notes ou silences qui n’apparaissent pas tel que, mais transposés, dilat́es, etc. C’est alors le pa-
ramètre de famille qui est utiliśe pour reconnatre les occurrences transformées d’uńevénement :
V(note [bleue, 1, 60, 80, 1] , (. . . note [rouge, 1, 60, 80, 1] . . . note [bleue, 2, 64, 80, 1] . . .))
→ (. . . note [rouge, 1, 60, 80, 1] . . . trp 4
h
spd 2
h
note [bleue,1,60,80,1]
ii
. . .)
(5.2b)
3. Enfin il y a le cas des abstractions. Prenons par exemple l’abstractionp = λ[x, seq [DO, x]] : on peut voirp comme la
fonction qui met en śequence la note DO avec son argument, ou comme un pattern représentant toutes les séquences qui
commencent par DO. Rendre variablep dans une expression c’est rendre variable toutes les séquences qui commencent
parDO. En d’autre termes, c’est considérer toute śequence de la formeseq [DO, f ] comme l’application dep àf et la
remplacer par@[p, f ]. Voici quelques exemples :
V(p, seq [DO, seq [RE, MI]]) → @[p, seq [RE, MI]] .(5.2c)
V(p, seq [DO, seq [DO, MI]]) → @[p, @[p, MI]] .(5.2d)
D’une manìere ǵeńerale pourp de la formeλ[x0, . . . , λ[xn, q]] on a :
V(p, (. . . e . . .)) → (. . . @[@[p, a1] , . . . , an] . . .)(5.2e)
Si en substituant dansq les variables libresxi parai on obtient une expression syntaxiquement identiqueàe.
5.4 Le langageL3
L3 est le langage desvaleurs, c’est à dire des expressions enxtensionrésultantes de l’évaluationdes expressions en
intention. Le principe de l’́evaluation est d’effectuer tous les calculs présents dans l’expression de d´ part afin d’obtenir une
expression plus simple, mais géńeralement beaucoup plus longue, d´ crite essentiellement en terme d’´ vénements, de séquences
et de mixages, et qui puisseêtre directement joúee ou affich́ee.
Les expressionśelémentaires deL3 sont, comme pour les deux préćedents langages, lessilenceset lesnotes:
sil [m, d] unsilencede famillem et une duŕeed.
note [m, d, h, v, c] unenotede famillem, de duŕeed, de hauteurh,
de v́elocit́ev et de canalc.
Les constructeurs musicaux ne sont plus que la séquence et le mixage. Lescalculsrepŕesent́es par les autres constructeurs
ont ét́e effectúes :
seq [u, v] mise en śequence deu etv.
mix [u, v] mixage (superposition temporelle) deu etv.
Enfin apparaissent deux nouvelles formes, les fermeturesΛ[] et les applications non-réductibles@′[] :
Λ[d, λ[e, f ] , ρ] unefermetureassociant une durée, uneλ-abstraction et un environnementρ.
@′[u, v] applicationnon ŕeductibledeu àv.
Comme on va le voir au paragraphe suivant, l’application d’une abstractionà un argument consisteà remplacer, dans le corps de
l’abstraction, les occurrences de la variable par l’argument. Plutôt q e d’effectuer ŕeellement ce remplacement, on le m´ orise
dans unenvironnement, une sorte de liste associant des variables et des valeurs. Lorsque l’onévalue une abstraction, le r´ sultat
doit tenir compte de cette liste de substitutions d’où les fermeturesΛ[d, λ[e, f ] , ρ] qui associent l’abstraction, son environne-
ment et sa duŕee (une abstractiońetant une ǵeńeralisation d’une expression, sa durée est, au d́epart, celle de l’expression qu’elle
géńeralise). Les applications non-réductibles ŕesultent de l’application d’une note ou d’un silenceà une autre expression ce qui
ne donne lieùa aucun calcul sṕecifique.
5.5 Evaluation des expressions
L’ évaluation consistèa effectuer tous lescalculscontenus dans une expressionL2, en particulier les applications d’abs-
tractions maiśegalement les diff́erentes oṕerations musicales primitives comme la transposition, le découpage temporel, etc.
L’impl émentation de l’́evaluation est classique. Elle est basée ur l’utilisation d’environnements, et de deux fonctions mutuelle-
ment ŕecursives.E(e, ρ) : L2×ENV → L3 évalue une expressione deL2dans un environnementρ.A(u, v) : L3×L3 → L3
réalise l’application de la fonctionu à l’argumentv.
Comme nous l’avons dit plus haut, un environnement permet de mémoriser les valeurs̀a substituer aux variables. On peut
voir un environnementρ comme une fonction faisant correspondreà une variable la valeur̀a laquelle elle est liée. On notera
ρ(x) la valeur associéeàx dans l’environnementρ. On repŕesentera parρ[x := v] l’environnementρ étendu de façoǹa lier la
variablex à la valeurv de sorte que :ρ[x := v](x) = v etρ[x := v](y) = ρ(y). On noteraε l’environnement vide.
Les différentes fonctions intervenant dans le processus d’évaluation sont les suivantes :
E(e, ρ) évaluee dans l’environnementρ.
A(u, v) appliqueu àv
D(u) calcule la duŕee deu
B(u, d) prend le d́ebut deu sur une duŕeed
R(u, d) supprime le d́ebut deu sur une duŕeed
T (u, n) transposeu den unités
G(u, n) augmente les v́elocit́es deu den unités
C(u, n) augmente les canaux deu den unités
X (u, r) dilateu par un coefficientr
Nous allons d́etailler toutes ces fonctions en commençant parE().
5.5.1 La fonction d’évaluationE()
La fonction d’́evaluationE(e, ρ) : L2 × ENV → L3 se d́efinit comme suit :
E(sil [m, d] , ρ) → sil [m, d]
E(note [m, d, h, v, c] , ρ) → note [m, d, h, v, c]
E(seq [e, f ] , ρ) → seq [E(e, ρ), E(f, ρ)]
E(mix [e, f ] , ρ) → mix [E(e, ρ), E(f, ρ)]
E(e, ρ) → ρ(e)
E(λ[e, f ] , ρ) → Λ[d, λ[e, f ] , ρ] avecd = D(E(f, ρ[e = E(e, ε])))
E(@[e, f ] , ρ) → A(E(e, ρ), E(f, ρ))
E(beg [e, f ] , ρ) → B(E(e, ρ), d) avecd = D(E(f, ρ))
E(rst [e, f ] , ρ) →R(E(e, ρ), d) avecd = D(E(f, ρ))
E(xpd [e, f ] , ρ) → X (u, r) avecu = E(e, ρ), r = D(E(f, ρ))/D(u)
E(spd r[e] , ρ) → X (E(e, ρ), r)
E(trp n[e] , ρ) → T (E(e, ρ), n)
E(lvl n[e] , ρ) → G(E(e, ρ), n)
E(chn n[e] , ρ) → C(E(e, ρ), n)
(5.3)
5.5.2 Le calcul des applications
La fonctionA(u, v) : L3 × L3 → L3 appliqueu àv :
A(sil [m, d] , w) → @′[sil [m, d] , w]
A(note [m, d, h, v, c] , w) → @′[note [m, d, h + n, v, c] , w]
A(seq [u, v] , w) → seq [A(u,B(w,D(u))),A(v,R(w,D(u)))]
A(mix [u, v] , w) → mix [A(u, w),A(v, w)]
A(@′[u, v] , w) → @′
ˆ
@′[u, v] , w
˜
A(Λ[d, λ[e, f ] , ρ] , w) → E(f, ρ[e := w])
(5.4)
5.5.3 Le calcul de la duŕeeD()
La fonctionD(u) : L3 → R calcule la duŕee deu :
D(sil [m, d]) → d
D(note [m, d, h, v, c]) → d
D(seq [u, v]) → D(u) +D(v)
D(mix [u, v]) → max(D(u),D(v))
D(@′[u, v]) → D(u))
D(Λ[d, λ[e, f ] , ρ]) → d
(5.5)
5.5.4 La fonction de transpositionT ()
La fonctionT (u, n) : L3 × Z → L3 transposeu den unités.
T (sil [m, d] , n) → sil [m, d]
T (note [m, d, h, v, c] , n) → note [m, d, h + n, v, c]
T (seq [u, v] , n) → seq [T (u, n), T (v, n)]
T (mix [u, v] , n) → mix [T (u, n), T (v, n)]
T (@′[u, v] , n) → @′[T (u, n), v]
T (Λ[d, λ[e, f ] , ρ] , n) → Λ[d, λ[e, trp n[f ]] , ρ]
(5.6)
5.5.5 La fonction de modification des v́elocitésG()
La fonctionG(u, n) : L3 × Z → L3 ajouten aux v́elocit́es deu.
G(sil [m, d] , n) → sil [m, d]
G(note [m, d, h, v, c] , n) → note [m, d, h, v + n, c]
G(seq [u, v] , n) → seq [G(u, n),G(v, n)]
G(mix [u, v] , n) → mix [G(u, n),G(v, n)]
G(@′[u, v] , n) → @′[G(u, n), v]
G(Λ[d, λ[e, f ] , ρ] , n) → Λ[d, λ[e, lvl n[f ]] , ρ]
(5.7)
5.5.6 La fonction de modification des canauxC()
La fonctionC(u, n) : L3 × Z → L3 ajouten aux canaux deu.
C(sil [m, d] , n) → sil [m, d]
C(note [m, d, h, v, c] , n) → note [m, d, h, v, c + n]
C(seq [u, v] , n) → seq [C(u, n), C(v, n)]
C(mix [u, v] , n) → mix [C(u, n), C(v, n)]
C(@′[u, v] , n) → @′[C(u, n), v]
C(Λ[d, λ[e, f ] , ρ] , n) → Λ[d, λ[e, chn n[f ]] , ρ]
(5.8)
5.5.7 La fonction de dilatation compression du tempsX ()
La fonctionX (u, r) : L3 × R → L3 dilate d’un coefficientr le temps deu.
X (sil [m, d] , r) → sil [m, d ∗ r]
X (note [m, d, h, v, c] , r) → note [m, d ∗ r, h, v, c]
X (seq [u, v] , r) → seq [X (u, r),X (v, r)]
X (mix [u, v] , r) → mix [X (u, r),X (v, r)]
X (@′[u, v] , r) → @′[X (u, r), v]
X (Λ[d, λ[e, f ] , ρ] , r) → Λ[d ∗ r, λ[e, f ] , ρ]
(5.9)
5.5.8 La fonction de d́ecoupage du d́ebutB()
La fonctionB(u, d) : L3 × R → L3 calcule le d́ebut deu sur la duŕeed.
B(sil [m, d] , d′) →
(
sil [m, d′] si d′ ≤ d
seq [sil [m, d] , sil [m, d′ − d]] si d′ > d
B(note [m, d, h, v, c] , d′) →
(
note [m, d′, h, v, c] si d′ ≤ d
seq [note [m, d, h, v, c] , sil [m, d′ − d]] si d′ > d
B(seq [u, v] , d′) →
(
B(u, d′) si d′ ≤ D(u)
seq [u,B(v, d′ −D(u))] si d′ > D(u)
B(mix [u, v] , d′) → mix
ˆ
B(u, d′),B(v, d′)
˜
B(@′[u, v] , d′) → @′
ˆ
B(u, d′), v
˜
B(Λ[d, λ[e, f ] , ρ] , d′) →
(
Λ[d′, λ[e, f ] , ρ] si d′ ≤ d
seq [Λ[d, λ[e, f ] , ρ] , sil [m, d′ − d]] si d′ > d
(5.10)
5.5.9 La fonction de d́ecoupage du resteR()
La fonctionR(u, d) : L3 × R → L3 calcule le reste deu privé de son d́ebut sur la duŕeed.
R(sil [m, d] , d′) →
(
sil [m, d− d′] si d′ < d
sil [m, 0] si d′ ≥ d
R(note [m, d, h, v, c] , d′) →
(
note [m, d− d′, h, v, c] si d′ < d
sil [m, 0] si d′ ≥ d
R(seq [u, v] , d′) →
(
R(v, d′ −D(u)) si d′ ≥ D(u)
seq [R(u, d′), v] si d′ < D(u)
R(mix [u, v] , d′) → mix
ˆ
R(u, d′),R(v, d′)
˜
R(@′[u, v] , d′) → @′
ˆ
R(u, d′), v
˜
R(Λ[d, λ[e, f ] , ρ] , d′) →
(
Λ[d− d′, λ[e, f ] , ρ] si d′ < d
sil [noir, 0] si d′ ≥ d
(5.11)
5.6 Le langageL4
L4 est le langage des séquences d’événements MIDI correspondant au contenu musical des expressions deL3, calcuĺe par
la fonction de traductionJ () : L3 → L4.
Une śequence d’́evénements MIDIS est d́efinie par une durée totale et une liste,´ ventuellement vide, d’événements MIDI.
On notera une śequence d’́evénements MIDIS de duŕeeD de la manìere suivante :
S = {. . . , 〈ti, di, hi, vi, ci〉, . . .}D
avec ti + di ≤ D
ou 〈ti, di, hi, vi, ci〉 repŕesente uńevénement MIDI de datet ≥ 0, de duŕeed > 0, de hauteurh, de v́elocit́ev et de canalc.
Afin de simplifier la description de la fonction de traduction musicale, définissonségalement trois oṕerations sur les
séquences MIDI : la concaténation, le mixage et l’étirement.
5.6.1 Concat́enation de śequences
Soit deux śequencesS etS′ :
S = {. . . , 〈ti, di, hi, vi, ci〉, . . .}D
S′ = {. . . , 〈t′j , d′j , h′j , v′j , c′j〉, . . .}D
′
la concat́enation deS etS′, not́ee(S • S′), se d́efinie comme suit :
(S • S′) = {. . . , 〈ti, di, hi, vi, ci〉, . . . , 〈D + t′j , d′j , h′j , v′j , c′j〉, . . .}D+D
′
Cela correspond̀a l’idée de jouer d’abordS puisS′.
5.6.2 Mixage de śequences
Soit deux śequencesS etS′ :
S = {. . . , 〈ti, di, hi, vi, ci〉, . . .}D
S′ = {. . . , 〈t′j , d′j , h′j , v′j , c′j〉, . . .}D
′
le mixage deS etS′, not́e (S ‖ S′), se d́efinit comme suit :
(S ‖ S′) = {. . . , 〈ti, di, hi, vi, ci〉, . . . , 〈t′j , d′j , h′j , v′j , c′j〉, . . .}max(D,D
′)
Cela correspond̀a l’idée de jouer simultańementS etS′.
5.6.3 Etirement temporel d’une śequence
Soit une śequencesS :
S = {. . . , 〈ti, di, hi, vi, ci〉, . . .}D
L’ étirement (ou la compression) temporel de la séquenceS à la duŕeeD′, not́e (S ? D′), se d́efinit comme suit :
(S ? 0) = {}0
(S ? D′) = {. . . , 〈r ∗ ti, r ∗ di, hi, vi, ci〉, . . .}D
′
avecr = D′/D
Les dates et les durées des notes sont ajustées en proportion de façonà ce que la śequence dure exactementD′.
5.7 La fonction de traduction musicaleJ ()
La fonctionJ (v) : L3 → L4 calcule le contenu musical de l’expressionsévalúee v sous la forme d’une séquence
d’événements MIDI.
J (sil [m, d]) → {}d
J (note [m, d, h, v, c]) → {〈0, d, h, v, c〉}d
J (seq [u, v]) → J (u) • J (v)
J (mix [u, v]) → J (u) ‖ J (v)
J (@′[u, v]) → J (u)
J (Λ[d, λ[e, f ] , ρ] , r) → J (E(f, ρ[e := E(e, ε)])) ? d
(5.12)
6 Conclusion
Il est courant en math́ematique de d́efinir un ensemble en extension (énuḿerant nomḿement tous leśeléments qui com-
posent l’ensemble) ou en compréhension (indiquant les propriét́es deśeléments qui composent l’ensemble sans avoirà les
nommer explicitement). L’un des rôles essentiels d’un langage de composition musicale ou de synthè e sonore est de per-
mettreà l’utilisateur de d́ecrire des objets musicaux en intention, ce qui est en quelque sorte l’analogue d’une définition en
compŕehension, et d’assurer la relation avec les descriptions en extension correspondantes.
Ces deux types de description sont nécessaires̀a l’utilisateur. La description en extension est celle dont on aura besoinin
fine, celle qui nous permet de percevoir l’objet et d’en travailler les d´ tails. La description en intention, quantà elle, pŕesente
de nombreux int́er̂ets :
1. concision. Une description en intention peutêtre extr̂emement concise par rapportà une description en extension. Dans
ce cas la description en intention est un moyen efficace et rapide pour décri e un objet.
2. structuration . Une description en intention permet de rendre explicitel’ d ée sous-jacentèa un objet, sa structure
géńerale, ses principes de construction. Elle se prêteà l’analogie,̀a la ǵeńeralisation,̀a la syst́ematisation et̀a la ŕeutilisabilit́e
dans d’autres contextes.
3. expérimentation. Les modifications d’une description en intention ont géńeralement une grande portée. Unepetitemo-
dification de la description en intention peut produire unegrandemodification de la description en extension. Lorsque
l’ordinateur prend en charge le calcul de la description en extension, il est alors très facile d’avoir une d́emarche
exṕerimentale du typequ’est-ce qui se passe sije remplace ceci par cela dans ma description en intention.
Pouvoir faire des descriptions en intention avec toute la géńeralit́e voulue suppose une forme de langage de programmation.
L’approche fonctionnelle, par sa puissance expressive (voir [Hughes 89]à ce sujet), nous parait d’un grand intér̂et dans le
domaine musical. Plusieurs environnements musicaux ontét́e ŕealiśes sur ce mod̀ele, citons en particulier les travaux de R.
Dannenberg [1984, 1989, 1991] et de P. Desain et H. Honing [1991]. Plus récemment P. Hudak [1996] a proposé, avec Haskore,
un élégant formalisme et un ensemble de modules musicaux pour le langage fonctionnel Haskell.
La premìere originalit́e de notre approche se situe dans le traitement du langage de programmation qui n’est pas extérieur au
langage musical, mais qui en dérive tr̀es directement par l’adjonction des concepts d’abstraction et d’application duλ-calcul. Ce
mod̀ele deprogrammation homog̀ene, présent́e dans [Orlarey et al. 94], s’applique aisément̀a d’autres domaines que la musique.
La deuxìeme originalit́e est l’introduction de la notion d’abstraction géńeraliśee qui permet une forme de programmation par
l’exemple, laissant̀a la machine le soin de construire les abstractions d’après les indications de l’utilisateur, et qui exploite le
fait qu’une abstraction peutêtre vue comme un pattern dans la géńeralisation d’une autre expression. Ceséléments, associés
à l’interface utilisateur d’Elody, favorisent, nous semble-t-il, une attitude exp´ rimentale et ludique de la part de l’utilisateur y
compris dans son activité de programmation.
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