The state-of-art Web services composition approaches are facing more and more serious bottlenecks of effectiveness and stability with the increasing diversity and real-time requirements of applications, since new web service chain must be generated from "scratch" for each application. To break these bottlenecks, this paper presents a Min-Conflict Heuristic-Based Web Service Chain Reconfiguration Approach(MCHRC) to maximal reuse relative web services chain: a min-conflict heuristic based regression search algorithms is proposed to implement the web services chain reconfiguration based on the formal definition of process constraint and integrity constraint to guarantee the correctness and integrality of the reconfiguration. This benefits the service reuse and then can relieve the time complexity of web service composition and improve web services chain executing stability by reduce service provider load. Experimental results show that this approach makes significant improvement on the effectiveness of web services composition.
Introduction
Under dynamic Internet environment, as a result of the corresponding change of service chain produced by frequent change of users' demand, it inevitably has become a hard problem in respect of service-oriented computer (SOC) how service chain achieve automatic reconfiguration by efficiently adjusting to dynamic change in demand. The Web services chain reconfiguration faces on the one hand search efficiency problem resulting from "composition explosion", on the other hand problems in correctness caused by violating process constraint and integrity of original service chain because of adding and modifying operation for single service during the process of service chain reconfiguration.
AI planning and semantic based approaches [1] [2] [3] solve the automatic Web services composition problem in limited scale under close world hypothesis and determinate environment, but do not take into account how to reuse former Web services chain to satisfy the new user demand; In [4] , a linear programming approach is presented to resolve Web services chain reconfigure under services' QoS change, however no user demand change is considered; In [5] , a case-based reasoning method is introduced to solve Web services chain reuse, and study the matchmaking between similar user demand and Web services chain on emphases, while no reconfiguration approach which reuse very single Web service in Web services chain is considered.
In all these studies, the reuse of service chain is not taken into account upon the change of demand of users, which lead to bottleneck in performance and stability in the process of composition. Only with dynamic traits of service's QoS taken into consideration, the dynamic service composition still is unable to handle the situation if users' demand changes. Aimed at such problems, we present a min-conflict heuristic based regression search algorithms to implement web services chain reconfiguration, based on process constraint and integrity constraint. Our approach can relieve time complexity of web service composition and improve web services chain executing stability by reducing service provider load. The contributes of the paper lie in the following aspects:
1) Presents the notion of Web services chain reconfiguration and implements it by regression search algo-rithms.
2) Formalized definition of process constraint and integrity constraint to ensure correctness and integrity in the process of services chain reconfiguration.
3) Definition of mini-conflict heuristic function to improve efficiency of search algorithms.
The rest of this paper is organized as follows: Section 2 formalized definition of basic concept and reconfiguration of service chain. Section 3 describes the definition of process constraint and integrity constraint in the Web services chain Reconfiguration. Section 4 explains min-conflict heuristic based regression search algorithms in detail. Section 5 presents the results of experiments and a comparison between our approach and WSPR [6] . The related work is discussed in section 6. The paper concludes in section 7 by summarizing the contributions of this novel technique and describing a few ideas for future work.
Basic Conception and Definition

Real-World Scenario
Consider user Z want to spend his holiday in Y resort in X city, but he has to take part in a conference temporarily (supposed that the resort and the meeting in the same city). Those tasks involve several services as shown in Figure 1 .
Book flight service 1 gives flight ticket order service. It takes destination city, departing date and identity ID as preconditions and arrival date, flight NO as effects. 
to combinable between two services. 
Formal Definition of Process Constraint and Integrity Constraint
When user demand changes, it is needs to adaptive reconfigure some services in the relative Web services chain, which means some component services may be reused, and some may be added, deleted and modified in order to adjust to the demand change. In this dynamic local revision, the Web services chain should maintain correctness and integrity. Correctness requires that correctness of business process can't be violated by Web services chain's reconfiguration. That is to say, some services are restricted to certain process with fixed execution conditions which presented as strict sequence relation. In the procedure of service chain reconfiguration, it presents that the preconditions of a service can't be satisfied by the effects of successor services in business process. As the same logic goes, the effects of a service can't satisfy the preconditions of predecessor service in process logic.
Integrity means that the integrity of service preconditions set must be keep in the reconfiguration. The necessary condition of the execution of service is the all the preconditions of Web service are satisfied. In the process of service chain reconfiguration, the pre-conditions of a service can't be satisfied as other services are deleted or replaced. For example, the number of the preconditions of service is 3, but with some service 
Process Constraint
Process constraint of Web services chain reconfiguration is the strict sequence relation in the business process. This constraint defines strict order logic in procedure which once being against, mistaken procedure will appear. 
Predecessor service set of a service refers to the services must be executed before a service and successor services set of service refers to the services only can be executed after service. Hence, the preconditions from service's predecessor services can't be satisfied by
Eff w , as the same logic goes, the effects from service's successor services can't satisfy the   i Pcon w , which is shown as Figure 3 . For instance, a service is to search the names of books on web, with its preconditions as names and ISBN, while the effects of a service of delivering books is also names and ISBN. The service to search the names of books must happen before delivering the books, thus the effects of delivering the books can't satisfy the preconditions of searching the books on web, which against the process constraint. Definition 9：the available effects which 
Pcon w EffS w if w RearW
Pcon w else
Integrity Constraint
Adding or revising services in service chain reconfiguration result in that the preconditions of the others services can't be satisfied. As a result, it becomes very important to maintain the integrity of every service in the process of reconfiguration. Integrity constraint also means combinable between services, which comes from Causal heory [9] . The preconditions of service denote the cause, T and the effects of service denote result with the service executing, which offers basis theory for combinable between services. If all the services in service chain can reach full match, the chain can form in a sequence which regarded as single-source path planning problem. If partial matching and full matching coexist, the problem can be cast to a proposition [10] , whose complexity is proved as -complete [6] .
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Min-Conflict Heuristic Based Regression Search Algorithms
Web services chain reconfiguration generate new services chain satisfy new user demand based on reuse former one. There are much redundancy searches which will lead to inefficiency in forward search since the former one has partial satisfy the user demand. What's more, for huge initial states space, forward search is difficult to converge to correct solution fleetly in finding solutions. Hence, this paper introduces a Min-Conflict Heuristic Web Service Chain Reconfigure (MCHRC) approach to achieve reconfiguration via regression search. The min-conflict heuristic function guide search process to promise search away from "combination explore" problem. Process constraint and integrity constraint are considered in the regression search to assure the correctness of the services chain reconfiguration.
Regression Search Algorithms
Regression search algorithms start from goal (user demand) and stop at user demand and services in the services chain are satisfied. The sub goals subgoal are the user demand and preconditions set of services that are not satisfied in searching. The main process is divided as follows: initial, service matching, min-conflict heuristic function, maintaining search states space. 
The Best Result
The best result of Web services chain reconfiguration is that service chain requires no revising, satisfying the new demand directly. This means that former services chain is able to satisfy new user demand without any change. The time complexity of algorithms is can be finished in linear time. 
The Worst Result
The worst result of algorithms is that no services can be reused which degenerate to Web services composition problem. The algorithms in this paper temporarily don't deal with problem including in service matchmaking between preconditions and effects. When , it is -Complete [11] . So the services chain reconfiguration with problem is at least -Complete.
Mini-Conflict Heuristic Function
Min-conflict heuristic strategy is design for reduce the blindness of searching. Mini-conflict heuristic theory is first introduced by [12] , applied to solve of constraint satisfying and schedule problem by local revising. If a new service is added to the current services chain, it will satisfy the sub goals to reduce the number of unsatisfied sub goals. But at the same time, the preconditions of this service also increases the number of the sub goals that should be satisfied. So the key of min-conflict is to reuse the effects in the current to eliminate the inconsistent between sub goals and effects. Hence, min-conflict could be defined in two facets as following: shown as Figure 5 and Min-conflict heuristic function shown as Figure 6 .
1) The maximal satisfied effects refers to new services can maximally satisfy sub goals, i.e. using the least services to satisfy the most sub-goals.
2) The minimal violating preconditions means that the preconditions of new service are satisfied maximally i.e. minimize the new sub goals added by preconditions of new service.
Min-conflict heuristic is a depth first local optimality strategy, so there is possibility to guide the search to wrong branch and lead the failing of the solve process.
To avoid it, we use depth limited based backtracking [13] , and backtracking when: 1. the depth is larger than threshold; 2. the preconditions cannot be satisfied by any states in state space. Depth limited based backtracking is a classic method, we don't describe here in detail for limited length.
Maintaining Search States Space
As the service in the current services chain can't satisfy the user demand, it is required that new service should be added to satisfy demand again. The principle of reconfiguration is what kind of services can be reused to satisfy the new user demand and what kind of services should be added for unsatisfied sub goals.
In the regressed search these two kinds of states information should be maintained. The first one is the available service effects to satisfy the user demand and preconditions of service which including reusable services. The later one is to maintain the sub goal to be satisfied, which include delete the sub goals have been satisfied and add the preconditions of services have not been satisfied yet. Regressed search will stop until the sub goal set is empty. The process is shown as Figure 7 .
Experiment and Analyze
In our experiment WSPR [6] is chosen as object to compare, since regression search is used by both, what's more WSPR is first runner-up Award of Web services composition challenge at IEEE CEC/EEE(ICEC) which ensure that the experiment is representational.
Dataset and Experiment Scheme
Data set choose. We use the data set from syntax part of ICEC Web services Composition Challenge, since the semantic part is described by WSDL while not OWL-S. And we only show the Composition1 data set of syntax part because of length limited here. There are nice services set with difference by the number of services and preconditions and effects corresponding. For example Composition1-20-4 means that there are 2156 services and 4 preconditions and effects respectively. For more information refer to literature [6] . Experiment scheme. Our method is design for the Web services chain reconfiguration for new user demand. Since ICEC data set do not provide services chain, we use method as following to simulate a former services chain: we first generate a Web Services chain through WSPR, from which 50% web services is chosen as reused services. These services are the basic of services chain reconfiguration. We also construct a partial order services set via random sample, and make a transitive matrix as process constraint by Warshall Algorithms [14] at initialization.
Experiment Result and Analyses
The experiment performs on 9 sub services set and 11 queries corresponding each sub services set in Composition1. The Service chain generation time for each query is shown as Table 2 Composition1-20,50,100 means that there are 2156, 2656, 4156 services in the services set respectively and 4,16,32 means that there are 4,16,32 preconditions and effects in each services set respectively. The services reuse and iterate times in reconfiguration for each query are shown as Table 2 . The compare of WSPR and MCHRC are shown as Figure 8, Figure 9, Figure 10 . The result of data set Compositon1-20 (Compositon1-50 and Compositon1-100 is the same) is shown as Figure 8 , in which figure a),figure b), figure c) show the difference between the number of preconditions and effects. As the number increase, MCHRC and WSPR all spend more time on the matchmaking of the services. The efficiency difference of MCHRC and WSPR is become smaller from figure a) to figure c), because the process constraint and integrality constraint are considered in MCHRC, while WSPR not. So WSPR is unreliable to the services set which strict sequence order is defined. Compare with figure a) in the figures, it will be found that MCHRC is insensitive to the number of services, because we create index on services set to accelerate the search process to find a single service which inspired by [15] . It will also be found that the 11 th query cost very little time, because exist a services chain to satisfy the new user demand. This is the best situation that reusing all the services from former services chain.
The result shows that the sharp increase in efficiency contrast MCHRC with WSPR, there are two main reasons:
The services reuse. As Table 1 shows, MCHRC keep some reusable services in reconfiguration which decrease the search times effectively, for instance, the 11 th query. Min-conflict heuristic strategy. In the test data, as shown in Table 1 , we quickly find solution almost without any backtracking because the Min-conflict heuristic guides the search effectively. The reason is that the distribution of solution of test data is very fit for the min-conflict heuristic strategy, just as the resolve million queens problem just in one minute [16] .
Related Works
The related works focus on state-of-art Web services composition, since little literature discusses the Web services configuration. There are two kinds of method in current research: the static and dynamic Web service composition.
Static Web service composition. Static service composition refers to pre-defined environment model which suppose all the information in this model are unchangeable, the composition remains static and accurate during it life periods. The actually industrial standard, BPEL4WS, pre-definite whole service chain process as templates, results in unfavorable flexibility of modification [17] . In [18] , a forward search approach is introduced to achieve composition of Web services, but it will lead to low efficiency of search. The main principle of automatic service composition is based on the approach of AI planning which cast service composition to searching of states and services space. A typical example is HTN-based method which is applied to achieve ser-vice composition through building up mapping from OWL-S description service to PDDL language, adopting SHOP2 to resolve composition problem [19] . Semantic based method mainly focus on the conceptions relationship of services using description logic reason the subsume relation and consistency them [3] . But all these methods lack of reuse mechanism on Web services chain reconfiguration, hence poor in Web Services reuse.
Dynamic Web service composition. Dynamic service composition is to ensure the completion of the task and maintain the optimization of pre-defined object function by inspection on environment and replace the failed service to keep the optimization. In [4] , the services chain is divided into three stages: completed, being executed and to be executed. Each time the QoS of single service changes, the method of integer linear programming is adopted to search of replaceable best solution among the service set out of completed services. In [20] , a negotiate mechanism is introduced to handle the dynamic of Web services QoS change to realize re-optimal. Dynamic service composition, faces to concrete service level which is more about services' QoS. However, it is not taken into account that the users' demand changes how to reuse former services. The reuse of service can be achieved via the approach of case-based reasoning. In [5] , similarity based matchmaking between two service chains is researched to find a service chain which is most relative to a new user demand. But, there is no sufficient study on how to reconfigure the services chain. 
