Service de présence adapté au contexte des communications d'urgence médicale pré-hospitalière by Ben Salah, Fakher
P^H UNIVERSITEDE 
tzJ SHERBROOKE 
Faculte de genie 
Departement de genie electrique et de genie informatique 
SERVICE DE PRESENCE ADAPTE AU CONTEXTE DES 
COMMUNICATIONS D'URGENCE MEDICALE PRE-
HOSPITALIERE 
Memoire de maitrise es sciences appliquees 
Speciality : genie electrique 
Elabore par : Fakher BEN SALAH 
Dirige par : Alain C. HOULE 
Composition du jury : Soumaya CHERKAOUI 
Alejandro QUINTERO 
Sherbrooke (Quebec), CANADA JUILLET 2009 
VrjqHl 
1*1 Library and Archives Canada 
Published Heritage 
Branch 
395 Wellington Street 
Ottawa ON MAOISM 
Canada 
Bibliotheque et 
Archives Canada 
Direction du 
Patrimoine de Pedition 
395, rue Wellington 
OttawaONK1A0N4 
Canada 
Your file Votre reference 
ISBN: 978-0-494-53146-4 
Our file Notre reference 
ISBN: 978-0-494-53146-4 
NOTICE: AVIS: 
The author has granted a non-
exclusive license allowing Library and 
Archives Canada to reproduce, 
publish, archive, preserve, conserve, 
communicate to the public by 
telecommunication or on the Internet, 
loan, distribute and sell theses 
worldwide, for commercial or non-
commercial purposes, in microform, 
paper, electronic and/or any other 
formats. 
L'auteur a accorde une licence non exclusive 
permettant a la Bibliotheque et Archives 
Canada de reproduire, publier, archiver, 
sauvegarder, conserver, transmettre au public 
par telecommunication ou par I'lntemet, preter, 
distribuer et vendre des theses partout dans le 
monde, a des fins commerciales ou autres, sur 
support microforme, papier, electronique et/ou 
autres formats. 
The author retains copyright 
ownership and moral rights in this 
thesis. Neither the thesis nor 
substantial extracts from it may be 
printed or otherwise reproduced 
without the author's permission. 
L'auteur conserve la propriete du droit d'auteur 
et des droits moraux qui protege cette these. Ni 
la these ni des extraits substantiels de celle-ci 
ne doivent etre imprimes ou autrement 
reproduits sans son autorisation. 
In compliance with the Canadian 
Privacy Act some supporting forms 
may have been removed from this 
thesis. 
While these forms may be included 
in the document page count, their 
removal does not represent any loss 
of content from the thesis. 
Conformement a la loi canadienne sur la 
protection de la vie privee, quelques 
formulaires secondaires ont ete enleves de 
cette these. 
Bien que ces formulaires aient inclus dans 
la pagination, il n'y aura aucun contenu 
manquant. 
1*1 
Canada 
RESUME 
Notre groupe de recherche developpe actuellement une plateforme de communication 
multimedia sur protocole IP. Cette plateforme vise une application dans le domaine des 
communications d'urgence medicale pre-hospitaliere. Dans un tel contexte, il devient utile de 
joindre et d'inviter a une conference multimedia, un specialiste medical. La problematique 
que nous abordons est celle de pouvoir joindre, a tout moment, une telle ressource possedant 
certaines caracteristiques de specialite et de disponibilite. Pour y repondre, nous suggerons la 
mise au point d'un service de presence adapte au contexte des communications d'urgence 
medicale pre-hospitaliere. Ce service a la particularite de permettre une recherche de 
personnel qui repond a des criteres specifiques, tels que la specialite, la localisation et/ou l'etat 
de presence. L'objectif general de notre projet de recherche est done de contribuer a 
Vavancement de la technologie des systemes de presence en contexte medical 
(Systeme de presence, information de presence, PIDF, telemedecine, medical, 
telecommunication, SIP, urgence medicale). 
1 
ii 
REMERCIEMENTS 
Au nom de dieu, le tout misericordieux, le tres misericordieux 
Dieu dit dans ses tous premiers verses reveles a son prophete Mohammad (paix soit sur lui) 
en 640 
1. Lis, au nom de ton Seigneur qui a cree, 
2. qui a cree l'homme d'une adherence [Alaq] 
Chapitre [Sourat] 96 du Saint Coran : 1'adherence [Al Alaq] 
A mon directeur de recherche M. Alain C. Houle : 
Je suis tres ravie de l'honneur que vous me faites en acceptant de diriger ce travail. J'ai 
toujours admire votre bienveillance, l'amabilite de votre abord et la richesse de votre 
enseignement. Veuillez trouver dans ce travail 1'expression de ma profonde gratitude! Vous 
etiez pour moi plus qu'un professeur par vos qualites humaines inegalables. Pourvu que la 
reussite fleurisse toute votre vie! 
A la chaire de recherche industrielle en infrastructures et outils de communication: 
Un grand merci d'avoir accepte mon projet et m'assure un soutien financier. 
A mes collegues de laboratoire, en ordre alphabetique : Alexis, Cyril, Eric, Jean, Mehdi, 
Manon, Mohamed, Mohamed Firass, Ramzi, Viviane et Wajdi; 
Merci infmiment pour avoir discute d'une tonne de sujets interessants qui ont enrichi d'une 
maniere inesperee mon experience a la maitrise. Je n'oublierai jamais les moments qu'on a 
partages ensemble. 
in 
TABLE DES MATIERES 
1. DEFINITION DE PROJET DE RECHERCHE 1 
1.1. Introduction 1 
1.2. Objectifs du projet de recherche 2 
1.3. Methodologie 3 
2. ETUDE DEL'ART '. 5 
2.1. Recherche Bibliographique 5 
2.2. Cadre de reference 10 
2.2.1. Systeme de presence : modele abstrait 10 
2.2.2. Technologies impliquees 23 
2.3. Conclusion 31 
3. CONCEPTION DE LA SOLUTION 32 
3.1. Processus de fonctionnement 32 
3.1.1. Vue d'ensemble 32 
3.1.2. Enregistrement et inscription du personnel medical 34 
3.1.3. Notification du personnel medical 35 
3.1.4. Controle d'acces 36 
3.1.5. Scenario de demande d'un speciahste specifie 37 
3.2. Realisation de la base de donnees , 43 
3.2.1. Vue d'ensemble 43 
3.2.2. Modele de reformation de presence 43 
3.2.3. Schema XML 47 
4. IMPLEMENTATION ET MISE EN PLACE 52 
4.1. Vue d'ensemble 52 
4.2. Description detaillee du prototype 54 
4.2.1. Les modules principaux 54 
4.2.2. Gestionnaire de l'information de presence 56 
4.2.3. Client de presence 57 
4.2.4. Serveur de presence 61 
4.3. Diagramme de classe de Papplication 66 
5. TEST ET EVALUATION DU PROTOTYPE 69 
5.1. Configuration du test: 69 
5.2. Sequence subscribe/notify typique 69 
5.3. Test de publication 70 
5.4. Recherche de personnel qualifie ou de speciahste 71 
5.5. Test de desinscription 71 
5.6. Etude des paquets echanges... 71 
iv 
5.7. Pistes de recherche identifiees 72 
6. INTEGRATION DU SERVICE DE PRESENCE A UNE PLATEFORME 
MULTIMEDIA 74 
7. CONCLUSION , 76 
8. BIBLIOGRAPHIE... 79 
Annexe A 78 
Annexe B 96 
Annexe C 115 
v 
LISTE DES FIGURES 
Fig. 1 : Varietes de WATCHER 12 
Fig. 2 : Architecture generate - interaction entre elements 14 
Fig. 3 : L'operation «inscription » 16 
Fig. 4 : L'operation « reponse » 17 
Fig. 5 : L'operation « notification » , 17 
Fig. 6 : Architecture trois couches - flot de donnees 21 
Fig. 7 : Schemas d'ensemble du systeme de presence 33 
Fig. 8 : Diagramme de sequence de demande d'enregistrement et d'inscription 35 
Fig. 9 : Diagramme de sequence de demande d'inscription a un usager 36 
Fig. 10 : Diagramme de sequence general 39 
Fig. 11 : Diagramme de sequence d'une demande d'un specialiste specifique 42 
Fig. 12 : Modele de l'information de presence 46 
Fig. 13 : Modele du Tuple de l'information de presence 47 
Fig. 14 : Schema general du prototype 53 
Fig. 15 : Le resultat de la commande 'c ' d'un client de presence 59 
Fig. 16 : Le resultat de la commande 'c ' d'un serveur de presence 63 
Fig. 17 : Le resultat de la commande V d'un serveur de presence.. 64 
Fig. 18 : Diagramme de classe 67 
Fig. 19 : Integration du systeme de presence a une plateforme multimedia .75 
Fig. 20 : SIP-1 : Requete SIP d'un client 95 
Fig. 21 : SIP-2 : Reponse du serveur 96 
Fig. 22 : Exemple de message SIP 98 
Fig. 23 : Systeme de base de donnees 99 
VI 
1. DEFINITION DE PROJET DE RECHERCHE 
1.1. Introduction 
Un individu peut, a la suite d'un accident ou d'une deterioration soudaine de son etat de 
sante, necessiter des soins medicaux urgents. C'est ainsi qu'une chaine d'actions se declenche 
afin d'assurer rapidement et efficacement la prestation des soins requis. Au cceur de cette 
chaine d'actions, on retrouve Pintervention des services ambulanciers (Laberge-Nadeau et al., 
1998). 
Lorsqu'un patient est pris en charge par les services ambulanciers, les moyens de 
communication entre l'ambulance et l'hopital de premiere ligne pouvant recevoir le patient se 
limitent actuellement a des communications vocales via telephone cellulaire ou radio mobile. 
Recemment, notre groupe de recherche a developpe un prototype de plateforme de 
communication multimedia sur protocole IP dediee aux communications medicales d'urgence 
pre-hospitalieres (Dorais-Joncas, 2007), En plus de la communication vocale entre une 
ambulance et un hopital, cette plateforme permet la communication des signaux 
physiologiques du patient. Dans un premier temps, les signaux physiologiques consideres sont 
des electrocardiogrammes. On mentionne qu'il s'agit d'une communication multimedia 
puisque plusieurs types de flots d'information (information vocale et physiologique) sont 
transmis. 
Au-dela de la communication multimedia, le prototype permet egalement la mise en 
conference de plusieurs entites en mode pleinement maille. Dans un cas d'utilisation typique, 
un ambulancier etablit d'abord une communication point-a-point entre l'ambulance et 
l'hopital de premiere ligne pour permettre au medecin urgentologue en service de prendre 
connaissance de l'etat du patient et de ses signaux physiologiques. En fonction de son 
appreciation de l'etat du patient, le medecin urgentologue pourrait vouloir consulter un autre 
medecin ou un specialiste. C'est ainsi que la communication point-a-point se transforme en 
une communication pleinement maillee ou toutes les entites impliquees (ambulancier, 
medecin urgentologue, specialiste) peuvent dialoguer et avoir acces aux signaux 
physiologiques du patient en temps reel. II devient alors possible de prendre une decision 
eclairee quant au meilleur traitement a offrir au patient ainsi qu'a propos du meilleur endroit, 
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l'hopital de premiere ligne ou une autre institution plus specialised, vers lequel il faut diriger 
l'ambulance pour assurer des soins optimaux. Cette communication medicale d'urgence pre-
hospitaliere permet aussi la preparation des equipes hospitalieres avant meme l'arrivee du 
patient a l'hopital. Ce faisant, les chances de survie du patient sont maximisees tandis que les 
risques de sequelles sont minimises. 
L'intervention des services ambulanciers peut etre requise a tout moment. II n'est pas du 
tout evident que les entites (ambulancier, medecin urgentologue, specialiste) qui doivent 
interagir lors d'une communication d'urgence medicale pre-hospitaliere soient spontanement 
disponibles ou facilement joignables. Cette situation indesirable constitue le cceur de la 
problematique que nous proposons de solutionner. Pour ce faire, nous proposons la mise au 
point d'un service de presence specifique au milieu medical. Ce service pourra eventuellement 
s'integrer a la plateforme de communication multimedia sur protocole IP qui a ete developpee 
au sein de notre groupe de recherche. 
Un service de presence permet aux utilisateurs de publier des informations personnelles 
telles leur disponibilite momentanee, les moyens de communication par lesquels ils peuvent 
etre joints. II permet aussi de controler l'acces des autres utilisateurs a ces informations. 
Contrairement aux services de presence qui sont dedies aux systemes de communication 
personnels (e.g. MSN Messenger, Skype, etc.), le service de presence que nous proposons 
inclut un outil de recherche qui se base non pas sur l'identite d'une personne mais plutot sur sa 
specialite et sa localisation. D'autres parametres peuvent s'inclure dans cette recherche. En 
effet, un medecin urgentologue necessitant l'avis d'un cardiologue n'a pas besoin de joindre 
un individu en particulier mais a plutot besoin de joindre un individu specialiste dans le 
domaine vise. 
1.2. Objectifs du projet de recherche 
La problematique que nous abordons est celle de pouvoir joindre, a tout moment, une 
ressource du milieu medical possedant certaines caracteristiques de specialite et de 
disponibilite. Pour y repondre, nous suggerons la mise au point d'un service de presence 
adapte au contexte des communications d'urgence medicale pre-hospitaliere. L'objectif 
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general de notre projet de recherche est done de contribuer a I'avancement de la 
technologie des systemes de presence en contexte medical 
De maniere plus precise, les objectifs specifiques de notre projet de recherche sont les 
suivants : 
• Definir un modele d'informations de presence specifique au contexte medical; 
• Definir un modele abstrait de 1'architecture de notre service de presence, incluant la 
definition des entites presentes dans cette architecture; 
• Definir les operations que le service de presence propose doit inclure pour etre 
adequatement fonctionnel; 
• Proposer une implementation du service de presence a l'aide de technologies 
actuelles telles la technologie XML (Annexe A.l) et la technologie SIP (Rosenberg 
etal.,2002); 
• Developper un prototype du service de presence pour en faire la preuve de concept; 
• Discuter de l'integration du service de presence a une plateforme de communication 
multimedia sur IP vouee au contexte medical; 
• Commenter certaines implications pratiques comme, par exemple, les modes de 
mise a jour des informations de presence et la securite informatique. 
1.3. Methodologie 
Notre methodologie, dont les resultats sont rapportes dans les prochains chapitres, debute 
par une etude de I'etat de l'art des services de presence et une description du cadre de 
reference technologique dans lequel nous travaillons (chapitre 2). Par la suite, nous presentons 
les modeles abstraits du service de presence ainsi que les operations a mettre au point pour 
realiser le service de presence (chapitre 3). Au chapitre 4, nous proposons une implementation 
du service de presence employant des technologies actuelles comme la technologie XML et la 
technologie SIP. Nous rapportons egalement le developpement d'un prototype nous 
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permettant de faire la preuve de concept du service de presence. Au chapitre 5, nous testons et 
evaluons le prototype realise pour concretiser ce projet. Finalement, le chapitre 6 traite de 
1'integration du service de presence a une plateforme de communication multimedia sur IP 
pour le milieu. 
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2. ETUDE DE L'ART 
2.1. Recherche Bibliographique 
L'environnement de sante est un milieu tres dynamique. L'intercommunication, la mobilite 
et l'acces a 1'information des agents medicaux sont des parties integrantes du paysage 
medical, Les agents medicaux se composent du personnel medical, des patients et des 
dispositifs. Par exemple, un ambulancier au lieu de l'accident a besoin de communiquer avec 
un specialiste, pour lui transmettre un electrocardiogramme (ECG) pour fins d'analyse. 
Cette communication se realise par l'intermediaire de differents dispositifs fixes et mobiles. 
Leur evolution rapide ainsi que Fapparition de nouvelles generations d'appareils utilisant 
differentes technologies de connexion ont diversifie l'acces a rinformation. Cette diversite 
etend la zone d'accessibilite des appareils et par la suite elargit la zone d'action. 
Les moyens de communication modernes permettent de concretiser le dynamisme voulu de 
l'environnement de sante. Le partage rapide et efficace de rinformation entre les agents 
medicaux aura un impact significatif sur le milieu medical. Ceci nous mene a introduire la 
notion de la telemedecine qui est l'integration de la telecommunication dans le domaine 
medical. 
Plusieurs technologies de communication touchent le domaine medical. On note un systeme 
generique applique a la notification d'urgence et a la surveillance d'evenement. Ce systeme a 
ete applique a l'urgence et a la surveillance d'evenements medicaux (Arabshian et al., 2003a). 
Le domaine de la telemedecine touche aussi le reseau de telephonie cellulaire. On note un 
mecanisme de transmission de donnees medicale d'urgence sur les reseaux cellulaires 
(Arunachalan et al, 2007). Le langage HL7 est utilise dans ce mecanisme au niveau de 
l'echange de rinformation medicale. HL7 est un langage internationalement agree pour 
l'echange de rinformation medicale entre les systemes informatiques. 
La technologie de presence est en train de gagner un interet significatif dans plusieurs 
domaines. Elle devient un composant indispensable dans l'industrie recente des 
telecommunications. Les services bases sur la presence conduisent a de nouvelles opportunites 
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d'affaire et changent chaque aspect de notre vie quotidienne. On entend par service de 
presence, tout service permettant de stocker et de gerer les informations de presence. Ces 
informations sont mises a jours en temps reel, elles comprennent Petat de presence et/ou 
disponibilite et la localisation des utilisateurs. 
II existe un modele abstrait de presence defini par le RFC2778 (Day et al., 2000a). Son but 
est de fournir un vocabulaire commun pour les futurs travaux sur les exigences des protocoles 
pour la presence et la messagerie instantanee. 
Le protocole de communication utilise dans plusieurs systemes de presence est SIP {session 
initiation protocol) (Rosenberg et al., 2002). C'est un protocole d'initiation de sessions 
multimedias, il est utilise aussi dans la notification et I'inscription des usagers. Le protocole 
de communication SIP est detaille plus a l'annexe A.2. 
La majorite des articles recommandent XML {extensible Markup Language) comme etant 
le langage le plus adapte pour le codage de l'information de presence. Cela est du au fait que 
cette information a une structure hierarchique et doit etre entierement extensible. PIDF 
(Presence-Information Data Format) represente le format de donnees de Pinformation de 
presence. Elle est definie dans (Sugano et al., 2004). Des extensions d'etat de presence se 
trouvent dans plusieurs ebauches {drafts) du groupe de travail SIMPLE {SIP for Instant 
Messaging and Presence Leveraging Extensions) de Porganisation IETF (Internet Engineering 
Task Force). 
L'article (Jin et al., 2004) detaille un service de messagerie instantanee et de presence en 
utilisant SIMPLE. Une demonstration a ete realisee avec YAPIJAINTM SIP/SIMPLE. C'est 
une interface de programmation qui permet d'implementer le protocole SIP/SIMPLE. II y a 
aussi l'article (Peternel et al., 2008) qui met Paccent sur la collaboration effective en utilisant 
l'information de presence. Les localisations et les etats de presence des agents sont detectes et 
regroupes dans le serveur de presence afin de les distribuer aux utilisateurs concernes. 
Aussi l'article (Huh et al., 2007) utilise la notion de RessourceList (RL) Hierarchique pour 
ameliorer la collaboration entre les agents ; Pinformation notifiee par le serveur de presence 
englobe generalement plusieurs agents, le RL est une liste de ressources, geree par le RS 
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Server (RLS), contenant un groupe d'agents. Au lieu d'envoyer pour chaque agent une 
notification, le serveur de presence aura juste a envoyer une seule notification contenant 
Pinformation relative a tous ces agents. Le RLS est done une methode pour regrouper les 
agents. On peut creer plusieurs listes differentes. 
Afin de gerer toute une liste d'agents, le serveur de presence utilise le protocole XCAP 
{XML Configuration Access Protocol). II permet a un client de lire, ecrire et modifier 
1'information de configuration d'applications stockees en format XML dans un serveur. Ce 
protocole est utilise dans (Jin et al., 2004), (Peternel et al., 2008) et (Huh et al., 2007). 
L'information de presence doit etre protegee. Elle peut contenir des informations 
strictement confidentielles. Les methodes de securite et de confidentialite sont parmi les 
grands soucis des utilisateurs du service de presence (Lucenius, 2008). Dans cet article, on a 
mis l'accent sur la securite et la confidentialite dans les services de presence. 
Actuellement les systemes sont assez intelligents pour connaitre l'etat de presence ou la 
localisation des agents sans intervention humaine. L'information est retiree, par exemple, des 
capteurs ou constatee de quelques variables (Wu, 2007), grace a l'utilisation des nouvelles 
technologies en relation avec la presence et la localisation. 
La localisation est une information de presence. Le systeme RFID {Radio Frequency ID) est 
generalement utilise pour le tracage d'agents, 1'identification de patients ou de professionnels 
ou la surveillance des entrees de zones a acces limitees. II y a aussi les wifi tags qui servent a 
localiser les agents. La zone d'acces de ces systemes est limitee (Chiang et al., 2008). II y a le 
systeme GPS {Global Positioning System). II permet la localisation satellitaire sur une zone 
geographique etendue, mais il ne fonctionne pas dans les zones interieures. De surcroit, sa 
precision n'est souvent pas suffisante pour une application dans le domaine qui nous interesse. 
L'utilisation du protocole de communication sans fils Zigbee dans plusieurs systemes de 
surveillance de sante est bien acceptee. Ce protocole fonctionne bien avec les systemes a 
faible consommation d'energie mais a bas debit. II peut transmettre en temps reel les 
informations medicales recueillies des capteurs ECG par exemple. Une fois ces informations 
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integrees au sein du service de presence, celles-ci sont transmises aux utilisateurs par le 
protocole SIP (Kim et al., 2007). 
Les recherches actuelles en telemedecine integrent les reseaux mobiles de troisieme 
generation. Ce systeme permet de mettre tout le personnel medical en relation, de 
l'ambulancier jusqu'au medecin specialiste. II peut connecter aussi les patients et les met sous 
surveillance medicale par P intermediate de capteurs places sur le corps (Viruete Navarro et 
al., 2005), (Zou et al., 2004). D'ailleurs, il y a un cas ou la telemedecine integre le reseau 
cellulaire (Arunachalan et al., 2007). 
Les recherches recentes du domaine medical on mit 1'accent aussi sur les systemes de 
conference multimedia ; ces systemes consistent en un ensemble d'agents mobiles et fixes qui 
s'echangent 1'information. On trouve une application de conference video securisee basee sur 
SIP (Tulu et al., 2003). On peut s'inspirer aussi du systeme de collaboration dans le domaine 
de la sante adapte a la ville de Taiwan (Hsieh et al., 2006). Ce systeme permet le suivi en 
temps reel de Petat d'une situation d'urgence medicale et offre des instructions adaptees aux 
intervenants. 
La communication entre les ambulanciers et le centre d'urgence est cruciale par rapport a la 
vie des patients dans plusieurs cas. Comme P ambulance est un vehicule mobile, on a done 
besoin d'un systeme de telemedecine sans fils. L'article (Navarro et al., 2006) traite d'un 
systeme de communication entre les ambulanciers et les medecins a travers plusieurs 
platefprmes de reseaux. 
La telemedecine utilise meme la communication par satellite VSAT (Very Small Aperture 
Terminal) (Pandian et al., 2007). Ce systeme transmet les donnees medicales au moyen 
d'antennes paraboliques. II est equipe d'un systeme de visioconference. II est pratique dans les 
zones rurales ou sinistrees, la ou il n'y a pas d'infrastructures deployees. 
Avec le progres de la technologie de telecommunication et Putilisation des appareils 
mobiles, il est devenu naturel d'utiliser de telles technologies pour ameliorer Pefficacite des 
services de sante. Ces technologies permettent au personnel hospitalier de rester connecte a 
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ses systemes vitaux sans se soucier de leur localisation dans les etablissements medicaux ou 
ailleurs. 
Cependant, il reste un probleme : la disponibilite d'un utilisateur a executer une tache 
specifique a un moment donne. L'integration d'un service de presence aux applications 
medicales s'avere essentielle afin de resoudre ce probleme. L'article (Arabshian et al., 2003b) 
decrit un systeme de surveillance d'evenements medicaux base sur SIP. Ce systeme integre le 
service de presence, l'information de presence est transmise par le protocole SIP. Dans ce cas, 
la technologie Bluetooth est utilisee pour determiner la localisation des medecins. Bluetooth 
est une specification de l'industrie des telecommunications. Elle utilise une technologie radio 
courte distance destinee a simplifier les connexions entre les appareils electroniques. 
Aussi, il existe un autre systeme detaille par l'article (Lakas et al., 2005). Ce systeme est 
assez complet. II interconnecte tout le personnel medical. Un service de presence est integre a 
ce systeme, Pinformation de presence comprend la localisation et l'etat de presence de chaque 
agent medical. La localisation est determinee par les capteurs communicants par Zigbee et 
d'autres appareils mobiles. La securite est integree a ce systeme. 
D'apres ce qu'on a apercu de la litterature, on remarque qu'il existe plusieurs applications 
medicales vraiment performantes. Elles integrent les technologies recentes pour promouvoir 
l'efficacite de leurs systemes et ensuite appuyer le domaine de la sante. Neanmoins, le cas ou 
un professionnel medical a besoin d'une consultation urgente de la part d'un specialiste n'est 
pas encore traite. Rappelons que nous avons enonce, au chapitre 1, qu'un des objectifs 
specifiques de notre projet concerne la definition d'un modele d'informations de presence 
specifique au contexte medical. 
On va essayer, au cours de cette recherche, de resoudre ce probleme. On va developper un 
service de presence applique au domaine medical et qui a la particularite de permettre une 
recherche de personnel qui repond a des criteres specifiques, tels que la specialite, la 
localisation et/ou l'etat de presence. Cette particularite fait de cette recherche une innovation 
dans le domaine des urgences medicales. 
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Dans cette partie, on a positionne ce projet par rapport a ceux existants. Au debut, on a 
mentionne des articles se rapportant au domaine medical. Puis, on a introduit la notion de 
presence en citant quelques autres articles. Ensuite, on a clarifie les applications medicales en 
les appuyant par des articles relatifs a ce domaine. Puis, on a cite des articles se rapportant aux 
applications medicales integrant le service de presence. Finalement, on a mis en evidence un 
des objectifs specifiques du projet. Tout au long de ce developpement, plusieurs technologies 
existantes ont ete mentionnees par tous ces articles. On utilisera plusieurs de ces technologies 
dans ce projet. Cependant, seules les principales seront definies dans la partie suivante. 
2.2. Cadre de reference 
Dans cette section, on definira le systeme de presence et les differentes technologies 
principales impliquees qu'on utilisera dans ce projet. Dans la partie systeme de presence, on 
definira le modele abstrait, le profil cornmun de presence, le flot de donnees dans un systeme 
de presence et le format de donnees de Pinformation de presence PIDF. Dans la partie 
technologies impliquees, on developpera les mecanismes de stockage de 1'information de 
presence incluant une breve introduction au langage XML dans une sous-partie intitulee base 
de donnees. On mettra aussi l'accent sur la communication client/serveur, on definira le 
protocole SIP et, pour finir, on clarifiera les considerations de securite. 
2.2.1. Systeme de presence : modele abstrait 
On va presenter dans ce paragraphe le modele abstrait du systeme de presence. Ce modele 
est inspire essentiellement du RFC2778 (Day et al., 2000a) (A model of presence and instant 
Messaging). Ce paragraphe se compose d'une premiere partie ' Architecture generale' et 
d'une deuxieme partie ' Profil cornmun de presence CPP '. 
Un systeme de presence assure la bonne gestion de presence d'un groupe d'utilisateurs qui 
veulent partager leurs informations de presence entre eux. II accepte l'information de 
presence, la stocke dans une base de donnees et la distribue aux utilisateurs concernes. II 
fournit aussi les moyens necessaires pour garantir le bon deroulement de ces processus. II 
traite l'acces aux informations de presence selon des regies conformes au protocole mis en 
place par l'administrateur. 
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Les moyens de communication qui peuvent etre utilises pour exploiter les informations de 
presence des utilisateurs sont nombreux : clavardage (chat), mms (Multimedia Messaging 
service), sms (Short Message Service), courriel, telephone, video, ... Chaque moyen de 
communication procure l'etat de presence de l'utilisateur (PRINCIPAL en general) a un 
moment donne. Ceci s'appelle de l'information generale de presence : utilisateur connecte, 
non connecte, enregistre, absent, de retour,... On peut aussi trouver de l'information detaillee 
de presence telle que libre, parti manger, sur la route, sommeil, ... L'information de presence 
peut aussi contenir la localisation des utilisateurs (information geographique pertinente selon 
le contexte) par 1'intermediate de dispositifs de localisation. 
Architecture generale: 
Les agents externes: 
On definit le PRINCIPAL comme etant un humain, groupe, et/ou programme qui choisi 
d'apparaitre au SERVICE DE PRESENCE comme un acteur singulier, distinct des autres 
PRINCIPALS, et qui utilise le systeme comme un moyen de coordination et de 
communication. II est completement en dehors du modele. 
Le PRINCIPAL interagit avec le systeme via un ou plusieurs USER AGENTS 
(PRESENCE USER AGENT, WATCHER USER AGENT). Les USER AGENTS sont 
separes dans ce modele bien que plusieurs implementations combinent certains d'entre eux. 
Un USER AGENT est une entite qui intervient entre un PRINCIPAL et une PRESENTITY ou 
un WATCHER. C'est lui qui etablit la communication avec le PRESENCE AGENT. 
Les agents internes: 
Le systeme de presence comprend deux ensembles d'entite : le service de presence et deux 
categories de client. Certaines composantes de ces entites pourraient etre combinees dans une 
implementation, mais elles seront traitees separement dans le modele. Un ensemble de clients, 
appele PRESENTITIES, fournit 1'INFORMATION DE PRESENCE pour etre stockee et 
distribuee. L'autre ensemble de clients, appele WATCHERS, recoit 1TNFORMATION DE 
PRESENCE du service. Le service de presence accepte, stocke, gere et distribue l'information 
de presence. 
11 
Les clients : WATCHER et PRESENTITY 
II y a deux sortes de WATCHERS, appeles FETCHERS et SUBSCRIBERS. Un FETCHER 
demande simplement la valeur courante d'INFORMATION DE PRESENCE d'un certain 
PRESENTITY du SERVICE DE PRESENCE. Un SUBSCRIBER demande des notifications 
du SERVICE DE PRESENCE en cas de futurs changements dans I'INFORMATION DE 
PRESENCE d'un certain PRESENTITY. II y a un type special de FETCHER, celui qui 
apporte l'information de facon reguliere : il est appele POLLER. 
WATCHER 
FETCHER 
r- POLLER - i 
i— SUBSCRIBER - i 
Fig. 1 : Varietes de WATCHER. 
Un presentity se definit comme une entite logique qui projette ses informations de presence 
a ses parties interessees (watchers). II stocke toutes les informations de presence, les regies 
d'acces et les preferences du PRINCIPAL et par la suite notifie le service de presence chaque 
fois qu'il y a un changement dans ces informations. II peut confier le traitement des droits 
d'acces au service de presence : ce dernier est alors averti de toutes les regies necessaires. 
Relation entre agents: 
Le role du service de presence est de collecter et stacker toutes les informations de presence 
des PRINCIPALS dans un seul document (base de donnees) en parcourant toutes les 
PRESENTITIES. II distribue aussi des informations exactes cumulees, concernant des 
PRESENTITIES specifies a des WATCHER specifies qui ont ete deja inscrits pour recevoir 
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de telles informations de presence. Des regies d'acces pourraient etre imposees par le 
PRINCIPAL afin d'approuver ou non les demandes d'inscription et de filtrer et/ou changer les 
informations de presence expedites. Tout cela est a la discretion du PRINCIPAL et/ou 
l'administrateur. 
Le SERVICE DE PRESENCE detient non seulement les informations des WATCHERS 
mais aussi leurs activites envers 1'INFORMATION DE PRESENCE en termes de recherche 
ou inscription. De meme, il peut distribuer certaines informations de presence de certains 
WATCHERS et leurs activites, a un certain WATCHER, en utilisant les memes mecanismes 
qui sont disponibles pour notifier. Cette technique consiste a verifier la conformite de 
1'INFORMATION DE PRESENCE presente dans ce WATCHER a un moment donne et a 
intercepter des activites anormales de certains tiers. De cette maniere, il peut detecter certaines 
anomalies pouvant etre causees par des attaques malveillantes comme l'usurpation (spoofing). 
Le partage de l'information se fait par l'intermediaire de notifications des changements 
d'etat de presence de chaque utilisateur concerne en permettant aux utilisateurs de se souscrire 
entre eux. 
L'inscription se fait par l'intermediaire d'une demande faite par un SUBSCRIBER au 
SERVICE DE PRESENCE afin d'avoir acces a des INFORMATIONS DE PRESENCE 
concernant un certain PRESENTITY ou un groupe de PRESENTITYs. Le SERVICE DE 
PRESENCE traite la demande puis decide s'il accepte de le notifier ou juste negliger sa 
demande. Le cas echeant, les changements dans 1'INFORMATION DE PRESENCE se 
distribuent aux SUBSCRIBERS via notifications. La notification peut etre limitee (les 
conditions d'acces a des INFORMATIONS DE PRESENCE d'un certain PRESENTITIE sont 
traitees dans ce prochainement). 
Cas ^utilisation typique: 
Les changements dans 1'INFORMATION DE PRESENCE sont distribues aux 
SUBSCRIBERS via notifications. La figure suivante montre un cas d'utilisation permettant de 
comprendre les roles et les relations des diverses entites impliquees dans un systeme de 
presence. Le schema montre trois PRINCIPALS qui essaient d'interagir avec un serveur de 
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presence. II determine comment le flux d'information circule d'une entite a une autre et 
determine aussi le changement de 1'INFORMATION DE PRESENCE. 
% 
Watcher 
Watcher UA 
Presentity 
4 |PIA1->PIA2 
Presence UA 
Principal A 
Deja inscrit 
* 
3 Watcher 
PIA1->PIA2 
Watcher UA 
Presentity 
PIB1 
Presence UA 
Principal B 
Deja inscrit 
± 
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Watcher 
PIA2 
Watcher UA * 
Presentity 
PIC1 
Presence UA 
Principal C 
Notification 
Notification 
Inscription au PIA 
Serveur de presence 
Etat de presence. 
PIA : PIA1->PIA2 
PIB : PIB1 
PIC : PIC1 
Controle d'acces... 
Notification 
10 
Incription au PIA 
Fig. Architecture generale - interaction entre elements 
PIA : Information de presence de A. 
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Interpretation de la figure 2 : 
Le WATCHER B s'inscrit aux informations de presence de A, il envoie sa requete au 
service de presence (1). Ce dernier procede a quelques verifications de droit d'acces, et peut 
interroger le PRINCIPAL concerne en envoyant sa demande a la PRESENTITY, et le cas 
echeant va notifier le WATCHER B en lui envoyant egalement un paquet de donnees 
contenant les informations de presence de A. Ces dernieres peuvent etre completes, partielles 
ou modifiees suivant le resultat obtenu par I'enquete effectuee par le service de presence (ou 
Pinvestigation) (2). Le WATCHER B reconnait 1'information, l'accepte puis la memorise (3). 
Ensuite, A change son etat de presence de PIA1 a PIA2, done notifie le service de presence 
automatiquement. Ce service, de son tour, reconnait le paquet d'information, l'identifie, et 
change 1'information de presence appropriee de PIA1 a PIA2 (4), (5), (6). 
Le service de presence enregistre un changement dans le PIA, done va notifier tout 
WATCHER inscrit a cette information de presence, et en consequent il va notifier B, qui a son 
tour recoit la notification et change de PIA1 a PIA2. (7) et (8) 
Subsequemment, le C envoie une requete d'inscription au service de presence concernant 
les informations de presence de A. Ce service de presence accepte et notifie C, et en 
consequence le WATCHER de C reconnait le paquet et memorise rinformation de presence 
(9), (10), (11). 
Profil commun de presence : CPP 
On a presente dans le paragraphs precedent l'architecture generale d'un systeme de 
presence. Dans ce qui suit, on presentera le profil commun de presence « CPP : Commun 
Presence Profile » definit par le RFC3859. 
II existe plusieurs protocoles de presence. Cependant, ceux-ci sont generalement peu 
interoperables. Pour corriger cette situation, le CPP a ete elabore. Celui-ci facilite la creation 
des passerelles entre les services de presence. 
Les comportements du service sont decrits abstraitement sous forme d'operation entre le 
fournisseur de service et le client. Chaque service de presence doit done decrire comment ces 
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comportements influencent ses propres interactions de protocole. Par exemple, une strategie 
permet de transmettre de 1'information de presence comme paire (valeur, cle) ou une 
representation binaire compacte ou nested container. 
Chaque service de presence doit indiquer comment des exemples bien formes de la 
representation abstraite sont encodes comme une serie concrete de bits. 
Notez que cette specification admet que le protocole de presence adapte a CPP fourni la 
livraison fiable des messages; il n'a aucune couche d'application qui assure la livraison des 
messages dans cette specification. Dans ce qui suit, on va definir les differentes operations 
associees a ce profil. 
Operation inscription 
Pour qu'une application s'inscrive a l'information de presence, elle fait appel a l'operation 
'inscription' qui comporte les parametres watcher, target, duration, subscriptID et tansID. 
Le watcher et target designent respectivement l'adresse SIP du watcher et de la presentity. 
La duration specifie le nombre de secondes maximal pendant laquelle l'inscription devrait 
etre active (qui peut etre 0). Le subscriptID cree une reference a l'inscription utilise par la 
desinscription. Le transID est l'identifiant unique utilise pour Her l'operation d'inscription 
avec la reponse et vice versa. Les passerelles devraient etre capables de manipuler des transID 
et subscriptID de longueur allant jusqu'a 40 octets. 
watcher target duration sbscriptID transID 
I 1 PRESENCE 
Fig. 3 : L'operation « inscription » 
'APP.', qui represente 1'application, peut annuler une inscription a n'importe quel moment 
en reappelant l'operation « inscription » avec une duree zero avec le meme SubscriptID que 
l'operation d'inscription originale. L'operation de notification appelee comme reponse a cette 
inscription peut etre ignoree. 
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Operation reponse 
Des la reception de I'operation «inscription», le service repond immediatement en 
appelant I'operation « reponse » contenant le meme transID. L'operation « reponse » a les 
attributs suivants : status, transID et duration. Le status indique si I'operation d'inscription a 
reussi ou echoue. Le transID de la reponse est le m&ne que celui de l'inscription. 
La duration peut etre differente de la valeur demandee. 
APP. 
status transID duration 
SERVICE DE 
PRESENCE 
Fig. 4 : L'operation « reponse » 
Operation notification 
Le service appelle l'operation « notification » aussitot que l'operation « reponse » reussit. 
L'operation « notification » contient les attributs suivants : watcher, target et transID. Les 
deux premiers attributs sont identiques a ceux donnes dans l'operation «inscription » qui a 
declenche cette operation. Le transID est un identifiant unique pour cette notification. 
L'operation de « notification » contient aussi de l'information de presence (contenu detaille 
dans la section ...). 
APP. 
watcher target transID infor. de presence 
SERVICE DE 
PRESENCE 
Fig. 5 : L'operation « notification » 
Le service appelle l'operation de notification jusqu'a la duree specifiee par le parametre 
duration qui est suppose non nul. La notification se produit des qu'il y a n'importe quel 
changement dans l'information de presence des presentitys. Si la duree est zero, alors une 
seule notification est appelee, realisant une seule fois 1'interrogation de Pinformation de 
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presence. II n'y a pas d'accuse de reception pour 1'operation de notification defini dans le 
CPP. 
Flot de donnees dans un systeme de presence 
Afin de mieux comprendre les flots de donnees circulant lors d'une communication, une 
architecture a trois couches a ete adoptee et est accompagnee par un schema. Cette 
architecture comprend un cas reel, une requete d'initiation de session suivie d'une session 
multimedia. La facon dont les donnees circulent entre les entites est a retenir. 
Dans l'architecture 'trois couches' de la fig. 6, un systeme de traitement d'appel (dont 
I'ecriture est en italique) accompagne d'un systeme de presence ont demontre la situation 
illustree par la facon qu'un systeme de communication fonctionne. II a deux types de 
composantes, user agents et reseau de serveurs. Au cours de l'envoi d'un message d'initiation 
de session, un user agent permet a un appelant (ou un watcher dans un systeme de presence) 
d'initier une requete et permet egalement a un appele (ou un presently dans un systeme de 
presence) de repondre a la requete. 
Un presence user agent, est un composant logique dans les systemes de presence, prend en 
charge les terminaux d'un presentity (telephone, cellulaire, Personal Digital Assistant (PDA) 
etc.), manipule l'information de presence et livre les donnees de presence fournies par les 
terminaux aux Presence Agent. Le controle d'acces se fait dans ce cas par 1'intermediate de 
services personnalises, qui sont programmes par les usagers, geres par le serveur de controle 
d'acces, et executes par les user agents ou les presence agents. 
Un message d'initiation de session peut contenir l'information expliquant une session media 
(ex. audio, video, etc.). La session se produit apres l'initiation. Le serveur dirige les messages 
d'initiation de session vers leur destination. Un registrar accepte les requetes et garde 
Pinformation des usagers pour fournir le service de localisation, considere comme la cle de la 
mobilite. Se trouvant en haut de la couche transport, les messages d'initiation de sessions 
peuvent transmettre des donnees : description de session, messages instantanes, documents de 
presence, etc. Une fois la session s'etablie, les entrees medias temps reel sont echantillonnees, 
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converties en un format numerique et encapsulees, Ces entrees medias sont en consequence 
distributes. 
Une difference dans le traitement de service entre les systemes ci-dessus est constatee : Le 
systeme de traitement d'appel fournit un service synchronise a un appelant et a un appele, 
initie par I'envoi d'un message d'initiation de session INVITE d'un appelant. Le systeme de 
presence fournit un service non-synchronise a un watcher et un presentity, initie par I'envoi 
d'un message SUBSCRIBE d'un watcher et suivi par un message NOTIFY non-synchronise 
de la presentity. Notant ainsi que la presente memoire met l'accent sur le systeme de presence 
(Jiang et al., 2005b), (Jiang et al., 2005a). 
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Fig. 6 : Architecture t r o i s couches - f l o t de donnees 
Format de donnees de l'information de presence «PIDF» 
Introduction sur PIDF: 
Le format de donnees de l'information de presence PIDF « Presence Information Data 
Format » defini dans (Sugano et al., 2004), est le format de reference pour toutes les 
implementations de presence de 1'IETF. Le PIDF est ainsi concu a la suite du profil commun 
de presence CPP et il est le format de donnees commun pour tous les systemes conformes a 
CPP. Le PIDF a ete concu des le debut pour etre extensible, flexible et ainsi convenable pour 
les systemes de presence courants et futurs. 
Le format specifie dans cette partie definit de format de presence de base. II definit aussi un 
ensemble minimum d'etat de presence requis pour former un systeme de presence. On va 
enumerer aussi quelques extensions fortement recommandees, voire meme indispensables et 
tres utiles pour la fiabilite et la comprehension de l'information exigee par la majorite des 
domaines. Une etude plus profonde est realisee prochainement afin de concevoir un format de 
presence adapte au contexte medical. 
Decision de conception: 
On a adopte le modele decrit dans (Sugano et al., 2004) comme le point de depart. Ce 
modele contient plusieurs declarations au sujet de l'information de presence qui peut etre 
consideree comme un ensemble de base de contraintes pour la conception du format. 
Le modele minimal: 
Ce modele est base sur le travail du groupe IMPP «Instant Messaging and Presence 
Protocol» appartenant a 1'IETF «Internet Engineering Task Force» (Internet Society, s. d.). 
Cette derniere organisation a pour mission de produire des documents technique et 
d'ingenierie appropries qui influent la maniere dont les gens conceptualise, utilise et gere 
Pinternet de maniere a rendre 1'internet plus efficace. Ces documents comprennent des 
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standards de protocole, les meilleures pratiques actuelles, et des documents informationnels de 
differents types. 
L'information de presence se compose d'un ou plusieurs tuples de presence ((presence 
tuples}}; ce dernier se compose a sont tour d'un statut «status», adresse de communication 
((communication adress» qui est optionnelle et d'autres extensions de presence ((presence 
extension}}. Notez que dans ce document, 1'adresse de contact ((contact address}} refere a un 
URI ((Universal Ressource Identifier}} (RFC2778 : sec.3). 
L'ensemble minimum de la valeur status est open et close. II y a d'autres valeurs de status 
qui peuvent etre combinees ou echange avec ceux-ci (RFC 2778 : Sec.3, RFC2779 : Sec.4.4.1 
- 4.4.3 (Day et al., 2000b). Ces valeurs de status peuvent influencer le traitement des requetes 
par les recepteurs concernes, ils peuvent aussi declencher des processus speciaux comme la 
generation automatique de messages ou redirection d'appels. Un status peut se composer 
d'une ou plusieurs valeurs (RFC2778 : Sec.2.4). 
II doit y avoir un moyen d'extension du format de presence commun pour representer 
d'autres informations complementaires qui ne sont pas incluses dans le format commun. Les 
mecanismes d'extension et d'enregistrement doivent etre definis dans le schema de 
P information de presence, incluant de nouveaux etat de status et de nouvelles formes a 
d'autres extensions de presence (RFC2779 : Sec.3.1.4 - 3.1.5). 
Le format commun de presence doit disposer d'un moyen qui identifie d'une maniere 
unique la Presentity dont l'information de presence est rapportee (RFC2779 : Sec.3.1.2). 
Le format de presence commun doit permettre a la Presentity de securiser l'information de 
Presence envoye au Watcher. II doit aussi permettre l'integrite, la confidentialite et 
1'authenticity pour etre applique a l'information de presence (RFC2779 : Sec5.2.1, 5.2.4, 
5.3.1,5.3.3). 
Caracteristiques supplementaires : 
Comme supplement au modele minimum decrit au dessus, le format specifie dans cette 
specification a les caracteristiques suivantes : 
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• On peut specifier les priorites relatives (relative priorities) aux adresses de contact 
dans notre modele. lis vont permettre a la source de l'information de presence 
d'indiquer au recepteur «watcher user agent» ses preferences sur des moyens de 
contact multiples. Par exemple un specialiste qui veut recevoir toutes les 
communications sur son cellulaire au lieu de son ordinateur met la priorite relative a 
son cellulaire la plus haute. 
• Le format de presence est capable de contenir le timestamp (heure et date), il permet 
aux recepteurs de savoir l'heure et la date de la creation de l'information de 
presence recue. En consequence, il peut etre utilise pour detecter une «replay-
attack», independamment du mecanisme fondamental de signature. 
2.2.2. Technologies impliquees 
Dans la derniere partie, on a vu le modele abstrait d'un systeme de presence. Dans cette 
partie, on presentera les technologies principales impliquees dans ce projet. On commencera 
par definir la base de donnees XML, puis la communication client serveur, ensuite le 
protocole de communication SIP pour finir avec les considerations de securite dont il faut 
tenir compte. 
La base de donnees X M L 
Introduction 
XML {Extensible Markup Language, «langage de balisage extensible ») est un langage 
informatique de balisage generique. Le World Wide Web Consortium (W3C), promoteur de 
standards favorisant l'echange d'informations sur Internet, recommande la syntaxe XML pour 
exprimer des langages de balisages specifiques. 
Son objectif initial est de faciliter l'echange automatise de contenus entre systemes 
d'informations heterogenes (interoperabilite). XML retient les principes essentiels comme : 
• la structure d'un document XML est definissable et se valide par un schema; 
• un document XML est entierement transformable dans un autre document XML. 
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Pour plus amples informations concernant le langage XML, referez vous a l'annexe A. 1. 
Le format de donnees de l'information de presence encode 1'information de presence en 
XML. En considerant les caracteristiques de l'information de presence qui a une structure 
hierarchique et qui devrait etre entierement extensible, XML est considere comme le cadre le 
plus adapte. L'information de presence est done stockee dans un document XML, ce qui 
consiste la base de donnees du systeme de presence. Dans ce paragraphe, on va identifier les 
raisons du choix d'un document XML comme base de donnees et la facon de gerer 
l'information de presence. Pour plus amples informations sur la notion de base de donnees, 
referez-vous a l'annexe A.3. 
Methode de stockage de I 'information de presence 
L'information de presence est stockee dans une base de donnees, qui est dans ce cas un 
document XML. On a choisi cette methode de stockage parce que 
• XML est une methode simple pour memoriser des donnees structurees dans un fichier 
texte. 
• II est un moyen simple d'echanger des donnees a travers un reseau de donnees, ce qui 
concorde parfaitement a notre cas. 
• Langage de balisage extensible et flexible d'utilisation 
• Un standard international interprete par la majorite des systemes informatiques, un 
simple editeur de texte peut lire son contenu. 
• Pas besoin d'un systeme de gestion de base de donnees puissant, XML satisfait a nos 
besoins. 
Manipulation de Vinformation 
Tout d'abord, le document de presence (la base de donnees) doit etre analyse par un parseur 
aim de gerer l'information existante. Le parseur qui est choisi dans notre cas est xerces-c 
DOM Parser, parce que 
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• II a ete utilise par un autre etudiant du groupe de recherche, sa comprehension et son 
integration dans le systeme est plus facile. 
• II est implements en C++, le langage utilise dans ce projet. 
• Son API est ouverte pour tout le monde et il est bien documented 
• II est efficace, facile a integrer et rapide d'acces de memoire, il satisfait aux besoins. 
Pour de plus amples informations sur la definition d'un parseur et sur la technologie xerces-
c DOM Parse, referez-vous a l'annexe A.4. 
Vue d'ensemble de la PIDF: 
Le type de contenue 'application/pidf+xml' : 
Le contenu de Pinformation de presence est de type pidf+xml, done le parametre content 
type de Pinformation de presence a la valeur ' application/pidf+xml'. Cette specification suit 
les recommandations et conventions decrites dans le RFC3023 (Murata et al., 2001), incluant 
la convention d'appellation du type ('+xml' suffix). 
Le contenu de l'information de presence : 
Dans ce qui suit, les grandes lignes des informations qui peuvent se trouver dans un 
document de type 'application/pidf+xml' sont donnees. La definition complete du contenu de 
PIDF est dans la section suivante. 
• Presentity URL : specifie PURL de la presentity. 
• Liste des tuples de presence. 
• Identificateur : marque pour identifier ce tuple dans l'information de presence. 
Status : open/close et/ou des extensions. 
/. Communication address : moyens de communication et adresse de contact de ce 
tuple. (Optionnelle) 
2. Relative priority : valeur numerique specifie la priorite de cette adresse de 
communication. (Optionnelle) 
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3. Timestamp : le temps et la date du changement de ce tuple. (Optionnelle) 
4. Readable comment: des notes au sujet de ce tuple. 
• Readable comment: des commentaires au sujet de la presentity. 
Format de donnees de presence encode par XML : 
On va definir dans cette section le format de donnees de presence (PIDF) encode par XML 
utilise dans les systemes conformes a CPP. La trame d'information de presence dans ce format 
qui se produit par la presentity (la source de 1'information de presence), et qui se transporte au 
watcher par le serveur de presence, bu les passerelles, ne subit aucune interpretation ni 
modification. Etant donne que la PIDF est encodee par le langage XML, une breve description 
de ce langage est realisee dans la section suivante. 
L'element <presence>: 
Les elements PIDF sont associes avec le nom d'espace-nom XML 
'urn:ietf:params:xml:ns:pidf, ce nom est declare en utilisant l'attribut xmlns. L'espace-nom 
peut etre declare par defaut ou associe avec quelques prefixes d'espaces-nom. Un espace-nom 
est un ensemble de ce qui est designable dans un contexte donne par une methode d'acces 
donnee faisant usage de noms symboliques (par exemple des chaines de caracteres avec ou 
sans restriction d'ecriture). 
La racine d'un objet 'application/pidf+xml' est l'element <presence> associe a l'espace-
nom de l'information de presence approprie. Ceci contient zero a n elements de type <tuple>, 
suivi de zero a n elements de type <note>, suivi par n'importe quel nombre d'extensions 
d'elements optionnels a partir d'autres espaces-noms. 
L'element <presence> doit avoir un attribut ''entity', la valeur de cet attribut est le 'pres' 
URL de la presentity publiant ce document de presence. Cette 'pres' URL pourrait etre une 
adresse SIP. En consequence, la valeur de l'attribut 'entity' pourrait avoir le format suivant : 
'pres : personne@exemple.com'. 
L'element <presence> doit contenir une declaration d'espace-nom ('xmlns') pour indiquer 
sur quel espace-nom le document de presence est base. Le document de presence conforme a 
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cette specification doit avoir l'espace-nom 'urn:ietf:params:xml:ns:pidf. II peut contenir 
d'autres declarations d'espaces-nom pour les extensions utilisees dans le document XML de 
presence. 
L'element <tuple>: 
L'element <tuple> porte un tuple de presence, se composant d'un element obligatoire 
<status>, suivi par n'importe quel nombre d'extension d'elements optionnels (eventuellement 
d'autres espaces-nom), suivi par un element <contact> optionnel, suivi par n'importe quel 
nombre d'elements <note> optionnels, suivi par un element <timestamp> optionnel. 
Les tuples fournissent une maniere de segmentation de 1'information de presence. Les 
protocoles et les applications peuvent choisir de segmenter rinformation de presence associee 
avec une presentity pour plusieurs raisons. Par exemple Pinformation de presence d'une 
presentity peut provenir de plusieurs dispositifs distincts ou applications differentes, ou etre 
generee a des periodes differentes de temps. 
L'element <tuple> doit contenir un attribut'«/' qui est utilise pour qu'il se distingue dans la 
meme presentity. La valeur d'un attribut 'zW doit etre unique par rapport aux valeurs des 
autres tuples de la meme presentity. Une valeur 'id' est employee par des applications traitant 
le document de presence pour identifier le tuple correspondant dans rinformation de presence 
pre acquise de la meme presentity. La valeur de Pattribut 'id' est une chaine de caractere 
arbitraire, qui n'a pas de signification au-dela de fournir des moyens pour distinguer les 
valeurs d'un <tuple>. 
L'element <statut>: 
L'element <status> contient un element optionnel <basic>, suivi par n'importe quel nombre 
d'extensions d'elements optionnels (possiblement d'autre espaces-nom), sous la restriction 
qu'au moins un element enfant apparait dans l'element <status>. Ces elements enfants de 
<status> contiennent des valeurs de statut de ce tuple. En permettant des valeurs de statut 
multiples dans un seul element <tuple>, differents types de valeurs de status tels que 
P accessibility et la localisation, peuvent etre representee par un <tuple>. 
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II existe plusieurs extensions de valeurs de statut (accessibility et localisation) definies par 
des definitions de schema. On peut les employer dans 1'element <status> pour enrichir ou 
completer I'information de presence. Le schema designe par l'URN (Universal Ressource 
Name) urn:ietf:params:xml:schema:pidf:status:rpid contient plusieurs d'extensions de ce 
genre. 
Notez que, bien que 1' element <status> doit avoir au moins un element de valeur de statut, 
ce statut peut ne pas etre 1'element <basic>. 
L'element <basic>: 
L'element <basic> contient une des chaines de caracteres suivante : open et close. 
Open : les elements du tuple correspondant sont disponibles a des requetes. 
Close : les elements du tuple correspondant ne sont pas disponibles a des requetes 
L'element <contact>: 
L'element <contact> contient un URL de l'adresse de contact. II a un attribut optionnel 
'priority', dont la valeur signifie une priorite relative a cette adresse de contact. La valeur de 
cet attribut doit etre un nombre decimal entre 0 et 1 inclusivement avec au maximum trois 
chiffres apres le point decimal. Plus la valeur est elevee, plus la priorite est elevee, voici des 
exemples de valeur de priorite : 0, 0.021, 0.5, 1.00. Si cet attribut est absent, les applications 
doivent assigner a l'adresse de contact la priorite la moins elevee. Si la valeur est hors limite 
alors les applications devraient ignorer la valeur et la traiter comme si 1'attribut n'etait pas 
present. 
Les applications devraient traiter les contacts qui ont les priorites plus elevees comme les 
plus preferees vis-a-vis a ceux qui ont les priorites les moins elevees. La facon dont les 
contacts de memes priorites sont manipules depend de 1'implementation. 
L'element <note> : 
L'element <note> contient une valeur de chaine de caractere generalement employee pour 
des commentaires lisibles par l'humain. Cet element peut apparaitre entant qu'element enfant 
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de <presence> ou de <tuple>. Dans le premier cas, le commentaire est au sujet de la 
presentity. Dans le deuxieme cas, le commentaire concerne un tuple particulier. 
Notez qu'un element <note> ne devrait pas etre employe et interprets comme un substitut 
non interoperable au statut de son element parent. 
Cet element devrait avoir un attribut special 'xml :lang' pour specifire le langage utilise 
dans le contenu de cet element. La valeur de cet attribut est l'identificateur de langage comme 
defini par le (Alvestrand, 2001). II peut etre absent quand le langage employe est indique 
implicitement par le contexte. 
L'element <timestamp>'. / 
L'element <timestamp> contient une chaine de caractere qui indique la date et l'heure du 
changement de status de ce tuple. La valeur de cet element doit suivre le 'IMPP datetime 
format' (Newman et al., 2002). Les timestamps qui contiennent les lettres T ou Z doivent 
utiliser la forme majuscule. 
Comme mesure de securite, cet element devrait etre inclus dans tout les tuples, a moins que 
l'heure exacte du changement du statut ne puisse pas etre determinee. Pour les directives de 
securite concernant la reception de 1'information de presence par les watchers avec timestamp, 
voir la partie Considerations de securite». 
Une presentity ne doit pas generer des elements successifs de <presence> qui ont le meme 
timestamp. 
Communication client/serveur 
Dans ce projet, les terminaux doivent communiquer a distance, le protocole SIP s'avere 
adequat pour ce genre de tache. II comporte toutes les signalisations necessaires comme 
'subscribe' et 'notify' mentionnees precedemment. En plus, il est une nouvelle norme 
internationale definie par le RFC3261. 
L'implementation de la transmission de donnees est faite avec la pile commerciale M5TSIP 
safe, et cela parce que 
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• L'equipe de recherche a acces au code source de la pile. 
• La pile contient toutes les signalisations necessaires dans ce projet. 
• II y a certains membres de l'equipe qui savent manipuler la pile et qui sont a notre 
disposition. 
• La pile est implementee avec C++ qui concorde avec le langage de programmation 
choisi dans ce projet. 
Le protocole de communication SIP 
Session Initiation Protocol (dont l'abreviation est SIP) est un protocole normalise et 
standardise par 1'IETF (decrit par le RFC 3261 et complete par le RFC 3265) qui a ete concu 
pour etablir, modifier et terminer des sessions multimedia. II se charge de l'authentification et 
de la localisation des multiples participants. II se charge egalement de la negotiation sur les 
types de media utilisables par les differents participants. SIP ne transporte pas les donnees 
echangees durant la session comme la voix ou la video. SIP etant independant de la 
transmission des donnees, tout type de donnees et de protocoles peut etre utilise pour cet 
echange. 
SIP comprend plusieurs fonctionnalites. Notons subscribe, elle consiste en une methode 
permettant d'inscrire les utilisateurs aupres du serveur de presence. Elle contient l'adresse SIP 
de l'utilisateur voulant s'inscrire. Cette adresse etant l'identificateur unique pour cet 
utilisateur, elle a la forme suivante : 'anonyme@domaine.com'. Notons aussi la fonction 
notify, c'est une methode permettant de notifier les utilisateurs de nouvelles informations. 
Finalement la methode publish qui permet aux utilisateurs de publier leurs nouvelles 
informations au serveur. Tous ces utilisateurs sont identifies par leur adresse SIP. 
L'annexe A.2 decrit plus profondement le protocole SIP, quoique le RFC3261 reste 
toujours le document officiel de SIP. 
Considerations de securite: 
Vu que l'information de presence est consideree confidentielle, le protocole utilise pour son 
transport via le reseau doit etre capable de la proteger contre les menaces possibles, telles que 
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l'ecoute clandestine «eavesdropping», corruption, tampering et replay attacks. Des 
mecanismes de securite doivent etre disponibles pour 1'utilisation point a point entre les 
presentities et les watchers, meme si ces deux emploient des protocoles de presence differents 
et communiquent a travers une passerelle. PIDF devrait suivre les recommandations 
normalisees pour l'usage de S/MIME (Ramsdell, 2004). 
Notez que l'usage de times tamps dans PIDF peut fournir quelques protections rudimentaires 
contre les replay attacks. Si un watcher recoit de I'information de presence perimee, il devrait 
l'ignorer. Les applications et les protocoles aussi sont avises a adapter leurs propres regies 
pour determiner quelle frequence devrait-elle consideree pour rafraichir I'information de 
presence. Par exemple, si I'information de presence semble etre datee de plus d'une heure, elle 
pourrait etre consideree comme de I'information perimee, une notification generee pour cette 
information de presence ne prendra pas tout ce temps la pour parvenir au watcher. Aussi si 
une presentity n'a pas rafraichi son information de presence depuis x temps, on peut deduire 
qu'elle a ete deconnectee ou debranchee sans preavis. 
2.3. Conclusion 
Dans la partie etude de l'etat de l'art, on a parcouru les articles pour en tirer les 
informations pertinentes a ce projet. On a defini aussi les technologies principales qu'on 
utilisera prochainement. On a defini la base de donnees XML, puis la communication client 
serveur, ensuite le protocole de communication SIP pour finir avec les considerations de 
securite. Toutefois, il existe bien d'autres technologies impliquees dans ce projet qu'on 
definira dans 1'annexe A. 
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3. CONCEPTION DE LA SOLUTION 
Dans la partie cadre de reference, on a defini abstraitement le systeme de presence et ses 
composantes, puis on a defini les technologies principales impliquees dans ce projet. Dans 
cette partie conception de la solution, on definira le processus de fonctionnement, puis la base 
de donnees specifique pour ce projet. 
3.1. Processus de fonctionnement 
On commencera dans cette partie par une vue d'ensemble du processus de fonctionnement. 
Puis, on expliquera la methode d'enregistrement et d'inscription des personnels medicaux. 
Ensuite, on developpera aussi la methode de notification des personnels medicaux. Apres, on 
definira le controle d'acces. Et, pour finir, on developpera le scenario de demande d'un 
specialiste specifie. C'est un outil de recherche de specialiste qui se base sur sa speciality et sa 
localisation. D'autres parametres peuvent s'inclure dans cette recherche. Ce systeme de 
recherche constitue l'originalite de ce projet vue qu'il n'y a aucun systeme de presence qui 
Pintegre. 
3.1.1. Vue d'ensemble 
On identifie dans cette partie les scenarios de communication possibles entre les entites du 
modele de presence. Chaque scenario est presente par un diagramme de sequence. L'interet de 
ces diagrammes de sequence est de montrer l'enchainement des requetes envoyees afin de 
diriger une communication. 
L'utilisateur se connecte par 1'intermediate d'un ou plusieurs moyens de communication. 
Le moyen de communication par defaut est constitue d'un programme de messagerie standard. 
Ce programme fonctionne moyennant un terminal informatique, par exemple un ordinateur, 
unPDA, ... 
Chaque terminal est enregistre a un utilisateur. On aura un lien temporaire entre les deux. 
Le terminal echange 1'information avec le serveur de presence. Chaque terminal a un tuple de 
presence qui lui est specifique dans l'information de presence de l'utilisateur.. Done, chaque 
terminal a sa propre information de presence. C'est a travers ces terminaux queTechange de 
l'information avec le serveur et les autres clients va etre realise. 
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Serveur de presence 
Service de presence et d'enregistrement 
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Fig. 7 : Schemas d'ensemble du systeme de presence 
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Comme le mentionne la figure 7, le serveur de presence s'occupe de la gestion de 
Pinformation de presence. II maintient l'information de presence, les regies d'acces et tous les 
terminaux de communication enregistres. II s'occupe aussi d'etablir un lien entre les adresses 
d'enregistrement et leurs moyens de contact. II peut chercher les usagers les plus qualifies 
pour faire une tache donnee par ordre de priorite. De plus, il notifie par Pintermediaire d'un 
serveur mandataire les entites concernees des nouvelles informations de presence. Le serveur 
de presence differentie les utilisateurs par leur adresse SIP (URI: Uniform Resource 
Indicator). Cette adresse a la forme suivante: sip:example@domaine.exp 
3.1.2. Enregistrement et inscription du personnel medical 
L'enregistrement au systeme de presence permet d'identifier un usager. Un responsable 
saisit les donnees concernant les usagers voulant s'enregistrer dans le systeme, telles que le 
nom, le prenom, la date de naissance, 1'adresse, ... Ces informations etant fournies par 
l'usager, une adresse SIP lui sera affectee par le responsable. L'usager peut l'utiliser comme 
un moyen de communication. Cette adresse est utilisee par une application de communication. 
Cette application permet 1'envoi des messages, 1'envoi des fichiers et permet aussi la 
communication vocale. 
Apres s'etre enregistre, l'utilisateur peut modifier, ajouter ou supprimer ses propres 
informations telles que ses preferences, ses numeros de telephone, ses moyens de contact,... II 
y a certaines de ses informations qu'il ne peut pas modifier, seul le responsable du domaine a 
l'autorisation de les modifier, sous presentation des pieces justificatives par le proprietaire e.g. 
nom, speciality, date de naissance,... 
Pour permettre a un usager enregistre d'echanger de Pinformation concernant une ou 
plusieurs ressources avec le serveur, il faut qu'il s'inscrive au serveur de presence. 
L'operation d'inscription consiste a emettre au serveur de presence une requete subscribe. Elle 
doit contenir les ressources que le client veut cibler. Le serveur traite sa demande et lui envoie 
l'information de presence demandee et permise. Cette operation s'appelle notification. 
Le diagramme de la figure 8 decrit deux scenarios; demande d'enregistrement et demande 
d'inscription. 
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Usaaer A Responsable 
Demande d'enregistremenl au service de presence 
Demande d'enregistrement 
"K 
Usager A enregistre_ 
Svsteme de presence Usager B 
Enregistrement ~N 
REGISTER : enregistrement de I'usager A 
Activation du compte de I'usager A—i Demande d'inscription 
"K 
SUBSCRIBE : inscription a I'information de presence de A 
Fig. 8 : Diagramme de sequence de demande d'enregistrement et 
d'inscription 
Le personnel publie ses propfes informations de presence par P intermediate de la fonction 
publish. Cette fonction ne demande pas Petablissement d'un dialogue « dialog » ou session 
entre les interlocuteurs, mais le serveur de presence verifie l'identite de I'expediteur avant 
d'agir. 
3.1.3. Notification du personnel medical 
Un utilisateur A peut demander I'information de presence d'un groupe d'utilisateurs B 
specifique par Pintermediaire de leur adresse SIP. L'utilisateur A envoie une demande 
d'inscription d'une duree specifiee renouvelable au serveur de presence afin de savoir 
I'information de presence du groupe B a un moment donne. De cette facon, chaque fois qu'il y 
a un changement dans I'information de presence des personnes ciblees, le serveur de presence 
notifie le demandeur A des nouvelles informations de presence selon les permissions d'acces 
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soumises. Cette operation est appelee notify, Le diagramme de sequence de la figure 9 montre 
la facon dont la demande de notification est traitee. 
UsaaerA 
.SUBSCRIBE : Demande d'inscription a B 
200 OK 
l^ ~ NOTIFY : Notification qui conceme I 
Serveur de presence 
|SUBSCRIBE : RafraTchissement de Pinscription! 
200 OK 
BYE 
200 OK 
Usager B 
Publish : Publication. 
Fig. 9 : Diagramme de sequence de demande d'inscription a un 
usager 
3.1.4. Controle d'acces 
Afin de controler efficacement I'acces, seul le responsable du domaine peut enregistrer les 
utilisateurs. II a aussi le pouvoir absolu de gestion du systeme de presence. Une fois 
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enregistre, l'utilisateur peut modifier, supprimer ou ajouter certains parametres de son profil. 
II ne peut pas toucher aux parametres sensibles et utiles au systeme de presence tels que le 
nom, le prenom, la specialite, la date de naissance, les diplomes obtenus, I'adresse SIP, ... Par 
contre, il peut modifier, supprimer ou ajouter une adresse civique, un numero de telephone, un 
moyen de contact, des donnees de presence, ... 
L'utilisateur ou le personnel doit s'inscrire au serveur de presence afin d'echanger 
rinformation de presence, seuls les personnels medicaux ont le droit de voir l'information de 
presence de n'importe quel autre utilisateur du meme domaine. Un utilisateur peut creer une 
liste d'amis a partir d'adresses SIP qu'il connait. Le serveur lui notifie alors les informations 
de presence de ses amis. Cette action n'est pas reciproque, c'est-a-dire que quelqu'un de sa 
liste d'ami n'est pas necessairement notifie. II n'y a aucune restriction au niveau de 
notification tant que les deux utilisateurs sont dans le meme domaine. Le notifie doit connaitre 
I'adresse SIP du notifiant en avance. 
Seuls les usagers pouvant etre impliques dans une eventuelle situation d'urgence ont la 
permission d'acces au service de demande d'un specialiste. C'est le responsable du domaine 
qui gere ces permissions. 
3.1.5. Scenario de demande d'un specialiste specifie 
Lors d'une situation d'urgence, un ambulancier aurait besoin d'un specialiste pour le guider 
a identifier l'etat du patient. II peut aussi avoir besoin d'avis pour stabiliser son etat. 
L'ambulancier veut aussi savoir vers quel endroit doit-on le transferer afin d'eviter les pertes 
de temps dues a un transfer! inutile. Pour cela, un systeme de recherche de personnel qualifie a 
ete mis en place. 
Diagramme de sequence general 
Lorsqu'un ambulancier, ou autre usager, a besoin de communiquer avec un specialiste, il 
envoie alors une requete de recherche au serveur de presence. Cette requete comporte alors la 
specialite voulue et d'autres criteres pertinents a la recherche. 
Le serveur de presence analyse ensuite la requete, puis cherche dans sa base de donnees une 
liste des specialistes les plus adequats. Une fois que le serveur etablit cette liste, il 1'envoie au 
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demandeur. Elle est rafraichie chaque fois qu'il y a un changement de la liste. Elle contient de 
rinformation pertinente aux specialistes trouves tels que leur adresse SIP, leurs moyens de 
contact, leur nom, leur prenom, leurs numeros de telephone, leur numero de fax... 
Par la suite, Pambulancier peut se mettre en relation avec celui qu'il trouve le plus 
compatible avec la situation au moyen de terminal de communication a sa disposition. Dans le 
schema de sequence de la figure 10, on a schematise un cas de communication ou 
l'ambulancier etablit une session multimedia avec un specialiste. Cette session est initialisee 
avec le protocole SIP. 
Du point de vue technique, les deux interlocuteurs ouvrent un dialogue entre eux par 
1'intermediate de la fonction subscribe qui etablit un dialog identifie par le parametre 
dialoglD. Ce dialogue consiste en une demande d'information envoyee par l'usager qui 
contient plusieurs parametres d'identification. Puis, le serveur lui repond par un notify dont la 
charge utile est un fichier XML qui contient les specialistes trouves par le systeme de 
recherche de personnel qualifie. A chaque fois que la reponse change, le serveur envoie un 
rafraichissement, jusqu'a ce que l'utilisateur ferme la session. 
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Usaoer A Svsteme de presence Specialiste 1 
SUBSCRIBE 
OK : Traitement en cours_ 
NOTIFY : Liste des specialistes trouves 
Invite 
100 Trying 
180 Ringing 
200 OK 
ACK 
Session multimedia 
- a 
NOTIFY : Mise a jour de la liste. 
Fig. 10 : Diagramme de sequence general 
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II arrive que le serveur de presence ne trouve aucun specialiste qui repond aux criteres 
exacts demandes. Le paragraphe suivant explique comment le serveur de presence gere ce 
genre de probleme. 
Algorithme de recherche de specialiste 
L'administrateur fixe les parametres admissibles que le systeme utilise pour effectuer sa 
recherche. II peut aussi les modifier a n'importe quel moment. Ces parametres sont fixes par 
ordre de priorite. II fixe aussi les listes d'elements pertinents. Chaque liste contient des valeurs 
dont la premiere valeur est la principale. Si cette derniere ne correspond a aucun usager, il 
passe aux valeurs suivantes. Par exemple, si on prend le parametre 'specialite', on trouve les 
valeurs 'cardiologue' puis 'generaliste' dans la meme liste. Au cas ou le systeme ne trouve pas 
un cardiologue disponible, il peut chercher un generaliste. 
II y a certaines valeurs de ces parametres qui sont relativement proches de point de vue 
signification, done chacun de ces valeurs a une liste d'elements du meme type qui sont classes 
par ordre de proximite. Cette liste s'appelle liste d'elements pertinents. 
Pour l'instant, les parametres qui sont pris en consideration sont: 'etat de presence', 
'specialite', 'localite' ou 'adresse'. L'utilisateur du systeme de recherche de specialiste peut 
fixer un ou plusieurs de ces parametres sauf 'etat de presence', puisque e'est le systeme qui le 
gere. Si le systeme trouve dans une requete un parametre non admissible, il n'est tout 
simplement pas pris en consideration. 
La liste d'elements pertinents d'un element change suivant la signification de ce dernier. 
Par exemple, si on prend la valeur 'libre' du parametre 'etat de presence', il y a la valeur 'sur 
appeF en deuxieme lieu puis 'joignable' en troisieme lieu. Pour le parametre 'localite', e'est le 
lieu le plus proche du lieu recherche qui est pris en priorite. 
Le systeme de recherche vise au debut les usagers qui satisfont les criteres de recherche, il 
effectue une liste dont le nombre maximum est fixe par l'administrateur. Au cas ou il ne 
trouve aucun specialiste qui repond aux criteres exacts demandes, il etale la recherche sur les 
listes d'elements pertinents. Le systeme parcourt les parametres un par un, pour finalement 
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sortir la liste des specialistes qui pourraient etre admissibles aux criteres de la recherche. Le 
parcours des elements de ces lites se fait par Pordre etabli par Padministrateur. 
Sequence d'une demande de specialistes specifiques 
Lorsqu'un usager A veut communiquer avec un specialiste, il lance une recherche avec les 
parametres desires. Son application alors envoie un subscribe mentionnant qu'il s'agit d'une 
demande d'un specialiste «cardiologue». Le service de presence intercepte cette requete et lui 
repond par la liste qu'il a trouvee en suivant Palgorithme de recherche de specialiste. 
Entretemps, un autre cardiologue change son etat de presence vers «libre», done le systeme de 
presence rafraichit sa liste en ajoutant ce specialiste a la liste trouvee et notifie I'usager A de 
cette nouvelle liste. La figure 11 illustre ce qu'on vient de Pexpliquer. 
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Usager A Service de presence 
SUSBSCRIPTION, Demande de personnel specifie : Cardiologue 
*| 
200 OK 
Notification : Liste des specialistes trouves ordonnes 
Jacques (Cardiologue) 1 \ 
Alfonso (Cardiologue) 
200OK 
Notification : Mis a jour de la liste 
Catherine(Cardiologue) 
Jacques (Cardiologue) 
Alfonso (Cardiologue) 
"K 
200 OK 
BYE 
200 OK 
•4 
Catherine 
Notification 
Nouvel etat de presence: 
libre 
200 OK 
"K 
Fig. 11 : Diagramme de sequence d'une demande d'un 
specialiste specifique 
Au debut, ce systeme de recherche est un moyen d'aide pour la recherche temps reel 
d'usagers qui satisfont a des criteres bien determines. Mais la decision finale revient a 
I'utilisateur : c'est lui qui choisit avec qui il va communiquer et de quelle facon, que ce soit en 
utilisant le systeme de recherche ou manuellement. 
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3.2. Realisation de la base de donnees 
3.2.1. Vue d'ensemble 
La base de donnees de cette application contient les informations de tous les utilisateurs 
enregistres ainsi que leurs donnees et leurs informations de presence. Elle consiste en un 
fichier XML bien forme et valide pour la structure. Des modifications et des extensions ont 
ete faites dans le modele PIDF decrit dans le RFC3863 afin de satisfaire les besoins de 
P application. 
Le document de presence est analyse par le parseur xerces-c, un programme en C++ a ete 
mis en place pour gerer ce document. Ce programme analyse au debut le document pour fixer 
les noeuds qui constituent les elements XML. Pour arriver a faire les modifications necessaires 
sur les nceuds, il peut aussi en aj outer et en retrancher. Toutes les modifications restent en 
memoire jusqu'a ce qu'elles soient enregistrees dans le document de presence XML principal. 
3.2.2. Modele de I'information de presence 
Dans cette partie, on va proposer un modele de presence adapte au contexte medical. Tout 
d'abord, on va presenter le modele standard et par la suite, les extensions proposees a ce 
modele. Ceci constitue le modele de presence qu'on va adopter dans ce projet. 
Modele standard 
Dans ce qui suit, on trouve les grandes lignes des informations qui peuvent se trouver dans 
un document 'application/pidf+xmP. Ce modele de donnees est explique en detail dans le 
RFC3863. 
• Presentity URL : specifie PURL de la presentity. 
• Liste des tuples de presence : 
o Identificateur : marque pour identifier ce tuple dans Pinformation de presence. 
o Statut: ouvert/ferme et/ou une extension de valeurs de statut. 
o Adresse de communication : moyens de communication et adresse de contact de 
ce tuple. (Optionnelle) 
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o Priorite relative : valeur numerique specifie la priorite de cette adresse de 
communication. (Optionnelle) 
o Timestamp : le temps et la date du changement de ce tuple. (Optionnelle) 
o Commentaire lisible : des notes au sujet de ce tuple. 
• Commentaire lisible sur la presentity : des commentaires au sujet de la presentity. 
Extension proposee 
Afin que le service de presence soit adequat au contexte d'urgence medicale, on propose 
des nouveaux sous-elements de 1'element « presence ». Ensuite, ceux du «tuple » qui est a 
son tour un sous-element de «presence». II est important de savoir que 1'element 
« presence » concerne le personnel medical « entity » et 1'element «tuple » concerne un 
terminal appartenant a l'usager en question. Ces extensions qu'on va proposer constituent une 
contribution originale. 
• Entity : c'est un attribut obligatoire de l'element 'presence' qui associe a chaque 
membre du personnel medical une adresse SIP. 
• nom, prenom, adresse, speciality : ces elements renferment les informations concernant 
l'usager en question. lis sont importants puisqu'ils l'identifient. La specialite aide le 
systeme a choisir un personnel adequat a faire une tache definie. Cet element peut comporter 
d'autres sous-elements comme statut (permanent, stagaire, partiel, ...), experience de travail 
dans cette specialite, titre (medecin, infirmier, ambulancier, ...).Des extensions d'element 
comportant des informations pertinentes peuvent etre ajoutees dans cet element. Les 
elements nom, prenom sont uniques pour chaque personnel et ils sont obligatoires. 
L'element specialite est obligatoire, mais un usager peut avoir plusieurs specialites, tandis 
que l'element adresse est optionnel, c'est-a-dire qu'un usager peut avoir zero ou plusieurs 
adresses. 
• PresenceState : il represente l'etat de presence actuel de l'usager. Cet element est 
obligatoire et unique, sa valeur est restreinte par une liste qui est definie dans la partie 
suivante. 
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• Contact: c'est des URI des contacts preferes d'un usager. Ce dernier peut avoir zero ou 
plusieurs contacts a la fois. 
• Horaire : Cet element renferme I'horaire actuel de chaque usager. II y a les heures de 
debut et de fin de service. Ces informations peuvent etre utilisees par le systeme de 
recherche de personnel qualifie. 
• Note : une note qu'on peut ajouter concernant l'usager. 
• Tuple : Tous les elements qui existent dans le Tuple concernent seulement un moyen de 
communication appartenant a un usager. Le Tuple contient les elements suivants : 
o Id: c'est un attribut de Pelement 'Tuple' qui represente 1'identificateur unique 
d'un terminal ou systeme de communication. 
o Statut: indique l'etat de presence soit du terminal s'il appartient a Pelement 
«Tuple», soit l'etat de presence de l'usager. 
o Localisation : II contient les sous elements suivants : «Lieu» comme maison, 
bureau, cafe, ..., « AdresseGeospatiale », c'est les coordonnees donnees par un 
GPS ou par triangualisation cellulaire et « AdresseCivique ». Une seule adresse 
peut suffire pour pouvoir localiser la cible. 
o TypeDuTerminal: indique la description du terminal en question : «ordinateur, 
fax, telephone, PDA, telephone portable... II peut contenir une description plus 
detaillee concernant le terminal: type et resolution de Pecran, s'il est dote 
d'une webcam, microphone, hauts parleurs... Ces informations peuvent etre 
utiles. Par exemple au cas ou un ambulancier veut envoyer un 
electrocardiogramme, il veut savoir par quel moyen. Si le terminal du 
destinataire n'est pas muni d'un ecran, il peut chercher un autre moyen de 
communication que le destinataire utilise, comme un fax. 
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entity 
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tns:Tuple ffl 
' 1 ."aT" 
:
 tns:PresenceState 
tns:Hom 
tns:Prenom 
"tns:Specialite ' 
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O..00 
tns:contact n 
•-J tns:Contact 
O..00 
El attributes 
priority «j 
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O..00 
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Generated by XmfSpy www.aitova.com 
Fig. 12 : Modele de 1'information de presence 
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Fig. 13 : Modele du Tuple de I'information de presence 
Les deux figures 12 et 13 presentent le modele de I'information de presence. lis sont 
complementaires, le deuxieme schema constitue le tuple de presence qui est un element dans 
le premier schema. 
3.2.3. Schema XML 
Dans ce qui suit, le schema XML du modele de I'information de presence est schematise 
dans les figures 12 et 13. Ce schema XML est genere par le logiciel XmlSpy. 
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<?xml version="1.0" encoding="UTF-8"?> 
< ! — edited with XMLSpy v2006 rel. 3 sp2 (http://www.altova.com) by Jaque 
(iSIorman) --> 
<xs:schema xmlns:tns="urn:ietf:params:xml:ns:pidf" 
xmlns:xs="http://www.w3.org/2001/XMLSchema" 
targetNamespace="urn:ietf:params:xml:ns:pidf" 
elementForraDefault-"qualified" attributeFormDefault="unqualified"> 
<!-- This import brings in the XML language attribute xml:lang--> 
<xs:import namespace="http://www.w3.org/XML/1998/namespace" 
sche:maLocation="http: //www. w3'. org/2001/xml. xsd" /> 
<xs:element name="presence" type="tns:presence" /> 
. <xs:complexType name="presence"> 
<xs:sequence> 
<xs: element name.= "Tuple" type^"tns:tuple" maxOccurs="unbounded" /> 
<xs:element name="PresenceState" /> 
<xs:element name="Nom" /> 
<xs:element name="Prenom" /> 
<xs:element name="Specialite" maxOccurs="unbounded" /> 
<xs:element. name="Adresse" minOccurs="0" maxOccurs="unbounded" /> 
<xs:element name="Contact" type="tns:contact" minOccurs="0" 
maxOccurs="unbounded" /> 
<xs:element narne="Horaire" minOccurs="0" maxOccurs="unbounded"> 
<xs:complexType> 
<xs:sequence> 
<xs: element name="Debut" t.ype="xs : time" minOccurs="0" 
maxOccurs="unbounded" /> 
<xs:element name="Fin" type="xs:time" minOccurs="0" 
maxOccurs="unbounded" /> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
<xs:element name="Note" type="tns:note" minOccurs="0" 
maxOccurs="unbounded" /> 
<xs:any namespace="##other" processContents=" lax" minOccurs="0" 
rnaxOccurs="unbounded" /> 
</xs:sequence> 
<xs:attribute name="entity" type="xs:anyURI" use="required" /> 
</xs:complexType> 
<xs:complexType name="tuple"> 
<xs:sequence> 
<xs:element name="Status" type="tns:status" /> 
<xs:element name="Localisatipn" minOccurs="0"> 
<xs:complexType> 
<xs:sequence> 
<xs:element name="Lieu" type="xs:string" minOccurs="0" /> 
<xs:element name="AdresseGeospaciale" minOccurs="0" /> 
<xs: element na:m.e="AdresseCivique" m.in.Occurs="0" /> 
<xs:element name="AdresseIP" type="xs:hexBinary" minOccurs="0" 
/> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
<xs:element name="TypeDuTerminal" .type="tns:note" minOccurs="0" /> 
<xs: element name^"TimeStamp" type="xs : dateTime" minOccu,r"s="0" /> 
<xs: element nam.e="Note" type="tns : note" minOccurs="0" 
maxOccurs="unbounded" /> 
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<xs:any namespace="##other" processContents="lax" minOccurs="0" 
maxOccurs="unbounded" /> 
</xs:sequence> 
<xs:attribute name="id" type="xs:ID" use="required" /> 
</xs:complexType> 
<xs:simpleType name="status"> 
<xs:restriction base="xs:string"> 
<xs:enumeration value="connecte" /> 
<xs:enumeration value="deconnecte" /> 
<xs : enumeration va.lue="hors service" /> 
<xs:enumeration value="inanime" /> 
</xs:restriction> 
</xs:simpleType> 
<xs:simpleType name="PresenceState"> 
<xs:restriction base="xs:string"> 
<xs:enumeration value="libre" /> 
<xs:enumeration value="occupe" /> 
<xs:enumeration value="hors service" /> 
<xs:enumeration value="injoignable" /> 
<xs:enumeration value="joignable" /> 
<xs:enumeration value="en conference" /> 
<xs:enumeration value="sur appel" /> 
<xs:enumeration value="de retour" /> 
</xs:restriction> 
</xs:simpleType> 
<xs:complexType name="contact"> 
<xs:simpleContent> 
<xs:extension base="xs:anyURI"> 
<xs:attribute name="priority" type="tns:qvalue" /> 
</xs:extension> 
</xs:simpleContent> 
</xs:compiexType> 
<xs:complexType name="note"> 
<xs:simpleContent> 
<xs:extension base="xs:string"> 
<xs:attribute ref="xml:lang" /> 
</xs:extension> 
</xs:simpleContent> 
</xs:complexType> 
<xs:simpleType name="qvalue"> 
<xs:restriction base="xs:decimal"> 
<xs:pattern. value="0 ( . [0-9] { 0, 3 })'?" /> 
<xs:pattern value="l(.0{0,3})?" /> 
</xs:restriction> 
</xs:simpleType> 
< ! — Global Attributes — > 
<xs : attribute narn.e="mustUnderstand" type="xs : boolean" def ault="0"> 
<xs:annotation> 
<xs: documentation 
This attribute may be used on any element within an optional 
PIDF extension to indicate that the corresponding element must 
be understood by the PIDF processor if the enclosing optional 
element is to be handled. 
</xs:documentation> 
</xs: an.notation> ' 
</xs': attribute> 
</xs:schema> 
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Ce schema XML est decrit en detail dans I'annexe B. Dans le paragraphe suivant on 
definira les etats de presence concernant les terminaux et les usagers. 
Les etats de presence 
L'etat de presence concerne deux types d'entites : le terminal et la personne. L'etat de 
presence du terminal se compose des valeurs suivantes : 
• connecte : lorsqu'un terminal se connecte au serveur. 
• deconnecte: lorsqu'un terminal se deconnecte du serveur 
• hors service : lorsqu'un terminal se deconnecte sans preavis 
• inanime : lorsqu'un terminal reste un bout de temps sans etre utilise. 
L'etat de presence de la personne comprend les valeurs suivantes : 
• libre : lorsque l'usager est pret pour intervenir, 
• occupe : lorsque l'usager est occupe par son travail et ne peut intervenir dans une 
nouvelle situation d'urgence, 
• hors service : lorsque l'usager est hors horaire de travail, 
• injoignable : aucun terminal appartenant a un usager n'est connecte. 
• joignable : au moins un terminal d'un usager est connecte. 
• en conference : l'usager est en reunion mais peut potentiellement intervenir en situation 
d'ugence. 
• sur appel: lorsque l'usager n'est pas au travail, mais il peut intervenir en situation 
d'urgence. 
• de retour : lorsque l'usager sera disponible dans un instant. 
L'utilisateur et les terminaux ne gardent qu'un seul etat de presence a un moment donne. 
L'etat de presence d'un moyen de communication est fixe par le serveur de presence. II recoit 
l'etat de presence du terminal et I'enregistre. En cas de probleme technique, il deduit l'etat de 
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presence en inspectant les trames echangees entre lui et le moyen de communication. L'etat de 
presence peut etre deduit et etabli automatiquement, comme il peut etre change ou fixe par 
l'utilisateur. 
Les etats de presence des utilisateurs suivent les regies suivantes : 
• Lorsque tous les moyens de communication d'un utilisateur ont soit l'etat «deconnecte» 
soit l'etat «hors service)), l'etat de presence du personnel s'etablit automatiquement sur 
«injoignable». L'utilisateur ne peut pas choisir cet etat de presence, 
• L'etat «joignable» se met automatiquement par le serveur lorsqu'au moins un moyen de 
communication se connecte. II reste sur «joignable)) jusqu'a ce que l'utilisateur le 
change ou il se deconnecte, 
• L'utilisateur a le droit de choisir entre «libre», «occupe», «en conference)), «sur appel», 
«de retour», 
• L'etat de presence de l'utilisateur peut etre deduit a partir de son agenda. 
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4. IMPLEMENTATION ET MISE EN PLACE 
4.1. Vue d'ensemble 
Nous avons realise une application prototype afin de concretiser le systeme de presence 
concu dans ce projet. C'est essentiellement un programme en C++ qui se compose de 
plusieurs modules. II y a ceux qui sont essentiels comme le module de gestion de la base de 
donnees, le module de transmission de donnees et le module central de service de presence. Et 
il y a ceux qui sont complementaires, comme le module de recherche de personnel qualifie et 
aussi le module de controle d'acces. Ces modules ont ete developpes dans la partie 3 
« Conception de la solution ». 
Lors du demarrage, le prototype donne le choix entre le demarrage du systeme de gestion 
d'informations de presence, celui d'un serveur de presence ou celui d'un client. Ces trois 
systemes peuvent etre separes en trois programmes, et sont implemented ensemble afin de 
faciliter l'execution du programme. 
Au debut, l'application de presence lit et analyse les fichiers necessaires pour le bon 
deroulement du processus. lis sont decrits comme suit: 
• config.txt: Le fichier de configuration de l'application. 
• outputPresenceDocurrient.xml: Le document de presence principal. II contient 
l'information de tous les usagers enregistres. C'est la base de donnees du serveur de 
presence. 
• user_informations.xml: Utilise par le client de presence, contenant 1'information de 
l'usager 
• PersonnelChoice.xml: Utilise par le client de presence, le resultat d'une demande de 
personnel qualifie. 
• PresenceSubscription.dll: La DLL du module de communication client/serveur. 
• PresenceTest.exe : L'executable de l'application du systeme de presence. 
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Suivant le systeme choisi, ces fichiers peuvent comporter le fichier de configuration des 
parametres internes du systeme config.txt, et peuvent comporter aussi le document XML 
principal du serveur de presence outputPresenceDocunient.xml ou le document propre a 
Putilisateur userjnformations.xml. Apres tout ce processus, le systeme attend les instructions. 
Le prototype se compose de plusieurs classes refletant les modules du systeme. Les 
paragraphes suivants expliquent en detail les differents modules, les fichiers de configuration, 
suivis du diagramme de chaque classe du programme. 
XML 
Application Client 
SIP 
XML 
Gestionnaire de 
la base de 
donnees 
Application Serveur 
SIP 
SIP 
Application Client 
- X 
XML 
TT 
Application Client 
SIP 
XML 
Fig. 14 : Schema general du prototype 
La figure 14 montre les differentes composantes du prototype. Elle montre aussi la maniere 
dont la communication entre ces composantes est etablie. Ces composantes sont decrites en 
detail dans les paragraphes 4.2.2, 4.2.3 et 4.2.4. 
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4.2. Description detaillee du prototype 
Dans ce paragraphs, on va expliquer en detail les modules principaux du prototype, puis la 
composante de gestion de 1'information de presence, ensuite le client de presence, apres avec 
le serveur de presence pour finir avec le code source des classes et interfaces principales. 
4.2.1. Les modules principaux 
Les modules sont des entites logiques qui sont presentes au coeur du programme principal. 
Au debut on va presenter la pile SIP de M5T, puis le systeme de detection d'evenements pour 
finir avec le systeme de recherche de personnel qualifie. 
Pile SIP de M5T 
M5T SIP SAFE est une pile SIP commerciale basee sur le RFC3261 et implementee en 
C++. Cette pile peut etre utilisee pour la creation des applications, des serveurs et des 
dispositifs SIP standards, avances et securises. Elle contient une couche de gestion de 
transaction et une couche de transport. Elle gere aussi les dialogues. Ses services sont 
modulaires, et le programmeur choisit dans ce cas le service qu'il veut activer. 
La pile SIP se charge du transport de paquets, est responsable de la communication avec les 
reseaux IP et gere la communication avec les autres points d'acces. Elle gere egalement les 
transactions SIP. Plus specifiquement, elle gere les retransmissions et les timeouts des 
requetes et des reponses, detecte aussi et gere les retransmissions entrantes. 
L'application recoit des evenements au cours de son execution, Le cceur du systeme de la 
pile SIP definit un mecanisme de gestion d'evenements, qui a son tour definit les evenements 
reportes a 1'application et a leur ordre. L'application interagit avec le coeur du systeme a 
travers un ensemble d'interfaces recues des services utilises par cette application. Ces 
interfaces sont implementees par le programmeur afin de convenir aux besoins de chaque 
evenement, lesquels seront detailles plus tard. 
Les services sont attaches au coeur du systeme, le programmeur choisit quel service a 
utiliser dans son programme. L'application peut utiliser ces services lors de 1'execution de 
differentes actions pouvant influencer le traitement des paquets SIP. 
54 
On a reparti la programmation du programme sur differents blocs qui sont expliques en 
detail comme suit: 
Une DLL permet au debut la gestion de la communication client/serveur, puis elle initialise 
tous les composants de l'agent de l'utilisateur SIP et leurs dependances. Elle configure les 
processus du cceur du systeme et les demarre. Ensuite, elle lit et analyse le fichier de 
configuration, puis elle ouvre les ports d'ecoute afin de recevoir les trames. D'autres 
parametres fixes seront expliques lors de la presentation du code source des classes 
principal es. 
Les services utilises afin de determiner les fonctions principales du programme sont 
mentionnes et detailles dans la partie code source des classes principales. 
Dans le paragraphe suivant, on va definir le role du systeme de detection d'evenement. Ce 
systeme est situe au coeur du programme de 1'application serveur. 
Systeme de detection d'evenement 
Ce systeme permet de detecter le changement de 1'information de presence de chaque 
utilisateur dans un seryeur de presence, pour ensuite interagir avec ce changement. II s'agit 
d'un objet qui, au debut de l'execution, extrait toutes les SIP URI des utilisateurs du document 
de presence principal et associe a chaque utilisateur un parametre. A chaque fois qu'il y a un 
changement dans rinformation de presence d'un utilisateur, ce parametre devient true. 
Cet objet s'ajoute au document de presence. Dans chaque methode modifiant rinformation 
de presence dans ledit document, l'objet est appele pour mentionner ce changement aupres de 
l'utilisateur concerne par ce changement. Le programme principal intercepte ensuite ce 
changement et interagit avec lui. L'exemple suivant montre la facon avec laquelle l'objet 
detectant les evenements, est integre. 
m_pEventCatcher = new EventCatcherO; 
m_pDocument->setEventCatcher( m_pEventCatcher ) ; 
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Systeme de recherche de personnel qualifie 
Ce service permet la recherche d'un ensemble d'utilisateurs satisfaisant un ensemble de 
criteres. Les criteres pris en consideration dans la demo sont le lieu et la specialite de 
Putilisateur. 
Au debut, les criteres considered sont fixes. Au cas ou le systeme recoit un critere different 
de ceux qui sont fixes, il le rejette. Dans la demo, les criteres fixes sont la specialite, Petat de 
presence et la localite. Ainsi la ligne de code qui definit les criteres mises en consideration se 
presente comme suit: 
const char * const Personnel Choice::consideredcri ter ium[ 
Personnel choice::criteriumNumber] = { " spec ia l i t y " , "userpresencestate" , 
" l o c a l i t y " } ; 
Ce systeme extrait les criteres de recherche fixes par Putilisateur et lance la procedure de 
recherche developpee dans la partie conception de la solution pour finalement retourner un 
tableau contenant les utilisateurs recherches. La taille maximale du tableau est fixee par 
Padministrateur au moment de la recherche, et est fixee a 5 dans le prototype. 
choice->setChosenPersonnel(5); 
4.2.2. Gestionnaire de reformation de presence 
Ce gestionnaire est une application qui permet a Padministrateur du systeme de presence de 
gerer et de controler la base de donnees. Cette base de donnees est la meme que celle geree 
par P application serveur comme il est illustre dans la fig. 14. Ce gestionnaire permet 
d'enregistrer, retrancher et modifier les usagers, les terminaux ainsi que leurs caracteristiques. 
Dans le menu del'application, trois options sepresentent: 
Ajout d'un usager 
Dans cette fonction, le programme demande a Putilisateur d'entrer Padresse SIP du nouvel 
usager, ensuite il verifie P existence de cette adresse. Si elle existe, il annule la procedure, 
sinon il demande Pajout des sous-elements. Le programme prend en consideration le nombre 
permis d'un element precis pour s'y ajouter. Exemple :Tusager peut avoir zero ou plusieurs 
elements 'contact'. Le programme continue a demander P element contact jusqu'a ce que 
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l'administrateur entre 'n/a' au clavier. Si un element est obligatoire pour la creation d'un 
usager, ce programme ne cesse d'appeler ce sous-element jusqu'a ce qu'il soit valide. 
Modification d'un usager 
Cette fonction permet a l'utilisateur de modifier le contenu d'un element de presence. II 
demande au debut l'adresse SIP en question. Si elle n'existe pas, il la demande de nouveau. 
Une fois trouvee, il parcourt ses sous-elements en affichant leur valeur actuelle, puis il 
demande d'entrer la nouvelle valeur. II donne aussi le choix de supprimer, modifier ou laisser 
inchangee la valeur existante. L'ajout d'une valeur supplemental d'un meme sous element 
est possible. 
Suppression d'un usager 
Le programme demande a l'utilisateur l'adresse SIP. Si elle n'existe pas, il essaie de 
nouveau. Sinon, il demande la confirmation de suppression. Dans ce cas, il enleve 1'element 
de presence entier correspondant du document de presence. 
4.2.3. Client de presence 
L'application client constitue le client de presence qui correspond a l'usager concerne. Elle 
gere ses propres inscriptions, les notifications recues et les publications de son etat de 
presence. Cette application permet aussi de gerer sa propre base de donnees qui est un fichier 
XML. Dans cette section, on va expliquer le demarrage du client, puis les commandes 
permises au clavier, ensuite 1'envoi d'une inscription, apres la reception d'un notify pour finir 
avec la demande de personne qualifie. 
Demarrage du client 
Lors du demarrage du client de presence, le programme lit et analyse le fichier de 
configuration, s'il trouve une anomalie il avertit l'utilisateur et abandonne l'execution. Sinon, 
il initialise les parametres de connexion puis il ouvre les ports d'ecoute qui sont extraits de 
l'adresse locale dans le fichier de configuration. Le texte suivant montre le fichier de 
configuration du client de presence config.txt. 
/ / ce f i c h i e r de conf igurat ion ne t i e n t pas compte des l ignes vides, des espaces 
/ /au debut d'une l igne et des l ignes qui commence par " (ou espace blanc 
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/ / s u i v i par " " ) . 
/ / 
/ /L 'adresse IP locale suiv ie du port du user agent. / / 
local_addr=127.0.0.1:5062 
//The peer IP address and port of the user Agent 
• / / 
peer_addr=127.0.0.1:5060 
// La valeur de l'entete via qui va etre mise dans toutes les requete envoyees 
//par 1'application. 
local_via=SIP/2.0/UDP 127.0.0.1:5062 
// La valeur du champ de l'entete from lors de 1'envoi d'une requete / / — -
from_name-addr=Docteur 2 <sip:docteur2@domainl.com> 
// La valeur du champ de l'entete contact lors de 1'envoi d'une requete, cette 
//adresse sera utilise pour contacter cet utilisateur. 
// 
I ocal_contact=si p: 127.0.0.1 :-5062 
// La valeur du champ Request-URI, c'est l'adresse ou la requete sera 
//acheminee. 
// . . 
cal l_request-ur i=sip:127.0.0.1:5060 
/ / La valeur du champ de l 'en te te to lo rs de 1'envoi d'une requete 
to_name-addr=<sip:presence_server@domainl.com> 
Apres avoir analyse le fichier de configuration, le programme analyse le document de 
presence XML et construit un arbre. Cet arbre contient la liste des utilisateurs de ce domaine. 
II initialise tous les etats de presence 'presenceState' du document de presence sur I'etat 
injoignable. 
Puis, il demarre un thread qui detecte et met a jour les changements dans ,1'information de 
presence. Finalement, le programme attend les nouvelles instructions, par clavier ou par 
notifications recues du serveur de presence. 
Les commandes permises au clavier 
La commande 'e ' termine l'inscription en cours, envoie un 'Terminate' au serveur de 
presence, puis met a jour le document de presence. 
Le commande V permet au client de s'inscrire aupres du serveur de presence, pour lui 
permettre de recevoir Pinformation de presence d'autres utilisateurs. 
La commande 'c ' affiche la configuration courante, la figure 15 montre un exemple. 
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Allowed command are: 
e:end subscription 
s:subscribe 
cicurrent configuration 
r:reset document 
d:saue document 
pisend personal request 
q:quit 
<015> i!:!DF0!201835178701356IPresenceSubscriptionObject <003E7A68> - ::PrintCur 
rentConfigurafion <> 
Current configuration: 
Local Address: 127.0.0.1 : 5062 
Peer Address: 127.0.0.1 : 5060 
Local Uia: SIP/2.0/UDP 127.0.0.1:5062 
Prom name-address: Docuteur 2 <sip:docteur2(?damaini.com> 
Local contact: sip:127.0.0.1:5062 
Call Request-URI: sip:127.0.0.1:5060 
To name—address: <sip:presence_seruer@domainl.com> 
Registrar URI: <null> 
Address-Of-Record: 
Regis tered c o n t a c t s : 
F i g . 15 : Le r e s u l t a t de l a commande ' c ' d ' u n c l i e n t de 
p r e s e n c e 
La commande 'r' initialise le document de presence, et recharge le document de presence de 
nouveau, met tous les utilisateurs enregistres sur I'etat injoignable et initialise enfin tous les 
parametres. 
La commande 'd' enregistre le document de presence se trouvant dans la memoire dans le 
fichier de presence s'intitulant:'outputPresenceDocument.xml'. 
La commande 'p' permet au client d'envoyer une demande de specialistes qualifies au 
serveur de presence. 
La commande 'q' quitte 1'application. Tous les utilisateurs inscrits seront desinscrits, les 
processus actifs et la pile SIP s'arretent. 
Envoi d'une inscription 
Pour qu'un usager puisse avoir les informations de presence des utilisateurs de son 
domaine, il doit s'inscrire au serveur de presence. C'est une SIP subscribe qui contient les 
parametres du fichier de configuration. Ces parametres permettent d'authentifier le subscribe 
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aupres du serveur de presence. Apres 1'inscription, le client recevra des notifys de la part du 
serveur de presence. 
Envoi d'un publish 
Pour qu'un usager se permette de publier sa propre information de presence, il envoie un 
publish au serveur de presence. C'est un message SIP qui contient les parametres du fichier de 
configuration de cet usager ainsi qu'un fichier XML contenant son nouvel etat de presence. 
Mais la fonction publish ne se trouve pas dans la pile SIP de M5T. Afin de le remplacer, un 
subscribe local est cree pour envoyer un notify vers le serveur de presence etant donne qu'il 
faut associer un subscribe pour ce notify. Lorsque le serveur de presence intercepte ce publish, 
il le traite comme etant un notify non valide puisqu'il n'y a pas de subscribe associe a lui. 
Reception d'un notify 
Des l'interception du paquet notify du port d'ecoute, le client extrait le fichier XML qui 
represente la charge utile et I'analyse pour en extraire 1'information de presence. En analysant 
les entitys de Velement presence, il s'apercoit qu'il s'agit d'une notification concernant un ou 
plusieurs utilisateurs. Puis, il compare les valeurs recues avec les valeurs se trouvant dans le 
document de presence du meme element de presence. Le systeme parcourt le fichier XML 
recu et, pour chaque utilisateur, il parcourt le fichier principal de presence pour trouver 
P element de presence de cet utilisateur. Puis, il substitue ses sous-elements qui ont change de 
valeur. 
Une notify contient un fichier qui a la meme structure comme ce qui suit, 
<?xml version="1.0" encoding="UTF-8" standalone="no" ?> 
<presenceDocument> 
<presence xmlns="http:/ / tempuri .org/presenceDocument.xsd" 
entity="sip:docteur2@domainl.com"> 
<tuple id="000001"> 
<terminalPresenceState>Connecte</terminalPresenceState> 
</tuple> 
<locality>CHUS</locality> 
<speciality>cardiologue</speciality> 
<userPresenceState>joignable</userPresenceState> 
<login>docteurl</login> 
< password >sipdocteurl</password> 
<contact>sip:docteur3@domainl.com</contact> 
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<contact>sip:docteur9@domainl.com</contact> 
</presence> 
<presence xmlns="http:/ / tempuri .org/presenceDocument.xsd" 
entity= "sip:docteur4@domainl.com"> 
<tuple id = "000003"> 
<terminalPresenceState>Connecte</terminalPresenceState> 
</tuple> 
<locality>CHUS</locality> 
<speciality>cardiologue</speciality> 
<userPresenceState>joignable</userPresenceState> 
<userAvailabilityState>pret pour intervention</userAvailabilityState> 
< login >docteurl</ login> 
< password >sipdocteurl</password> 
</presence> 
</presenceDocument> 
Demande de personnel specifie 
Cette fonction se declenche manuellement par 1'intermediate du client. Elle choisit l'option 
'p' puis le systeme lui demande d'entrer la speciality et le lieu du personnel recherche puis 
envoie la requete au serveur de presence. Ce dernier repond par une liste. Le client intercepte 
cette notification, l'analyse et s'apercoit qu'il s'agit de la reponse a sa requete, extrait ensuite 
la liste et l'enregistre dans un fichier qui s'appelle 'PersonnelChoice.xmV. Dans ce qui suit on 
montre un exemple du contenu de ce fichier. 
<?xml version="1.0" encoding="UTF-8" standalone="nb" ?> 
<presenceDocument xmlns:xsi="http: / /www.w3.org/2001/XMLSchema-instance" 
xsi:noNamespaceSchemal_ocation="presenceDocument.xsd"> 
<presence entity= "sip:personnel_choice@domainl.com "> 
<contact>sip:docteur2@domainl.com</contact> 
<contact>sip:docteur4@domainl.com</contact> 
<contact>sip:docteur6@domainl.com</contact> 
</presence> 
</presenceDocument> 
4.2.4. Serveur de presence 
L'application serveur de presence s'occupe de gerer 1'inscription, de la notification des 
clients ou usager, et de la gestion de la base de donnees de tous les usagers. Elle integre le 
module de detection d'evenements qui lui permet de detecter les nouveaux changements d'etat 
de presence dans le document XML de presence. Elle integre aussi le module de recherche de 
personnel qualifie. Ces deux modules n'existent pas dans l'application client. 
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Demarrage du serveur 
Lors du demarrage du serveur de presence, le programme lit et analyse le fichier de 
configuration. S'il trouve une anomalie, il avertit l'utilisateur et abandonne l'execution. Sinon, 
il initialise tous les parametres puis il ouvre les ports d'ecoute qui sont extraits de l'adresse 
locale dans le fichier de configuration. Le texte suivant montre un exemple du fichier de 
configuration du serveur de presence config.txt. 
//Ce f i c h i e r de conf igurat ion ne t i e n t pas compte des l ignes vides, des espaces 
/ /au debut d'une l igne et des l ignes qui commence par " (ou espace blanc 
/ / s u i v i par " " ) • 
/ / 
/ /L 'adresse IP locale suivie du port du user agent 
1ocal_addr=132.210.72.179:5060 
/ / La valeur de l ' en te te via qui va etre mise dans toutes les requetes envoyees 
/ /pa r 1 'app l ica t ion . 
/ / _ 
1ocal_vi a=SlP/2.0/UDP 132.210.72.179:5060 
// La valeur du champ de l'entete to lors de 1'envoi d'une requete 
from_name-addr=server <sip:presence_server@domainl.com> 
// La valeur du champ de l'entete contact lors de 1'envoi d'une requete, cette 
//adresse sera utilisee pour contacter cet utilisateur. 
/ / __•_ . . 
1ocal_contact=si p:132.210.72.179:5060 
/ / La valeur du champ TO lo rs de 1'envoi d'une requete. 
to_name-addr=<si p:somebody@domai nl.com> 
Apres'avoir analyse le fichier de configuration, le programme analyse le document XML de 
presence et construit l'arbre d'elements ou d'usagers correspondant. II initialise tous les etats 
de presence ipresenceState' du document de presence sur l'etat injoignable. Ensuite, il extrait 
les adresses SIP de tous les utilisateurs, les met dans une liste puis les initialise sur l'etat 
injoignable. Cette liste lui sert comme un moyen de verification de 1'existence d'un tel 
utilisateur lors d'une requete entrante. On a associe un parametre a chaque utilisateur. Ce 
parametre indique s'il y a un changement dans rinformation de presence propre a lui. Cela est 
du au fait qu'il y a un systeme qui detecte les changements dans chaque element de presence. 
Ce parametre sert ainsi comme moyen de detection de changement de 1'information de 
presence propre a un utilisateur puis il demarre un thread qui detecte et met a jour les 
changements d'information de presence. Finalement, le programme attend les nouvelles 
instructions, que ce soit par clavier ou par une commande recue du port d'ecoute, qui 
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correspond a une requete envoyee par un client. Lorsque le serveur recoit une telle requete, il 
en extrait les parametres necessaires afin de faire suivre la reponse au client et les enregistre 
dans le profil de ce client. Ces parametres sont I'adresse SIP du client fromjiame-addr et 
I'adresse de reponse call_request-uri qui se trouve dans le fichier de configuration du client. 
Les commandes permises au clavier 
La commande 'e ' termine toutes les inscriptions en cours. Elle envoie un ''Terminate' a tous 
les utilisateurs inscrits, puis met a jour le document. 
La commande 'c ' affiche la configuration courante, la figure 16 montre un exemple. 
<01S> :!!ii5D8:20!33777083:354iCUAStackController <003EAE0C> - : :InternalEuComma 
ndResult <03D40308 
<014> !!!!15D81201337770841355IListening Succeeded* 
Les commandes permises: 
e : Terminer l e s inscr ipt ions 
c : Afficher la configuration courante 
r : I n t i a l i s e r le document de presence 
d : Enregistrer le document de presence 
v : Afficher la l i s t e des usagers enregis tres 
q : Quitter 1'application 
c 
<015> !!!1714!20!33777698!356!PresenceSubscriptionObject C003EAB90) - ::PrintCur 
rentConfiguration O 
Current configuration: 
Local Address: 127 .0 .0 .1 : 5060 
Peer Address: 1 2 7 . 0 . 0 . 1 : 5062 
Local Uia: SIP/2.0/UDP 127.0 .0 .1:5060 
From name-address: Server <sip:presence_serMer0domaini.com> 
Local contact: s ip :127 .0 .0 .1 :5060 
Request-URI: <null> 
To name-address: 
Registrar URI: <null> 
Address-Of-Record: 
Registered contacts : 
F i g . 16 : Le r e s u l t a t de l a commande x c ' d ' u n s e r v e u r de 
p r e s e n c e 
La commande 'r' initialise le document de presence, elle recharge le document de presence 
de nouveau, met tous les utilisateurs enregistres sur I'etat unsubscribe et initialise tous les 
parametres. 
La commande 'd' enregistre le document de presence se trouvant dans la memoire du 
fichier de presence qui s'intitule 'outputPresenceDocument.xml'. 
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La commande V affiche I'etat de presence de tous les usagers enregistres dans le serveur 
de presence, montre par la figure 17 : 
%r Awaken <0, 6, 03D40fti0> 
<015> !!!IB04120132740505!354!CUAStackController <003E?D8C) - ::InternalEuComman 
dResult C03D40A10 
<014> i!!!B04!201327405051355JListening Succeeded! 
Les commandes permises: 
Terminer l e s inscr ipt ions 
ftfficher la configuration courante 
I n t i a l i s e r le document de presence 
Enregistrer le document de presence 
ftfficher la l i s t e des usagers enreg is tres Quitter 1'appl icat ion 
e 
c 
r 
d 
v 
q 
u 
sip:personnel_choiceGdomainl.com > unsubscribed 
sip:docteurlGdomainl .com > unsubscribed 
sip:docteur2Gdomainl.com > unsubscribed 
sip:docteur3Gdomainl.com > unsubscribed 
sip:docteur4Gdomainl.com > unsubscribed 
sip:docteurSGdomaini.com > unsubscribed 
sip'docteur60domainl.com — > unsubscribed 
sip:docteur7@domainl.com > unsubscribed 
sip:docteur8Gdomainl.com > unsubscribed 
sip:docteur9Gdomainl.com > unsubscribed 
sip:docteurl0Odomainl.com > unsubscribed 
sip:docteurllGdomainl.com > unsubscribed 
sip::docteurl2Gdomainl.com > unsubscribed 
sip::docteuri3Gdomainl.com > unsubscribed 
sip:docteurl4Gdomainl.com > unsubscribed 
Docteurl4Gdomainl.com > unsubscribed 
fakher > unsubscribed 
alainGbozo.com > unsubscribed 
Fig. 17 : Le resultat de la commande 'v' d'un serveur de 
presence 
La commande 'q' quitte Papplication, tous les utilisateurs inscrits se desinscrivent, le 
processus du systeme de detection d'evenement se termine et la pile SIP s'arrete aussi. 
Reception d'une inscription 
Des 1'interception d'une inscription de A, le serveur de presence consulte la liste des 
utilisateurs enregistres, cherche cet utilisateur par son adresse SIP et change son etat de 
presence de injoignable vers I'etat joignable. Le systeme intercepte cet evenement puis met a 
jour le document de presence. Ensuite, il detecte un changement de 1'information de presence 
de Putilisateur A. A cet effet, il notifie ce dernier de 1'information de presence de tous les 
autres utilisateurs deja inscrits : il envoie dans le message de notification un document XML 
contenant 1'information de presence de tous les utilisateurs inscrits. Ensuite, le serveur de 
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presence notifie tous les autres utilisateurs de la nouvelle information de presence de 
l'utilisateur A. L'operation de notification sera expliquee ulterieurement. 
Au cas ou le serveur de presence ne trouve pas le client A enregistre dans la liste, le module 
de communication SIP se charge de Fenvoi d'un message d'echec. 
Reception d'un publish 
Lorsqu'un serveur recoit Finformation de presence publiee par un client A, il extrait le 
document XML du paquet recu, qui correspond a I'element de presence de A. II analyse le 
document pour en extraire I'adresse SIP du client, puis il cherche I'element de presence 
correspondant a cette adresse dans le document principal. II compare les sous-elements de 
I'element de presence recu, avec ceux de I'element de presence du document de presence. 
Pour chaque sous-element, au cas ou sa valeur change, le systeme la remplace avec la valeur 
recue. 
En consequence, le systeme detecte le changement de I'element de presence, puis il notifie 
les utilisateurs inscrits du changement. L'operation de notification est expliquee 
ulterieurement. 
Reception d'une demande de personnel specifie 
Lorsqu'un serveur de presence recoit une demande de personnel qualifie, il analyse le 
fichier XML, puis il consulte la valeur de Pattribut entity de I'element presence, s'apercoit 
done que cette requete est adressee a Pentite sip:personnel_choice@domainl.com qui est le 
systeme de recherche de personnels qualifies. II extrait ensuite les informations pertinentes 
relatives a sa recherche, qui sont la speciality et la localite. Puis il envoie la requete au service 
de recherche de personnels qualifies. Ce dernier lui fournit la liste du personnel trouve dans un 
document XML. Ensuite, le serveur de presence envoie ce fichier XML au client concerne 
sous forme de notify. Voici un exemple de fichier XML recu du client: 
<?xml version="1.0" encoding="UTF-8" standalone="no" ?> 
<presenceDocument xmlns:xsi= 'http://www.w3.org/2001/XMLSchema-
instance" xsi:noNamespaceSchemaLocation="presenceDocument.xsd"> 
<presence entity= "sip:personnel_choice@domainl.com "> 
<speciality>cardiologue</speciality> 
<locality>CHUS</locality> 
65 
</presence> 
</presenceDocument> 
Operation de notification 
Un notify est un paquet SIP contenant un document XML ayant des elements de presence 
concernant des utilisateurs specifiques. L'operation de notification se declenche au moment 
ou le serveur envoie Pinformation de presence a un client. Ceci peut se produire dans trois 
cas : 
• Lorsqu'il y a un changement dans rinformation de presence d'un ou plusieurs 
utilisateurs, le serveur de presence doit notifier les autres utilisateurs inscrit. 
• Lorsqu'un client s'inscrit, le serveur de presence doit notifier ce client de tous les 
utilisateurs inscris. 
• Lorsqu'un client envoie une demande de personnels qualifies, le serveur doit notifier ce 
client en lui envoyant la liste de specialistes trouvee. 
4.3. Diagramme de classe de I'application 
La figure 18 montre le diagramme de classe de toute I'application du systeme de presence. 
Le cadre en bas designe la partie de la pile SIP de M5T qu'on l'a adapte et implements selon 
nos besoins. Et le cadre en haut designe la partie gestion de l'information de presence qu'on a 
implementee en totalite. On a decrit chacune des classe qui figurent dans ce diagramme dans 
l'annexe C. 
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+setDocument() 
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• -0 
EventCatcher 
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•setElement() 
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•sourceDOMDocument 
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+insertSimpleElement() 
+getSpecifyElementByValue() 
+setEventCatcher() 
•-0 
1 
-Fin9 
Gestion.de I'information de presence 
PresenceSystem 
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+createNew Document!,) 
+parseFile() 
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m_pCoreThread 
-m_dialogList 
•m_pNotifierMgr 
m_pSubscriberMgr 
CUAStackController 
+CreateSubscriptionS() 
+CreateNotifierS() 
+SetUAManagersS() 
Listen!) 
...() 
+EvMessageServiceMgrAwaken() 
EvOnPacketReceivedf) 
EvShutdownCompletedQ 
-m_pContext 
m_pMgr 
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+SubscribeA{) 
TerminateAO 
+DeclineA() 
EvMessageServiceMgrAwakenO 
+EvNotified() 
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m_vpActiveNotifiers 
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SetManagers() 
+SetUser() 
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EvMessageServiceMgrAwakenO 
*EvNotifiedA{) 
*EvSubscnbedA() 
+EvUnsubscribedA() 
•EvFailedAO 
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*EvSubscriptionA()
 N 
+EvUnsubscriptionA() 
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«interface» 
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*EvOnPacketReceived() 
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Fig . 18 : Diagramme de c l a s s e 
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Dans la partie 4 on a presente 1'implementation et la mise en place de l'application du 
systeme de presence. On a aussi fait une description detaillee du programme de l'application 
tout en passant par la definition de ses modules principaux, la facon de gerer l'information 
dans la base de donnees ainsi la definition des differentes composantes de l'application tout en 
clarifiant la communication eux. Finalement on a defini le diagramme de classe de 
l'application. 
Dans la partie suivante, on va etudier la possibility d'integration du service de presence a 
une plateforme multimedia medicale qu'on va definir. 
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5. TEST ET EVALUATION DU PROTOTYPE 
Dans ce paragraphe, on va tester le fonctionnement de notre prototype. On va commencer 
par la configuration du test, puis la sequence subscribe/notify typique, ensuite la publication, 
on va tester apres la recherche de specialiste, puis la desinscription pour finir avec 1'etude des 
paquets echanges. 
5.1. Configuration du test: 
Afin d'executer et d'appliquer le programme convenablement, on doit mettre tous les 
fichiers responsables du bon deroulement de 1'execution dans un meme repertoire. Ces 
fichiers sont config.txt, outputPresenceDocument.xml, userinformations.xml, 
PresenceSubscription.dll et PresenceTest.exe. lis sont expliques dans la partie 4. 
Le test du prototype est effectue avec 4 clients et un serveur de presence, I'adresse SIP du 
serveur est sip:presence_server@domainl.com, I'adresse SIP du systeme de recherche de 
personnels qualifies est sip:personnel_choice@domainl.com et I'adresse SIP des clients sont 
comme suit: sip:docteur2@domainl.com, sip:docteur4@domainl.com, 
sip:docteur5@domainl.com et sip:docteur6@domainl.com. 
5.2. Sequence subscribe/notify typique 
Au. debut, on a demarre le serveur de presence et le premier client docteur2, voici une 
description du deroulement de cette partie du test 
• Envoi d'un subscribe a l'aide de la commande 's ' du docteur2, 
• Interception du subscribe par le serveur 
• Changement de l'etat de presence du docteur2 dans le document de presence 
outputPresenceDocument.xml de l'etat injoignable vers l'etat joignable. 
Et lorsqu'on a demarre le client docteur4, 
• Envoi d'un subscribe au serveur de presence, 
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• Interception du subscribe, par le serveur de presence et report du nouvel etat de 
presence du docteur4 au document de presence, 
• Envoi d'un notify au docteur2 par le serveur de presence du nouvel etat de 
presence du docteur4 et rafraichissement par un notify du docteur4 de I'etat de 
presence du docteur2, 
• Interception des notifys par le docteur2 et le docteur4 et mise a jour des 
documents de presence relatifs a ces docteurs. 
Apres, lors du demarrage du client docteur5, 
• Envoi d'un subscribe au serveur de presence, 
• Changement dans le document de presence du serveur de presence de I'etat de 
presence du docteur5, 
• Rafraichissement de I'etat de presence du docteur 5 par 1'envoi d'un notify du 
serveur au docteur2 et docteur4, rafraichissement aussi du docteur5 avec un seul 
notify de I'etat de presence du docteur2 et du docteur4, 
• Interception des notifys de tous les clients notifies et report des modifications 
necessaires aux documents de presence relatifs a ces clients. 
Le meme scenario s'est repete au docteur6, tout s'est deroule sans fautes. On n'a enregistre 
aucune erreur. 
5.3. Test de publication 
Maintenant, tous les clients sont inscrits au serveur de presence, ils ont I'etat de presence 
'joignable'. Pour changer I'etat de presence du docteur2 vers I'etat 'libre', on a utilise la 
commande 'n', voici une description du deroulement de cette partie du test 
• Le programme demande le nouvel etat de presence, on a entre 'libre', 
• Envoi d'un.publish du docteur2 vers le serveur de presence, 
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• Mise a jour du document de presence principal de 1'etat.de presence du docteur2 
vers 'libre', 
• envoi d'un notify du nouvel etat de presence du docteur2 vers tous les autres 
clients inscris. Mise a jour de leur document de presence. 
Le meme scenario est fait au docteur4 et au docteur5, tout s'est deroule sans fautes. 
5.4. Recherche de personnel qualjfie ou de specialiste 
On va expliquer maintenant comment une demande de specialiste est envoyee. Pour cela, on 
suppose que le docteur6 procede a cette demande. 
Le systeme demande d'entrer la localite = CHUS et la speciality = cardiologue, un publish 
vers le serveur de presence qui contient comme destinataire To = 
sip:personnel_choice@domainl.com est envoye. Le systeme entame sa recherche dans le 
document de presence avec les parametres suivants: localite = CHUS, speciality = 
cardiologue et etat de presence = libre. La reponse etait docteur2 et docteurt, cette reponse est 
conforme aux regies de recherche. 
On a essaye cette demande sur les autres clients, on a change aussi l'etat de presence des 
clients et les parametres de recherche, la reponse du service de recherche de personnel qualifie 
etait correcte. 
5.5. Test de desinscription 
Finalement on a desinscrit les clients et a chaque fois qu'un client se desinscrit, les autres 
clients inscrits se notifient et leur document de presence est mis a jour. Puis on a arrete 
V application des clients et du serveur, tous les modules sont eteints correctement et 
l'application s'est finalement arretee. 
5.6. Etude des paquets echanges 
On a aussi fait le suivi des paquets SIP echanges entre les terminaux avec le logiciel 
Ethereal. Ces paquets ont ete conformes aux normes du RFC3261 qui definit le protocole SIP, 
a I'exception dupublish vue qu'il n'est pas implemente dans la pile SIP de M5T. Done afin de 
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le remplacer, un subscribe local est cree pour envoyer un notify vers le serveur de presence. 
Lorsque le serveur de presence intercepte ce publish, il le traite comme etant un notify non 
validepar lamethode CUASubscriber: :EvInval idNot i fy . 
Maintenant, on va etudier l'echange des paquets durant le fonctionnement du systeme de 
presence selon le nombre de clients inscrits. Pour cela, on va dresser un tableau qui indique le 
nombre de paquets echanges lorsqu'un usager envoi une demande d'inscription. 
Clients inscrits 
5 
10 
15 
20 
30 
50 
Paquets echanges 
12 
22 
32 
42 
62 
102 
Supposant qu'un usager A envoie une demande d'inscription au serveur de presence, alors 
le serveur de presence consulte sa base de donnee et trouve par exemple 10 usagers inscrits. II 
envoie done 10 notify a ces usagers du nouvel etat de presence de A et un notify a A de 
1'information de presence de tous les usagers inscrits. 
5.7. Pistes de recherche identifies 
Suite a ce constat, plusieurs piste de recherche ont ete identifiees, il s'agit de : 
• L'interface graphique du prototype devrait etre entierement revue afin d'augmenter 
la facilite d'utilisation du logiciel, ce qui aura pour effet de simplifier grandement le 
logiciel. 
• Systeme de controle d'acces : etablir les regies d'acces aux differentes composantes, 
assurer la confidentialite et 1'integrite de 1'information et l'authentification du 
personnel. Et assigner aussi des certificats personnels pour le personnel medical pour 
credibiliser les transferts et assurer enfin la non repudiation de 1'information. 
• Etendre l'information de presence et le systeme de recherche aux locaux, aux 
terminaux, aux equipements medicaux. 
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• Systeme de controle interne de coherence du document de presence 
• Augmentation de l'efficacite du systeme de recherche de professionnels specifie, 
ajout de parametres, augmentation de la complexity de la methode de recherche, 
etendre la recherche aux ressources medicales et les locaux. 
• Renforcer la securite des transferts, chercher un protocole securise de transmission 
comme le SIPS (Secure SIP) (Rosenberg et al., 2002). 
• Elargir la zone de fonctionnement du systeme de presence sur plusieurs centres 
hospitaliers et etablir un systeme de cooperation entre eux. 
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6. INTEGRATION DU SERVICE DE PRESENCE A UNE 
PLATEFORME MULTIMEDIA 
Une plateforme de communication multimedia sur IP pour le milieu medical est en cours de 
developpement par notre groupe de recherche. Une premiere partie du projet est developpee 
par Alexis DORAIS-JONCAS dans le cadre de son memoire de maitrise intitule «Un 
mecanisme de conference base sur le protocole SIP pour la transmission simultanee de voix et 
de donnees medicales» (Dorais-Joncas, 2007). Ce projet consiste en un systeme de conference 
multimedia pleinement maille. Cela veut dire que chaque point de la conference envoie de la 
voix a tous les autres points sans aucun intermediate. 
Notre systeme de presence vient eclaircir le travail du systeme de conference afin de le 
rendre plus efficace. Le systeme de presence vient assurer l'etat de presence de chaque usager 
aupres des usagers eux-memes. De cette facon, chaque usager peut savoir la disponibilite des 
autres usagers avant de communiquer avec eux. Aussi, il peut faire une recherche de 
specialistes disponibles en specifiant la speciality et la localite desirees. 
Contrairement au systeme de communication, le systeme de presence est centralise. Cette 
architecture est inevitable car il doit absolument avoir un serveur de presence centralise qui 
gere tous les usagers simultanement. Cette architecture est essentielle pour assurer une 
disponibilite optimale de 1'information de presence entre les differents membres du corps 
medical. Cependant le systeme de communication conserve son aspect pleinement maille, et 
une fois une communication est debute, elle se deroule sans aucune dependance du serveur de 
presence. 
L'integration du systeme de presence constitue un complement primordial au systeme de 
communication dans une situation d'urgence medicale. Le mariage entre ces deux systemes se 
caracterise par sa souplesse et son efficacite, ils peuvent fonctionner independamment l'un de 
1'autre. En cas de trouble du serveur de presence, le systeme de communication reste quand 
meme fonctionnel. Chaque usager peut conserver une liste d'adresse de ses collegues. II peut 
communiquer avec celui qu'il veut sans aucune intervention du serveur de presence. Mais il 
ne profite plus des services du serveur de presence (informations de presence, liste complete 
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du personnel, recherche de specialiste). Ceci engendre la perte de temps qui n'est pas du tout 
appreciee dans une situation d'urgence medicale. 
Pour mieux expliquer le fonctionnement des deux systemes ensemble, on va proceder a une 
mise en situation. Dans une situation d'urgence medicale, un ambulancier qui se trouve dans 
son ambulance et qui est deja connecte avec Pinfirmier qui est tout pres du patient, veulent 
communiquer avec un cardiologue. Pendant que I'infirmier essaye de stabiliser le cas du 
patient, 1'ambulancier envoie une requete de recherche de cardiologue aupres du systeme de 
presence. Au moment ou l'ambulancier recoit la reponse, il demande au cardiologue trouve 
' C de joindre la conversation entre lui et rinfirmier. Ceci permet a I'infirmier d'avoir de 
bonnes directives et a l'ambulancier d'anticiper les actions a entreprendre. La figure 19 
illustre la mise en situation citee dans ce paragraphe. 
Ambulancier A 
1 - Connexion multimedia 
Infirmier B 
2 - Recherche cardiologue 
3 - Cardiologue C 
4 - Join A, B 
5 - Join A, B 
6 - Connexion multimedia 
S* 
Serveur de presence 
Cardiologue C 
Fig. 19 : Integration du systeme de presence a une plateforme 
multimedia 
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7. CONCLUSION 
Ce projet de recherche vise global ement a contribuer a l'avancement de la technologie des 
systemes de presence en contexte medicale. La problematique generate que nous avons 
abordee est celle de pouvoir joindre, a tout moment, une ressource du milieu medical 
possedant certaines caracteristiques de specialite et de disponibilite. Effectivement, le systeme 
de presence que nous avons concu repond parfaitement a 1'objectif general fixe. Cet objectif a 
ete atteint apres une meticuleuse recherche des technologies de pointe existantes. 
Dans cette conclusion, on va evaluer les objectifs specifiques vises de notre projet de 
recherche. Puis on va proposer des sujets en relation directe avec notre projet. Final ement on 
va conclure cette memoire. 
Les objectifs specifiques fixes de notre projet ont ete atteints, en effet: 
• On a defini un modele d'informations de presence specifique au contexte medical. 
• On a defini un modele abstrait de 1'architecture de notre service de presence, 
incluant la definition des entites presentes dans cette architecture; 
• On a defini les operations que le service de presence propose doit inclure pour etre 
adequatement fonctionnel. On note le systeme de recherche de personnel qualifie 
qui constitue une innovation tres utile dans le contexte de communication d'urgence 
medicale. 
• On a propose une implementation du service de presence a l'aide des technologies 
XML et SIP; 
• On a developpe un prototype du service de presence pour en faire la preuve de 
concept; 
• On a discute de l'integration du service de presence a une plateforme de 
communication multimedia sur IP vouee au contexte medical; 
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• On a commente certaines implications pratiques comme, par exemple, les modes de 
mise a jour des informations de presence et la securite informatique. 
Tout au long de ce projet, plusieurs aspects interessants ont emerge des travaux realises 
mais qui n'ont pu etre approfondis a souhait. Les sujets offrent un potentiel de recherche tres 
interessant a l'avenir, nous citons principalement: 
• Systeme de reservation de personnel et de ressource medicale : apres avoir etendu 
l'information de presence aux locaux et aux ressources medicales, ce systeme peut 
etre realise. Exemple, Imaginons un ambulancier en situation d'urgence veut 
transporter un patient vers un centre hospitalier pour intervention chirurgicale, il peut 
organiser cette operation par un simple clic. L'ambulancier sait toute 1'information 
pertinente a cette operation comme le lieu, le local, la periode, le materiel medical, le 
personnel,... 
• Systeme de surveillance de patient a distance: l'information de presence peut 
contenir l'etat de sante d'un patient en temps reel. Le patient peut etre n'importe ou 
cependant Pinformation concernant son etat de sante est transmise au serveur de 
presence. S'il y a une anomalie quelconque, son medecin sera averti. Ce systeme 
peut rappeler le medecin de faire une certaine intervention pour ce patient a distance. 
II peut egalement suivre son etat de sante en permanence sans se deplacer. Tout en 
etant connecte au reseau sans fil, le systeme peut aussi capturer sa position 
geographique. 
• Coupler le systeme de presence a un systeme de localisation RFID ou GPS pour 
faciliter la gestion du materiel (E.G. pompes a perfusion) ou assurer une certaine 
securite des patients dans un etablissement hospitalier. 
L'adoption d'un mecanisme sophistique de communication tel que celui presente dans ce 
cas permettrait d'ameliorer la qualite des soins pre-hospitaliers en situation d'urgence et ce, 
sans investissements majeurs. En traitant plus rapidement et de maniere plus appropriee les 
patients, le taux de deces et de complications est appele vers la diminution. De plus, une 
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economie au niveau des couts de traitements pourrait etre realisee puisque la degradation de 
l'etat de nombreux patients serait ainsi evitee. 
Dans le contexte demographique actuel du Quebec, de telles technologies permettant 
d'ameliorer l'efficacite du corps medical devront etre introduites et utilisees dans le systeme 
de sante quebecois afin de mieux repondre aux besoins d'une population vieillissante. 
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Annexe A 
Dans cette annexe, on va definir plus profondement les principales technologies impliquees 
dans ce projet. On va commencer par introduire XML puis definir le protocole SIP, ensuite on 
va donner une notion generale sur la base de donnees, finalement on va definir le parseur 
XML. 
1. Introduction sur XML 
Dans cette section, on va definir XML ainsi que ses principaux aspects qu'on a utilise dans 
ce projet. On va definir ainsi les caracteristiques de XML, ensuite les syntaxes et 
terminologies, apres la structure du document XML, puis les espaces nom «name spaces» 
pour finir avec la validation de donnees. 
1.1. Caracteristiques de XML 
XML signifie langage de balise extensible «eXtensible Markup Langage», et il est utilise 
pour decrire les documents et les donnees dans un format texte normalise qui peut etre 
facilement transports via des Protocoles internet standards. XML est base sur la source de tous 
les langages balistiques «markup», qui est le SGML «Standard Generalized Markup 
Languages 
1.1.1. Extensibility 
XML joue un role important dans la description des donnees structurees comme texte; le 
format est extensible. C'est-a-dire que n'importe quelle donnee qui peut etre decrite comme 
texte et imbrique dans des etiquettes XML <<XML tags» va etre generalement acceptee comme 
XML. Les seules limites imposees sur les donnees sont celles par les donnees eux-memes, a 
travers des regies de syntaxe et des directives de format impose par Futilisateur lors de la 
validation de donnees. 
1.1.2. Structure 
La structure de XML est habituellement complexe et difficile de suivre par l'oeil nu, mais il 
est important de rappeler que XML bien que sommairement lisible, n'est pas concu pour 
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qu'on le lise. Les parseurs XML et d'autres types d'outils qui sont concu pour travailler avec 
XML assimilent facilement XML, meme dans ses formes les plus complexes. Aussi, XML est 
designe pour etre un format d'echange de donnee ouvert. 
1.1.3. Validite 
Hormis les exigences obligatoires de syntaxe qui composent un document XML, les 
donnees representees par XML peuvent optionnellement etre validees pour la structure et le 
contenu, basees sur deux standards de validation de donnee separes. Le standard original de 
validation de donnee est appele definition de type de donnee <dDTD : Data Type Definition^ 
et revolution la plus recente de standard de la validation de donnee est le schema XML 
«XML Schema». 
1.2. Syntaxes et terminologies 
Les documents XML bien formes sont des documents XML qui satisfont aux 
recommandations de configuration de document XML de W3C. Ces recommandations, qui 
peuvent etre trouvees a www.w3.org/xml, sont tres strictes en ce qui concerne les exigences 
de format qui font la difference entre un document texte contenant un ensemble de tag et un 
document XML reel. Toute cette exactitude et cette conformite sont etablies puisque XML est 
designe pour decrire des donnees et des documents. Un document XML bien forme peut 
contenir des elements, des attributs et des textes. 
1.2.1. Element 
Les elements ressemblent a ceci et ont toujours des tags d'ouverture et de fermeture: 
<element></element>. 
II n'y a pas beaucoup de regies pour les elements du document XML. Les noms des 
elements peuvent contenir des lettres, des nombres, des traits d'union, des tires bas et des deux 
points quand les espaces noms «namespaces» sont utilises (les espaces noms : voir paragraphe 
1.4 de cette annexe). Les noms des elements ne peuvent pas contenir des espaces, ils sont 
remplaces par des tires bas. Ils peuvent commencer par une lettre, tire bas, ou deux points, 
mais ne peuvent pas commencer par un autre caractere non alphabetique, un nombre ou le mot 
XML. 
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Hormis les regies basiques, il est important de penser au sujet de l'utilisation des traits 
d'union et des points dans les noms des elements. lis peuvent etre considered comme une 
partie des documents XML bien formes, mais d'autres systemes qu'utiliseront les donnees 
dans les noms des elements tels que les systemes de base de donnees relationnelles, auront 
souvent des troubles en travaillant avec les traits d'union et les points dans les identificateurs 
de donnee. lis les prennent pour quelque chose autre qu'une portion du nom de 1'element. 
1.2.2. Attributs 
Les attributs contiennent des valeurs qui sont associees a un element et font toujours partie 
de l'element du tag d'ouverture : <element attribute="valeur></element>. 
Les regies et directives basiques pour les elements s'appliquent aussi aux attributs, avec 
quelques additions. Le nom de I'attribut doit suivre un nom d'element, ensuite la marque 
egale « = », apres la valeur de I'attribut dans des guillemets simples ou doubles. La valeur de 
I'attribut peut contenir des guillemets, le cas echeant, un seul type de guillemet doit etre utilise 
dans la valeur et une autre autour de la valeur. 
1.2.3. Texte 
Le texte est localise entre les tags d'ouverture et de fermeture d'un element, il represente 
generalement les donnees reelles associees avec les elements et attributs qui entoure le texte : 
<element attribute-'valeur>text</element>, 
Le texte n'est pas soumis aux memes regies syntaxiques des elements et attributs, done 
pratiquement n'importe quel texte peut etre stocke entre les elements du document XML. II 
faut noter que lorsque la valeur est limitee au texte, le format du texte peut etre specifie 
comme un autre type de donnees par les elements et attributs dans le document XML. 
1.2.4. Element vide 
Les elements qui n'ont pas d'attributs ou textes peuvent aussi etre representes dans un 
document XML: </element>. 
Ce format est habituellement ajoute aux documents XML pour adapter une structure de 
donnees predefinie. 
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1.3. Structure du document XML 
La plupart des document XML commence par un element <?xml?> en haut de la page. 
Ceci s'appelle une declaration du document XML. Cette declaration est un element optionnel 
qui est utile pour determiner la version du document XML pour etre bien forme dans-la 
specification 1.0 de XML de W3C. Voici la declaration, du document XML la plus habituelle : 
<?xml version="1.0" encoding="UTF-8"?>. 
II y a deux attributs inclus dans cette declaration qui est vue habituellement mais pas 
souvent expliquee. La version XML est utilisee pour determiner a quelle version de la 
recommandation XML de W3C le document XML adhere. Les parseurs XML utilisent cette 
information pour appliquer les regies syntaxiques specifiques a la version du document XML. 
L'attribut «encoding» qui signifie codage, designe quel jeu de caractere, «character-set» ou 
«charset», est utilise dans la suite du document XML. Jusqu'a date, le type de codage le plus 
utilise dans les documents XML est PUTF-8. 
Un document XML bien forme doit etre dispose sous certaines regies structurelles et 
syntaxiques. Examinons la structure d'un document XML 1.0 bien forme tres simple dans 
L i s t i n g 1. 
<?xml version="1.0" encoding="UTF-8"?> 
<ElementRacine> 
<PremierElement positional"> 
<Niveau1 Enfant="0">C'est le niveau 1 des elements imbriques 
</leyel1> 
</PremierElement> 
<DeuxiemeElement position="2"> 
<Niveau1 Enfant="1"> 
<Niveau2>C'est le niveau 2 des element imbriques 
</Niveau2> 
</Niveau1> 
</DeuxiemeElement> 
</ElementRacine> 
L i s t i n g 1 : Document XML t r e s s i m p l e b i e n fo rme . 
II faut faire attention a la structure du document incluant les elements et les attributs, aussi a 
la syntaxe du document; les parseurs XML et les autres outils qui lisent et traitent les 
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documents XML ne sont guere tolerants a ces genres de fautes. XML a des regies tres strictes 
a propos de la syntaxe utilisee pour representer un document, contrairement a HTML. 
1.4. Espace nom «name space» 
Les espaces-nom sont une methode pour separer et identifier les noms d'element XML 
dupliques. lis peuvent aussi etre utilises comme identificateurs pour decrire les types de 
donnees et autre information. La declaration des espaces-nom peut etre comparee comme 
definir un nom de variable court pour une variable longue (tel que pi=3.14149...) dans la 
programmation. Dans XML, 1'assignation de variable est definie par une declaration 
d'attribut. Le nom de la variable et sa valeur sont ceux de l'attribut. Afin de distinguer les 
declarations d'espace-nom des autres types de declarations d'attribut, un prefixe reserve 
xmlns: est employe en declarant un nom et une valeur d'espace-nom. Le nom d'attribut apres 
le prefixe xmlns: identifie le nom pour l'espace-nom defini. La valeur de l'attribut fournit 
l'identificateur unique pour l'espace-nom. Une fois l'espace-nom declare, le nom de l'espace-
nom peut etre utilise comme un prefixe dans les noms d'element. 
L i s t i n g 2 montre un document XML tres simple qu'on a examine dans L i s t i n g 1, 
mais cette fois on a ajoute quelques espaces-nom afin de differencier les elements imbriques. 
<?xml version="1.0" encoding="UTF-8"?> 
<ElementRacine> 
<PremierElementxmlns:fe="http.7/www.benztech.com/schemas/verybasic" 
position="1"> 
<fe:Niveau1 Enfant="0">C'est le niveau 1 des element imbriques 
</fe: level 1> 
</PremierElement> 
<DeuxiemeElement 
xmlns:se="http://www.benztech.com/schemas/advanced" 
position="2"> 
<se:Niveau1 Enfant-"T> 
<se:Niveau2>C'est le niveau 2 des elements imbriques 
</se:level2> 
</se:Niveau1> 
</DeuxiemeElement> 
</ElementRacine> 
L i s t i n g 2 : Un document XML t r e s s imple avec des e s p a c e s -
nom. 
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Dans cet exemple, on a employe deux espaces-nom comme identificateur pour differencier 
deux elements Niveaul dans le meme document. L'attribut xmlns: declare l'espace-nom 
pour un document ou une portion de document XML. L'attribut peut etre place dans I'element 
ElementRacine du document, ou dans n'importe quels elements imbriques. 
Le nom de l'espace-nom de I'element PremierElement dans la L i s t i n g 2 est fe, et 
celui de I'element DeuxiemeElement est se. Les deux utilisent deux URLs differentes 
comme valeur pour l'espace-nom. L'URL dans l'espace-nom mene souvent a une page WEB 
qui fournie la documentation concernant l'espace-nom. II aboutit aussi a un document actuel, 
mais utilise comme un detenteur de place pour la declaration du nom de l'espace-nom. 
La valeur de declaration d'espace-nom n'a pas besoin d'etre un URL ou de conduire a un 
URL actuel. De toute facon, il est preferable d'utiliser un URL qui peut conduire a une 
destination actuelle. De cette facon, les developpeurs peuvent changer la structure et/ou la 
syntaxe du document XML concerne. 
Quand utilise-t-on les espaces-nom? 
Les espaces-nom sont des composantes optionnelles des documents XML de base. 
Cependant, les declarations d'espace-nom sont recommandees si vos documents XML ont un 
potentiel actuel ou futur de partage avec d'autres documents qui peuvent partager les memes 
noms d'element. Aussi, les nouvelles technologies basees sur XML, tels que les schemas 
XML, SOAP et WSDL, accroissent l'utilisation des espaces-nom XML afin d'identifier les 
types de codage de donnees et les elements importants de leur structure. 
1.5. Validation de donnees 
D'apres ce qu'on a vu, il y a des regies ires strictes pour la structure et la syntaxe des 
documents XML bien formes. II y a aussi plusieurs formats qui suivent la syntaxe XML bien 
formee qui fournissent des manieres de representation de types de donnees standardises. 
La validite d'un document XML est determinee par un DTD «Document Type Definition» 
(definition du type de document). II y a plusieurs formats de validation de donnees. On peut 
trouver une liste de formats de validation XML a http://www.oasis-
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open.org/cover/schemas.html. Toutefois, les formats officiels ratifies par W3C les plus 
communes sont le DTD «Document Type Definition)) et le Schema W3C. 
Les documents XML sont compares a des regies qui sont specifiers dans un DTD ou un 
schema. Un document XML bien forme qui rassemble toutes les exigences d'une ou plusieurs 
specifications est appele un document XML valide. 
Notez que les documents XML ne se valident pas entre eux. La validation XML a lieu 
quand un document est analyse. La majorite des parseurs d'aujourd'hui ont leur propre 
fonctionnalite de validation, supportent generalement la validation des Schemas W3C et des 
DTDs et peuvent supporter d'autres types de validation, dependamment du parseur. En plus, 
definir une variable ou appeler une classe differente dans le parseur peut souvent neutraliser la 
validation en ignorant les directives de DTD ou/et de Schema dans le document XML. Les 
parseurs ou les classes de parseur qui ne supportent pas la validation sont appeles des parseurs 
non validant, et ceux qui la supportent sont appeles des parseurs validant. 
L i s t i n g 3 montre le meme document XML que celui du Listing 1, mais dans ce cas, il 
y a une reference d'un DTD et une autre d'un Schema. 
<?xml version="1.0" encoding="UTF-8"?> 
<!DOCTYPE ElementRacine SYSTEM "verysimplexml.dtd"> 
<ElementRacine xmlns:xsi=http://www.w3.org/2001/XMLSchemainstance 
xsi:noNamespaceSchemaLocation="verysimplexml.xsd"> 
<PremierElement position-T> 
<Niveau1 Enfant="0">C'est le niveau 1 des elements irnbriques 
</Niveau1> 
</PremierElement> 
<DeuxiemeElement position="2"> 
<Niveau1 Enfant="1"> 
<Niveau2>C'est le niveau 2 des element irnbriques 
</Niveau2> 
</Niveau1> 
</DeuxiemeElement> 
</ElementRacine> 
L i s t i n g 3 : Document XML b i en forme avec r e f e r e n c e de DTD e t 
de Schema. 
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1.5.1. Validation des documents avec DTD 
La definition de Type de document DTD est la methode originale de validation de la 
structure du document XML et d'imposition de formatage specifique du texte choisi. Cette 
methode reste probablement la plus repandue. Bien que la declaration au debut du DTD laisse 
penser que c'est un document XML, les DTDs sont en fait des documents XML non-bien 
formes. Ceci est parce qu'ils suivent les regies syntaxiques de DTD au lieu de la syntaxe du 
document XML. 
L i s t i n g 4 montre le contenu du fichier verysimplexml.dtd referencie dans le document 
XML dans l i s t i n g 3 : 
<?xml version="1.0" encoding="UTF-8"?> 
<!ELEMENT ElementRacine (PremierElement, DeuxiemeElement)> 
<!ELEMENT PremierElement (Niveaul )> 
<!ATTLIST PremierElement 
position CDATA #REQUIRED 
> 
<!ELEMENT Niveaul (#PCDATA | Niveau2)*> 
<!ATTLIST Niveaul 
Enfant (0 | 1)#REQUIRED 
> 
<!ATTLISt DeuxiemeElement 
position CDATA #REQUIRED 
> 
<!ELEMENT Niveau2 (#PCDATA)> 
<! ELEMENT DeuxiemeElement (Niveau2)> 
L i s t i n g 4 : Contenu du f i c h i e r v e r y s i m p l e x m l . d t d . 
1.5.2. Validation des documents avec schema XML 
Le Schema W3C est la definition du Schema officiellement ratifie. Contrairement au DTD, 
le format des Schemas W3C suit les regies des documents XML bien formes. De meme, le 
Schema permet un controle beaucoup plus precis des donnees decrites. Vu la forme 
d'organisation des donnees de XML et les controles de format detailles, les Schemas tendent a 
etre tres complexes et souvent beaucoup plus longs que les documents XML decrits. 
Paradoxalement, ils sont generalement bien plus faciles a lire et a suivre par les developpeurs, 
en raison de la nature moins cachee des references dans les Schemas par apport aux DTDs. 
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Voici la declaration du Schema du document XML dans l i s t i n g 3 : 
<ElementRacine xmlns:xsi=http://www. w3.org/2001/XMLSchemainstance 
xsi:noNamespaceSchemaLocation="verysimplexml.xsd"> 
Dans ce cas, la declaration d'espace-nom refere a http://www.w3.org/2001/XML 
Schemainstance. Cette derniere mene a un document actuel, qui est une description courte 
de la maniere que le Schema devrait etre referencie. La valeur 
noNamespaceSchemaLocation indique qu'il n'y a pas de nom-espace predefini pour le 
Schema. Cela dit que tous les elements dans le document XML devraient etre valides par le 
Schema specifie. La localisation de ce Schema utilise est verysimplexml.xsd parce qu'il n'y 
a pas de chemin defini. Le fichier du Schema devrait etre localise dans le meme repertoire que 
le fichier qui va etre valide par ce Schema. 
On peut aussi definir la localisation du Schema et la mappee a l'espace-nom specifique par 
l'intermediaire de la declaration de I'attribut schemaLocation au lieu de 
noNamespaceSchemaLocation. Le cas echeant, on doit declarer un espace-nom qui 
designe la valeur de I'attribut schemaLocation. La declaration doit etre faite avant de referer 
le Schema dans une assignation de I'attribut schemaLocation. Voici un exemple 
d'assignement d'un schemaLocation dans un element racine d'un document XML : 
<rootelement 
xmlns:fe="http://www.benztech.com/schemas/verybasic" 
xsi:schemaLocation="http://www.benztech.com/schemas/verybasic"> 
L i s t i n g 5 montre le fichier verysimplexml.xsd refere dans le document XML du 
l i s t i n g 3. 
<?xml version="1.0" encoding="UTF-8"?> 
<xs:schemaxmlns:xs="http://www. w3.org/2001/XMLSchema" 
elementFormDefault="qualified"> 
<xs:element name="PremierElement"> 
<xs:complexType> 
<xs:sequence> 
<xs:element ref="Niveau17> 
</xs:sequence> 
<xs:attribute name-'position" type="xs:boolean" 
use="required"/> 
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</xs:complexType> 
</xs:element> 
<xs:element name="Niveau1"> 
<xs:complexType mixed="true"> 
<xs:choice minOccurs="0" maxOccurs="unbounded"> 
<xs:element ref="Niveau27> 
</xs:choice> 
<xs:attribute name-'Enfant" use="required"> 
<xs:simpleType> 
<xs:restriction base="xs:NMTOKEN"> 
<xs:enumeration value="07> 
<xs:enumeration value-"!7> 
</xs:restriction> 
</xs:simpleType> 
</xs:attribute> 
</xs:complexType> 
</xs:element> 
<xs:element name="Niveau2" type="xs:string7> 
<xs:element name="ElementRacine"> 
<xs:complexType> 
<xs:sequence> 
<xs:element ref="PremierElement7> 
<xs:element ref="DeuxiemeElement7> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
<xs:element name="DeuxiemeElement"> 
<xs:complexType> 
<xs:sequence> 
<xs:element ref="Niveau17> 
</xs:sequence> 
<xs:attribute name-'position" type="xs:byte" 
use="required7> 
</xs:complexType> 
</xs:element> 
</xs:schema> 
2. SIP «Session Initiation Protocol)) 
Dans cette partie, on va definir le protocole de communication SIP. On va commencer par 
dormer une introduction, puis donner un vue d'ensemble. Finalement, on va definir le format 
des differents messages SIP. 
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2.1. Introduction 
II y a beaucoup d'applications internet qui necessitent la creation et la gestion d'une session, 
quand une session est considered comme un echange de donnees entre un groupe de 
participant. Les exigences et les pratiques des utilisateurs compliquent rimplementation de 
ces applications : les usagers peuvent se deplacer d'un point a un autre, ils peuvent etre 
adressables par plusieurs noms, et ils peuvent communiques par plusieurs differents medias 
parfois simultanement. Plusieurs protocoles ont ete concus pour transporter differentes formes 
de sessions de multimedia et donnee en temps reel et parfois simultanement. Le Session 
Initiation Protocol (SIP) travaille en accord avec ces protocoles en permettant aux differents 
terminaux (user agents) de se decouvrir et de se fixer les parametres de la session qu'ils 
veulent se partager. Pour localiser les participants eventuels de session, et pour d'autres 
fonctions, SIP est capable de creer 1'infrastructure serveurs proxy auxquels les user agents 
peuvent envoyer des inscriptions, invitation a une session, et d'autre demande. SIP est agile, 
un outil general pour creer, modifier, et terminer des sessions qui fonctionnent 
independamment des protocoles fondamentaux de transport et sans dependance sur le type de 
session qui s'est etabli. 
2.2. Vue d'ensemble 
SIP est un protocole de controle de la couche application qui peut etablir, modifier, et 
terminer des sessions multimedia (conference) tel que la telephonie internet. SIP peut aussi 
inviter des participants a des sessions deja existantes, tel que des conferences. Des medias 
peuvent etre ajoutes (et retires) a des sessions existantes. SIP supporte d'une maniere 
transparente le mapping des noms et les services de redirections, qui supportent la mobilite 
personnelle : les usagers peuvent maintenir un seul identifiant visible de I'exterieur sans se 
soucier de la localisation de leur reseau. SIP supporte cinq facettes d'etablissement et de 
terminaison de session multimedia : 
• Localisation des usagers: determination du terminal a employer pour la 
communication. 
• Disponibilite des usagers: determination de la bonne volonte de l'appele a 
s'engager dans la communication. 
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• Capacite des utilisateurs : determination du media et ses parametres a employer. 
• Installation de session : « sonner », etablissement des parametres de session pour les 
deux parties, l'appele et 1'appelant. 
• Gestion de session : y compris le transfert et terminaison de sessions, modification 
des parametres de session et appel a des services. 
SIP n'est pas un systeme de communication integre verticalement. II est plutot un 
composant qui peut etre utilise avec d'autres protocoles IETF pour developper une 
architecture multimedia complete. Typiquement, ces architectures vont contenir des 
protocoles tels que Real-time Transport Protocol (RTP, RFC 1889) pour transporter les 
donnees en temps reel et fournir la qualite de service par la retroaction. Le Real-Time Stream 
Protocol (RTSP, RFC2326) pour controler la livraison du flot de donnee, le Media Gateway 
Control Protocol (MEGACO, RFC 3015) pour controler le Public Switched Telephone 
Network (PSTN), et le Session Description Protocole (SDP) pour decrire les sessions 
multimedias. En consequent, SIP devrait etre utilise en conjonction avec d'autre protocoles 
dans le but de fournir les services complet aux usagers. Toutefois, la fonctionnalite et 
l'operation fondamentale de SIP ne depend d'aucun des ces protocoles. 
SIP ne fournit pas de service. II fournit plutot les primitifs qui peuvent etre utilises pour 
implementer differents services. Par exemple, SIP peut localiser un usager et delivrer un objet 
opaque vers sa localisation courante. Si ces primitifs sont utilises pour delivrer une description 
de session ecrite en SDP, par exemple, les terminaux peuvent etre d'accord sur les parametres 
d'une session. Si le meme primitif est utilise pour delivrer une photo d'un appelant aussi bien 
que la description de session, un service caller ID peut etre implemente facilement. Comme 
cet exemple le montre, un simple primitif est typiquement utilise pour fournir plusieurs 
differents services. 
SIP n'offre pas des services de controle de services tel que floor control ou voting, et ne 
present pas la facon de gerer une conference. SIP peut etre utilise pour initier une session qui 
utilise d'autre protocole de controle de conference. Puisque les messages SIP et les sessions 
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qu'ils etablissent peuvent passes a travers des reseaux entierement differents, SIP n'est en 
aucun cas un fournisseur de n'importe quel reservation de ressources reseaux. 
La nature des services fournis rend la securite particulierement importante. A cet effet, SIP 
fournit une suite de service de securite, qui inclut la prevention contre le deni de service 
(DOS), Fauthentification (deux usagers a usager et proxy a usager), la protection d'integrite, 
le chiffrement et le service de protection de la vie privee. SIP fonctionne avec IPv4 et IPv6. 
Dans ce travail, SIP s'avere indispensable pour la coordination des differents terminaux. On 
va l'integrer dans 1'initialisation des sessions, les demandes d'inscription, les notifications 
d'etat de presence et la localisation « subscribe-notify » et la publication d'etat de presence « 
publish ». On pourrait profiter des suites de service de securite qu'il offre. 
2.3. Format des differents messages SIP 
Un message SIP peut etre a la fois une requete d'un client (terminal appelant) vers un 
serveur (terminal appele), ou une reponse d'un serveur vers un client: 
2.3.1. Requete SIP 
Request-line 
Method Request-URI SIP-version 
Message-headers CLRF Message 
body 
(optionel) 
F i g . 20 : S I P - 1 : R e q u e t e SIP d ' u n c l i e n t 
Method: Le document officiel de SIP, RFC3261, definit six methodes qui sont, ACK, 
INVITE, BYE, CANCEL, OPTIONS, REGISTER. II y a d'autres RFC qui definissent des 
extensions de methode SIP, parmis eux on note, SUBSCRIBE, NOTIFY, MESSAGE, 
INFO, SERVICE, NEGOTIATE, REFER. 
Request-URI: c'est un SIP ou SIPS URL II indique la ressource ou le service vers lequel 
cette demande est adressee. Par exemple «sip:docteurl@damainl .qc» 
SIP-version : cet entete indique la version du protocole SIP a utiliser. 
95 
Message-header : un message SIP comprend un certain nombre de Message-Header. Ces 
headers ou entetes contiennent des informations qui permettent au recepteur de mieux 
comprendre et manipuler le message correctement. On mentionnera les Message-Headers 
relatifs a ce projet dans la partie analyse du projet. 
CRLF: permet de specifier la fin du champ de Message-Headers et le debut du champ 
Message-Body. 
Message-Body: le paquet SIP peut contenir un champ Message-Body, 1'interpretation du 
corps de ce champ depend des Message-Headers suivants : 
• Content-Type : indique le type de message que contient le Message-Body. 
• Content-Length : la longueur en octet du champ Message-Body. 
2.3.2. Reponse SIP 
Status-line 
SIP version Status-code Reason Phrase 
Message-
headers 
CLRF Message-
body 
(optionel) 
Fig. 21 : SIP-2 : Reponse du serveur 
Status-Code : est un code entier de trois chiffres qui indiquent le resultat d'une tentative de 
comprehension et de reponse a une demande. Le Status-Code est destine a 1'usage des 
automates. 
Reason-Phrase : elle est destinee a dormer une breve description textuelle. La Reason-
Phrase est destinee a 1'usage humain. 
SIP-version : la version du protocole SIP utilise. 
2.4. Les Entetes SIP «Headers»: 
Un message SIP comprend un nombre d'entetes message. Ces entetes contiennent de 
rinformation qui permet au recepteur de mieux comprendre le message ou le manipuler 
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proprement. Certains entetes ont du sens seulement dans certaines requetes ou reponses. Dans 
certains cas, la presence d'un entete depend du contexte. La presence d'un entete special dans 
une reponse pourrait etre raisonnable que si la reponse est delivree a une demande specifique. 
2.4.1. Entetes generales 
Certains entetes peuvent etre utilises dans les requetes et les reponses ensemble. lis sont 
connus sous le nom entetes generales. Ces entetes contiennent des informations de base. Par 
exemple, le champ d'entete 'To' designe le destinataire de la requete, 'From' designe 
l'expediteur de la requete, 'Call-ID' est l'identificateur unique d'une invitation specifique a 
une session. 
Entetes de requete 
Les Entetes de requete ne s'appliquent qu'aux requetes SIP. lis sont utilises pour fournir des 
renseignements supplementaires au serveur concernant la requete ou le client. Par exemple, 
'Subject' peut etre utilise pour fournir une description textuelle du theme de la session. 
'Priority' est utilise pour indiquer si la requete est urgente ou non urgente. 
Entetes de reponse 
Les champs d'entete de reponse s'appliquent uniquement aux messages reponse. Ces 
champs d'entete sont utilises pour fournir de plus amples informations concernant la reponse 
et qui ne peuvent pas etre inclus dans la ligne d'etat. Par exemple, 'Unsupported' est utilise 
pour identifier les elements qui ne sont pas supportes par le serveur. 'Retry-After' indique 
quand un utilisateur appele sera disponible, si ce dernier est actuellement occupe ou 
indisponible. 
Exemple de message SIP 
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C->S: INVITE sip:schooler@cs.caltech.edu SIP/2.0 
Via: SIP/2.0/UDP csvaxcs.caltechedu;branch=8348 
;maddr=239.128.16.254;ttl=16 
Via: SIP/2.0/UDP north.east.isLedu 
From: Mark Handley <sip:mjh@isijedu> 
To: Eve Schooler <sipschoolen@caltech.edu> 
Call-ID: 2963313058@north.east.isi.edu 
CSeq: 1 INVITE 
Subject: SIP will be discussed, too 
Content-Type: application/sdp 
Content-Length: 187 
v=0 
o=userl 53655765 2353687637 INIP4 128.3.4.5 
s=Mbone Audio 
i=Discus sion o f Mb one Engineering I ssues 
e=*nb one@somewhere. c om 
c=INIP4 224.2.0.1/127 
1r=0 0 
m=audio 3456 RTP/AVP 0 
En-tetes 
v 
* Ligne vide 
Corps du message 
Fig. 22 : Exemple de message SIP 
3. Base de donnees 
On va definir dans cette section la notion de base de donnees. On va commencer par 
donnees une introduction, ensuite on va definir la fonction d'une base de donnees, et 
finalement on va definir la gestion d'une base de donnees. 
3.1. Introduction 
Une base de donnees (son abreviation est BD, en anglais DB, database) est une entite dans 
laquelle il est possible de stocker des donnees de facon structuree et avec le moins de 
redondance possible. Elle doit etre concue pour permettre une consultation et une modification 
aisee de son contenu, si possible par plusieurs utilisateurs ou programmes differents en meme 
temps. Les donnees sont stockees dans des champs d'un type determine, et ces champs sont 
groupes dans des tables, reliees entre elles. 
La notion de base de donnees est generalement couplee a celle de reseau, afin de pouvoir 
mettre en commun ces informations, d'ou le nom de base. On parle generalement de systeme 
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d'information pour designer toute la structure regroupant les moyens mis en place pour 
pouvoir partager des donnees. 
frase 4c donnees 
clients 
/ N S^~\ £ 
Fig. 23 : Systeme de base de donnees, 
3.2. Fonction d'une base de donnee 
Une base de donnees permet de mettre a la disposition de Putilisateur des donnees pour une 
consultation, une saisie ou une mise a jour, tout en respectant les regies d'acces soumises. On 
remarque une augmentation de 1'utilisation des bases de donnees du a 1'expansion du nombre 
des donnees informatiques. Plusieurs utilisateurs peuvent accedes a une meme base de 
donnees en parallele, ceci est un privilege majeur de son utilisation. 
Une base de donnee peut etre locale, utilise localement par 1'intermediate d'un utilisateur 
qui la gere sur une machine. 
3.3. Gestion d'une base de donnee 
Le controle d'une base de donnees est crucial, ainsi un systeme de gestion devrait etre mis 
en place. La gestion de base de donnees se fait grace a un systeme appele SGBD (systeme de 
gestion de base de donnees) ou en anglais DBMS (Database mangement system). Un systeme 
de gestion de bases de donnees (SGBD) est un ensemble de service (applications logicielles) 
permettant de creer, de gerer et d'interroger efficacement une base de donnees 
independamment du domaine d'application, e'est-a-dire : 
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• permettre l'acces aux donnees de facon simple 
• autoriser un acces aux informations a de multiples utilisateurs 
• manipuler les donnees presentes dans la base de donnees (insertion, suppression, 
modification). 
4. Parseur XML 
Dans cette section, on va decrire la notion de parseur XML. On va commencer par definir le 
parseur XML pour finir avec la definition du DOM Xerces-c parser. 
4.1. Definition d'un parseur XML 
Dans le contexte de l'internet, c'est un analyseur syntaxique destine a recuperer les 
informations contenues dans les balises d'un document XML. Cet outil distingue les 
informations en fonction de leur contenu et de leur situation dans le document : balise de 
debut, balise de fin, etc. Plus generalement, un parseur peut etre assimile a un outil d'analyse 
syntaxique. C'est d'ailleurs le sens premier du terme anglais parser. 
Un parseur XML validant verifie egalement la validite des documents XML. II verifie la 
DTD ou le schema du document et s'assure que ce dernier s'y conforme, alors qu'un parseur 
non-validant se contente de verifier si le document est bien forme. 
Dans certaines circonstances, un tel parseur n'est pas indispensable. Par exemple Internet 
Explorer par defaut n'est pas validant, ce qui lui permet d'afficher un document bien forme 
meme s'il ne respecte pas son DTD ou schema. Dans d'autres circonstances, comme l'echange 
de donnees entre deux systemes inforrriatiques, il est indispensable que les donnees echangees 
soient valides pour pouvoir etre traitees au niveau du systeme destination. 
4.2. xerces-c DOM Parser 
II existe deux grandes families de parseur : DOM (Document Object Model) et SAX 
(Simple API for XML). SAX parcourt sequentiellement le document XML tandis que DOM 
cree un arbre permanent a partir du document XML de telle facon qu'on peut acceder a 
n'importe quel endroit de cette arborescence. 
100 
Xerces-C est un parseur XML validant de la compagnie Appache implements en C++. Une 
bibliotheque est mise a la disposition pour analyser, creer, manipuler et valider des documents 
XML en utilisant les APIs DOM, SAX, et SAX2. Pour acceder a la documentation de l'API 
de Xerces-C, referez vous a I'adresse suivante: http://xerces.apache.org/xerces-
c/apiDocs/index.html. 
Le cite web officiel de Xerces est http://xerces.apache.org/index.html. 
101 
Annexe B 
Schema XML detaille 
Ce document est genere par XmlSpy. 
Schema presence modified.xsd 
schema location; E:\analvse du proiet\Nouveau dossier\presence modified.xsd 
attribute form default: unqualified 
element form default: qualified 
targetNamespace: um:ietf:params:xml:ns:pidf 
Attributes 
mustUnderstand 
Elements 
presence 
Complex types 
contact 
note 
presence 
tuple 
Simple types 
PresenceState 
qvalue 
status 
schema location: 
attribute form default: 
element form default: 
targetNamespace: 
altova://vstream/xml.xsd 
http://www.w3.org/XML/1998/namespace 
Attributes Attr. groups 
base specialAttrs 
id 
lanq 
space 
attribute mustUnderstand 
namespace urn:ietf:params:xml:ns:pidf 
properties 
annotation 
type xs:boolean 
default 0 
documentation 
This attribute may be used on any element within an optional 
PIDF extension to indicate that the corresponding element must 
be understood by the PIDF processor if the enclosing optional 
element is to be handled. 
source <xs:attribute name-'mustUnderstand" type="xs:boolean" default="0"> 
<xs:annotation> 
<xs:documentation> 
This attribute may be used on any element within an optional 
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PIDF extension to indicate that the corresponding element must 
be understood by the PIDF processor if the enclosing optional 
element is to be handled. 
</xs:documentation> 
</xs:annotation> 
</xs:attribute> 
element presence 
diagram 
tns:preseoce 
presence FJ—f-
El attributes 
entity 
r... Vi 
L J--1 
tns:Tiiple ffl 
1..0O 
=tns:PresenceState 
*iW . ; . . \ V ^ ^ ! i - i i » : 
=tns:Nom 
•^•z$&&&}$ ;<.'-. .-• .tf-aSMsj' 
rir-#**w.r.;X*x>**#v 
I 
=tns:Prenom 
.*?**> 
i 
=tns:Specialite 
1..0O 
= -„ 
hia:Atli esse ', p 
u - -
h - H 
- - H 
* 
O..00 
~tns:Contact | 
0..0O 
tns:Horaire E 
0..0O 
stns:IJote E^S 
O..00 
'any SSother ,^ 
O..00 
I 
L_ 
namespace 
type 
properties 
children 
attributes 
urn:ietf:params:xml:ns:pidf 
tns: presence 
content complex 
tns:Tuple tns:PresenceState tns:Nom tns:Prenom tns:Specialite tns:Adresse tns:Contact tns:Horaire tns:Note 
Name 
entity 
Type 
xs:anyURI 
Use 
required 
Default Fixed Annotation 
103 
source <xs:element name="presence" type="tns:presence"/> 
complexType contact 
diagram 
[contact R-
El attributes I 
! priority 1 
namespace urn:ietf:params:xml:ns:pidf 
type extension of xs:anyURI 
properties 
used by 
attributes 
base xs:anyURI 
element presence/Contact 
Name Type Use Default 
priority tns:qvalue 
source <xs:complexType name="contact"> 
<xs:simpleContent> 
<xs:extension base="xs:anyURI"> 
<xs:attribute name="priority" type="tns:qvalue"/> 
</xs:extension> 
</xs:simpleContent> 
</xs:complexType> 
Fixed Annotation 
attribute contact/@priority 
type tns:avalue 
IsRef 0 properties 
facets 
source 
pattern 0(.[0-9]{0,3})? 
pattern 1(.0{0,3})? 
<xs:attribute name="priority" type="tns:qvalue"/> 
complexType note 
diagram 
(^J-
G attributes 
! xml:lang '< 
i? • 
Attempting to install the 
relevant ISO 2- and 3-letter 
codes as the 
enumerated possible values 
is probably never 
going (o be a realistic 
possibility. Sea 
RFC 3066 at 
http://www.ietf.otig/ifcAfc30 
66,b:t and the I ANA registry 
at 
http s//www .iana .org/assign 
mentsflang-tag-apps .htm for 
further information. 
The union allows for 
th*' 'un-dedaration' of 
xml slang with 
the empty string, 
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namespace urn:ietf:params:xml:ns:pidf 
type extension of xsistring 
properties 
used by 
attributes 
base xs:string 
elements presence/Note tuple/Note tuplerTvpePuTerminal 
Name Type Use Default Fixed 
xmhlana 
source <xs:complexType name="note"> 
<xs:simpleContent> 
<xs:extension base="xs:string"> 
<xs:attribute ref="xml:lang'7> 
</xs:extension> 
</xs:simpleContent> 
</xs:complexType> 
Annotation 
documentation 
Attempting to 
install the 
relevant ISO 2-
and 3-letter 
codes as 
the enumerated 
possible values 
is probably 
never 
going to be 
a realistic 
possibility. See 
RFC 3066 
at 
http://www.ietf.or 
g/rfc/rfc3066.txt 
and the IANA 
registry 
at 
http://www.iana. 
org/assignments 
/lang-tag-
apps.htm for 
further 
information. 
The union 
allows for the 
'un-declaration' 
of xml:lang with 
the empty 
string. 
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complexType presence 
diagram 
presence 5-
H attributes 
entity 
r^rvi 
^ J F ^ 
tns:Tuple F) 
1..0O 
=tns:Pi esenceState 
a^^^.<.. . 
=tns:llom 
~tns:Prenom 
~tns:Specialite 
'v 
1..0O 
=
 tns:Adresse ''. 
L . J 
K - H 
- - -1 
•! O..00 
~tiis:Coiitact [ 
6..CO 
tns:Horaire [ 
(.... y 
O..00 
^tnstflote |+| 
O..co 
'any Mother \ 
'**" 6..00 
namespace 
children 
used by 
attributes 
source 
urn:ietf:params:xml:ns:pidf 
tns:Tuple tns:PresenceState tns:Nom tns:Prenom tns:Specialite tns:Adresse tns:Contact tns:Horaire tns:Note 
element presence 
Name 
entity 
Type 
xs:anyURI 
Use 
required 
Default Fixed Annotation 
<xs:complexType name="presence"> 
<xs:sequence> 
<xs:element name="Tuple" type="tns:tuple" maxOccurs="unbounded"/> 
<xs:element name="PresenceState"/> 
<xs:element name="Nom7> 
<xs:element name="Prenom"/> 
<xs:element name-'Specialite" maxOccurs="unbounded"/> 
<xs:element name="Adresse" minOccurs="0" maxOccurs="unbounded'7> 
<xs:element name="Contact" type="tns:contact" minOccurs="0" maxOccurs="unbounded'7> 
<xs:element name-'Horaire" minOccurs="0" maxOccurs="unbounded"> 
<xs:complexType> 
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<xs:sequence> 
<xs:element name="Debut" type="xs:time" minOccurs="0" maxOccurs="unbounded"/> 
<xs:element name="Fin" type="xs:time" minOccurs="0" maxOccurs="unbounded"/> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
<xs:element name="Note" type="tns:note" minOcGurs="0" maxOccurs-'unbounded"/> 
<xs:any namespace="##other" processContents="lax" minOccurs="0" 
maxOccurs="unbounded"/> 
</xs:sequence> 
<xs:attribute name="entity" type="xs:anyURI" use="required"/> 
</xs:complexType> 
attribute presence/@entity 
type xs:any(JRI 
properties l s R e f ° . . 
use required 
source <xs:attribute name-'entity" type="xs:anyURI" use="required"/> 
element presence/Tuple 
diaaram 
tnsrtupie 
tns:Tuple 
— ^ r 
1 . . 0 O 
a4 
Q attributes] 
id 
.QEHJ 
tns:Status 
--; tns:Localisation 0 
. . . . . . — . . . . . 1 
-J"tns:Ty|)eDuTeiniinal [+] 
b . . . . . . . . . . . . . . . . i 
--j=tns:TimeStamp ; 
-nr- -sin 
--!°tiis:llote |Jl 
v.-.-.-.-.-.-.-.^.-J 
O..co 
-••'ariy Smother ^ , 
O..00 
namespace 
type 
properties 
children 
attributes 
urn:ietf:params:xml:ns:pidf 
tns:tuple 
isRef 0 
minOcc 1 
maxOcc unbounded 
content complex 
tns:Status tns:Localisation tns:TypeDuTerminal tns:TimeStamp tns:Note 
Name 
id 
Type 
xs:ID 
Use 
required 
Default Fixed Annotation 
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source - <xs:element name="Tuple" type="tns:tuple" maxOccurs="unbounded"/> 
element presence/PresenceState 
diagram r= 
tns:Presence5tate 
namespace um:ietf:params:xml:ns:pidf 
properties u 
source <xs:element name="PresenceState"/> 
element presence/Nom 
diagram 
tns:llom 
namespace um:ietf:params:xml:ns:pidf 
properties i s R e f ° 
source <xs:element name="Nom"/> 
element presence/Prenom 
diagram 
tns:Prenom 
namespace urn:ietf:params:xml:ns:pidf 
properties i s R e f ° 
source <xs:element name="Prenom"/> 
element presence/Specialite 
diagram 
tns:Speci,ilite 
••"""""" ^ " " ' | ^ o ' 
namespace urn:ietf:params:xml:ns:pidf 
properties , i s ,?e f ? 
minOcc 1 
maxOcc unbounded 
source <xs:element name="Specialite" maxOccurs="unbounded"/> 
element presence/Adresse 
diagram 
rtns:Adresse ; | 
l s5«« i ,ESf i 
O..00 
namespace urn:ietf:params:xml:ns:pidf 
properties , i 8 ^ e f ° 
minOcc 0 
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maxOcc unbounded 
source <xs:element name="Adresse" mi.nOccurs="0" maxOccurs="unbounded"/> 
element presence/Contact 
diagram 
tns:contact 
1
 E l attributes 
;=tns:Coirtact Ej jJ- • 
O..00 
priority .:: 
namespace urn:ietf:params:xml:ns:pidf 
properties 
type tnsxontact 
isRef 0 
minOcc 0 
•maxOcc unbounded 
content complex 
, l l r ; u , i l M Name Type Use Default Fixed Annotation 
priority tns:gvalue 
source <xs:element name-'Contact" type="tns:contact" minOccurs="0" maxOccurs="unbounded"/> 
element presence/Horaire 
diagram 
tns:Horaire 
0..CO 
r--I~Uis:Debiit ;• 
ir  ^ - ( - ^ ) p - - O..00 
~tns:Fin •; 
O..00 
namespace 
properties 
• children 
source 
urn:ietf:params:xml:ns:pidf 
isRef 0 
minOcc 0 
maxOcc unbounded 
content complex 
tns:Debut tns:Fin 
<xs:element name="Horaire" minOccurs="0" maxOccurs="unbounded"> 
<xs:complexType> 
<xs:sequence> 
<xs:element name="Debut" type="xs:time" minOccurs="0" maxOccurs="unbounded"/> 
<xs:element name="Fin" type="xs:time" minOccurs="0" maxOccurs="unbounded"/> 
</xs:sequence> 
</xs :com plexType> 
</xs:element> 
element presence/Horaire/Debut 
diagram •= , N 
rtns:Debut :• 
'*„-.->.---.-.--•*:;.•'. 
O..co 
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namespace urn:ietf:params:xml:ns:pidf 
properties 
type xs:time 
isRef 0 
minOcc 0 
maxOcc unbounded 
content simple 
source <xs:element name="Debut" type="xs:time" minOccurs="0" maxOccurs="unbounded"/> 
element presence/Horaire/Fin 
diaaram 
GKSJ 
O..00 
namespace urn:ietf:params:xml:ns:pidf 
properties 
type xs:time 
isRef 0 
minOcc 0 
maxOcc unbounded 
content simple 
<xs:element name="Fin" type="xs:time" minOccurs="0" maxOccurs="unbounded"/> 
element presence/Note 
diagram 
I tnsaiote 
"tns:llote Q - l -
O..00 
El attributes 
i? 
xml:liing • 
Attempting to install the 
relevant ISO 2- and 3-letter 
codes as the 
enumerated possible values 
is probably never 
going to be a realistic 
possibility. S*e 
RFC 30&6 at 
http # , w » ,ietf •ong/rft/rfc30 
66 .tat and the I ANA registry 
at 
http i//w w w .iana ,org/assign 
ments/lancj-tag-apps.htrfi for 
further information. 
The union allows for 
the 'un-declaration1 of 
xmhlang with 
the empty string. 
lamespace urn:ietf:params:xml:ns:pidf 
_J 
properties 
type tns:note 
isRef 0 
minOcc 0 
maxOcc unbounded 
content complex 
attributes- N a ! r ! e . TVPe 
xmklana 
Use Default Fixed Annotation 
documentation 
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Attempting to 
install the 
relevant ISO 2-
and 3-letter 
codes as 
the enumerated 
possible values 
is probably 
never 
going to be 
a realistic 
possibility. See 
RFC 3066 
at 
http://www.ietf.or 
g/rfc/rfc3066.txt 
and the IANA 
registry 
at 
http://www.iana. 
org/assignments 
/lang-tag-
apps.htm for 
further 
information. 
The union 
allows for the 
'un-declaration' 
of xml:lang with 
the empty 
string. 
source <xs:element name-'Note" type="tns:note" minOccurs="0" maxOccurs="unbounded"/> 
complexType tuple 
diagram 
(tuple EJ3-
El attributes I 
id 
OM-* 
tns:St,rtus 
•--J tns:Localisation SI 
-I tns:Tyi>eDuTerniinal El 
< tns:TimeSt,imp f, 
-:-tns:Hote E&, 
iZ - V 
O..00 
L
--'any Mother ^, 
O..00 
namespace um:ietf:params:xml:ns:pidf 
children tns:Status tns:Localisation tns:TvpeDuTerminal tns:TimeStamp tns:Note 
usod b» element presence/Tuple 
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attributes Name Type Use Default Fixed Annotation id xs:ID required 
<xs:complexType name="tuple"> 
<xs:sequence> 
<xs:element name="Status" type="tns:status"/> 
<xs:element name="Localisation" minOccurs="0"> 
<xs:complexType> 
<xs:sequence> 
<xs:element name-'Lieu" type="xs:string" minOccurs="07> 
<xs:element name="AdresseGeospaciale" minOccurs="07> 
<xs:element name="AdresseCivique" minOccurs="07> 
<xs:element name-'AdresselP" type="xs:hexBinary" minOccurs="07> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
<xs:element name="TypeDuTerminal" type="tns:note" minOccurs="07> 
<xs:element name="TimeStamp" type="xs:dateTime" minOccurs="07> 
<xs:element name="Note" type="tns:note" minOccurs="0" maxOccurs="unbounded7> 
<xs:any namespace="##other" processContents="lax" minOccurs="0" 
maxOccurs="unbounded7> 
</xs:sequence> 
<xs:attribute name="id" type="xs:ID" use="required7> 
</xs:complexType> 
attribute tuple/@id 
types xs:ID 
properties l s R e f ° . . 
use required 
source <xs:attribute name="id" type="xs:ID" use="required"/> 
element tuple/Status 
diagram 
tns:Status 
namespace urn:ietf:params:xml:ns:pidf 
type tns:status 
properties i s R eJ ° , 
content simple 
facets enumeration connecte 
enumeration deconnecte 
enumeration hors service 
enumeration inanime 
source <xs:element name="Status" type="tns:status"/> 
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element tuple/Localisation 
diaaram 
1 tns:Localisntion Q—f-~—"0-
-1 tns:Lieu ;* 
r - -i~tns:A(lres$eGeo$|)aciale 
1- - -;=tns:AcJr esseCivique I 
•;=tns:AdresselP ! 
namespace urn:ietf:params:xml:ns:pidf 
isRef 0 
properties . ' " 
minOcc 0 
maxOcc 1 
content complex 
children tns:Lieu tns:AdresseGeospaciale tns:AdresseCiviaue tns:AdresselP 
source <xs:element name="Localisation" minOccurs="0"> 
<xs:complexType> 
<xs:sequence> 
<xs:element name="Lieu" type="xs:string" minOccurs="0"/> 
<xs:element name="AdresseGeospaciale" minOccurs="0"/> 
<xs:element name="AdresseCivique" minOccurs="0"/> 
<xs:element name="AdresselP" type="xs:hexBinary" minOccurs="07> 
</xs:sequence> 
</xs:complexType> 
</xs:element> 
element tuple/Localisation/Lieu 
diagram <= v 
! tns:Lieu ; 
namespace urn:ietf:params:xml:ns:pidf 
type xs:string 
properties isRef 0 
rrstnOcc 0 
maxOcc 1 
content simple 
source <xs:element name="Lieu" type="xs:string" minOccurs="0"/> 
element tuple/Localisation/AdresseGeospaciale 
diagram 
I tns:Acli esseGeospaciale • 
namespace urn:ietf:params:xml:ns:pidf 
properties i s ^ e f 9 
minOcc 0 
maxOcc 1 
source <xs:element name="AdresseGeospaciale" minOccurs="0'V> 
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element tuple/Localisation/AdresseCivique 
diagram •= %. 
I tns:AclresseCivique I 
namespace urn:ietf:params:xml:ns:pidf 
properties i s * e f ° 
minOcc 0 
maxOcc 1 
source <xs:element name="AdresseCivique" minOccurs="07> 
element tuple/Localisation/AdresselP 
diagram 
;~tns:A(lresselP ! 
namespace urn:ietf:params:xml:ns:pidf 
properties 
type xs:hexBinary 
isRef 0 
minOcc 0 
maxOcc 1 
content simple 
<xs:element name-'AdresselP" type="xs:hexBinary" minOccurs="07> 
element tuple/TypeDuTerminal 
diaaram 
tnsznote 
; tnszTypeDuTerminal l
* $Z3Z%:&£t£~~tII 
0 attributes 
! xml:lang | 
Attempting to install the 
relevant ISO 2- and 3-letter 
codes as the 
enumerated possible values 
is probably never 
going to be a realistic 
possibility. See 
RFC 30&6 at 
httpsjf/www.ietf.otgAft/tfcSG 
66.txt and the IAN A registry' 
at 
http://www, iana.org/assign 
mentsjlarig-tag-apps.htm for 
further information. 
The union allows for 
the 'un-declaration' oF . 
jtmhlang with 
the empty string. 
namespace urn:ietf:params:xml:ns:pidf 
properties 
type tns:note 
isRef 0 
minOcc 0 
maxOcc 1 
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content complex 
attributes N a ™ e T y P e 
xmklanq 
Use Default Fixed Annotation 
documentation 
Attempting to 
install the 
relevant ISO 2-
and 3-letter 
codes as 
the enumerated 
possible values 
is probably 
never 
going to be 
a realistic 
possibility. See 
RFC 3066 
at 
http://www.ietf.or 
g/rfc/rfc3066.txt 
and the IANA 
registry 
at 
http://www.iana. 
org/assignments 
/lang-tag-
apps.htm for 
further 
information. 
The union 
allows for the 
'un-declaration' 
of xmklang with 
the empty 
string. 
source <xs:element name="TypeDuTerminal" type="tns:note" minOccurs="07> 
element tuple/TimeStamp 
diagram 
; tns:TimeStani|) ; 
namespace urn:ietf:params:xml:ns:pidf 
properties 
type xs:dateTime 
isRef 0 
minOcc 0 
maxOcc 1 
content simple 
source <xs:element name="TimeStamp" type="xs:dateTime" minOccurs="07> 
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element tuple/Note 
diagram 
tns:note. 
!~tns:Hote Q-
O..00 
El attributes 
i * 
xmfclang 
Attempting to mstisil the 
relevant ISO 2- and 3-letter 
codes as the 
enumerated possible values 
is probably never 
going to be a realistic 
possibility, Sea 
RFC 3066 A 
hltp if/www ,ietF,org/rfc/rfc30 
66 JIM and the IAN A registry 
-it 
hup ://w w w ,iana ,org/assign 
rnerits.flang-tag-apps.htrn For 
further infbimation. 
The union allows for 
the 'un-dedaralion' t«f 
xmhlong with 
the empty string. 
namespace urn:ietf:params:xml:ns:pidf 
type tnsinote 
properties 
attributes 
isRef 
minOcc 
maxOcc 
content 
Name 
xmhlanq 
0 
0 
unbounded 
complex 
Type Use Default -ixed Annotation 
documentation 
Attempting to 
install the 
relevant ISO 2-
and 3-letter 
codes as 
the enumerated 
possible values 
is probably 
never 
going to be 
a realistic 
possibility. See 
RFC 3066 
at 
http://www.ietf.or 
g/rfc/rfc3066.txt 
and the IANA 
registry 
at 
http://www.iana. 
org/assignments 
/lang-tag-
apps.htm for 
further 
information. 
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The union 
allows for the 
'un-declaration' 
of xml:lang with 
the empty 
string. 
source <xs:element name="Note" type="tns:note" mi.nOccurs="0" maxOccurs="unbounded"/> 
simpleType PresenceState 
namespace urn:ietf:params:xml:ns:pidf 
facets 
ype restriction of xs:string 
enumeration libre 
enumeration occupe 
enumeration hors service 
enumeration injoignable 
enumeration joignable 
enumeration en conference 
enumeration sur appel 
enumeration de retour 
<xs:simpleType name="PresenceState"> 
<xs:restriction base="xs:string"> 
<xs:enumeration value="libre'7> 
<xs:enumeration value="occupe"/> 
<xs:enumeration value="hors service"/> 
<xs:enumeration value="injoignable"/> 
<xs:enumeration value="joignable'7> 
<xs:enumeration value="en conference"/> 
<xs:enumeration value="sur appel"/> 
<xs:enumeration value="de retour7> 
</xs:restriction> 
</xs:simpleType> 
simpleType qvalue 
namespace urn:ietf:params:xml:ns:pidf 
type restriction of xs:decimal 
attribute contact/(5)prioritv 
used by 
facets pattern 0(.[0-9]{0,3})? pattern 1 (.0{0,3})? 
source <xs:simpleType name="qvalue"> 
<xs:restriction base="xs:decimal"> 
<xs:pattemvalue="0(:[0-9]{0,3})?7> 
<xs:pattern value="1 (.0{0,3})?7> 
</xs:restriction> 
</xs:simpleType> 
simpleType status 
namespace um:ietf:params:xml:ns:pidf 
type restriction of xs:string 
ised by 
facets 
element tuple/Status 
enumeration connecte 
enumeration deconnecte 
enumeration hors service 
enumeration inanime 
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source <xs:simpleType name="status"> 
<xs:restriction base="xs:string"> 
<xs:enumeration value="connecte"/> 
<xs:enumeration value="deconnecte"/> 
<xs:enumeration value="hors service'7> 
<xs:enumeration value="inanime"/> 
</xs:restriction> 
</xs:simpleType> 
attribute xmlrbase 
namespace http://www.w3.org/XML/1998/namespace 
type xs:anyURI 
documentation 
See http://www.w3.org/TR/xmlbase/ for 
information about this attribute. 
annotation 
source <xs:attribute name="base" type="xs:anyURI"> 
<xs:annotation> 
<xs:documentation>See http://www.w3.org/TR/xmlbase/for 
information about this attribute.</xs:documentation> 
</xs:annotation> 
</xs:attribute> 
attribute xmhid 
namespace http://www.w3.org/XML/1998/namespace 
type xs:ID 
annotation documentation 
See http://www.w3.org/TR/xml-id/ for 
information about this attribute. 
source <xs:attribute name="id" type="xs:ID"> 
<xs:annotation> 
<xs:documentation>See http://www.w3.org/TR/xml-id/ for 
information about this attribute.</xs:documentation> 
</xs:annotation> 
</xs:attribute> 
attribute xmhlang 
namespace http://www.w3.org/XML/1998/namespace 
annotation 
type union of (xs:language, restriction of xs:string) 
documentation 
Attempting to install the relevant ISO 2- and 3-letter 
codes as the enumerated possible values is probably never 
going to be a realistic possibility. See 
RFC 3066 at http://www.ietf.org/rfc/rfc3066.txt and the IANA registry 
at http://www.iana.org/assignments/lang-tag-apps.htm for 
further information. 
The union allows for the 'un-declaration' of xmhlang with 
the empty string. 
<xs:attribute name="lang"> 
<xs:annotation> 
<xs:documentation>Attempting to install the relevant ISO 2- and 3-letter 
source 
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codes as the enumerated possible values is probably never 
going to be a realistic possibility. See 
RFC 3066 at http://www.ietf.org/rfc/rfc3066.txt and the IANA registry 
at http://www.iana.org/assignments/lang-tag-apps.htm for 
further information. 
The union allows for the 'un-declaration' of xmklang with 
the empty string.</xs:documentation> 
</xs:annotation> 
<xs:simpleType> 
<xs:union memberTypes="xs:language"> 
<xs:simpleType> 
<xs:restriction base="xs:string"> 
<xs:enumeration value="7> 
</xs:restriction> 
</xs:simpleType> 
</xs:union> 
</xs:simpleType> 
</xs:attribute> 
attribute xml:space 
namespace 
type 
facets 
source 
http://www.w3.Org/XML/1998/namespace 
restriction of xs:NCName 
enumeration default 
enumeration preserve 
<xs:attribute name="space"> 
<xs:simpleType> 
<xs:restriction base="xs:NCName"> 
<xs:enumeration value="default"/> 
<xs:enumeration value="preserve"/> 
</xs:restriction> 
</xs:simpleType> 
</xs:attribute> 
attributeGroup xmhspecialAttrs 
namespace http://www.w3.0rg/XML/1998/namespace 
Name Type Use 
attributes Default Fixed 
xmhbase 
Annotation 
documentation 
See 
http://www.w3.o 
rg/TR/xmlbase/ 
for 
xml:lang 
information 
about this 
attribute. 
documentation 
Attempting to 
install the 
relevant ISO 2-
and 3-letter 
codes as 
the enumerated 
possible values 
is probably 
never 
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xmhspace 
<xs:attributeGroup name="specialAttrs"> 
<xs:attribute ref="xml:base"/> 
<xs:attribute ref="xml:lang"/> 
<xs:attribute ref="xmI:space"/> 
</xs:attributeGroup> 
going to be 
a realistic 
possibility. See 
RFC 3066 
at 
http://www.ietf.or 
g/rfc/rfc3066.txt 
and the IANA 
registry 
at 
http://www.iana. 
org/assignments 
/lang-tag-
apps.htm for 
further 
information. 
The union 
allows for the 
'un-declaration' 
of xml:lang with 
the empty 
string. 
XML Sciiema documentation generated by X M L S P V Schema Editor http://www.altova.com/xmlspv 
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Annexe C 
Code source des classes et des interfaces principales 
Dans cette partie, on va presenter le code source des classes et des interfaces principales qui 
sont schematisees dans le diagramme de classe du paragraphe 4.2.5. 
1. L'interface ISipCoreUser 
Cette interface est utilisee pour reporter la reception de paquets SIP entrants. Lors de la 
reception d'un paquet SIP, le controler peut choisir entre sa manipulation par un user agent 
service ou proxy service, generalement base sur le request-URI et l'existence d'un dialogue 
pour ce paquet. Dans ce cas, le controler choisi le user agent service puisque le proxy service 
n'est pas active. La classe CUAStackControUer qui represente le controler herite cet interface 
et implemente ses methodes de telle facon qu'elle reagit convenablement aux paquets recus. 
Deux methodes sont implementees dans 1'application qui sont: 
// parametre : 
// rPacket : Le paquet entrant. 
// Description : 
// Cet evenement est reporte au SipCoreUser lorsqu'un nouveau paquet 
// entrant est recu et qui n'est pas manipule par les couches plus 
// basse de la SIP Stack. 
// ___ _ 
void EvOnPacketReceived(iN const CSipPacket& rPacket); 
/ / Descript ion 
/ / Le processus de 1 'ex t inc t ion de l ' o b j e t is ipcoreconf ig est termine. / / _ 
void EvshutdowncompletedO; 
2. ISipSubscriberMgr 
L'interface par laquelle le service d'inscription reporte les evenements au subscriber, cette 
interface est confidentielle, aucun code source ne peut etre affiche. La classe CUASubscriber 
qui represente le subscriber herite cette interface et implemente ses methodes reagissant 
convenablement aux evenements detectes. 
Plusieurs methodes sont implementees dans Papplication qui sont: 
/ / Parametres : 
/ / psvc : L ' in ter face sur laquel le l a requete subscribe est envoyee. Ne 
/ / peut pas et re NULL. 
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// rResponse : Le paquet entrant. 
// PClientEventControl : L'interface de controle de l'evenement client 
// de cette transaction. 
// strld : Le parametre id de I'entete Event de la requete subscribe. 
// Description : 
// Informer 1'application qu'il y a une reponse provisoire qui est 
// recue suite a une requete subscribe envoyee. 
void Evprogress(iN iSipsubscriberSvc* psvc, 
IN isiPClientEventControl* pClientEventControl, 
IN const cstring& rstrid, 
IN const csipPacket& rResponse); 
// Parametres : 
•// psvc : L'interface sur laquelle la requete subscribe est envoyee. Ne 
// peut pas etre NULL. 
// rResponse : Le paquet entrant. 
// PClientEventControl : L'interface de controle de l'evenement client 
// de cette transaction. 
// strld : Le parametre id du I'entete Event de la requete subscribe. 
// Description : 
// Informer 1'application qu'il y a une reponse de succes qui est 
// recue suite a une requete subscribe envoyee. 
void Evsuccess(lN ISipsubscriberSvc* pSvc, 
IN isipClientEventControl* pClientEventControl, 
IN const cstring& rstrid, 
IN const CSipPacket& rResponse); 
// Parametres : 
// pSvc : L'interface sur laquelle la requete subscribe est envoyee. 
//. rResponse : Le paquet entrant. 
// pClientEventControl : L'interface de controle de l'evenement client 
// de cette transaction. Ne peut pas etre NULL. 
// strld : Le parametre id du I'entete Event de la requete subscribe. 
// UMinExpirationSec : La valeur de I'entete Min-Expires trouvee dans // 
la reponse 423, voir RFC3261 pour plus amples information. 
// Description : 
// Informer 1'application qu'il y a une reponse 423 Interval Too Small 
// recue suite a une requete subscribe envoyee. 
void EvintervalTooSmall(IN ISipsubscriberSvc* psvc, 
IN isipClientEventControl* pClientEventControl, 
IN unsigned int uMinExpirationSec, 
IN const CString& rstrid, 
IN const CSipPacket& rResponse); 
// Parametres : 
// les meme parametres de ce qui precede. 
// Description : 
// Informer 1'application qu'il y a une reponse d'echec (<300) recue 
// suite a une requete subscribe envoyee, 
void EvFailure(iN ISipsubscriberSvc* pSvc, 
IN isipClientEventControl* pClientEventControl, 
IN const cstring& rstrid, 
IN const CSipPacket& rResponse); 
// Parametres : 
// psvc : L'interface sur laquelle la requete subscribe est creee. 
// rNotify : La requete notify recue. 
// pserverEventControl : L'interface de controle de l'evenement serveur 
// de cette transaction. 
// strld : Le parametre id de 1'inscription. 
// Description : 
// Informer 1'application qu'il y a une requete notify valide recue 
// suite a une requete subscribe envoyee. 
void EvNotified(iN ISipsubscriberSvc* psvc, 
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IN ISipserverEventControl* pServerEventControl, 
IN const cstring& rstrid, 
IN const CSipPacket& rNotify); 
// Parametres : 
// pSvc : L'interface sur laquelle 1'inscription est creee. 
// rNotify : La requete notify recue. 
// pServerEventControl : L'interface de controle de l'evenement serveur 
// de cette transaction. 
// strid : Le parametre id de 1'inscription. 
// Description : 
// informer 1'application qu'il y a une requete notify valide recue 
// suite a une requete subscribe envoyee. La valeur de l'entete 
// 'subscription-state' est 'terminated'. 
void EvTerminated(lN iSipSubscriberSvc* pSvc, 
IN ISipserverEventControl* pServerEventControl, 
IN const CString& rstrid, 
IN const CSipPacket& rNotify); 
// Parametres : 
// pSvc : L'interface qui manipule le notify. 
// rNotify : La requete notify recue. 
// applicationData : Information configuree par un autre evenement pour 
// cette meme requete. 
// . reason : La raison pour laquelle le notify est invalide. 
// Description : 
// Informer 1'application qu'il y a une requete notify non valide 
// recue. L'application du systeme de presence analyse apres le paquet, 
// si elle trouve que le notify est envoye par un utilisateur connu 
// elle le considere un publish. 
void EvinvalidNotifyCiN ISipSubscriberSvc* pSvc, 
IN mxt_opaque applicationData, 
IN const CSipPacket& rNotify, 
IN mxt_result reason); 
// Parametres : 
// pSvc : L'interface de la subscribe qui va expirer. 
// strid : Le parametre id de 1'inscription qui va expirer. 
// Description : 
/ / informer 1 'appl icat ion qu'une i nsc r i p t i on va expirer dans un laps de 
/ / temps conf igurable. 
void EvExpiring(lN ISipSubscriberSvc* pSvc, 
IN const CString& r s t r i d ) ; 
/ / parametres : 
/ / pSvc : L ' in ter face qui a une i nsc r i p t i on expiree. 
/ / s t r i d : Le parametre id de 1 ' i nsc r ip t i on expiree. 
/ / Descript ion : 
/ / Informer 1 'appl icat ion qu'une i nsc r i p t i on a expi re, 
void EvExpired(iN ISipSubscriberSvc* pSvc, 
IN const CString& r s t r i d ) ; 
3. ISipNotifierMgr 
L'interface par laquelle le service de notification reporte les evenements au notifier, cette 
interface est confidentielle, aucun code source ne peut etre affiche. La classe CUANotifier qui 
represente le notifier herite cette interface et implemente ses methodes de telle facon qu'elles 
reagissent convenablement aux evenements detectes. 
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Plusieurs methodes sont implementees dans 1'application qui sont: 
// Parametres: 
// psvc : L'interface sur laquelle la requete subscribe est recue. 
// pServerEventcontrol : L'interface de controle de 1'evenement du 
// serveur pour cette transaction. 
// rstrld : Le id de 1'inscription. 
// uExpirationSec : Le temps d'expiration suggere pour la demande 
// d'inscription. 
// rsubscribe : La requete subscribe recue. 
// Description : 
// Cette methode est appelee lorsqu'une requete subscribe valide est 
// recue. Acceptant cette requete avec une reponse de succes va creer 
// une inscription sur la quelle 1'application peut appeler Notify et 
// Terminate. 
void EvSubscribedClN iSipNotifierSvc* pSvc, 
IN isipServerEventcontrol* pServerEventcontrol, 
IN const CString& rstrld, 
IN unsigned int uExpirationSec, 
IN const CSipPacket& rsubscribe); 
// Parametres: 
// psvc : L'interface sur laquelle la requete subscribe est recue. 
// applicationData : L'information configuree par 1'application dans un 
// autre evenement pour cette meme requete. 
// reason : La raison pour laquelle le notify est invalide. 
// rsubscribe : La requete subscribe recue. 
// Description : 
// informer 1'application qu'une requete subscribe invalide est recue. 
void EvlnvalidSubscribe(lN ISipNotifierSvc* pSvc, 
IN mxt_opaque applicationData, 
IN const CSipPacket& rsubscribe, 
IN mxt_result reason); 
// Parametres: 
// psvc : L'interface sur laquelle la requete subscribe est recue. 
// pClientEventcontrol : L'interface de controle de 1'evenement du 
// client pour cette transaction. 
// rstrld : Le id de 1'entete Event da la requete notify. 
// uExpirationSec : Le temps d'expiration suggere pour la demande 
// d'inscription. 
// rResponse : La reponse provisoire recue. 
.// Description : 
// Informer 1'application qu'une reponse provisoire est recue pour une 
// requete notify recue. 
void Evprogress(lN ISipNotifierSvc* pSvc, 
IN isipClientEventcontrol* pClientEventcontrol, 
IN const cstring& rstrld, 
IN const CSipPacket& rResponse); 
// Parametres: 
// psvc : L'interface sur laquelle la requete notify est envoyee. 
// pClientEventcontrol : L'interface de controle de 1'evenement du 
// client pour cette transaction. 
// rstrld : Le id de 1'entete Event da la requete notify. 
// uExpirationSec : Le temps d'expiration suggere pour la demande 
// d'inscription. 
// rResponse : La reponse de succes recue. 
// Description : 
// informer 1'application qu'une reponse de succes est recue pour une 
// requete notify envoyee. 
void EvSuccess(iN ISipNotifierSvc* psvc, 
IN isipClientEventcontrol* pClientEventcontrol, 
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IN const CString& rstrld, 
IN const csipPacket& rResponse); 
// Parametres: 
// pSvc : L'interface sur laquelle la requete notify est envoyee. 
// pClientEventControl : L'interface de controle de l'evenement du 
// client pour cette transaction. 
// rstrld : Le id de l'entete Event da la requete notify. 
// uExpirationSec : Le temps d'expiration suggere pour la demande 
// d'inscription. 
// rResponse : La reponse d'echec recue. 
// Description : 
// Informer 1'application qu'une reponse d'echec (<300) est recue. voir 
// RFC3261 pour plus amples informations. 
void EvFailure(lN iSipNotifierSvc* pSvc, 
IN isipClientEventControl* pClientEventControl, 
IN const CString& rstrld, 
IN const CSipPacket& rResponse); 
// Parametres: 
// pSvc : L'interface qui a une inscription expiree. 
// rstrld : Le id de 1'inscription expiree. 
// Description : 
// informer 1'application qu'une inscription est expiree, 
void EvExpired(lN ISipNotifierSvc* pSvc, 
IN const CString& rstrld); 
// Parametres: 
// pSvc : L'interface sur laquelle la requete subscribe est recue. 
//. pServerEventControl : L'interface de controle de l'evenement du 
// serveur pour cette transaction. 
// rstrld : Le id de 1'inscription. 
// rsubscribe : La requete subscribe recue. 
// Description : 
// similaire a EvSubscribed mais avec le parametre 'Expires' egale a 0. 
void EvFetched(lN ISipNotifierSvc* pSvc, 
IN isipServerEventControl* pServerEventControl, 
IN const CString& rstrld, 
IN const CSipPacket& rsubscribe); 
// Parametres: 
// pSvc : L'interface sur laquelle la requete subscribe est recue. 
// pServerEventControl : L'interface de controle de l'evenement du 
// serveur pour cette transaction. 
// rstrld : Le id de 1'inscription. 
// rsubscribe : La requete subscribe recue. 
// Description : 
// Cette methode est appelee quand une requete subscribe valide est 
// recue pour une inscription deja existante. 
void EvRefreshed(iN ISipNotifierSvc* pSvc, 
IN isipServerEventControl* pServerEventControl, 
IN const CString& rstrld, 
IN unsigned int uExpirationSec, 
IN const CSipPacket& rsubscribe); 
// Parametres: 
// pSvc : L'interface sur laquelle la requete subscribe est recue. 
// pServerEventControl : L'interface de controle de 1'evenement du 
// serveur pour cette transaction. 
// rstrld : Le id de 1'inscription. 
// rsubscribe : La requete subscribe recue. 
// Description : 
// Cette methode est appelee quand une requete subscribe avec une 
// entete 'Expires' configured a 0 est recue pour une inscription 
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// active ou en attente. 
void EvTerminated(iN iSipNotifierSvc* psvc, 
IN iSipServerEventControl* pServerEventControl, 
IN const CString& rstrld, 
IN const CSipPacketA rSubscribe); 
4. lUASubscriberMgr 
L'interface par laquelle le notifier reporte les evenements a I'application, 
PresenceSubscriptionObject represente la classe principale de I'application, cette classe herite 
1'IUASubscriberMgr et implemente ses methodes de telle facon qu'elles reagissent 
convenablement aux evenements detectes. 
class lUANotifierMgr 
publ ic : 
/ / Parametre: 
/ / r N o t i f i e r : 
/ / L 'objet cuANoti f ier qui reporte cet evenement. 
/ / pTo: 
// L'entete To du paquet recu. 
// pFrom: 
// L'entete From du paquet recu. 
// pcontact: 
// L'entete Contact du paquet recu. 
// 
•// Description: 
// Cette evenement est reporte quand une demande d'inscription 
// est recue. 
v i r t u a l void EvSubscriptionA(iN C(JANotifier& r N o t i f i e r , 
IN const CNameAddr& pTo, 
IN const CNaitieAddr& pFrom, 
IN const CNameAddr& pcontact ) = 0; 
/ / Parametre: 
/ / . r N o t i f i e r : 
// L'objet CUANotifier qui reporte cet evenement. 
/ / 
/ / Descr ipt ion: 
/ / Cet evenement est reporte lorsque l ' o b j e t r N o t i f i e r a 
/ / des inc r i t avec 
/ / succes 1 ' i nsc r ip t i on du serveur. 
/ / = 
/ / 
v i r t u a l void EvUnsubscriptionA(lN CL)ANotifier& r N o t i f i e r ) = 0; 
// Parameters: 
• / / r N o t i f i e r : 
/ / L 'objet CUANotifier qui reporte cet evenement. 
/ / Descr ipt ion: 
/ / Cet evenement est reporte lorsque l ' o b j e t CUASubscriber est 
/ / Entrain d'envoyer un unsubscribe. 
// 
// ========== ================================================= 
v i r t u a l void EvSendingunsubscriptionA(iN CUANotifier& r N o t i f i e r ) = 0; 
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} ; 
5. lUASubscriberMgr 
L'interface par laquelle le subscriber reporte les evenements a 1'application, 
PresenceSubscriptionObject represente la classe principale de 1'application, cette derniere 
herite cette interface et implemente ses methodes de telle facon qu'elle reagisse 
convenablement aux evenements detectes. 
class lUASubscriberMgr 
pub l ic : 
// Parametres: 
// rSubscriber: 
// L'objet CUASubscriber qui reporte cet evenement. 
.// pMsgContent : 
// La charge utile de la trame recue. 
// Description: 
// Cet evenement est reporte lorsqu'un notify est recu. 
//====================================================================== 
v i r tual void EvNotifiedA(iN CUASubscriber* rsubscriber, 
IN TO CString* pMsgContent) = 0; 
//================== ====================== ============= ======== 
//== 
//== EvSubscribedA //== //====================================================================== 
/ / 
// Parametre: 
// rSubscriber: 
// l'objet CUASubscriber qui reporte cet evenement. 
// 
/ / Descr ipt ion: 
/ / Cet evenement est reporte lorsque l ' o b j e t CUASubscriber est 
/ / • i n s c r i t aupres du serveur de presence avec succes. 
v i r t u a l void EvSubscribedA(iN CUASubscriber& rSubscriber) = 0 ; 
// Parametre: 
// rSubscriber: 
// l'objet CUASubscriber qui reporte cet evenement. 
// Description: 
// Cet evenement est reporte lorsque l'objet est desinscrit aupres du 
// serveur 
// de presence avec succes. 
//====================================================================== 
v i r t u a l void EvunsubscribedA(iN CUASubscriber& rSubscriber) = 0; 
/ / Le meme pr incipe sauf que cet evenement est reporte lorsqu'une 
/ / i nsc r i p t i on est refuse 
v i r t u a l void EvFailedA(iN cuASubscriber& rSubscriber) = 0; 
// Parameters: 
// CUASubscriber: 
127 
/ / L 'objet ciiASubscriber qui reporte cet evenement. 
// pMsgContent : 
// La charge utile de la trame recue. 
// pTo: 
// L'entete To du paquet recu. 
// pFrom: 
// L'entete From du paquet recu. 
// pContact: 
// L'entete Contact du paquet recu. 
// Description: 
// cet evenement est reporte lorsque un publish est recu. 
7/===============,=================^ ===================================== 
v i r t u a l void EvPublishedA(lN CUASubscriber& rSubscriber, 
IN TO cstring* pMsgContent, 
IN const CNameAddrA pTo, 
IN const CNameAddr& pFrom, 
IN const CNameAddrA pcontact ) = 0; 
6. CEventDriven 
Cette classe du coeur du systeme dans laquelle les threads de I'application tournent. La 
classe qui herite CEventDriven doit implementer la methode 
EvMessageServiceMgrAwaken(). Le CEventDriven avertit I'application alors qu'il y a un 
evenement a traiter. Les evenements sont inseres dans la file d'attente a travers la methode 
PostMessage(..). 
7. CUAStackController 
Cette classe est responsable de : 
• Etre notifiee de requetes entrantes qui ne sont pas associees a une transaction, les 
joindre a un dialogue existant, ou finalement creer un nouveau dialogue pour cette 
requete. 
• Repondre a une requete insupportee ou illegale. 
• Demarrer ou eteindre la SIP Stack. 
• Ouvrir la ou les ports d'ecoute du User Agent. 
class CUAStackController : publ ic iSipCoreUser, 
publ ic iSipTransportUser, 
publ ic CEventDriven 
protected: 
// Des commandes passees de la methode PostMessage(..) a la methode 
// EvMessageServiceMgrAwaken(..) via CEventDriven. 
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/ / 
mxt_result SetUALoca"lviaS(lN CSipHeader& rLoca lv ia) ; 
/ / Configurer l a valeur de I 'en te te local contact du UA pour 
/ /appara i t re dans le paquet. 
mxt_result SetUALocalContactS(iN csipHeader& rLocalContact); 
/ / conf igurer les managers qui vont etre n o t i f i e s d'evenements 
/ / speci f iques. 
mxt_result setUAManagerssdN iUASubscriberMgr* pBasicMgr, 
IN lUANotif ierMgr* pRegMgr); 
/ / ordonner au SIP stack d'ecouter l 'adresse et le t ransport 
//donnes. 
//__. _ ____ 
mxt_result Listen (IN ESipTransport eTransport, 
IN const CSocketAddr& rAddr); 
// Eteindre la SIP stack. 
// _ 
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mxt_result Shutdown(); 
// Demarrer la SIP stack. 
// _ 
mxt_result StartllpClN const CString& rstrApplicationld); 
// ordonner au SIP stack d'arreter d'ecouter I'adresse et le 
// transport donnes. 
//_____ _ 
mxt_result stopListening(iN ESipTransport eTransport, 
IN const CSocketAddr& rAddr); 
// Ordonner au SIP Stack de se connecter a I'adresse et le transport 
// donnes. 
// ____ 
mxt_result Connect(lN const CSocketAddr& rLocalAddr, 
IN const csocketAddr& rPeerAddr, 
IN ESipTransport eTransport); //--.« CEventDriven » . 
// 
void EvMessageServiceMgrAwaken(lN bool bwaitingcompletion, 
IN unsigned int uMessage, 
IN CMarshaler* pParameter); //-- « isipcoreuser » . 
// 
void EvOnPacketReceived(iN const csipPacket& rPacket); 
void EvShutdownCompletedO; 
//-- « isipTransportuser » . 
virtual void EvCommandResult(iN mxt_result res, 
IN mxt_opaque opq); 
// Les variables. 
// ______ 
protected: 
/ / L'entete local via du UA. / / ___ __ 
CSipHeader m_localvia; 
/ / L'entete local contact du UA. / / _ _ 
CSipHeader m_localContact; 
/ / L 'objet u t i l i s e pour associer un dialogue externe a une 
/ / t ransact ion. 
/ / _ _ 
CSipDialogMatcherList m_dialogList; 
/ / Le thread qui est u t i l i s e pour act iver les objets event-driven 
// crees. 
//_____ _ _ _ 
lAct ivat iohServ ice* m_pCoreThread; 
/ / Le subscriber mgr. / / 
lUASubscriberMgr* m_pSubscriberMgr; 
/ / Le n o t i f i e r mgr. 
/ / 
lUANoti fierMgr* m_pNotifierMgr; 
}; 
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8. CUASubscriber 
Cette classe est responsable de la gestion des subscribes, herite aussi le ISipSubscriberMgr 
et implemente ses methodes. Le ISipSubscriberMgr est responsable de la reception des notifys 
associes concernant l'inscription encours. 
class CUASubscriber : public ISipSubscriberMgr, 
public CEventDriven 
{ . • 
public : 
// Attacher les service lies au subscriber au contexte. Configurer 
// les parametres necessaires pour 1'envoi de la requete 
// _ _ _ 
mxt_result lnitialize(lN lUASubscriberMgr* pMgr, 
IN const CSipHeader& rLocalvia, 
IN const CSipHeader& rLocalContact); 
// Envoyer un subscribe a l'entite configuree dans l'objet 
// CUASubscriber en utilisant les services attaches dans le 
//• contexte correspondant. 
// _ ____ 
void SubscribeA(unsigned int* id, 
IN const CNameAddr& rFromAddr, 
IN csipHeader& rLocalcontact, 
IN const iuri* pRequesturi, 
IN CNameAddr& rToAddr); 
// Terminer l'inscription. 
// ____ 
void TerminateAO; 
// Notifier le contexte de la reception d'un 
// paquet. 
// 
vir tual mxt_result OnPacketReceived(lN const CSipPacket& rsubscribe); 
protected: 
/ / Rafraichir l ' i nscr ip t ion . / / 
void Refresh(); 
/ / — « CEventDriven » . / / 
/ / - - « ISipSubscriberMgr » . / / _ _ 
protected: 
// Le contexte de l'inscription. 
// 
isipcontext* m_pContext; 
// L'objet qui gere la transaction du client. 
iSipClientTransaction* m_pClientTransaction; 
// une reference au Subscriber mar. 
// 
lUASubscriberMgr* m_pMgr; 
// L'information opaque du manager. 
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/ / _____ 
mxt_opaque m_opq; 
>; 
9. CUANotifier 
Cette classe est responsable de la gestion des notifys, elle herite aussi le ISipNotifierMgr et 
implemente ses methodes. Le ISipNotifierMgr est responsable de la reception et traitements 
des subscribes. 
class CUANotifier : publ ic ISipNot i f ierMgr, 
publ ic CEventDriven 
/ / Attacher les service l i e s au n o t i f i e r au contexte. Configurer 
/ / les parametres necessaires pour 1'envoi des n o t i f i c a t i o n s . 
/ / _ 
mxt_result l n i t i a l i z e ( I N lUANotif ierMgr* pMgr, 
IN const csipHeader& rLocalvia ) ; 
/ / Envoyer un no t i f y a l ' e n t i t e configuree dans l ' o b j e t 
/ / CUANotifier en u t i l i s a n t les services attaches dans le 
/ / contexte correspondant. 
/ / 
void NotifyA(iN const CNameAddr& rFromAddr, 
IN csipHeader& rLocalcontact, 
IN const iuri* pRequestUri, 
IN CNameAddr& rToAddr, 
IN const char* pBufferToSend); 
/ / Terminer 1 ' i nsc r ip t ion associe a l ' o b j e t CUANotifier. 
void TerminateAO; 
/ / Creer une charge u t i l e , generalement un document XML, a f i n de 
/ / l ' assoc ier au no t i f y a envoyer. 
/ / 
GO csipcontentinfo* CreatePresenceContentC const char* rBuffer ); 
// Notifier le contexte de la reception d'un 
// paquet. 
//_ _ _ 
virtual mxt_result OnPacketReceived(iN const CSipPacket& rPacket); 
protected: 
//— « CEventDriven » . 
// _ 
void Refresh( const char* rBuffer ); 
//-- « ISipNotifierMgr » . 
protected: 
/ / Le contexte de l a n o t i f i c a t i o n . / / 
i s ipcontex t * m_pContext; 
/ / L 'objet qui gere la transact ion du c l i e n t . 
iSipCl ientTransact ion* m_pclientTransaction; 
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// L'objet utilise pour envoyer les reponses. 
iSipServerEventControl* m_pServerEventCtrl; 
// La reference au notifier mar. 
// 
lUANotifierMgr* m_pMgr; 
// L'information opaque du mgr. 
mxt_opaque m_opq; 
}•; 
10. PresenceSubscriptionObject 
class PresenceSubscriptionObject : private lUASubscriberMgr, 
private lUANotifierMgr, 
public CEventDriven 
{ 
protected: 
// Structure de donnees qui tienne 1'information d'inscription, elle 
•// est utilisee localement par la SIP Stack. 
// _ 
struct ssubscriptioninfo 
{ 
// L'identificateur de cette inscription. 
// ___ 
unsigned int rstrid; 
// The username. 
// 
CNameAddr m_user; 
// The subscriber address. 
// 
iuri* m_pRegistrar; 
// The address of record where to subscribe. 
//__ _ _ 
CNameAddr m_addrofRecord; 
//The contact address. 
// 
CNameAddr m_contact; 
SSubscriptioninfoO 
{ 
}; 
-SSubscriptioninfoO 
{}; 
}; 
public : 
// Structure de donnees qui tienne 1'information d'inscription, elle 
// est exportee et utilisee par toute 1'application. 
struct SubscriptionTable 
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pub l ic : 
/ / L 'e tat d ' i n s c r i p t i o n . / / 
bool m_subscribed; 
/ / Indique si cet te i nsc r i p t i on a recu un publ ish. 
bool m_pub"lish; 
/ / Le n o t i f i e r . //___ 
CUANotifier* m_not i f ier ; 
/ / L ' i d e n t i f i c a t e u r de cette i n s c r i p t i o n . / / 
unsigned i n t m_not i f ie r ld ; 
/ / Le SIP Uri de l 'usager. / / _____ 
const char* m_userSipllri; 
/ / L'adresse SIP Uri de l a c i b l e . / / ______ 
const char* m_addrOfRecord; 
/ /Le charge u t i l e . 
/ / 
const char* m_buffer; 
subscript ionTable( const char* rusers ipur i ) 
/ / I n i t i a l i s a t i o n des parametres. / / 
m_subscribed = fa l se ; 
m_publish = fa l se ; 
m_buffer = " " ; 
m_usersipuri = rusers ipu r i ; 
~SubscriptionTable() 
{ } ; 
} ; 
/ / i n i t i a l i s e r les composantes S I P du user Agent et ses 
/ / dependances. 
/ / _ 
mxt_result i n i t i a l i z e O ; 
/ / Demarrer 1 'app l ica t ion . 
i n t s t a r t ( ) ; 
/ / Terminer 1 'app l ica t ion . 
void TerminateO ; 
/ / I n i t i a l i s e r le temps. / / 
void i n i t T imeO; 
/ / Retourne l 'adresse IP et le port dest ina t ion . / / _ 
CSocketAddr getPeerAddrO; 
/ / Configurer l 'adresse IP dest inat ion et por t . 
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/ / 
mxt_result setRemoteAddr( const char* remoteAddr ) ; 
/ / Retourne l 'adresse IP locale et le por t . / / _ 
csocketAddr getLocalAddrO; 
/ / conf igurer l 'adresse IP locale et l e por t . / / ___ 
mxt_result setLocalAddr( const char* hostAddr ) ; 
/ / Retourne le controleur de la SIP Stack. / / 
cuAStackcontrol ler* gets tackct r lC) ; 
/ / Analyser le f i c h i e r de conf igurat ion. Extra i re les parametres 
/ / . de conf igurat ion et les enregist rer dans les variables loca les . 
mxt_result ParseConfigFi leO; 
/ / Configurer le chemin du f i c h i e r de conf igurat ion. 
void setConf igFi le( const char * conf igFi le ) ; 
/ / Retourner le chemin du f i c h i e r de conf igurat ion. / / _ , _ 
CString* getConf igF i leO; 
/ / A f f i cher les valeurs des parametres de conf igurat ion de l a SIP 
/ / stack. 
/ / _ 
void Pr intCurrentConf igurat ionO; 
/ / Parameters: 
/ / rt iser: 
// L'adresse SIP URI destination. S'il est null 1'envoi sera 
// multicast. 
// rBuffer : 
// Le contenu utile du notify. 
// 
//. Description: 
// Envoyer un notify. 
// 
//=========================,============= ======
 = = = = = = = = = = = = = = = = = 
void HandleNotifyC const char* ruser, const char* rBuffer); 
// Retourne true si la configuration du Subscriber est complete. 
//__. _ 
bool isSubscriptionConfigCompleteO; 
// creer un objet CUASubscriber, initialiser les parametres de 
// configuration dans cet objet et envoyer un subscribe. 
void HandleSubscriptionO; 
// Terminer 1'inscription encours. Terminer toutes les inscriptions 
//encours s'il y a plusieurs inscription dans le cas d'un serveur. 
// _ __ 
void HandleTerminationO ; 
// Configurer les managers. lis sont responsables de la detection des 
// evenements de notification et d'inscription. 
// 
void SetManagersQ; 
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// Ajouter un utilisateur dans la liste des utilisateurs 
// enregistres. 
/ / _ 
void Setuser(subscriptionTable* ruser) ; 
/ / Enlever un u t i l i s a t e u r enregistre de la tab le . //____ _ __ 
void RemoveL)ser(const char* ruser) ; 
/ / chercher un u t i l i s a t e u r enregistre dans l a table par S I P U R I . / / _ _____ 
SubscriptionTable* GetRegisteredUserStruct(const char* ruser ) ; 
/ / chercher un u t i l i s a t e u r enregistre dans l a table par numero 
/ / d 'ordre. 
/ / _ _ 
SubscriptionTable* GetRegisteredUserStruct(unsigned i n t ruser) ; 
/ / Retourner l e nombre d'element de l a l i s t e des u t i l i s a t e u r s 
/ / enregist res. 
/ / 
unsigned int GetRegistereduserElementCountO; 
// Trouver le numero d'ordre d'un utilisateur enregistre par SIP URI 
// dans la liste. 
//____ _ _ 
unsigned i n t FindRegisteredUser(const char* ruser) ; 
/ / Lorsqu'un u t i l i s a t e u r enregistre s ' i n s c r i t aupres du serveur de 
/ / presence, ce dernier change l ' e t a t de l a va r ib le 
/ / m_ subscribed de l ' e t a t fa lse a l ' e t a t t rue . 
/ / _ _ _ 
void SetUserSubscriptionState(const char* ruser, bool r s t a t e ) ; 
/ / Lorsqu'un c l i e n t recoi t un no t i f y de l a part du serveur de 
/ / presence, i l change l a var iable m_subscribed de l ' e t a t fa lse a 
/ / I ' e ta t t r ue . 
/ / _ 
void SetUserNotifiedState(const char* ruser, bool rstate); 
// Parameters: 
// ruser: 
// L'adresse SIP URI a configurer. 
// rBuffer : 
// Le contenu utile a modifier. 
// 
// Description: 
// Remplacer la varible m_buffer de 1'utilisateur ruser par rBuffer. 
//=========—======================—=============—=================== 
void setuserBuffer(const char* ruser, const char* rBuffer); 
// Retourner la variable m_buffer du 1'utilisateur ruser. 
// 
const char* GetuserBuffer(const char* ruser); 
//-- « CEventDriven». 
// ___ 
//-- « lUASubscrierMgr » . 
//_____ _ 
//-- « lUANotifierMgr » . 
// 
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private: 
// Reference vers le controleur de la SIP stack. 
// 
CUAStackController* m_pstackctrl; 
// Le parametre local Via du UA. 
// 
CSipHeader m_localvia; 
// La valeur de l'entete From du UA. 
// _ 
CNameAddr m_fromAddr; 
// La valeur de l'entete contact. 
// 
CSipHeader m_localContact; 
// La valeur de l'entete Request-URI. 
// _ 
lUri* m_pRequesturi; 
// La valeur de l'entete To. 
// 
CNameAddr m_toAddr; 
// La variable qui indique si le fichier de configuration est lu ou 
// non. 
// 
bool m_bReadconfigFile; 
/ / La var iable qui indique si 1 ' i nsc r ip t i on est act ive ou non. / / _ 
bool m_bsubscribed; 
/ / La reference au subscriber. / / 
CUASubscriber* m_pSubscriber; 
/ / La l i s t e des references vers les n o t i f i e r . / / 
CVector<CUANotifier*> m_vpActiveNoti f i e r s ; 
/ / La l i s t e des u t i l i s a t e u r s enregistres. / / 
CVector<subscriptionTable*> m_Registeredusers; 
/ / Le publ isher. / / 
CUANotifier* m_pPublisher; 
/ / Le chemin du f i c h i e r de conf igurat ion. 
CString* m_strConfigFilePath; 
} ; 
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11. PersonnelChoice 
La classe 'PersonnelChoice' represente un objet permettant la recherche d'un ou plusieurs 
personnels medicaux qui sont disponibles a accomplir une tache precise. II faut definir les 
criteres de selection que cette classe utilisera pour choisir les personnels desires 
class PersonnelChoice { . 
pub l ic : 
/ / C'est les c r i te res de la select ion et sont de f in is au moment de l a 
// recherche. 
std:: vector<Criten-um*> criteri umLooked; 
// Le document concerne par la recherche. 
DOMDocument *documentQuested; 
// Nombre de criteres considered pour la recherche 
static const int criteriumNumber = 3 ; 
// Les criteres consideres pour la recherche, 
static const char * const 
consideredcriterium[PersonnelChoice::criteriumNumber]; 
// Les constructeurs. 
PersonnelChoiceC DOMDocument* document ); 
PersonnelChoiceO; 
// Le destructeur. 
~PersonnelChoice(); 
// Configurer le document a chercher a cet objet 
void setDocument( DOMDocument *document ); 
// Verifier si ce critere est pris en consideration par la recherche, 
static bool isAllowedC const XMLCh *criterium ); 
// Remettre a zero cet objet. 
void renew(); 
// Ajouter un critere de selection au vecteur criteriumLooked. 
int setcriterium( const XMLCh *criteriumName , const XMLCh *criteriumValue 
, const bool _isstatic ); 
// Supprime un critere de selection. 
int removeCriterium( const XMLCh* criteriumName ); 
// Retourner le vector qui comprend tous les criteres de selection, 
std::vector<char*> getCriteriurnsO; 
// Retouner les personnels medicaux trouves par le systeme de recherche, 
std::vector<Presence*> getchosenpersonnel( int maxPersonnel ); 
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12. Criterium 
La classe 'Criterim' represente un objet qui est utilise par la classe 'PersonnelChoice' pour 
stacker les criteres de selection. 
class Cr i ter ium 
{ 
private : 
// Le nom du critere. 
const XMLCh *criteriumName; 
// La valeur du critere. 
const XMLCh *criteriumvalue; 
// indique si ce critere change au cours du temps. 
bool changestate; 
public : 
// Le constructeur. 
Criterium( const XMLCh *natne , const XMLCh *value , const bool 
isstatic ); 
// Le destructeur. 
~CriteriumO; 
// Retourne le nom du critere. 
const XMLCh * getcriteriumNameO; 
// Retourne la valeur de critere. 
const XMLCh * getCriteriumValueO; 
// Retourne la valeur de la variable 'changestate' 
const bool isStaticO; 
}; 
13. EventCatcher 
La classe 'EventCatcher' represente un objet qui permet d'enregistrer les evenements 
detectes de chaque element de presence d'un document. Tous les elements sont listes dans un 
'vector' et chaque element qui subit un changement dans son information de presence sera 
marque. 
class EventCatcher 
{ 
private : 
// La liste des elements de presence du document. 
std::vector<EventCatcherElement*> eventcatcherElementArray; 
public : 
// Le constructeur. 
EventCatcherO; 
// Le destructeur. 
~EventCatcher(); 
// Retourner le vecteur des elements controles par cet objet. 
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std::vector<EventCatcherElement*> getElementArrayO; 
// Inserer un nouveau element de presence dans le vecteur. 
int setElementC const XMLCh * _SlPUser ); 
// Retourner un element specifique. 
EventCatcherElement * getElementC const XMLCh * _SlPUser ) ; 
// verifier si cet element existe dans le vecteur. 
bool isFoundC const XMLCh * _SiPUser ); 
// Supprimer un element du vecteur. 
int removeElementC const XMLCh * _SlPUser ); 
// Remettre a zero cet objet. 
void clearO; 
}; 
14. EventCatcherElement 
La classe 'EventCatcherElement' represente un objet utilise par la classe 'EventCatcher' pour 
stocker des variables des elements de presence. 
class EventCatcherElement 
{ 
private : 
// La valeur 'entity' de l'element presence. 
const XMLCh *siPUser; 
// indiquer si cet element a subi un changement. 
bool updatedstate; 
// varible utilisee par le programme principal, dont tous les elements de 
// presence ont ete notifies du changement subi a cet element, 
bool refreshed; 
public : 
// Les constructeurs. 
EventCatcherElement( const XMLCh *_siPUser ); 
EventCatcherElementO; 
// Le destructeur. 
~EventCatcherElement(); 
// Fixe la valeur 'siPUser' qui repesente un usager ou un element de 
// presence dans le document principal. 
// Configurer l'adresse SIP de cet objet. 
void setsiPUser( const XMLCh *_sipuser ); 
// Retourner la valeur de 'entity' de cet objet. 
const XMLCh *getSiPUserO; 
// Fixe la variable updatedstate. 
void updatedC bool .updated ); 
// Retouner la valeur updatedstate. 
bool getupdatedstate(); 
// Supprimer un element, 
void removeElementC); 
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// Remettre a zero la liste. 
void clearO; 
// Retouner la valeur de la variable 'refreshed', 
bool isRefreshedO; 
// Configurer la valeur de la variable 'refreshed'. 
void setRefreshedstate( bool .refreshed ); 
}; 
15. Document 
La classe 'Document' represente Pobjet manipulant le document principal de presence, des 
pointeurs se creent pour localiser le document et ses composantes dans la memoire. 
class Document 
{ 
public: 
// Le nom de la balise qui represente tout le document de presence. 
static const char * const documentElementName; 
// Le fichier d'entree. 
const char * const inputXMLFileName; 
// Le fichier de sortie. 
const char * const outputXMLFileName; 
// Le parseur du document de presence, le fichier d'entree. 
XercesDOMParser *parser; 
// Le detecteur d'evenement. 
EventCatcher *eventcatcher; 
// Le pointeur de la racine du document dans la memoire. 
DOMDocument * const sourceDOMDocument; 
// Les constructeur. Au cas ou le fichier lecture est introuvable ou vide, 
ce dernier cree un nouveau document. 
DocumentC char *inputFile , char *outputFile ); 
DocumentC const char *file ); 
DocumentC DOMNode* importedNode ); 
Document(const char* rBuffer, unsigned int dociD); 
// Le destructeur. 
~Document(); 
// Retourner le pointeur de 1'element racine. 
DOMDocument* getSourceDocumentO; 
// Creer un nouveau document. 
DOMDocument* createNewDocumentQ; 
// Anlyser le contenu du buffer et T'ajouter au document. 
DOMDocument* setBufferC const char* rBuffer); 
// Retourner un objet 'Presence' qui represente un element de presence 
// specifique 
Presence* getPresenceobjectBySpecifyElementC DOMElement* element ); 
// Retourner 1'element racine de ce document. 
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DOMElement* getSourceElementQ; 
// Parser le document de presence. 
DOMDocument * parseDocumentO; 
// Initialiser le parseur. 
int initParserO; 
// Terminer le parsage. 
int terminateParser(); 
// inserer un nouveau element de presence dans le document. 
Presence* insertPresenceElementC const XMLCh *entityvalue ); 
int insertPresenceElementC presence* presence ); 
int insertPresenceElementC DOMElement* element );//inserer un element 
// Enregistrement du document de presence dans le fichier de sortie 
// configurer. 
int savePresenceDocumentO ; 
// Supprimer un element de presence specifie par son parametre 'entity' 
int removePresenceElementC const XMLCh * entityValue ); 
// Remplacer un element de presence. 
int repiacePresenceElementC DOMNode* newElement, DOMNode* oldElement ); 
// Configurer le detecteur d'evenement. 
void setEventCatcher( EventCatcher* eventCatcher ); 
}; 
16. Presence 
La classe 'Presence' represente un moyen permettant de manipuler un utilisateur. 
class Presence 
{ 
pub l ic : 
// Le document source de cet objet 'Presence1. 
DOMDocument * const sourceDOMDocument; 
// L'element racine de cet objet 'presence'. 
DOMElement * const rootElement; 
// Le detecteur d'evenement associe a cet element de presence. 
EventCatcher *eventcatcher; 
// Le constructeur. 
PresenceC DOMDocument *dOMDocument , const XMLCh *attributevalue ); 
PresenceC DOMDocument *dOMDocument , DOMElement *rootElement ); 
// Le destructeur. 
~Presence(); 
// inserer un element dans cet element 'presence'. 
void insertSimpleElementC const XMLCh *elementName , const XMLCh 
*elementvalue ); 
// Inserer un element complexe 'Tuple' en specifiant son parametre 'id'. 
// un 'Tuple' represente un moyen de communication pour un usager. 
Tuple* insertTupleElement( const XMLCh *idvalue ); 
// Retourne la racine d'un element specifie par son nom et sa valeur. 
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DOMElement* getSpecifyElementByvalue( const XMLCh *elementName , const 
XMLCh *elementvalue ); 
// Retourne un 'Tuple' qui correspond a 1' 'id' specifie 
Tuple* getTupleByid( const XMLCh *attributevalue); 
// Retoune 1'element racine de cet Objet 'presence'. 
DOMElement* getRootElementO; 
// Configure une valeur d'un element d'un utilisateur apres avoir 
// verifie l'existance de cette valeur et sa redondance. 
int setElementvalue(const XMLCh *elementName , const XMLCh *elementvalue 
// Supprime un element 'presence' dans le document specifie par son nom 
// et sa valeur. 
int removeSimpleElementC const XMLCh * elementName , const XMLCh 
*elementvalue ); 
// Supprime un element 'tuple' avec ses sous elements, 
int removeTupleElement( const XMLCh * idvalue ); 
// Supprime tous les elements qui verifient le nom mentionne. 
int removesimpleElementsC const XMLCh *elementName ); 
// configurer le detecteur d'evenement de cet utilisateur. 
void setEventCatcher( EventCatcher *eventcatcher ); 
// Enregistrer le document de presence. 
int savePresenceElement( const XMLCh *fileName ); 
17. Tuple 
La classe 'Tuple' represente, un moyen permettant de manipuler un moyen 
communication assigne a un utilisateur. 
class Tuple 
{ 
public: 
// Le document source de cet objet 'tuple'. 
DOMDocument * const sourceDOMDocument; 
// L'element racine de cet objet 'tuple'. 
DOMElement * const rootElement; 
// Le detecteur d'evenement associe a cet objet 'tuple'. 
EventCatcher *eventCatcher; 
// Le constructeur. 
Tuple( DOMDocument *dOMDocument , DOMElement *rootPresenceElement , const 
XMLCh *attributevalue ); 
Tuple( DOMDocument *dOMDocument , DOMElement *rootElement ); 
// Le destructeur. 
-TupleO; 
// Inserer un element dans le tuple. 
void insertSimpleElementC const XMLCh *elementName , const XMLCh 
*elementvalue ); 
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// Rechercher un element specifie dans un tuple et le retourner. 
DOMElement* getSpecifyElementByvalueC const XMLCh * , const XMLCh * ); 
//retoune 1'element racine de cet Objet 'Tuple' 
DOMElement* getRootElementO; 
// Configurer la valeur d'un element dans un tuple apres avoir verifie 
// l'existance de la valeur et sa redondance. 
int setElementvalue(const XMLCh * , const XMLCh * ); 
// supprimer un element d'un tuple. 
void removeSimpleElementC const XMLCh * name, const XMLCh * value); 
// Supprime tous les elements simples qui verifient le nom mentionne. 
void removeSimpleElementsC const XMLCh *elementName ); 
// Genere aleatoirement un 'id' unique d'un tuple, 
static const XMLCh* generateldTupleC DOMDocument* ); 
// Met en place un detecteur d'evenement pour ce tuple 
void setEventCatcher( Eventcatcher *eventcatcher )i 
}; 
18. PresenceSystem 
C'est la classe mere unissant toutes les autres classes, elle permet de demarrer un client de 
presence ou un serveur de presence ou une application gerant rinformation de presence. Elle 
contient les principales methodes suivantes : 
publ ic class PresenceSystem 
pr i va te : 
// Le detecteur d'evenement associe a 1'application. 
Eventcatcher *m_pEventCatcher; 
// La classe PresenceSubscriptionDLL represence la DLL de la classe 
// PresenceSubscriptionobject, elle represente la M5T SIP Stack. 
PresenceSubscriptionDLL* m_pPresence; 
// Le pointeur vers le processus. 
HANDLE m_pThread; 
// Le document de presence pricipal. 
Document * m_pDocument;. 
public: 
// Le constructeur. 
WINAPI PresenceSystemO; 
// Le desctructeur. 
~PresenceSystemO; 
static unsigned long WINAPI startEventcatcher(void* params) 
(reinterpret_cast<PresenceSystem*>(params))->ThreadProcO; 
return 0; 
}; 
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// inialiser le parseur. 
int initParser(); 
// Terminer le parseur. 
int terminateParserO; 
// Parser un fichier XML de presence, 
int parseFile( XercesDOMParser *parser, 
const char *inputXMLFileName ); 
// Demarrer 1'application de gestion de 1'information de presence, 
void startPresenceAdministration(); 
// Demarrer un serveur de presence, 
void startPresenceServerO; 
// Demarrer un client de presence, 
void startPresenceClientO; 
// La methode responsable du controle et de la gestion des evenements. 
void ThreadProcO; 
// Demarrer le processus ou le thread. Il fait appel a la methode 
// ThreadProcO. 
void RunEventCatcherO; 
// Parametres : 
// ruser : L'adresse SIP de 1'utilisateur dont le publish va etre 
// envoye. 
// rBuffer : La charge utile du publish. 
// Description : 
// utiliser par le client de presence. Envoyer un publish au serveur de 
// presence. 
void SendNotifyO ; 
// Parametres : 
// ruser : L'adresse SIP de 1'utilisateur dont le notify va etre 
// configure. 
// rBuffer : La charge utile du notify recu. 
// Description : 
// Placer un notify recu dans le document de presence. 
void SetNotify(const char* ruser, const char* rBuffer); 
// Parametres : 
// ruser : L'adresse SIP de 1'utilisateur dont le notify va etre 
// envoye. Si ruser est NULL le notify s'envoie a tous les 
// utilisateur enregistres. 
// rBuffer : La charge utile du notify. 
// Description : 
// Envoyer un ou plusieurs notifys. 
void NotifyusersC const XMLCh* rNotified); 
// Utiliser par le client de presence. Envoyer une demande de personnel 
// qualifie. 
void SendPersonalRequestO; 
// Parametres : 
// ruser : L'adresse SIP de 1'utilisateur cible. 
// rBuffer : Le document recu du client de la demande de personnels 
// qualifies. 
// Description : 
// Utiliser par le serveur de presenceRepondre a une demande de 
// personnels qualifies. Chercher les utilisateurs, les enregistrer 
// dans un document XML et envoyer la liste. 
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void sendPersonalList( const char* ruser, const char* rBuffer); 
// Au cas du client, se desinscrire aupres du serveur de presence. 
// Au cas d'un serveur, desinscrire. tous les clients, 
void HandlellnsubscriptionO; 
// Utiliser par le client, s'inscrire aupres du serveur de presence, 
void HandleSubscriptionO; 
// Parametres : 
// ruser : L'utilisateur dont son etat de presence va etre notifie. 
// Description : 
// Envoyer un rafraichissement de l'etat de presence de ruser aux 
// autres utilisateurs enregistres. 
void RefreshPresencestates(const char* ruser); 
// Remettre a zero le document de presence. Intitialiser les etats de 
// presence de tous les utilisateurs sur l'etat 'injoignable'. 
void ResetDocumentO; 
}; 
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