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Resumen. El mantenimiento del producto software es una de las fases que más 
costos tiene a lo largo de la vida de una aplicación software. La 
refactorización del código fuente es una de las técnicas utilizadas para 
intentar mejorar la mantenibilidad. Actualmente la refactorización se basa en 
un enfoque de “valor neutro”, siendo difícil priorizar la gran cantidad de 
opciones de refactorización que puede tener  un producto software. Para 
cubrir estas carencias, una nueva rama de la ingeniería está emergiendo, la 
Ingeniería del Software Basada en Valor, estableciendo que las 
funcionalidades de un sistema tienen diferente grado de importancia, y que 
algunas de ellas aportan más “valor” que otras. Este artículo presenta una 
revisión sistemática de la literatura sobre la refactorización basada en valor. 
Se identificaron 15 artículos primarios de un total de 2300. Los trabajos 
analizados muestran el uso de diferentes técnicas para abordar el problema de 
la refactorización y el valor que pueden aportar al software que será 
refactorizado, existiendo opiniones opuestas sobre cómo afecta las 
refactorizaciones a la mantenibilidad. Como conclusión de la revisión se tiene 
que: ningún artículo habla directamente del valor ni se cuantifica el valor que 
puede aportar una refactorización al software sobre el que va a ser aplicada. 
Finalmente, la mayoría de los estudios sugieren que las refactorizaciones 
semiautomáticas o asistidas son las más adecuadas para llevar a cabo la 
refactorización. 
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1   Introducción 
Ante un mercado cada vez más competitivo y en constante desarrollo, la calidad del 
software está tomando mayor importancia en las organizaciones, y con ello, la 
medición software [1] ha adquirido mayor relevancia como principal herramienta para 
medir la calidad del software. Aunque la calidad puede describirse desde diferentes 
perspectivas, cuando se trata de calidad software está tradicionalmente relacionada 
con la calidad del producto y la calidad del proceso [2]. En cuanto a la calidad del 
producto software, la mantenibilidad ha sido reconocida históricamente como una de 




las características más relevantes debido a su impacto directo sobre el costo de 
desarrollo y mantenimiento del software. De hecho, estudios previos señalan la fase 
de mantenimiento como la fase donde más recursos se invierten en el ciclo de vida del 
software, implicando dos veces el costo de la fase de desarrollo [3][4][5][6]. Por 
ejemplo, según [5], el tiempo que un programador invierte en mantenimiento es 
alrededor del 61% frente al 39% dedicado al desarrollo. 
Una vez conocida la mantenibilidad del producto software, el siguiente paso es 
intentar mejorarla mediante prácticas de Ingeniería del Software. Actualmente la 
mayoría de estas prácticas se basan en un enfoque de “valor neutro”, tratándose con 
igual importancia y sin tener en cuenta el valor que aportan cada uno de estos 
elementos al negocio. Para cubrir estas carencias, una nueva rama de la ingeniería está 
emergiendo, la Ingeniería del Software Basada en Valor (ISBV). La ISBV establece 
que las funcionalidades de un sistema tienen diferente grado de importancia y que 
algunas de ellas aportan más “valor” que otras [7]. Podemos definir al “valor” es la 
cuantificación de la importancia que un determinado artefacto o tarea tiene para todos 
los implicados en ese sistema [8]. En este sentido, un campo donde podría resultar 
interesante aplicar los principios de la ISBV y todavía no se aplica es en la 
refactorización de software, priorizando las mejoras de acuerdo con el valor que 
aporte al sistema. El término refactorización es introducido por primera vez en [9], 
definiéndose como una transformación parametrizada de un programa preservando su 
comportamiento que automáticamente modifica el diseño de la aplicación y el código 
fuente subyacente. Para Fowler refactorizar es “cambiar la estructura interna del 
software para hacerlo más fácil de entender y más económico de modificar sin 
cambiar su comportamiento visible” [10]. Por lo tanto, la refactorización puede verse 
tanto como una técnica para aumentar la mantenibilidad del software [11]. 
Finalmente, para que dicho mantenimiento se realice siguiendo las normas de la 
ISBV, se debería identificar el valor aportado por las posibles refactorizaciones. De 
esta manera, se consigue aumentar la mantenibilidad del software rápidamente, 
ayudando a la organización a construir un mejor software y reduciendo costos de 
mantenimiento, que por otra parte tiene una gran influencia en la evaluación del costo 
de los sistemas [12]. Estos costos estarán también relacionados con el tipo de 
refactorización: automática, asistida o manual. 
En el siguiente trabajo se realiza una revisión sistemática de la literatura acerca de la 
relación entre las actividades de refactorización, su priorización basada en el valor y 
la evolución de la manteniblidad respecto de las refactorizaciones; con el objeto de 
conocer qué se ha realizado hasta el momento y obtener conclusiones. El artículo está 
dividido en 4 secciones. Además de la introducción, en la sección 2 se detalla el 
proceso de revisión sistemática. En la sección 3 se presentan los resultados y en la 
sección 4 se desarrollan las conclusiones. 




2   El Método de Revisión Sistemática 
El principal método utilizado en la práctica en la investigación basada en evidencias 
es la revisión sistemática de la literatura. Una revisión sistemática de la literatura 
proporciona una manera de identificar, evaluar e interpretar toda la investigación 
disponible sobre una cuestión de investigación, área o fenómeno de interés [13]. Su 
elaboración implica una serie de pasos bien estructurados y definidos. A continuación 
se describe detalladamente estos pasos para la revisión sistemática realizada. 
2.1   Cuestiones de Investigación 
El primer paso en una revisión sistemática es definir claramente las cuestiones de 
investigación de interés, de cara a encontrar la información que ayude a identificar y 
enfocar futuras actividades de investigación en torno a dichas cuestiones [13]. Para 
esta revisión sistemática se han definido las siguientes cuestiones de investigación, 
teniendo en cuenta lo comentado en la introducción: 
 Cuestión 1: ¿Qué estudios se han realizado sobre el valor del software y las 
refactorizaciones? 
o Cuestión 1a: ¿Existen evidencias de que una refactorización puede aumentar 
el valor del producto? 
o Cuestión 1b: ¿Existen trabajos que aúnen la Ingeniería del Software basada en 
valor y las refactorizaciones? 
 Cuestión 2: ¿Qué indicios existen de que la realización de refactorizaciones 
mejoren la mantenibilidad del software? 
o Cuestión 2a: ¿Existen refactorizaciones que empeoren la mantenibilidad del 
producto? 
 Cuestión 3: ¿Qué método de refactorización es más utilizado en la práctica? ¿Es 
mejor realizar la refactorización automáticamente o sólo indicar los puntos en los 
que puede refactorizarse y la técnica a aplicar, y que sea el usuario el que los 
realice (refactorización asistida)? 
o Cuestión 3a: ¿Desaparecen los costos de refactorizar al realizar 
refactorizaciones automáticas? 
o Cuestión 3b: ¿Existen razones por las cuales una refactorización no puede 
realizarse completamente automática? 
Respecto a la cuestión de investigación 1, con ella se pretende encontrar una respuesta 
a la pregunta de cómo se ha relacionado el concepto de valor con las refactorizaciones 
hasta ahora, así como de qué manera una refactorización puede afectar al valor del 




producto. En cuanto a la cuestión de investigación 2, con ella se intenta obtener más 
información del grado en el que una refactorización afecta a la mantenibilidad del 
software, y de qué manera lo hace. Esta revisión se centra sólo en la característica de 
la mantenibilidad de la calidad del software, por lo que no se considera la cuestión de 
cómo afectan las refactorizaciones a otras características de la calidad, como pueden 
ser la usabilidad o la eficiencia. Por último, la cuestión de investigación 3 aborda el 
problema de las refactorizaciones automáticas. Con ella se quiere conocer qué tipo de 
refactorización es actualmente la más recomendable, así como de qué manera puede 
afectar apoyarse en herramientas a los costos asociados con una refactorización. 
2.2 Estrategia de Búsqueda Utilizada 
El siguiente paso es definir una estrategia de búsqueda. Para el desarrollo de la 
estrategia seguida, este trabajo se basa en los pasos descritos en [13] y [14]. Se realiza 
una búsqueda preliminar para encontrar otras revisiones sistemáticas y conocer el 
volumen esperado de la búsqueda. A partir de estas pruebas se identifican sinónimos 
y alternativas a los términos de búsqueda; y se construye la cadena de búsqueda. El 
resultado ha sido el siguiente: ((value OR valued OR value-based) AND (refactoring 
OR refactor) AND (maintainability OR software maintenance) AND (software OR 
application software OR software system)). 
El proceso de búsqueda consiste en consultar las diferentes fuentes de datos 
seleccionadas que se enumeran en la Tabla 1, utilizando la cadena de búsqueda 
definida en la sección anterior. La selección de estas fuentes es debido a que han sido 
utilizadas en anteriores revisiones sistemáticas sobre Ingeniería del Software [15][16] 
y contienen publicaciones que se consideran relevantes para el área de interés. 
Utilizando el término de búsqueda indicado, se obtienen una gran cantidad de 
resultados, pero muchos de ellos se consideraron irrelevantes para el objeto de este 
estudio. En la Tabla 1 se muestra el resumen de los resultados obtenidos. Además de 
los recursos electrónicos que muestra la Tabla 1, se han estudiado las siguientes 
conferencias: 
 Las 8 ediciones del “Workshops on Economics-Driven Software Engineering 
Research (EDSER)”, desde el año 1999 hasta el año 2006. 
 La conferencia “Computer Society Conference on Exploring Quantifiable 
Information Technology Yield (EQUITY)”, del año 2007. 
El criterio de inclusión para la revisión sistemática considera estudios que dirijan su 
investigación hacia la refactorización guiada por el valor y permitan estudiar cómo 
identificar puntos de refactorización en el software para aumentar su valor, así como 
las técnicas a utilizar para su realización. Traten sobre la característica de la 




mantenibilidad y especifiquen cómo una refactorización puede mejorarla. También se 
incluyen estudios que realicen afirmaciones sobre cómo influye la refactorización en 
la mantenibilidad del software. 
Tabla 1. Resultados de la búsqueda (12/03/2015). 
Base de datos Total Repetidos Relevantes Incluidos 
ACM Digital Library 1022 0 12 7 
Springer Link 265 146 3 3 
Science Direct 184 109 1 1 
ProQuest Computing 2 2 1 0 
IEEE Computer Society 762 34 8 4 
IEEE Xplore 143 27 1 0 
Current Contents 6 14 1 0 
Total 2384 332 27 15 
 
Tras una primera búsqueda se identificaron 2384 estudios, de los cuales 332 aparecían 
por duplicado y fueron excluidos. Tras esto, los artículos fueron siendo eliminados 
mediante la lectura del título y el resumen. Los restantes 27 a formar parte del 
siguiente paso, la lectura completa de artículos. Tras la lectura detallada de los 27 
trabajos, se seleccionaron 13 de ellos para proceder a comenzar con la fase de 
selección de estudios secundarios, en la que se analizan las referencias incluidas en 
los artículos seleccionados para determinar si esos trabajos pudieran ser incorporados 
como trabajos relevantes. Se han incorporado dos trabajos más a la revisión. 
Para la evaluación de calidad de los estudios, se ha creado una lista de verificación 
que permite evaluar la calidad de los estudios seleccionados y su relevancia de cara a 
responder a las cuestiones de investigación planteadas. Las preguntas han sido 
elaboradas a partir de los trabajos de Crombie [17], Fink [18] y Kitchenham [13]. Esta 
evaluación de la calidad se ha tenido en cuenta para la obtención de las diferentes 
conclusiones sobre los estudios, dando más relevancia a los estudios que han obtenido 
una mejor calidad. No se ha incluido el detalle del estudio por motivos de espacio. 
Tabla 2. Lista de estudios seleccionados 
ID Ref. Título 
S1 [19]  Refactoring--Does It Improve Software Quality? 
S2 [20] Economics-Driven Software Mining 
S3 [21] 
Assessing the Maintainability Benefits of Design Restructuring Using 
Dependency Analysis 
S4 [22] 
A Quantitative Evaluation of Maintainability Enhancement by 
Refactoring 
S5 [23] A Survey of Software Refactoring 




ID Ref. Título 
S6 [24] The effects of design pattern application on metric scores 
S7 [25] Understanding the Economics of Refactoring 
S8 [26] Evaluating Architectural Stability with Real Options Theory 
S9 [27] Search-Based Refactoring: an empirical study 
S10 [28] Applying ArchOptions to value the payoff of Refactoring 
S11 [29] Search-Based Refactoring for Software Maintenance 
S12 [30] Empirical investigation of refactoring effect on software quality 
S13 [31] Designing Systems for Adaptability by Means of Architecture Options 
S14 [32] 
A Quantitative Evaluation of Maintainability Enhancement by 
Refactoring 
S15 [33] Prioritizing Code Clone Detection Results for Clone Management 
3   Resultados 
Las investigaciones recogidas muestran el uso de diferentes técnicas para abordar el 
problema de la refactorización y el valor que pueden aportar al software que será 
refactorizado. Sin embargo, mientras que en (S1, S2, S4, S5, S6 y S14) el objetivo 
principal es verificar si la refactorización conlleva un aumento de la calidad y, por 
extensión, de la mantenibilidad, en (S3 y S7) se intenta cuantificar el valor que 
aportará la refactorización que va a ser realizada. Es de reseñar que, aunque los 
estudios traten de comprobar o cuantificar la mejora que aporta una refactorización, 
en ninguno de ellos aparece ninguna referencia a la ISBV. 
Como se ha mencionado, en estos trabajos se describen diferentes técnicas utilizadas 
para abordar el problema de la refactorización. En (S3, S4, S7 y S14) se utilizan los 
“malos olores” o “bad smells” para identificar candidatos a refactorización dentro del 
código. En estos estudios, las oportunidades de refactorización son revisadas para 
conseguir un “plan detallado de reestructuración”, esto es, el orden de aplicación de 
las refactorizaciones. En (S1, S6, y S14) se propone la extracción de métricas del 
código antes y después de la refactorización para conocer los efectos que tiene la 
refactorización en las mismas. Así, (S1) utiliza métricas como LCOM (falta de 
cohesión en los métodos) o CBO (acoplamiento entre objetos) para concluir que las 
refactorizaciones no mejoran la calidad, mientras que (S6) utiliza métricas diferentes, 
como COF (factor de acoplamiento en el sistema) para alcanzar la conclusión 
contraria. (S14), por su parte, referencia métricas generales de acoplamiento para 
evaluar los efectos de las refactorizaciones Move Method, Extract Method y Extract 
Class. En ese sentido (S12) también utiliza una serie de métricas extraídas 
directamente del código, pero en este caso para comprobar si la refactorización 




afectará positiva o negativamente a la calidad. Aunque este no es un estudio 
relacionado directamente con el valor, se encuentra relacionado con la segunda 
cuestión de investigación. 
El estudio (S5) puede verse como un resumen extenso de las investigaciones hechas 
sobre refactorizaciones. Entre los temas que trata, analiza la necesidad de conocer qué 
características de la calidad del software son afectadas por una refactorización, y de 
qué manera. Para ello, es necesario analizar cada una de las refactorizaciones teniendo 
en cuenta su propósito y los efectos que tiene. Por último, (S2) propone la técnica de 
la “minería de repositorios” para apoyar la toma de decisiones económicas en cuanto 
a las refactorizaciones. Los datos extraídos tras la aplicación de esta técnica pueden 
ser analizados y utilizados para apoyar la toma de decisiones de inversión 
relacionadas con el desarrollo y evolución de un sistema software. 
Los artículos (S8, S10 y S13) utilizan la teoría de opciones para calcular el valor. Esta 
teoría, típicamente económica, establece una opción como la capacidad de ejecutar 
una acción en una fecha futura, en función de que se cumplan unas determinadas 
condiciones. De esta manera, (S8) y (S10) utilizan la teoría aplicándola a arquitectura 
para estimar el valor de refactorizar. En función de los beneficios estimados, puede 
realizarse o no una refactorización. (S13), también aplica la teoría a la arquitectura, 
utilizándola para estimar la arquitectura óptima de un sistema desde el punto de vista 
de la adaptabilidad de su arquitectura. Así, a través de los stakeholders del sistema 
calculará un valor deseado y lo comparará con el valor actual del sistema. Si los 
costos de la mejora son menores que el valor que ha perdido el sistema con el tiempo, 
será necesario aplicar esa mejora. Este artículo menciona la necesidad de estudiar con 
mayor detalle la cuantificación de los beneficios al realizar mejoras en el sistema. 
Los artículos (S9) y (S11) presentan diferentes técnicas de búsqueda para identificar 
partes del código que pueden ser refactorizadas, teniendo en cuenta aspectos de 
inteligencia artificial y maximizando una función relacionada con métricas de diseño. 
De esta manera, consiguen mejorar la automatización de refactorizaciones, 
identificando el algoritmo óptimo para realizar la búsqueda. Cabe recalcar que no se 
tiene en cuenta en las búsquedas los aspectos del costo de las refactorizaciones, sino 
solamente la maximización de la mejora en la calidad dependiente de un modelo de 
medición determinado. 
El artículo (S15) por su parte prioriza las tareas de refactorización de código 
duplicado. Desarrolla un modelo de medición para ello, teniendo en cuenta el costo de 
no hacer la refactorización (teniendo en cuenta métricas de calidad interna del código 
fuente y de pronóstico sobre la estabilidad de dicho código). En este caso se centra en 
los costos, y no desarrolla la justificación del modelo. 




Las siguientes secciones analizan en detalle la información recuperada tras el análisis 
de los trabajos en relación con cada cuestión de investigación planteada. 
3.1 Cuestión de investigación 1 
La cuestión de investigación 1 trata de identificar la relación entre el trabajo analizado 
y el tema de interés (valor aportado por una refactorización). Además, esta cuestión 
incluye dos sub cuestiones dirigidas a identificar si el trabajo establece mecanismos 
para reconocer el valor aportado por una refactorización.  
Respecto a los resultados, un ejemplo significativo de lo inmaduro del estado de la 
cuestión de investigación lo representan los trabajos (S1) y (S6). Aunque ambos se 
centran en estudiar si las refactorizaciones pueden relacionarse con un aumento de la 
calidad y la mantenibilidad, llegan a conclusiones diametralmente opuestas. Para (S6) 
las refactorizaciones mejoran la calidad del software, y lo justifica en virtud de la 
variación que se produce solo en una métrica (COF). Sin embargo, para (S1) la 
refactorización suele acarrear una pérdida de calidad, basando esta afirmación en la 
variación surgida en otras métricas (LCOM y CBO). El trabajo (S12) concluye que no 
puede demostrar la relación directa de las refactorizaciones respecto del aumento de 
la calidad y aconseja estudiar con mayor profundidad el tema.  
Por otro lado, tanto (S2), como (S4) y (S5) parten de la premisa de que es necesario 
conocer el valor que puede aportar una refactorización como paso previo a la toma de 
decisiones respecto a su aplicación. Para ayudar en esta toma de decisiones, cada 
artículo plantea una técnica para conocer el valor que la refactorización puede aportar 
al software. (S2) propone utilizar la técnica de la minería de repositorios para extraer 
datos que ayuden a conocer el valor aportado por una refactorización y así poder 
tomar decisiones como consecuencia de los resultados obtenidos, aun así, no 
menciona la ISBV ni desarrolla las técnicas necesarias. (S4 y S14) por su parte 
utilizan los “malos olores” para identificar candidatos a la refactorización, 
posibilitando así la creación de un plan de aplicación de las refactorizaciones. Por su 
parte, en (S5) propone el análisis de las refactorizaciones para conocer a qué 
característica de la calidad afectan y poder establecer así una clasificación de 
refactorizaciones. 
Finalmente, (S3 y S7) profundizan más en la priorización de refactorizaciones y su 
relación con el ROI. Según estos trabajos, este valor del ROI será calculado en 
función del costo de la refactorización y el ahorro en el mantenimiento futuro que 
puede obtenerse al aplicarla. Así, una vez identificadas todas las posibles 
refactorizaciones, pueden priorizarse en función del valor del ROI obtenido para cada 
una de ellas.  




Como puede observarse, en los estudios seleccionados no aparece ninguna referencia 
explícita a la ISBV. Sin embargo, todos tratan el problema del valor tratando de 
cuantificarlo o de priorizar las mejoras para aumentar el valor. De hecho, es 
comúnmente aceptado cuantificar el valor en función del ROI obtenido [34], tal como 
se hace en (S3) y (S7). 
En cuanto a los siguientes artículos, existen dos grupos bien diferenciados. Por un 
lado están los trabajos (S8, S10 y S13) que aplican una teoría económica, la teoría de 
opciones reales, para cuantificar el valor que aporta un cambio. En los tres casos se 
tratan aspectos de la arquitectura del sistema. De esta manera, los artículos evalúan el 
retorno en el tiempo de una inversión en la mejora de la flexibilidad, estabilidad o 
adaptabilidad de la arquitectura. El resultado final se evalúa en unidades monetarias 
por lo que facilita comparaciones, aunque los modelos no sean del todo detallados y 
no tengan en cuenta diferentes tipos de refactorizaciones. Por otro lado los trabajos 
(S9 y S11) se centran en la búsqueda y priorización de refactorizaciones maximizando 
funciones de desempeño (en inglés fitness function). Las funciones de desempeño 
tienen en cuenta, en ambos casos, los resultados del modelo de medición de calidad 
QMOOD [35]. Por lo tanto la priorización se basa solamente en la mejora de calidad, 
sin tener en cuenta aspectos de valor. Esto mismo sucede con (S15), afirmando que en 
todos los casos la refactorización es positiva y priorizando por los costos de la misma. 
A continuación se resume en la Fig. 1 el número de trabajos que tienen en cuenta los 
costos y beneficios económicos de una refactorización respecto de los que solo tienen 
en cuenta aspectos de mejora en las características de calidad. 
 
Fig. 1. Enfoque para la cuestión 1 de los trabajos encontrados 
3.2 Cuestión de investigación 2 
La cuestión de investigación 2 se centra en la búsqueda de evidencias que relacionen 
la refactorización con un aumento de la mantenibilidad del software. Mientras que en 
(S1) se llega a la conclusión de que las refactorizaciones no mejoran la mantenibilidad 
del software apoyándose para ello en métricas extraídas del software, en el resto de 
artículos que también tratan el tema (S3, S4, S5, S6, S7 y S14) se llega a la conclusión 
contraria. Estos artículos defienden que las refactorizaciones mejoran la 




mantenibilidad del software. Más concretamente, en (S4) se indica que hay pocos 
estudios cuantitativos que demuestren que la mantenibilidad es influida positivamente 
por las refactorizaciones. A lo largo del artículo realiza un estudio cuantitativo 
llegando a la conclusión de que la realización de una refactorización mejora la 
mantenibilidad. Parar realizar esta afirmación estudia el acoplamiento entre los 
diferentes métodos del software, utilizando para ello métricas extraídas directamente 
del mismo y analizando los valores obtenidos antes y después de la aplicación de una 
refactorización. En (S7) se indica que las refactorizaciones son de gran utilidad 
durante el mantenimiento perfectivo, el tipo de mantenimiento en el que más esfuerzo 
se necesita [36]. Finalmente, en (S3) se afirma que un buen diseño es menos costoso 
de mantener que uno malo, por lo que la mejora del diseño derivada de una 
refactorización implica un aumento de la mantenibilidad del software. Un caso 
especial es (S12), que al calcular los efectos que tiene sobre la calidad una 
refactorización, calcula también el efecto sobre la característica de mantenibilidad. 
Como resultado, concluye que no puede decirse que las refactorizaciones mejoren o 
empeoren la mantenibilidad. En (S8, S10 y S13) se relacionan las refactorizaciones y 
en general las mejoras del sistema con un aumento en la flexibilidad, estabilidad y 
adaptabilidad de la arquitectura, lo que va a ayudar al mantenimiento futuro, 
recalcando la tendencia natural de las aplicaciones a evolucionar. En (S9 y S11) se 
analiza el impacto en la calidad que tiene la aplicación de refactorizaciones en función 
de diferentes métodos de búsqueda que son utilizados para refactorizar. Aunque no se 
trata la mantenibilidad como característica independiente, si se indica como objetivo 
general la reducción de costos de mantenimiento a partir de las refactorizaciones. En 
(S15) no existe una afirmación explícita, pero relaciona la baja mantenibilidad con la 
realización de refactorización; se podría concluir que la refactorización mejora la 
mantenibilidad. A continuación se resume en la Fig. 2 el número de trabajos que 
afirman el aumento (+) o disminución (-) de la mantenibilidad con las 
refactorizaciones. Y se indica el número de artículos que no realizan afirmación (=). 
 
Fig. 2. Enfoque para la cuestión 2 de los trabajos encontrados. 




3.3 Cuestión de investigación 3 
La cuestión de investigación 3 se centra en el problema de la automatización de 
refactorizaciones. En (S1 y S7) se establece que lo más complicado es la localización 
de oportunidades de refactorización. Por ello proponen la búsqueda manual de áreas 
problemáticas potencialmente refactorizables. En este sentido (S3) se puede 
contemplar como un refuerzo de la afirmación anterior, ya que aunque reconoce que 
la refactorización manual es muy costosa, es la más fiable ya que se realiza a partir 
del conocimiento del desarrollador. Por otro lado (S4, S5, S14 y S15) se inclinan más 
por las refactorizaciones asistidas, es decir, utilizar herramientas de soporte que 
ayuden a llevar a cabo el proceso de refactorización, pero dejando siempre que sea el 
desarrollador quien tome la decisión de refactorizar. Para respaldar esta propuesta, 
(S5) expone que la refactorización asistida o semiautomática es actualmente la mejor 
opción y la más utilizada en la práctica, ya que la mayor parte del conocimiento 
requerido para realizar la refactorización reside en el propio desarrollador y que dicho 
conocimiento no puede ser extraído directamente del software a refactorizar. 
Tanto (S9) como (S11) analizan diferentes técnicas de refactorización automática. 
(S9) analiza 3 técnicas diferentes de refactorización basada en búsqueda para 
identificar posibles puntos a refactorizar. Por lo tanto, propone técnicas para 
automatizar la refactorización. (S11) analiza igualmente 4 técnicas diferentes para 
automatizar las refactorizaciones. Estas técnicas se basan en diferentes algoritmos. Se 
intenta comprobar cuál de las técnicas es más efectiva, concluyendo que todas son 
efectivas. A continuación se resume en la Fig. 3 el número de trabajos que tienen en 
cuenta las refactorizaciones manuales, asistidas, automáticas o que por el contrario no 
tratan sobre esta tipología. 
 
Fig. 3. Enfoque para la cuestión 3 de los trabajos encontrados. 
4   Conclusiones 
Los resultados muestran que la refactorización basada en valor es un campo en el que 
apenas se ha investigado. La mayoría de autores coinciden en que la mantenibilidad 




del software mejora con la aplicación de refactorizaciones, pero no son capaces de 
cuantificar esta mejoría. Se han realizado aproximaciones al cálculo de un ROI para la 
aplicación de una refactorización, pero siempre limitando el estudio hacia métricas 
concretas y no hacia la mejora de la mantenibilidad en general. De hecho, ningún 
artículo indica de manera objetiva y general los beneficios que aporta una 
refactorización al software. En cambio, se han encontrado varios artículos 
[37][38][39][40][41][42][45][46] en donde se detectan y priorizan refactorizaciones 
para maximizar la calidad del software, de acuerdo con distintos modelos de calidad 
compuestos principalmente por métricas del código fuente. Lo que si se observa en 
los estudios es una tendencia a pensar que las refactorizaciones semiautomáticas o 
asistidas son las más apropiadas en estos momentos para realizar una refactorización, 
ya que permiten automatizarla sin que su utilización sea demasiado compleja, y 
siguen basándose en la pericia del desarrollador a la hora de encontrar un artefacto 
susceptible de ser refactorizado. Así mismo se ha observado que una de las 
refactorizaciones más comunes es la Extracción de Método [39][40][43][44],  o 
también conocido como Extract Method. En resumen: 
 Existen opiniones opuestas (S1, S4, S12) sobre si las refactorizaciones traen 
consigo una mejora de la mantenibilidad del software.  
 Ningún artículo habla de Ingeniería del Software Basada en Valor, por lo que 
puede concluirse que no se ha abordado de manera sistemática la refactorización 
de ese punto de vista. 
 No se cuantifica el valor que puede aportar una refactorización al software sobre 
el que va a ser aplicada. 
 Es una práctica habitual en los estudios seleccionados limitar el número de 
métricas estudiadas, obviando los efectos que pueden tener sobre las métricas no 
consideradas. Sin embargo, esto se considera una limitación, ya que es 
complicado identificar si están estudiando la métrica adecuada. Por esto, aunque 
se considera una buena solución la utilización de métricas para saber en qué 
medida aumenta la mantenibilidad, es difícil encontrar las métricas adecuadas. 
 La mayoría de los estudios sugieren que las refactorizaciones semiautomáticas o 
asistidas son las más adecuadas para llevar a cabo la refactorización.  
Para trabajos futuros, se propone la realización de un estudio demostrando que las 
refactorizaciones conllevan un aumento de la mantenibilidad, indicando el valor que 
las diferentes refactorizaciones pueden aportar a la mantenibilidad del software.  
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