







ENGINYERIA GEOMÀTICA I TOPOGRAFIA 







CREACIÓ I ANÀLISI DE BASES DE DADES ORIENTADES A GRAFS 
























  Projectista: Pau Cardó Aznar    
  Director: Juan Carlos González González  





1       Creació i anàlisi de bases de dades orientades a grafs Pau Cardó  
 
1 Resum 
El model de dades relacional que va aparèixer fa més de 40 anys, és eficient per diferents escenaris que es plantegin i pot 
gestionar molt bé certs tipus de dades, però, no és perfecte. Cada cop més s’està treballant en sistemes no relacionals, 
l’anomenat moviment NoSQL (Not only SQL). Moltes empreses incorporen aquests sistemes com Google, Amazon o 
LinkedIn entre altres. 
Avui dia, el món avança cap a noves tecnologies on tot el que ens envolta a la nostra ciutat estarà connectat per oferir 
serveis més eficients i facilitats per el ciutadà. Aquest concepte es tradueix en el famós “Smart City”. Tot això generarà una 
gran quantitat de dades que s’hauran de tractar i processar. En el camp de la informació geogràfica, aquest estudi tracta 
sobre la comparació de dos tipus de bases de dades diferents com son Neo4j amb la extensió espacial “Neo4j-Spatial” dins 
el camp de NoSQL, i el tradicional PostgreSQL amb la extensió espacial PostGIS com a base de dades relacional. En aquests 
escenaris es comprova l’emmagatzematge i la consulta de dades vectorials. 
L’objectiu d’aquest estudi és determinar el sistema tradicional de bases de dades relacional com PostgreSQL comparat amb 
el sistema NoSQL de Neo4j, amb una càrrega de gran quantitat de dades, quin podria ser més eficient en temps de resposta 
a l’hora de recuperar dades espacials d’una base topogràfica 1:5.000 com la de l' Institut Cartogràfic i Geològic de Catalunya 
(ICGC). 
Neo4j és una base de dades orientada a grafs implementada en Java que pot ser afegida a una aplicació Java com qualsevol 
altra llibreria. Es considera una base de dades de grafs perquè el model de dades que utilitza per expressar les seves dades 
és un graf, on s’emmagatzemen nodes que s’uneixen amb relacions i cada node i/o relació pot tenir diferents propietats. 
Els tests s’han efectuat utilitzant exactament les mateixes dades per a cada base de dades, tant per la relacional com la de 
graf, mitjançant 13 arxius amb extensió shapefile de diferents tipologia de geometries. 
El component Java de Neo4j-Spatial és relativament fàcil d’implementar en una aplicació Java. Aquesta aplicació serà la que 
realitzi les consultes a la base de dades. Per tal que les consultes estiguin en igualtat de condicions, les consultes a 
PostgreSQL s'ha realitzat també a través d'una aplicació Java. Ambdues aplicacions s'han creat fent servir l'entorn de 
desenvolupament d'aplicacions de codi lliure Eclipse. 
En resum, aquest estudi mostra que PostgreSQL-PostGIS és una base de dades molt més madura amb moltes més 
funcionalitats, documentació i suport a l’aprenentatge. En canvi Neo4j està més orientada a entorns que tinguin 
coneixements més elevats d'informàtica i programació, no hi ha tanta documentació com té PostgreSQL. En el cas de les 
extensions espacials PostGIS ofereix una infinitat de funcions integrades amb el llenguatge SQL, cosa que Neo4j-Spatial no 
té amb el seu llenguatge Cypher (excepte alguna funció). 
En alguns casos, Neo4j pot ser considerada com una alternativa per a tasques específiques. Les dues tecnologies, tant les 
relacionals com les no relacionals, es podran complementar una amb l’altra, cada una amb el seu ajust adequat per a les 
seves pròpies capacitats. Si es treballa amb gran volum de dades a recuperar i es volen obtenir uns temps de resposta 
adequats, Neo4j és una possibilitat seriosa com a model de base de dades. Si per el contrari es vol treballar amb dades 
específiques d'un territori de poca extensió, PostgreSQL seria una solució adequada per eficiència, documentació i facilitat 
d'ús. 
Al llarg d'aquest estudi es fa un recorregut per les diferents bases de dades existents en l'actualitat, s'analitzen en 
aprofundiment les dues bases de dades amb les que es treballarà, com s'estructuraran les dades importades, es mostra el 
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2 Glossari 
Algunes abreviatures, signes, símbols o acrònims que poden aparèixer en aquest estudi: 
ACID Atomicity, Consistency, Isolation and Durability. Propietats que ha de complir tot sistema de gestió de bases 
de dades per tal de garantir que les transaccions siguin fiables. 
ASCII American Standard Code for Information Interchange. joc de caràcters que assigna valors numèrics (del 0 al 
127, 7 bits de longitud) a les lletres, xifres i signes de puntuació. 
API Application Programming Interface. conjunt d'indicacions, quant a funcions i procediments, ofert per 
una biblioteca informàtica o programoteca per ser utilitzat per un altre programa per interaccionar amb el 
programa en qüestió. 
BBDD Bases de dades.  
BD Base de dades. 
BDOG Bases de dades orientades a grafs. 
BLOB Binary Large Objects. Elements utilitzats en les bases de dades per emmagatzemar dades de gran mida que 
canvien de forma dinàmica. 
CRUD Create, Read, Update and Delete. Funcions bàsiques en les bases de dades o la capa de persistència en un 
programari. 
CQL Cassandra Query Language.  
EPSG European Petroleum Survey Group. Repositori de paràmetres geodèsics que conté informació de sistemes 
de referència, projeccions i el·lipsoides. Codis EPSG són àmpliament utilitzats en els sistemes d’informació 
geogràfica. 
GIS Geographic Information System. 
GPS Sistema de Posicionament Global. Sistema de navegació per satèl·lit que permet saber amb precisió la 
pròpia situació geogràfica. 
GUI Graphical User Interface. Programa informàtic que actua d'interfície d'usuari. 
GQL Google Query Language. 
IBM International Business Machines Corp. Empresa d'informàtica, radicada als Estats Units, que treballa en el 
món de la informàtica. 
JSON JavaScript Object Notation. Estàndard obert basat en text dissenyat per a intercanvi de dades llegible per 
humans. 
MB Megabyte. 
NoSQL Not only SQL, sistema de base de dades no relacional. 
OGC Open Geospatial Consortium. Estàndards per la interoperabilitat entre productes geoespacials. 
OLTP OnLine Transaction Processing. Tipus de procediment que facilita i administra aplicacions transaccionals. 
RAM Random Access Memory. 
RDBMS Relational Database Management System. 
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SGBD Sistema de Gestió de Bases de Dades. Conjunt de programes informàtics dissenyats per facilitar la gestió 
d'un conjunt de dades en una base de dades. 
SSL Secure Sockets Layer. Són protocols criptogràfics que proporcionen comunicacions segures per una xarxa, 
generalment Internet. 
SQL Structured Query Language. 
TIC Tecnologies de la Informació i de la Comunicació. Agrupen els elements i les tècniques utilitzades en el 
tractament i la transmissió de les informacions. 
WKB Well-Known Binary, especificació de OGC per expressar objectes espacials de forma binaria.  
WKT Well-Known Text, especificació de OGC per expressar objectes espacials des de un format text específic. 
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3 Introducció 
En l’actualitat existeix una gran polèmica al voltant del tema relacionat amb la gestió de la informació que es necessita 
emmagatzemar per la posterior recuperació i anàlisi de les dades. Per una banda estan les bases de dades relacionals i per 
altre les NoSQL, que s’explicaran més endavant. Donada la gran capacitat que es necessita en les aplicacions quan es 
realitzen consultes sobre la base de dades, ha generat la cerca de noves eines tecnològiques que ajudin a una millor gestió i 
recuperació de les dades. 
A tal efecte, aquest estudi presenta les bases de dades orientades a grafs, que podrien ser suficientment flexibles i 
poderoses per tal de representar objectes espacials. Un graf es defineix com un parell G = (V,E) on la V denota un conjunt 
finit d’elements anomenats vèrtexs i la E representa un conjunt d’arcs. Ambdós permeten representar relacions binaries 
entre parells d’objectes, és a dir, un graf és una col·lecció de vèrtexs (nodes) i arestes(relacions), on les arestes representen 
la relació que existeix entre els vèrtexs. 
Els grafs són molt útils per una major comprensió d’una amplia gama de dades, tal com la ciència, el govern i els negocis. 
Actualment aquesta és una de les tecnologies utilitzades principalment per la persistència transaccional en línea (OLTP). La 
tecnologia OLTP s’utilitza en innumerables aplicacions, com a la banca electrònica, processament de comandes, comerç 
electrònic, supermercats o industria. Permet accedir a informació en temps real utilitzant alguna aplicació i que, en general, 
utilitzen la teoria de graf com a estructura de dades. Aquesta tecnologia que permet la gestió de mètodes per crear, llegir, 
actualitzar i eliminar dades del graf (CRUD), es coneixen amb el nom de BDOG, Bases de Dades Orientades a Grafs. 
3.1 Descripció del problema 
Degut a les limitacions que presenten les bases de dades relacionals,com es mostren a continuació, aquest ha estat un dels 
aspectes motivadors a la realització d’aquest estudi i posar-ho en pràctica. 
 Escalabilitat: les bases de dades relacionals, cada cop, necessiten més espai d’emmagatzematge i computadores 
més potents. Quan la BD no té suficient espai en una sola computadora, necessiten ser distribuïdes a través de 
múltiples. La combinació de múltiples taules i computadores diferents es fa difícil, i sobretot té una disminució 
important en el rendiment. 
 Programes i llenguatge de les BBDD: el llenguatge de consulta SQL és convenient per a consultes a BBDD 
relacionals. No obstant això, la interfície gràfica d’usuari (GUI) en un programa sovint es desenvolupa en un 
llenguatge diferent, cosa que provoca tot tipus de problemes de conversió. 
 Dades sense esquema (schema-less): les BBDD relacionals són eficients per a dades estructurades, per exemple, 
les xifres de vendes en taules organitzades. En canvi, les dades no estructurades com imatges, documents de text 
o xarxes socials no són adequades. 
3.2 Objectius de l'estudi 
Els problemes esmentats a l’apartat anterior, impulsen a buscar noves tecnologies alternatives a les tradicionals bases de 
dades relacionals. Aquestes alternatives es coneixen com “NoSQL datastores” que poden proporcionar avantatges sobre les 
relacionals. L’objectiu d’aquest treball és posar en pràctica els dos models comentats, relacional i NoSQL, amb la importació 
i consulta de dades de vectors espacials i analitzar els temps de resposta d’un i altre. L'opció escollida del sistema NoSQL ha 
estat el programari lliure Neo4j amb la extensió espacial Neo4j-Spatial i, per la seva comparació amb un sistema relacional, 
el programari PostgreSQL amb la seva extensió espacial PostGIS. 
L’objectiu principal es divideix en subobjectius com: 
 Examinar les capacitat tècniques i geogràfiques de Neo4j i PostgreSQL, considerant quin sistema pot ser més 
eficaç. 
 Implementar i executar les dues bases de dades verificant que contenen les mateixes dades importades. 
 Executar les mateixes consultes en ambdues bases de dades. 
 Comparar els resultats de les operacions entre bases de dades. 
 Comparar els temps de resposta a consultes entre una i altre. 
 Analitzar i extreure conclusions que posin de manifest els avantatges i desavantatges a l’hora de emmagatzemar 
dades espacials en una BDOG com Neo4j. 
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3.3 Metodologia 
Aquest estudi es divideix en dues parts diferenciades: una part teòrica i una part pràctica. La part teòrica consisteix en un 
breu estudi de literatura, pàgines web, articles etc. sobre les bases de dades relacionals, els tipus de BBDD NoSQL i els 
programaris escollits com són Neo4j i PostgreSQL. La segona part, pràctica,  consisteix en la implantació de les dues BBDD, 
emmagatzematge i consultes de caire espacial amb els seu posterior anàlisi de temps de resposta i conclusions que es 
poden extreure. La Figura 1 mostra les etapes que s'han seguit durant l'estudi. 
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4 Smart Cities 
Cities have a major impact on economic and social development. Are platforms where people live and work, where 
companies are active and provide numerous services. 
Descriptively a Smart City (Smart City) is an urban area with infrastructure, intelligent networks and platforms with millions 
of sensors, which also includes people and mobile phones, where public services more interactive, efficient and citizen they 
can be more aware of them. A company committed to the environment from environmentally city. 
Given this scenario, showing an urban environment with a growing demand for efficiency, sustainable development, quality 
of life and management of resources, governments have to consider an evolution in the management models of cities. 
Therefore, the application of information technology and communications (ICT) is essential and leads to the Smart City 
concept, with services now called Internet of Things and the Future Internet itself. 
The Internet of Things will be to not only connect people but also in the approach to a digital world where everything will 
be connected from devices to the urban world physical objects like buildings, cars, appliances, counters, etc. Generally all 
you have to manage or control. Figura 2 shows schematically the contributions in the fields of the Smart City concept. 
 
Figura 2. Smart City contributions to society. (1) 
 
A Smart City generates a large dataset, called Big Data, which are captured by sensors and sources of information allowing 
open access and efficient use of large volumes of data. 
To benefit of all this amount of information about the city and generate value services for citizens, it's necessary to 
minimize the Big Data, in other words, do it more accessible. This is where begins the Open Data concept. Open data are 
truly open if they are accessible, easy to obtain and interpret. 
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5 Big Data 
El concepte Big Data es pot definir com un conjunt de dades de gran volum, gran varietat,  gran velocitat i procedent d'una 
gran varietat de fonts d'informació que exigeixen formes innovadores i efectives de processar la informació. 
IBM explica que el concepte de Big Data aplica tota aquella informació que no pot ser processada o analitzada utilitzant 
processos o eines tradicionals. No obstant això, les bases de dades convencionals són una part important i rellevant de les 
solucions analítiques.  
A més, aquest gran volum de dades existeix en una gran varietat de dades que poden ser representades de diverses 
maneres en tot el món, per exemple de dispositius mòbils, àudio, vídeo, sistemes GPS, incomptables sensors digitals en 
equips industrials, automòbils, mesuradors elèctrics, etc. els quals poden mesurar i comunicar el posicionament, moviment, 
vibració, temperatura, humitat i fins a canvis químics que pateix l'aire, de tal forma que les aplicacions que analitzen 
aquestes dades requereixen que la velocitat de resposta sigui molt ràpida per arribar a obtenir la informació correcta en el 
moment precís. A la Figura 3 es mostra el cicle que genera el concepte Big Data.  
 
Figura 3. Cicle de Big Data. (2) 
5.1 Tecnologies Big Data 
Des del punt de vista tecnològic, Big Data és sinònim de tecnologies com Hadoop i bases de dades NoSQL, incloses 
MongoDB i Cassandra. El programari de codi obert (Open Source) és clau en aquest àmbit. Actualment, en el mercat hi ha 
milers de tecnologies de codi obert i alguns dels seus productes estan revolucionant el Big Data. Cada dia en el món es 
generen més de 2.5 exabytes de dades. Això equival a 2.500.000 de terabytes. La generació de dades no només creix sinó 
que s'ha d'explotar. El creixement exponencial és tan gran que el 90% de les dades guardades a l'actualitat han estat 
creades durant els últims dos anys. 
6 Bases de dades relacionals (RDBMS) 
Per tal d’explicar breument les BBDD relacionals, es definirà primer que és un gestor de base de dades. 
6.1 SGBD 
Un sistema gestor de bases de dades (SGBD) consisteix en una col·lecció de dades interrelacionades i un conjunt de 
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per una empresa. L’objectiu d’una SGBD és proporcionar una forma d’emmagatzematge i recuperació de la informació 
d’una base de dades de manera pràctica i eficient. 
Es dissenyen per gestionar grans quantitats d’informació. La gestió de les dades implica tant la definició d’estructures per 
emmagatzemar la informació, com la previsió de mecanismes per la manipulació d'aquesta. 
6.2 Model de les dades 
Sota l'estructura de la base de dades, es troba el model de dades. Una col·lecció d’eines conceptuals per descriure les 
dades, les relacions, la semàntica i les restriccions de consistència. Els dos models de dades més importants són: el model 
entitat-relació i el model relacional.  
6.2.1 Model entitat-relació 
El model entitat-relació (E-R) està basat en una percepció del món real que consta d’una col·lecció d’objectes bàsics, 
anomenats entitats, i de relacions entre aquests objectes. Una relació és una associació entre varies entitats. Les entitats 
representen coses o objectes (ja siguin reals o abstractes), que es diferencien entre sí.  
Els atributs defineixen o identifiquen les característiques d'entitat (el seu contingut). Cada entitat conté diferents atributs 
que donen informació sobre aquesta entitat. Poden ser de diferents tipus com numèrics, text, dates, etc. 
Les relacions són el vincle que ens permet definir una dependència entre varies entitats, és a dir, ens permet exigir que 
varies entitats comparteixin certs tipus d'atributs. 
Les relacions de cardinalitat són un complement a les representacions de les relacions, és a dir, mitjançant un interval a 
cada extrem de la relació, especifica quants objectes o coses (de cada entitat) poden intervenir en aquella relació.  
 
Figura 4. Exemple de cardinalitat un a un. (3) 
A la Figura 4 es mostra un exemple de cardinalitat (1,1) la qual una entitat es relaciona únicament amb una altre i a 
l'inrevés. Per exemple, es podria dir que "cada xassís només pot tenir una matrícula, i cada matrícula un xassís". 
 
Figura 5. Exemple de cardinalitat cap a varis. (3) 
A la Figura 5 es mostra un exemple de cardinalitat (0,n) o (1,n). Determina que un o cap registre d'una entitat pot estar 
relacionada amb varis d'una altre entitat, però en aquesta entitat ha d'existir només un cop. 
 
Figura 6. Exemple de cardinalitat varis a varis. (3) 
A la Figura 6 determina que una entitat pot relacionar-se amb un altre amb cap o varis registres i a l'inrevés. És a dir, en un 
taller un cotxe pot ser reparat per varis mecànics diferents i aquests mecànics poden reparar varis cotxes diferents. 
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Figura 7. Exemple de diagrama simple E-R. (4) 
A la Figura 7 es mostra un diagrama simple d'entiat-relació amb tots els elements descrits anteriorment. Conté tres entitats 
"Cliente", "Pedido" i "Artículo" relacionades entre elles com "Realiza" o "Se compone" amb cardinalitats. Cada entitat conté 
els seus atributs "DNI", "Núm Serie", "Cantidad" o "Fecha" on s'emmagatzemaran els registres de la taula.   
Les claus són el atribut d'una entitat al que li aplicarem una restricció que la distingeixi dels altres, per exemple, no 
permeten que l'atribut específic es repeteixi en l'entitat, anomenada clau primària. També existeix la clau forana, la qual 
determina que el camp seleccionat ha d'estar estrictament relacionat amb la clau primària d'una altra entitat. 
6.2.2 Model relacional 
Al model relacional s’utilitza un grup de taules per representar les dades i les relacions en elles. Cada taula està composada 
per varies columnes, i cada columna conté un nom únic. El model de dades relacional és el model de dades més utilitzat i 
una gran majoria de sistemes de bases de dades actuals es basen en el model relacional. 
 
Figura 8. Exemple de base de dades relacional. (4) 
 
6.2.3 Altres models de dades 
El model de dades orientat a objectes és un altre model, és una aplicació per als sistemes de bases de dades del paradigma 
de la programació orientada a objectes. Es basa en el concepte d’encapsular les dades en un objecte i el codi que opera 
sobre ells. 
15       Creació i anàlisi de bases de dades orientades a grafs Pau Cardó  
 
7 NoSQL storage systems 
In computer science, the term NoSQL refers to a broad class of systems management database that differs in important 
aspects from the classical model management system relational database (Relational Database Management System 
RDBMS). The highlight is that RDBMS do not use the SQL language for queries. 
There are many applications that use some kind of database to run. The society was accustomed to use SQL databases such 
as MySQL, Oracle or MS SQL, but in the last years lots of NoSQL have appeared (Not only SQL - Not only SQL) to deal with 
traditional databases. 
 
Figura 9. Logo NoSQL. 
The NoSQL term first appeared in 1998 by Calor Strozzi to name his database. It was an open source database, lightweight, 
which did not offer an SQL interface, but still provided the relational model. Although Neotechnology (creator of Neo4j in 
2006) was born in 2000, what contributed the most to the development of NoSQL products were the number of papers 
published by Google in 2003, 2004 and 2006 about building an scalable infrastructure for parallel processing of large data. 
This fact allowed the opportunity to create Hadoop, MapReduce inspired by Yahoo and Google File System (GFS). In 2012 
the number of NoSQL products was 120, nowadays (2014) there are thousands. 
With the emergence of applications such as Facebook, Twitter and YouTube, anyone can upload content to the network 
causing an exponential growth of data. At this point, the problems begin in order to manage all the information stored in 
relational database. 
NoSQL databases are structures that allow us to store information in situations which the relational database generate 
certain problems due mainly to problems of scalability and performance. They are storage systems that do not comply with 
the entity-relationship diagram, either use a table structure but use other formats such as key-value mapping graphs or 
columns instead. 
There are many members of NoSQL movement who consider a mistake naming it "NoSQL databases" this term refers to 
"storage system" such as Dynamo Amazon, "A key-value storage for high availability" or of Bigtable Google "A distributed 
storage system for managing structured data." 
7.1 Advantages and disadvantages of NoSQL 
The most significant advantages offered by the relational models are: 
 Can handle large amounts of data to the distributed structure. HyperTable, for example, an implementation 
based on Bigtable (Google), it can write 1000 million cells of data per day. 
 They run on clusters of inexpensive machines, these systems don't require much computation compared to 
database management systems Traditional SQL-based data and therefore they can be incorporated into a lower 
cost machine and in bigger quantities due to their level of scalability. 
 Do not generate "bottleneck". The problem is that SQL systems need to transcribe each sentence to be executed, 
and each complex sentence requires a more complex level of execution, which is a point in common, facing many 
requests that can slow down the system. 
 They are simple systems. They do not have a complex query system or a declarative capacity because one line can 
make a lot of disproportionate internal operations. 
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Some of the significant disadvantages: 
 In environments of information systems, management accounts and settings where it is preferable that the data 
may have more intelligence, rather than speed, initially these systems are not recommended because many do 
not respect ACID (Atomicity, Consistency, Isolation and Durability). 
 There are not lots of developers and administrators who know the technology due to the lack of experience. 
 Compatibility Issues. Differing from relational sharing certain standards, NoSQL rules have little in common. Each 
has its own API, query interfaces and unique characteristics. 
7.2 Difference with traditional databases 
Some of the most notable differences between NoSQL systems and relational databases are: 
 SQL is not used as a query language. Most NoSQL databases avoid this kind of language. For example CQL uses 
Cassandra, MongoDB uses JSON or GQL Bigtable. 
 Fixed structures are not used, such as tables to store data. They allow other types of storage systems such as key-
value objects, graphs, etc. 
 They do not usually allowed JOIN operations.  
 Distributed architecture. 
7.3 Types of NoSQL databases 
NoSQL databases can broadly be categorized in four types: 
7.3.1 Key-value databases 
 
Figura 10. Example of key-value store. (5) 
Key-value stores are the simplest NoSQL data stores to use from an API perspective (Figura 10). The client can either get the 
value for the key, put a value for a key, or delete a key from the data store. The value is a blob that the data store just 
stores, without caring or knowing what's inside; it's the responsibility of the application to understand what was stored. 
Since key-value stores always use primary-key access, they generally have great performance and can be easily scaled. 
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Key-value databases are generally useful for storing session information, user profiles, preferences, shopping cart data. We 
would avoid using Key-value databases when we need to query by data, have relationships between the data being stored 

















Figura 11. Examples of the most popular key-value databases. 
All key-value databases are not the same, there are major differences between these products. 
7.3.2 Document databases 
 
Figura 12. Example of document database. (6) 
Documents are the main concept in document databases (Figura 12). The database stores and retrieves documents, which 
can be XML, JSON, BSON, and so on. These documents are self-describing, hierarchical tree data structures which can 
consist of maps, collections, and scalar values. The documents stored are similar to each other but do not have to be exactly 
the same. Document databases store documents in the value part of the key-value store; think about document databases 
as key-value stores where the value is examinable.  
Document databases such as MongoDB provide a rich query language and constructs such as database, indexes etc allowing 
for easier transition from relational databases. Document databases are generally useful for content management systems, 
blogging platforms, web analytics, real-time analytics, ecommerce-applications. 
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Figura 13. Examples of the most popular document databases. 
7.3.3 Graph databases 
 
Figura 14. Example of graph database. (7) 
Graph databases allow you to store entities and relationships between these entities (Figura 14). Entities are also known as 
nodes, which have properties. Think of a node as an instance of an object in the application. Relations are known as edges 
that can have properties. Edges have directional significance; nodes are organized by relationships which allow you to find 
interesting patterns between the nodes. The organization of the graph lets the data to be stored once and then interpreted 
in different ways based on relationships.  
Usually, when we store a graph-like structure in RDBMS, it's for a single type of relationship ("who is my manager" is a 
common example). Adding another relationship to the mix usually means a lot of schema changes and data movement, 
which is not the case when we are using graph databases. Similarly, in relational databases we model the graph beforehand 
based on the Traversal we want; if the Traversal changes, the data will have to change. 
In graph databases, traversing the joins or relationships is very fast. Graph databases are very well suited to problem spaces 
where we have connected data, such as social networks or spatial data. 
Some examples: 
 

















Figura 15. Examples of the most popular graph databases. 
7.3.4 Column family stores 
 
Figura 16.  Example of column family store. (5)   
Column-family databases store data in column families as rows that have many columns associated with a row key (Figura 
16). Column families are groups of related data that is often accessed together. For a Customer, we would often access 
their Profile information at the same time, but not their Orders. 
Each column family can be compared to a container of rows in an RDBMS table where the key identifies the row and the 
row consists of multiple columns. The difference is that various rows do not have to have the same columns, and columns 
can be added to any row at any time without having to add it to other rows. 
Column family databases are generally useful for content management systems, blogging platforms, maintaining counters, 











Figura 17. Examples of the most popular column family databases. 





Figura 18. Scheme of family NoSQL. (8) 
In Figura 18 shows the family NoSQL. 
8 Hardware 
All imports and consultations in this study were performed on a computer Asus All-in-One PC ET23211. Its technical 
specifications are: 
 
Figura 19. Hardware, specifications. 




Neo4j is an open source software (distributed freely shared and developed) as part of a graph database and developed in 
Java. As it is developed in Java, it can be added to a Java application like any other library. The reason why it is integrated as 
a graph database is that its data model is a graph, it stores nodes and relationships between them. Neo4j uses the terms 
nodes and relationships instead of vertices and edges. 
 
Figura 20. Logo Neo4j. (7) 
9.2 Graph theory 
The origin of graph theory arose in the eighteenth century with the problem of the bridges of Königsberg (now Kaliningrad 
(Russian)), which was to find a way to go seven bridges, including one-time for each of them, the river Pregel. The work 
done by Leonhard Euler in 1736, is considered the first results of graph theory, but had no solution because the graph has 
odd degree nodes. The degree of a node is the number of relations connected to the node.  
 
Figura 21. Bridges of Konigsberg and his equivalent graph. (9) 
In a graph there is a set of vertices (nodes) and a set of edges (relations) where the edges are directed or not, or make 
sense or not, and connect only two vertices. Mathematically this means: 
G = ( V , E ) on V = v₁, v₂, vn   i   E = e₁, e₂, en 
This definition states that a graph G consists of a set of vertices V and a set of edges E. Graphically, a vertex can be 
translated into a point and an edge to a line . The entire structure consisting of points and lines is known as a graph. The 
following figure shows an example of a simple graph: 
 
Figura 22. Exemple of a simple graph. (10) 
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Different types of graphs are created by adding features to vertices or edges. Some of them such as directed graph, not run, 
multiple weighted semantic RDF hyper-graph, etc. 
A graph types supported by most database systems is a combination of directed graph with labels and multiple types of 
properties. Known by the name "Graf property" (Property graph), this allows vertices (nodes) and edges (relationships) 
labelled with information given to them.  
Neo4j graph makes use of this property as a data model. To ensure optimum performance when you have to walk the 
graph, the properties are linked to the data structure as explained later. 
9.3 Comparison databases 
The graph database stores data in structured nodes and relationships within the graph. How would it be compared with the 
relational model? 
 
Figura 23. Structure RDBMS. (11) 
 
 
Figura 24. Structure of graph database as RDBMS. (11) 
In the database graph, the records are no longer maintaining relationships that are stacked in the RDBMS becoming an 
example of a graph. The RDBMS, ironically speaking, does not get along with the relationships, it is because the need to 
merge "join" tables rational model to specify the relationships between them. Joins the cause proliferation of data where 
the overall structure becomes more complex and less uniform, causing a load to match them. 
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Figura 25. Schematic structure of a table with a join in the RDBMS transferred to a graph property that uses Neo4j. (7) 
  
9.4 Features Neo4j 
Neo4j is a robust database, scalable and high performance. Some of its features are: 
 ACID transactions. They are a set of properties to be fulfilled BD to ensure that transactions are reliable. 
(Atomicity, Consistency, Isolation and Durability). 
 High availability. 
 Scale to billions of nodes and relationships. 
 High speed routes through queries. 
Neo4j is only limited by the physical hardware. A single server instance can handle a graph of billions of nodes and 
relationships. When the data cause an insufficient performance, the BD graph can be distributed among several servers.  
When the data stored in the database graph is well-connected,  the database gets maximum performance. Queries made 
through routes that can perform millions of transversal steps per second. A traversal path is like a "join" in a relational 
database. 
9.5 Nodes and relationships 
Aforementioned in previous paragraphs, Neo4j uses graph property as a data model. This model ensures that relationships 
are addressed, nodes and relationships can be labelled, are associated with key-value pairs as data called properties, and 
there can be multiple links between two nodes. In summary, each node has properties that are value data ("id: 235" key-
value) and the node can have labels (one node has a label "Node: person"). 
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Figura 26. Example of using Neo4j graph property. (7) 
Figura 26 shows an example of graph with all elements of the property described above. Each node has properties or 
relationship: 
 
Figura 27. Sample properties of a node or relationship. (7) 
The node 1 has properties such as "name: Jan" refers to "key: value". The relationship has a label "KNOWS" with properties 
like "disclosure: public" also "key: value". 




Figura 28. Properties scheme. Not seen as a graph. (11) 
Figura 28 shows how a property of a node or relationship has a key which should be "String" character sequence. And a 
value can be an array or any type of value (boolean, int, float, etc.). 
9.5.2 Labels 
The labels are builders used to connect a set of nodes, each node tagged with the same label belong to the same group. 
Many queries that work together instead of choosing to go all the graph, it makes them more efficient. The placement of 
labels is optional. 
9.5.3 Paths 
A path is one or more nodes with connecting relationships, typically retrieved as a result of a query or route. 
9.5.4 Traversals 
Traversal graph means visiting its nodes following relationships according to certain rules. In most cases it is only necessary 
to visit sub-graphs, which are the areas where the interesting nodes and relationships take place. Cypher with language, 
before mentioned, provides a declarative way to see the graph driven routes and other technical. 
9.5.5 Indexes 
The best way to retrieve nodes and routes queries is home to indices. Each index is associated with a unique name, 
specified by the user (for example, "name" or "books"). The default implementation of the index is provided by the Neo4j-
lucene-index component. It improves the speed of searching nodes in a database, any questions for indexed properties will 
increase performance. 
9.6 Cypher language 
Cypher inspired by SQL is a language for describing patterns in the graph. It enables us to describe what we select, insert, 
update or delete the database. It is a relatively simple but powerful language. Queries to the database can be very 
complicated easily expressed by Cypher. The constructions are based on English prose and neat iconography helps you 
search in an easy way. Most keywords like "WHERE" and "ORDER BY" are inspired by SQL. 
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Figura 29. Graph to Cypher language. (7) 
Cypher uses ASCII characters to represent patterns. Nodes surrounded with parentheses that look like circles, for example, 
(node). It can refer to a node identifier as (a) or actor (m) film, or the name you want. 
It can describe the kind of relationship that we want to extract in a query. For example, if you want to find all the actors 
who have acted in a film, the pattern (actor) - [: ACTED_IN] -> (movie), retrieve the node (actor) who have a relationship [: 
ACTED_IN] performed in the selected film (movie). 
9.6.1 Cypher clauses 
Graph query: 
 START: Specifies one or more starting points that can be nodes or relationships. 
 MATCH: Describes the data in the graph of interest. Explained in the previous paragraph. 
 WHERE: Provides criteria to filter searches. 
 RETURN: Specifies the nodes, relationships and properties of the MATCH clause that must be returned in the 
query. 
 ORDER BY: Order the query results. 
 SKIP/LIMIT: Limit or exclude results as indicated. 
Update graph: 
 CREATE: Creates nodes and relationships. 
 MERGE: Create nodes uniquely. 
 CREATE UNIQUE: Create relationships in a unique way. 
 DELETE: Deletes nodes, relationships and properties. 
 SET: Update tags and properties. 
 REMOVE: Remove tags and properties. 
 FOREACH: Perform updates once for each item in a list. 
 WITH: Split query into several different parts and passes the results on to the next one. 
Example: 
 
Figura 30. Show all the actors and directors of all the movies. (7) 
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Figura 31. Schematic summary of Neo4j. (7) 
 
9.7 API’s of Neo4j 
API (Application Programming Interface) is the set of functions and procedures that provide certain libraries to be used by 
another as a software abstraction layer. That said Neo4j has different API's. 
In order to carry out this study, Neo4j has been embedded in a Java project by importing Neo4j libraries (.jar). Eclipse 
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10 Neo4j Spatial 
10.1 Introduction 
Neo4j Spatial is a library of utilities for Neo4j which facilitate the execution of operations on spatial data. In particular, 
spatial indexes can be added already in the data and perform operations on spatial data and search data within a region or 
within a certain distance from a specific point of interest.  
Features: 
 Import utilities ESRI Shapefiles or OSM files (Open Street Map).  
 Support for all common geometry types (point, line string, polygon). 
 R-Tree index for fast searches geometries. Is the current rate but has developed so extensible to allow other 
indexes added if necessary. 
 The possibility to enable spatial operations on any graph of data, regardless of the way the spatial data is stored, 
as long as an adapter is provided to map from the graph to the geometries. 
 Ability to split a single layer or dataset into multiple sub-layers or views with pre-configured filters 
The storage format is WKB (Well Know Binary) is a binary format specific to geographic geometries that also uses PostGIS as 
a spatial database. 
10.2 Queries 
Neo4j Spatial containing the Java Topology Suite (JTS), a library of geometries to perform operations on them. This means 
you can use all the capabilities to operate on JTS geometries obtained from the database.  
JTS is an API that provides an object model spatial and geometric features developed by Vivid Solutions and is implemented 
entirely in Java . 
The spatial queries are implemented: 
 Contain 
 Cover 
 Covered by 
 Cross  
 Disjoint 
 Intersect 




 Within Distance  
An other method is using a 'Pipe', a data flow framework developed by ThinkerPop and implemented in Neo4j-Spatial as a 
'GeoPipe'. This is a new way to query data, and quite uncommon for spatial data. A GeoPipe implements a computational 
step that can be composed of other pipe objects to create a more complex computation. This allows, for example, starting a 
nearest neighbor pipe, sorting on the distance or retrieving the minimal value of the pipe. 













The primary type that defines a collection of geometries is the Layer. A layer contains an index for querying. In addition a 
Layer can be an EditableLayer if it is possible to add and modify geometries in the layer. The next most important interface 
is the GeometryEncoder. 
The DefaultLayer is the standard layer, making use of the WKBGeometryEncoder for storing all geometry types as byte[] 
properties of one node per geometry instance. 
 
10.4 Import shapefile 
Neo4j Spatial includes a data import utility for ESRI Shapefiles. The "shapefile importer" will create a new layer for each file, 
importing it and being stored as WKB geometry on a single property of a single node. All the entity attributes are stored as 
additional properties of this node. The layer will be indexed using an RTree and can therefore be queried using any of the 
supported spatial operations. In Section 15 explains the database imports.  
 
 
Figura 32. Example of spatial graph. Neo4j-Spatial. (12) 
 




PostgreSQL is the latest result of a long development initiated with the Ingres project at the university of Berkeley. Since 
then it had several important revisions. The first test system was operative in 1987. Until the launching Potgre95 they 
focussed on improving portability and the reliability. In year 1994, Andrew Yu and Jolly Chen added SQL language 
interpreter to Postgres. In year 1996 the name of Postgres95 was replaced by PostgreSQL to show the relationship between 
original Postgres with the latest versions with SQL capabilities. 
 
Figura 33. Logo of PostgreSQL.. (13) 
PostgreSQL is a management system database object-relational distributed under licence BSD (Berkeley Software 
Distribution) with his source code free. It is an open source database management system.  
11.2 Features 
Their own technical features make it one of the most powerful and robust database: 
 Database 100% ACID. 
 Supports different types of data ( data types, monetary, graphic elements, bit string, etc.). 
 Implements table inheritance. Set a table that inherits from another predefined. 
 Unicode. Standard character encoding. 
 International character set. 
 Regionalization by column. Correctly endure the order by language to the databases, tables or columns. 
 Multi-Version Concurrency Control (MVCC). is a concurrency control method commonly used by database 
management systems to provide concurrent access to the database and in programming languages to 
implement transactional memory. 
 Multiple authentication methods. 
 SSL encrypted access (Secure Sockets Layer). Are cryptographic protocols designed to provide 
communication security over the Internet. 
 Complete documentation. 
 
11.3 Advantages and disadvantages 
Advantages: 
 It is widely popular and ideal for web technologies. 
 Easy to manage. 
 The SQL syntax is standard and easy to understand. 
 Multi-platform. Available on almost all platforms. 
 Data replication capacity. 
 Business support is available. 
 Stability, They have almost no system falls. 
 Extensible, their source code is available to all. 
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Disadvantages: 
 Compared to other relational databases is more slow on inserts. Use headers of inclusion that others do not have. 
 Online support. There are official forums, but there is no assitance required. 
 Consume more resources than others. 
 The syntax some of their functions or sentences they are not intuitives. 
11.4 PgAdmin3 
PgAdmin3 is an open source tool used to manage the PostgreSQL database. It is the most complete and popular with free 
license.  
Includes: 
 Graphical administrative interface. 
 Query tool SQL. 
 Scheduling agent SQL/shell/batch 
PgAdmin is designed to answer the needs of all users, from writing simple SQL queries to developing complex databases. 
The graphical interface supports all PostgreSQL features and makes administration easy. The application also includes a 
syntax highlighting SQL editor, a server-side code editor, an SQL/batch/shell job scheduling agent, support for the Slony-I 
replication engine and much more.  
 
Figura 34. Scheme of architecture client-server. (14) 
12 PostGIS 
12.1 Introduction 
PostGIS turns the PostgreSQL Database Management System into a spatial database by adding support for the three 
features: spatial types, indexes, and functions. PostGIS is a system of open source Geographic Information System 
(geographic information system), which provides support for the management of geographical data in the relational 
database to PostgreSQL. It implements the essential features for SQL specification from the Open Geospatial Consortium 
(OGC), enabling to PostgreSQL for the management of spatial data allowing it to be used as support of a spatial database 
for geographic information systems. 
Created by Refractions Research Inc. as a research project spatial database technologies  and is published under GNU 
license. 
PostGIS implements the following features: 
 Geometry types for points, linestrings, polygons, multipoints, multilinestrings, multipolygons and 
geometrycollections. 
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 Spatial predicates for determining the interactions of geometries using the 3x3 Egenhofer. 
 Spatial operators for determining geospatial measurements like area, distance, length and perimeter. 
 Spatial operators for determining geospatial set operations, like union, difference, symmetric difference and 
buffers. 
 R-tree-over-GiST (Generalised Search Tree) spatial indexes for high speed spatial querying. 
12.2 Índexs 
Els índexs són utilitzats en les bases de dades espacials per fer possible la gestió de grans conjunts de dades. Sense el 
índexs, qualsevol cerca requeriria d’un “escaneig seqüencial” de cada registre a la base de dades. Utilitzant els índexs 
s’augmenta la velocitat, organitzant les dades en una cerca en arbre, la qual pot travessar ràpidament per trobar un registre 
en particular. PostgreSQL suporta tres tipus d’índexs per defecte: 
 Arbres B (B-Tree), són utilitzats quan poden emmagatzemar les dades en un sol eix, per exemple, números, 
lletres, dates. Les dades GIS no poden ser racionals, ordenats al llarg d’un eix (Quin és major, (0,0) o (0,1) o (1,0)?) 
per tant l'índex B-Tree no és adequat. 
 Arbres R (R-Tree), trenquen les dades en rectangles i sub-rectangles. Cada cop rectangles més petits. Els índex R-
Tree són utilitzats per algunes bases de dades espacials per indexar les dades GIS, però la implementació de 
PostgreSQL no és tan robusta com la implementació GiST. 
 Índexs GiST (Generalized Search Trees) trenquen les dades en “coses que estan al costat”, “coses que es 
sobreposen”, “coses que estan a dins”. Poden ser utilitzats per una gran quantitat de tipus de dades, incloent 
dades GIS. PostGIS utilitza un índex R-Tree implementat sobre un índex GiST per indexar les dades GIS. 
 
 
12.3 Funcions bàsiques 
A part de tenir gran quantitat de funcions espacials que treballen sobre una sola geometria, també té funcions per 
comparar relacions entre vaires geometries. Alguns exemples: 
 ST_equals(geometria A, geometria B) retorna resultat quan dues geometries del mateix tipus tenen idèntiques X i 
Y com a coordenades, és a dir, iguals. 
 
 ST_intersects(geometria A, Geometria B) retorna resultat quan dues geometries tenen algun espai en comú, és a 
dir, els seus límits o interiors intersequen. 
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 ST_Disjoint(geometry A , geometry B) retorna resultat si dues geometries són disjunts, que no es creuen. 
 
 ST_Touches(geometry A, geometry B) retorna resultat si qualsevol dels límits de les geometries es creuen o si 
només un dels interiors de la geometria forma intersecció amb el límit de l’altre.  
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 ST_DWithin comprova que dos objectes es troben a una distància dins els altres, és a dir, un buffer, què es troba 
dins la distància marcada. 
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13 Comparativa conceptual Neo4j-Spatial i PostGIS 
En aquest apartat es mostra una comparativa entre les dues bases de dades de caire espacial per entendre quines 
diferències poden existir entre elles, encara que anteriorment ja s’han anat veient algunes. Aquest apartat té una 
importància destacada a l'hora de veure les diferències de rendiment i poder trobar un perquè.  
13.1 Esquema de dades 
13.1.1 Neo4j-Spatial 
 
Figura 35. Graf de la base de dades Neo4j amb els shapefiles importats, estructura de les dades. 
La Figura 35 mostra l’estructura de les dades importades a neo4j, anomenada graf. Només mostra una branca de l'arbre 
fins al final. El graf neix amb el node “spatial_root”, a partir d’aquí es desenvolupa tota la base de dades. A partir d’aquest 
node, surten 13 relacions anomenades “LAYER” que representen les 13 capes (taules en PostgreSQL-PostGIS) on naixeran 
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tots els registres que emmagatzemen. Dins aquests 13 nodes també enregistren el sistema de codificació, nom de la capa, 
sistema de referència, etc. per cada capa. Nivell 1. 
De cada node de les 13 capes, neix una relació “RTREE_ROOT” cap a un sol node que emmagatzema les coordenades d’un 
quadre delimitador (“bounding box”) que enquadra tots els registres de la capa. Nivell 2. 
A partir del nivell 2, neixen 34 nodes amb relació anomenada “RTREE_CHILD” que emmagatzemen, cada un d’ells, les 
coordenades de quadres delimitadors més petits que l’anterior. Nivell 3. 
De cada node del nivell 3 neixen multitud de nodes més amb relació “RTREE_CHILD”, en aquest cas, obrint només una 
branca de l’arbre, neixen 71 nodes que emmagatzemen les coordenades de quadres delimitadors encara més petits. Nivell 
4. 
Per últim, de cada node del nivell 4, neixen els nodes finals que emmagatzemen els registres que són d’interès (en 
PostgreSQL seria un registre de la taula). La relació que les uneix s’anomena “RTREE_REFERENCE” i cada node 
emmagatzema un propi quadre delimitador, el més petit possible que enquadri la geometria, les propietats (“ID”, “CAS”, 
“Z”), la geometria encriptada “wkb” i un “gtype”. En el cas de la capa “altimetrian”.  Nivell 5. 
13.1.2 PostGIS 
 
Figura 36. Base de dades PostgreSQL-PostGIS estructura de dades. 
La figura 24 mostra com s’estructuren les dades dins la base de dades PostGIS. El que en Neo4j eren capes, en PostGIS són 
taules on s’emmagatzemen les dades. Consta de 13 taules, totes elles amb el camp de geometries “geom” i un camp 
identificador que farà de PK (“primary key”). La resta de camps varien segons la taula. La BD PostGIS genera per defecte una 
taula anomenada “spatial_ref_sys”, la seva funció és emmagatzemar tots els codis EPSG (sistema de referència) per 
identificar el sistema de coordenades que utilitzarà la base de dades. 
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13.2 Índexs utilitzats 
13.2.1 Neo4j-Spatial 
El tipus d’índex utilitzat per Neo4j-Spatial és de tipus R-Tree. R-Tree és un mètode d’accés multidimensional adoptat per la 
majoria de bases de dades espacials. Un R-Tree no s’emmagatzemen objectes de forma directa sinó que s’emmagatzemen 
en MBR (Minimum Bounding Rectangle), és a dir, el menor rectangle que conté l’objecte en qüestió. Cada node en l’arbre 
R-Tree correspon al MBR que conté als seus fills. El nodes full, contenen punters als objectes en la base de dades en 
comptes de punters a altres nodes.  
 
Figura 37. Exemple de R-TREE. (15) 
A la figura 25 es mostren alguns MBRs en l’apartat (a) i a la dreta la corresponent estructura d’arxiu per el R-Tree (b). 
També es pot observar una de les principals característiques dels R-Tree, el MBRs definits al mateix nivell poden solapar-se. 
Aquest és un inconvenient important, ja que si hi ha un elevat índex de solapament en els MBRs que formen part del R-
Tree, pot produir un baix rendiment en el processament de consultes, doncs seria necessari visitar varis nodes per 
determinar si un objecte determinat forma part de la branca d’un R-Tree.  
13.2.2 PostGIS 
PostGIS utilitza un índex R-Tree implementat sobre la base de GiST. Les estructures indexades GiST (Generalized Search 
Tree) són una generalització de les formes R-Tree que permeten que nous tipus de dades siguin indexats i suportats per un 
conjunt de consultes extensibles. GiST és una estructura d’arbre equilibrat, els seus nodes contenen parells (p, ptr), on p és 
el predicat (atribut), utilitzat com a clau de cerca, i ptr és un punter a les dades d’un full node o un punter a un altre node 
arbre. 
GiST és una tercera via per a cerques en arbre. És extensible tant en el tipus de dades que pot indexar com en les consultes 
que pot suportar. R-Tree poden ser implementats com extensions de GiST.  
13.3 Estàndards Open Geospatial Consortium (OGC)  
El OGC és una organització que agrupa a 372 organitzacions publiques i privades. El seu objectiu és la definició d’estàndards 
oberts i interoperables dins els sistemes d’informació geogràfica. El OGC ha desenvolupat l'estàndard “Simple feature” que 
estableix normes per a les funcionalitats espacials dels sistemes de bases de dades, també anomenada norma ISO 19125. 
Aquesta norma està dividida en dues parts ISO 19125-1 i ISO 19125-2, la part 1 fa referència a la especificació “OpenGIS 
Implementation Specification for Geographic information - Simple feature access” i la part 2 a “Simple Features 
Specification for SQL - Types and Functions”.   
13.3.1 Neo4j-Spatial 
Neo4j-Spatial utilitza Java Topology Suite (JTS), com s’ha comentat a l’apartat 10.2. És una API de funcions espacials 2D i 
compleix amb la especificació “Simple Features Specificaction for SQL (SFSQL)” publicada per OGC. 
13.3.2 PostGIS 
PostGIS està certificada per OGC des de l’any 2006, el qual certifica que implementa les dues especificacions descrites a 
l’apartat anterior, seguint la norma ISO 19125. 
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Figura 38. Certificació OGC de PostGIS. (16) 
 
14 Conjunt de dades 
Les dades que s’han importat a les bases de dades han estat obtingudes de l' Institut Cartogràfic i Geològic de Catalunya. 
S’ha escollit una base topogràfica a escala 1:5.000 (BT-5M) v2.0 en format “ESRI Shapefile” (SHP). 
La base topogràfica de Catalunya a escala 1:5.000 consta de 4.274 fulls, aproximadament cada full de 3.500 metres en X i 
uns 2.200 metres en Y, obtenint una àrea total de 7,7 km².  
 
Figura 39. BT-5M de Catalunya amb els 4.274 fulls. (17) 
Per a la realització d’aquest treball s’ha optat per importar una zona menys extensa que la totalitat de fulls de Catalunya. 
L’àrea total ha estat descartada per les limitacions del maquinari amb que es treballa. 
L’Àrea Metropolitana de Barcelona (AMB) ha estat la zona escollida per importar a les BBDD. Té una totalitat de 99 fulls i 
una grandària en disc de 669 MB. Aquests 99 fulls han estat ajuntats amb el programari ArcMap 10.1 (ArcGIS) d’ ESRI. 
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Figura 40. Àrea Metropolitana de Barcelona. (18) 
 
14.1 Format Shapefile 
El Shapefile és un format de representació vectorial desenvolupat per ESRI (Enviromental Systems Research Institute). 
Consta d’un nombre variable d’arxius on s’emmagatzema digitalment la localització d’elements geogràfics juntament amb 
els seus atributs o característiques. Cada un dels arxius, entre 3 i 8, té una funció específica i emmagatzema un tipus 
d’informació com elements geomètrics, atributs, projecció, metadades, etc. Cada shapefile només pot tenir un tipus 
d’element (puntuals, lineals o zonals).  
 .shp – És l’arxiu que emmagatzema les entitats geomètriques dels objectes. 
 .shx – És l’arxiu que emmagatzema l’índex de les entitats geomètriques. 
 .dbf – És la base de dades, en format dBASE, on s’emmagatzema la informació dels atributs dels objectes. 
 .prj – És l’arxiu que guarda la informació referida al sistema de coordenades en format WKT. 
14.2 Implementació del model de dades 
Els fenòmens topogràfics del món real es representen a la base a través d’objectes, els quals se’ls associa una representació 
geomètrica; així, l’objecte és la representació numèrica a la base del component descriptiu del fenomen topogràfic, i la 
representació geomètrica és la representació numèrica del component espacial. 
14.2.1 Unitat de mesura 
La unitat de mesura és el metre. Les coordenades estan emmagatzemades com a números reals de doble precisió, d’acord 
amb l’estàndard d’aquest format. 
14.2.2 Formes de representació geomètrica 
Les diferents formes de representació geomètrica previstes s’implementen en aquest format amb els següents tipus de 
geometria del format “ESRI Shapefile”: 
 Punt: S’implementa amb la geometria Point (concretament, Point ZM). Les seves coordenades corresponen a les 
del punt del terreny a què va referit el fenomen topogràfic representat. 
 Línia: S’implementa amb la geometria Line (concretament, Polyline ZM -Polyline per a les línies de toponímia- no 
multipart). 
 Polígon: S’implementa amb la geometria Polygon (concretament, Polygon ZM no multipart). El polígon pot tenir 
forats però no pot estar format per àrees disjuntes. 
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14.3 Fitxers associats 
Els elements que implementen la representació geomètrica dels objectes s’agrupen en diversos fitxers en format shapefile. 
A continuació es mostren els fitxers resultants dels 99 fulls ajuntats amb ArcGIS 10.1 d’AMB: 
 Shapefile Tema Geometria Gràfic 
1 Altimetrial Altimetria / Elements de relleu Línia 
 
2 Altimetrian Altimetria / Elements de relleu Punt 
 
3 Altimetriap Altimetria / Elements de relleu Polígon 
 
4 Hidrografial Hidrografia Línia 
 
5 Hidrografiap Hidrografia Polígon 
 
6 Poblamentl Poblament / Infraestructures  auxiliars Línia 
 
7 Poblamentn Poblament / Infraestructures auxiliars Punt 
 
8 Poblamentp Poblament / Infraestructures auxiliars Polígon 
 
9 Puntsreferencia Punts de referència Punt 
 
10 Toponimia Toponímia Línia 
 
11 Vegetaciol Vegetació / Cobertes Línia 
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12 Vegetaciop Vegetació / Cobertes Polígon 
 
13 Viescom Vies de comunicació Línia 
 
 
Figura 41. Fitxers importats a les bases de dades. 
 
14.3.1 Taules d’atributs dels shapefiles 
Inclouen sempre el camp CAS, després del qual i per a determinats shapefiles, hi ha altres camps que tant poden ser 
atributs complementaris dels objectes, com també camps auxiliars que serveixen per a emmagatzemar característiques 
d’implementació del format actual. 
A continuació es mostren els camps de cada shapefile: 
 Altimetriap, Hidrografiap, Hidrografial, Poblamentl, Poblamentp, Viescom, Vegetaciol i Vegetaciop 
Camp Descripció 
CAS 
Camp clau que permet vincular la taula que conté els valors dels atributs qualificadors que determinen els 
casos. 
 
 Altimetrian, Altimetrial 
Camp Descripció 
CAS 
Camp clau que permet vincular la taula que conté els valors dels atributs qualificadors que determinen els 
casos. 





Camp clau que permet vincular la taula que conté els valors dels atributs qualificadors que determinen els 
casos. 





Camp clau que permet vincular la taula que conté els valors dels atributs qualificadors que determinen els 
casos. 
CODI_TOP És el camp clau que permet vincular la taula que descriu els codis utilitzats per aquest atribut. 
GRUP_TOP Atribut complementari de l’objecte “Topònim” (TOP). 
TEXT_TOP 
És el literal del topònim que cal fer servir, junt amb les característiques definides pels camps següents, per 
a generar la representació textual del topònim a partir de la línia subministrada. 
FONTNAME 
Nom de la font base TrueType (és a dir, la font de text que defineix el tipus de lletra base, sense els 
qualificadors que indiquen si és negreta o cursiva) 
FONTSIZE Alçada de caràcter expressada en points, per a representació a escala 1:5 000. 
BOLD 
Qualificador bold (negreta) que cal aplicar al tipus de lletra. És un valor numèric booleà: 0 = no bold (no 
negreta); 1 = bold (negreta). 
ITALIC 
Qualificador italic (cursiva) que cal aplicar al tipus de lletra. És un valor numèric booleà: 0 = no italic (no 
cursiva); 1 = italic (cursiva). 
PLACEMENT Indica el mode de col·locació (placement mode) del text. 
CRLFPOS1 Aquests dos camps indiquen les posicions de fins a dos caràcters del literal del topònim que han de ser 
Creació i anàlisi de bases de dades orientades a grafs      Pau Cardó       42 
 
CRLFPOS2 substituïts per un salt de línia 
VERALIGN Alineació vertical (vertical alignment) del text respecte la línia. 
HORALIGN Alineació horitzontal (horizontal alignment) del text respecte la línia. 
LEADING 
En cas de text partit en més d’una fila, indica l’espaiat addicional entre les files de text (font 
leading)respecte l’espaiat estàndard. 
CHRWIDTH Ajust de l’amplada de caràcter, expressat com un percentatge respecte l’amplada estàndard. 





Camp clau que permet vincular la taula que conté els valors dels atributs qualificadors que determinen els 
casos. 
ID_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
TIT_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
XDPO_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
XDOI_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
XU_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
XDA_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
XAST_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
XGRV_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
OGPS_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
OMAR_VER Atribut complementari de l’objecte “Vèrtex geodèsic” (VER). 
15 Importació de shapefiles a la base de dades 
15.1 Escenari 1 
En aquest escenari s'importaran la mateixa quantitat de dades en les dues bases de dades, descrites en l'apartat 14 
(Conjunt de dades). Posteriorment s'analitzaran els temps obtinguts entre elles. 
15.1.1 PostgreSQL 
La importació en PostgreSQL s'efectua a través d'una extensió de PostGIS anomenada "Shapefile and DBF Loader Exporter". 
 
Figura 42. Finestra d'importació de shapefiles per PostgreSQL. 
Aquesta extensió funciona afegint el fitxer shapefile seleccionat, selecciones el nom que tindrà la taula, el nom de la 
columna que contindran les geometries i el codi de sistema de referència SRID. Els temps es mostren a l'apartat 15.1.3 
Anàlisi. 
La base de dades creada té un pes de 690 MB. 
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15.1.2 Neo4j 
Per la importació dels 13 shapefiles a la base de dades Neo4j s'ha creat el següent codi amb la funció ShapefileImporter: 
public static void main(String[] args) throws Exception { 
 
        List<String> shapes = new ArrayList<>(); 
        shapes.add("altimetrial.shp"); 
        shapes.add("altimetrian.shp"); 
        shapes.add("altimetriap.shp"); 
        shapes.add("hidrografial.shp"); 
        shapes.add("hidrografiap.shp"); 
        shapes.add("poblamentl.shp"); 
        shapes.add("poblamentn.shp"); 
        shapes.add("poblamentp.shp"); 
        shapes.add("puntsreferencia.shp"); 
        shapes.add("toponimia.shp"); 
        shapes.add("vegetaciol.shp"); 
        shapes.add("vegetaciop.shp"); 
        shapes.add("viescom.shp"); 
         
 
 GraphDatabaseService database = new GraphDatabaseFactory().newEmbeddedDatabase(DB_PATH); 
       
        long tiempoInicio = System.currentTimeMillis(); 
         
        try { 
            ShapefileImporter importer = new ShapefileImporter(database); 
 
           for (String shape : shapes) { 
            System.err.println("Loading " + shape + " ..."); 
            importer.importFile("C:\\Users\\Pau\\Desktop\\Nueva carpeta\\AMBj\\" + shape, shape.replace(".shp", "")); 
             } 
             
 long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
     System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 
          
        } finally { 
            database.shutdown(); 
        } 
     } 
 
Resposta: 
Loading altimetrial.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 316632 
info | elapsed time in seconds: 303.464 
 
Loading altimetrian.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 116858 
info | elapsed time in seconds: 85.554 
 
Loading altimetriap.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 1991 
info | elapsed time in seconds: 3.411 
 
Loading hidrografial.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 48613 
info | elapsed time in seconds: 37.27 
 
Loading hidrografiap.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 28909 
info | elapsed time in seconds: 24.88 
 
Loading poblamentl.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 360171 
info | elapsed time in seconds: 347.998 
 
Loading poblamentn.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 1692 
info | elapsed time in seconds: 0.849 
 
Loading poblamentp.shp ... 
info | inserted geometries: 1000 
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info | inserted geometries: 201162 
info | elapsed time in seconds: 192.681 
 
Loading puntsreferencia.shp ... 
info | inserted geometries: 603 
info | elapsed time in seconds: 0.415 
 
Loading toponimia.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 22603 
info | elapsed time in seconds: 32.543 
 
Loading vegetaciol.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 44081 
info | elapsed time in seconds: 43.619 
 
Loading vegetaciop.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 16946 
info | elapsed time in seconds: 30.666 
 
Loading viescom.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 104607 
info | elapsed time in seconds: 121.085 
 
Tiempo transcurrido: 1240815 ms 
 
El temps transcorregut durant la importació dels 13 shapefiles a la base de dades ha estat de 20 minuts i 40 segons. La base 
de dades té una ocupació de 812 MB. 
 
Figura 43. Estadístiques internes de Neo4j. 
15.1.3 Anàlisi 
A la següent taula es mostren els temps d'importació per cada capa/taula en milisegons, la mida de cada shapefile en 
megabytes i la quantitat de geometries importades.  




shp ms MB Geometries 
   
shp ms MB Geometries 
1 Altimetrial            66.700           155,60              316.632    
  
1 Altimetrial           303.464          155,60              316.632    
2 Altimetrian            11.500                4,90              116.858    
  
2 Altimetrian             85.554               4,90              116.858    
3 Altimetriap               2.500                2,90                  1.991    
  
3 Altimetriap                3.411               2,90                  1.991    
4 Hidrografial            11.800             22,00                48.613    
  
4 Hidrografial             37.270             22,00                48.613    
5  Hidrografiap               5.500             11,00                28.909    
  
5  Hidrografiap             24.880             11,00                28.909    
6 Poblamentl            77.200           129,20              360.171    
  
6 Poblamentl           347.998          129,20              360.171    
7 Poblamentn               1.050                0,07                  1.692    
  
7 Poblamentn                   849               0,07                  1.692    
8 Poblamentp            35.000             98,70              201.162    
  
8 Poblamentp           192.681             98,70              201.162    
9 Puntsreferencia               1.200                0,03                      603    
  
9 Puntsreferencia                   415               0,03                      603    
10 Toponimia               3.560                2,80                22.603    
  
10 Toponimia             32.543               2,80                22.603    
11 Vegetaciol            16.800             67,80                44.081    
  
11 Vegetaciol             43.619             67,80                44.081    
12 Vegetaciop            17.750             45,80                16.946    
  
12 Vegetaciop             30.666             45,80                16.946    
13 Viescom            21.520             92,60              104.607    
  
13 Viescom           121.085             92,60              104.607    
 
Figura 44. Taules de temps d'importació. 
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Figura 45. Gràfic lineal de temps d'importació per cada capa/taula. 
 
Figura 46. Gràfic de dispersió per cada capa/taula entre temps i geometries. 
Al primer gràfic (Figura 45) es mostra el temps d'importació per cada shapefile de Neo4j i PostgreSQL. Al segon gràfic 
(Figura 46) es pot veure com Neo4j necessita més temps per importar dades, a mesura que augmenten les geometries per 
capa la diferencia és més significativa. Com a conclusió es pot dir que Neo4j és més lent que PostgreSQL al importar dades 
espacials. 
15.2 Escenari 2 
En aquest escenari s'importarà un full de la base topogràfica 1/5.000 de l' ICC. Són poques dades però posteriorment 
s'analitzaran els temps de consulta i es podrà comparar amb l' escenari 1. El full escollit és el 288-125. 
15.2.1 PostgreSQL 
La importació en PostgreSQL s'efectua a través d'una extensió de PostGIS anomenada "Shapefile and DBF Loader Exporter". 
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Figura 47. Finestra d'importació de shapefiles a l'escenari 2. 
La base de dades creada té un pes de 24 MB. 
15.2.2 Neo4j 








public class Shape { 
  
 
 private static final String DB_PATH = "C:\\Users\\Pau\\Documents\\Neo4j\\temporal"; 
  
 public static void main(String[] args) throws Exception { 
   
  GraphDatabaseService database = new GraphDatabaseFactory().newEmbeddedDatabase(DB_PATH); 
  System.out.println("Ok!"); 
  try { 
      ShapefileImporter importer = new ShapefileImporter(database); 
      importer.importFile("C:\\Users\\Pau\\Desktop\\bt5m provisional\\Juntado\\AltimetriaPunts.shp", 
"altimetriapunts"); 
  }finally { 
      database.shutdown(); 
  } 
  System.out.println("Programa acabado!"); 




Loading altimetrial.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 4384 
info | elapsed time in seconds: 4.734 
 
Loading altimetrian.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 1658 
info | elapsed time in seconds: 2.667 
 
Loading altimetriap.shp ... 
info | elapsed time in seconds: 0.428 
 
Loading hidrografial.shp ... 
info | inserted geometries: 756 
info | elapsed time in seconds: 1.495 
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Loading hidrografiap.shp ... 
info | inserted geometries: 684 
info | elapsed time in seconds: 1.453 
 
Loading poblamentl.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 7863 
info | elapsed time in seconds: 6.828 
 
Loading poblamentn.shp ... 
info | inserted geometries: 8 
info | elapsed time in seconds: 0.417 
 
Loading poblamentp.shp ... 
info | inserted geometries: 1000 
info | inserted geometries: 4770 
info | elapsed time in seconds: 4.719 
 
Loading puntsreferencia.shp ... 
info | inserted geometries: 11 
info | elapsed time in seconds: 0.482 
 
Loading toponimia.shp ... 
info | inserted geometries: 485 
info | elapsed time in seconds: 1.661 
 
Loading vegetaciol.shp ... 
info | inserted geometries: 656 
info | elapsed time in seconds: 1.297 
 
Loading vegetaciop.shp ... 
info | inserted geometries: 518 
info | elapsed time in seconds: 1.201 
 
Loading viescom.shp ... 
info | inserted geometries: 784 
info | elapsed time in seconds: 1.353 
 
El temps transcorregut durant la importació dels 13 shapefiles a la base de dades ha estat de 28 segons. La base de dades té 
una ocupació de 33 MB. 
 
 
Figura 48. Estadístiques internes de Neo4j escenari 2. 
 
15.2.3 Anàlisi 
A la següent taula es mostren els temps d'importació per cada capa/taula en milisegons, la mida de cada shapefile en 
megabytes i la quantitat de geometries importades.  
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shp ms MB Geometries 
   
shp ms MB Geometries 
1 Altimetrial                  374             1,931                  4.384    
  
1 Altimetrial                4.734             1,931                  4.384    
2 Altimetrian                  374             0,072                  1.658    
  
2 Altimetrian                2.667             0,072                  1.658    
3 Altimetriap                  374             0,001                         -      
  
3 Altimetriap                   428             0,001                         -      
4 Hidrografial                  374             0,262                      756    
  
4 Hidrografial                1.495             0,262                      756    
5  Hidrografiap                  374             0,208                      684    
  
5  Hidrografiap                1.453             0,208                      684    
6 Poblamentl                  374             2,889                  7.863    
  
6 Poblamentl                6.828             2,889                  7.863    
7 Poblamentn                  374             0,001                          8    
  
7 Poblamentn                   417             0,001                          8    
8 Poblamentp                  374             2,391                  4.770    
  
8 Poblamentp                4.719             2,391                  4.770    
9 Puntsreferencia                  374             0,001                        11    
  
9 Puntsreferencia                   482             0,001                        11    
10 Toponimia                  374             0,060                      485    
  
10 Toponimia                1.661             0,060                      485    
11 Vegetaciol                  374             1,256                      656    
  
11 Vegetaciol                1.297             1,256                      656    
12 Vegetaciop                  374             1,239                      518    
  
12 Vegetaciop                1.201             1,239                      518    
13 Viescom                  374             0,686                      784    
  
13 Viescom                1.353             0,686                      784    
 
Figura 49. Taula de temps d'importació de l'escenari 2. 
 
Figura 50. Gràfic lineal de temps de resposta per cada taula/capa. 
Tal com mostra la Figura 50, Neo4j necessita més temps per importar cada capa, en canvi PostgreSQL no arriba al mig segon 
en cap de les importacions.  
16 Escenari 1 
En aquest Escenari 1 es posaran en pràctica les dues bases de dades, tant PostgreSQL-PostGIS com Neo4j-Spatial, amb la 
càrrega de dades descrites en l'apartat 14 (Conjunt de dades). Cada una de les consultes s'efectuen sobre cada capa o taula 
(13 capes/taules) de les bases de dades, ja que cadascuna d'elles conté un nombre diferent de geometries i diferent 
tipologia. Tant PostgreSQL com Neo4j han estat integrades en una aplicació Java, des d'on s'executaran les consultes amb el 
seu corresponent codi de programació. En aquest apartat es descriurà breument el codi utilitzat.  
16.1 Consulta 1. Cerca el nombre de geometries d'una capa o taula. 
A la consulta 1, cerca el nombre de geometries d’una capa en el cas de Neo4j, o taula el PostgreSQL. De tots els registres de 
la taula/capa cercarà tots ells mostrant el nombre total que conté. 
16.1.1 PostgreSQL 
En PostgreSQL, s'ha utilitzat un "count(*)".   
Statement sentencia = conexion.createStatement(); 
  
ResultSet resultado = sentencia.executeQuery("select count(*) from altimetrial"); 
while (resultado.next()) { 
              
             for (int i=1; i<= rsmd.getColumnCount(); i++){ 
              String columna = rsmd.getColumnName(i); 
              String res = resultado.getString(columna); 
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               res = res.substring(0, 20); 
              } 
               
                 System.out.print(res+" ");   
                } 
              
               System.out.println(); 
                
               contador++; 
        } 
System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 





Tiempo transcurrido: 297 ms 
El numero de elementos de la lista es 1 rows. 
 
16.1.2 Neo4j 
En Neo4j s'ha utilitzat el següent codi que es mostra, fent servir les següents operacions. 
.getLayer - Recupera la capa amb la que volem treballar, en aquest cas recuperar el nombre de registres. 
.getIndex - Recupera els índexs de la capa i els emmagatzema dins la variable "spatialIndex". 
.count - A través de la variable "spatialIndex" inicia l'operació de cercar el nombre de geometries. 
.getName - Recupera el nom, en aquest cas, de la capa seleccionada. 
try { 
 
SpatialDatabaseService spatialService = new SpatialDatabaseService(db); 
     
 long tiempoInicio = System.currentTimeMillis(); 
     
 Layer layer = spatialService.getLayer("altimetrial"); 
 System.out.println("Layer encontrada: "+layer.getName()); 
     
     
 //Cerca el nombre de registres de la capa 
     
 LayerIndexReader spatialIndex = layer.getIndex(); 
 System.out.println("\nHave " + spatialIndex.count() 
     + " geometries in " + layer.getName() + "."); 
     
 long totalTiempo = System.currentTimeMillis() - tiempoInicio; 




Have 316632 geometries in altimetrial. 
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16.1.3 Anàlisi 
Les consultes efectuades a cada capa/taula, han obtingut resultats iguals però temps diferents entre bases de dades. 
PostgreSQL - PostGIS 
 
Neo4j - Spatial 
 
shp ms Geometries 
 
 
shp ms Geometries 
1 Altimetrial           229                316.632    
 
1 Altimetrial       3.691             316.632    
2 Altimetrian              39                116.858    
 
2 Altimetrian       2.881             116.858    
3 Altimetriap              28                    1.991    
 
3 Altimetriap       1.315                 1.991    
4 Hidrografial              45                  48.613    
 
4 Hidrografial       2.124               48.613    
5  Hidrografiap              45                  28.909    
 
5  Hidrografiap       1.912               28.909    
6 Poblamentl           210                360.171    
 
6 Poblamentl       4.090             360.171    
7 Poblamentn              25                    1.692    
 
7 Poblamentn       1.283                 1.692    
8 Poblamentp           155                201.162    
 
8 Poblamentp       2.984             201.162    
9 Puntsreferencia              27                        603    
 
9 Puntsreferencia       1.217                     603    
10 Toponimia              29                  22.603    
 
10 Toponimia       1.770               22.603    
11 Vegetaciol              67                  44.081    
 
11 Vegetaciol       2.106               44.081    
12 Vegetaciop              52                  16.946    
 
12 Vegetaciop       1.724               16.946    
13 Viescom           109                104.607    
 
13 Viescom       2.439             104.607    
 
Figura 51. Taules de temps de la consulta 1. 
 
Figura 52. Gràfic de dispersió entre temps i geometries, consulta 1. 
Els temps obtinguts en resposta a la consulta efectuada mostren que Neo4j necessita més temps que PostgreSQL en 
qualsevol de les capes o taules independentment de la quantitat de geometries que tinguin. Tal com s'aprecia al gràfic, 
Neo4j té una tendència a incrementar més elevada que PostgreSQL, el qual es manté molt més estable amb un pendent 
mínim.  
16.2 Consulta 2. Mostra totes les geometries d'una capa o taula. 
La consulta 2 tracta de mostrar la totalitat de geometries de cada capa/taula i analitzar el temps que necessita cadascuna 
de les bases de dades per mostrar tots els resultats.  
16.2.1 PostgreSQL 
//Iniciando el objeto para realizar consultas a la base de datos 
Statement sentencia = conexion.createStatement(); 
  
//Realizando la consulta, y obteniendo las filas con los resultados que esta produzca 
ResultSet resultado = sentencia.executeQuery("select * from poblamentn"); 
  
int contador = 0; 
             
ResultSetMetaData rsmd = resultado.getMetaData(); 
             
for (int i=1; i<= rsmd.getColumnCount(); i++){ 
             System.out.print(rsmd.getColumnName(i)+" ");   
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            } 
             
System.out.println(); 
 
//Si la consulta no produjo resultados, no se entrara al while 
while (resultado.next()) { 
              
      for (int i=1; i<= rsmd.getColumnCount(); i++){ 
            String columna = rsmd.getColumnName(i); 
            String res = resultado.getString(columna); 
                             
            System.out.print(res+" ");   
            } 
              
System.out.println(); 
contador++; 
       } 
long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 




1691 TOR02 14.2300000000 01010000E0E76400000AD7A37094E91841333333237B7751417B14AE47E1EC8040FFFFFFFFFFFFEFFF  
1692 TOR02 20.1000000000 01010000E0E7640000EC51B81E85EB1841F6285CFFAF775141C3F5285C8F0A8140FFFFFFFFFFFFEFFF  
 
Tiempo transcurrido: 327 ms 
El número de elementos de la lista es 1692 rows. 
16.2.2 Neo4j 
En aquesta consulta Neo4j utilitza la classe GeoPipeline per operar amb les geometries.  
GeoPipeline - És un objecte  de Neo4j-Spatial per efectuar operacions espacials. 
GeoPipeFlow - És un tipus d'objecte que interactua amb els resultats de les consultes a través de l'objecte GeoPipeline. 
.start - Inicia la capa amb la qual s'operarà. 
.getRecord - Mostra els resultats emmagatzemats a la variable "result". 
int contador = 0; 
GeoPipeline pipeline; 
     
 try (Transaction tx = db.beginTx()) { 
  pipeline = GeoPipeline.start(layer); 
 
  for (GeoPipeFlow result : pipeline){ 
   System.out.println(" " + result.getRecord()); 
   contador++; 
   } 
 
 long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
 System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 





SpatialDatabaseRecord[1184070]: type='5', props[gtype: 5, ID: 1448, CAS: VIA23, bbox: [D@76348e6d, wkb: [B@7472d2bb] 
SpatialDatabaseRecord[1184071]: type='5', props[gtype: 5, ID: 1449, CAS: VIA21, bbox: [D@1e692eb7, wkb: [B@b79fffa] 
 
Tiempo transcurrido: 12811 ms 
Contador: 104607 rows. 
16.2.3 Anàlisi 
La consulta 2 mostra com PostgreSQL varia els temps de resposta segons la tipologia de geometria, en canvi Neo4j resulta 
més estable. En primera instància, a major nombre de geometries, el temps de resposta de Neo4j resulta més eficaç que 
PostgreSQL. 
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PostgreSQL - PostGIS 
 
Neo4j - Spatial 
 
shp ms Geometries 
 
 
shp ms Geometries 
1 Altimetrial     283.874                316.632    
 
1 Altimetrial     37.024             316.632    
2 Altimetrian          9.772                116.858    
 
2 Altimetrian     14.855             116.858    
3 Altimetriap          6.832                    1.991    
 
3 Altimetriap       2.273                 1.991    
4 Hidrografial       41.292                  48.613    
 
4 Hidrografial       7.297               48.613    
5  Hidrografiap       19.089                  28.909    
 
5  Hidrografiap       5.413               28.909    
6 Poblamentl     223.166                360.171    
 
6 Poblamentl     43.856             360.171    
7 Poblamentn             261                    1.692    
 
7 Poblamentn       2.121                 1.692    
8 Poblamentp     188.796                201.162    
 
8 Poblamentp     25.911             201.162    
9 Puntsreferencia             351                        603    
 
9 Puntsreferencia       1.735                     603    
10 Toponimia          6.274                  22.603    
 
10 Toponimia       9.047               22.603    
11 Vegetaciol     143.013                  44.081    
 
11 Vegetaciol       7.711               44.081    
12 Vegetaciop       92.879                  16.946    
 
12 Vegetaciop       4.489               16.946    
13 Viescom     190.908                104.607    
 
13 Viescom     12.811             104.607    
 
Figura 53. Taules de temps de la consulta 2. 
 
Figura 54. Gràfic de dispersió entre temps i geometries, consulta 2. 
Al gràfic anterior, es representen els temps en milisegons de cada taula/capa per cadascuna de les dues bases de dades. 
Excepte en taules de poques geometries, PostgreSQL està per sobre de Neo4j en temps de resposta. A mesura que 
augmenten les geometries a recuperar, més incrementa la diferencia de temps entre elles. Per exemple en el cas de la taula 
"altimetrial" hi ha una diferencia d'uns 4 minuts aproximadament entre una i altre. 
Un altre factor que es pot apreciar és que Neo4j es comporta d'una manera més lineal seguint la línia de tendència, no té 
una dispersió molt gran. En canvi PostgreSQL, la seva dispersió és molt elevada. Això és degut a la tipologia de geometries, 
mentre que una topologia de punts, les coordenades de la geometria només consten de X i Y, en canvi en una tipologia de 
multilínies ha d'emmagatzemar infinitat de coordenades que depenen de la longitud d'ella. Per aquest fet, li costa més 
recuperar el camp "geom", el qual de manera encriptada, conté gran quantitat de caràcters. Per exemple, en el cas de les 
taules "Hidrografial" i "Vegetaciol", les dues lineals i amb nombre de geometries molt semblant, s'obté una diferencia de 
quasi 2 minuts. La taula "Hidrografial" conté multilínies curtes, de poques coordenades, en canvi, "Vegetaciol" té multilínies 
més llargues amb gran quantitat de coordenades que li dificulta operar amb elles. Neo4j quasi no existeix aquest problema, 
es mantenen constants independentment del tipus. 
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Figura 55. Gràfic de barres per cada capa/taula entre temps, consulta 2. 
Al gràfic de barres (Figura 55) es pot veure les diferencies que hi ha entre bases de dades per cada taula/capa. Quan els 
temps de resposta són ràpid (poques geometries), els temps són bastant semblants. Però quan la quantitat de geometries 
augmenta, les variacions de temps es mostren molt significatives.  
 
16.3 Consulta 3. Cerca el nombre de geometries que intersecten amb un quadre delimitador. 
En aquesta consulta, cerca el nombre de geometries dins un quadre delimitador (bounding box en anglès) definit per unes 
coordenades introduïdes manualment. Les coordenades formen un polígon rectangular. S'han efectuat dos quadre 
delimitadors de diferents mesures. 
16.3.1 PostgreSQL 
Les funcions utilitzades per PostGIS han estat: 
count - Compte les geometries condicionants. 
st_Intersects - Retorna resultat quan dues geometries tenen algun espai en comú, és a dir, els seus límits o interiors 
intersequen. Intrduir dos camps amb geometries i SRID. 
st_GeomFromText - Converteix en geometria introduint les coordenades amb la representació WKT (Well Know Text). 
//Iniciando el objeto para realizar consultas a la base de datos 
Statement sentencia = conexion.createStatement(); 
  
//Realizando la consulta, y obteniendo las filas con los resultados que esta produzca 
ResultSet resultado = sentencia.executeQuery("select count(*) from altimetrial where 
st_intersects(geom,st_GeomFromText('polygon((406500.59 4566944.62, 406500.59 4611520.0, 443653.44 4611520.0, 
443653.44 4566944.62, 406500.59 4566944.62))',25831));"); 
  
   int contador = 0; 
             
   ResultSetMetaData rsmd = resultado.getMetaData(); 
             
   for (int i=1; i<= rsmd.getColumnCount(); i++){ 
            System.out.print(rsmd.getColumnName(i)+" ");   
         } 
            
 System.out.println(); 
          
//Si la consulta no produjo resultados, no se entrara al while 
 while (resultado.next()) { 
              
      for (int i=1; i<= rsmd.getColumnCount(); i++){ 
             String columna = rsmd.getColumnName(i); 
             String res = resultado.getString(columna); 
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               System.out.print(res+" ");   
           } 
              
               System.out.println(); 
                
               contador++; 
        } 
long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 





Tiempo transcurrido: 2062 ms 
El número de elementos de la lista es 1 rows. 
 
16.3.2 Neo4j 
Utilitza la classe GeoPipeline. 
Envelope - Defineix amb coordenades el quadre delimitador dins la variable "bbox". 
.startIntersectWindowSearch - Emmagatzema les geometries que intersequen amb el quadre delimitador definit (bbox) i la 
capa seleccionada. 
.count - Compte les geometries resultants de l'anterior condició.  
long tiempoInicio = System.currentTimeMillis(); 
Envelope bbox = new Envelope(406500.59,443653.44,4565944.62,4611520.0); 
     
System.out.println("\n\nCount Intersect Window bbox:\n"); 
GeoPipeline pipeline; 
     
try (Transaction tx = db.beginTx()) { 
      
 pipeline = GeoPipeline.startIntersectWindowSearch(layer, bbox); 
 
 System.out.println("  count"); 
 System.out.println(" " + pipeline.count()); 
 
 long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
 System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 




  count 
 316632 
 
Tiempo transcurrido: 5826 ms 
Contador: 1 rows. 
 
16.3.3 Anàlisi 
La consulta 3 s'ha consultat sobre cada capa/taula anotant els temps de resposta. El primer temps anotat s'ha efectuat 
sobre un quadre delimitador  "Àrea Total" que engloba la totalitat de les geometries en aproximadament 1.000 km². L'altre 
anàlisi de temps anomenat "Àrea mitjana" es tracta d'un quadre delimitador més petit, aproximadament d'uns 170 km². El 
camp "ms" fan referència als milisegons i el camp "Geom. rec." a les geometries recuperades en àrea mitjana. 
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PostgreSQL - PostGIS 
 
 
   
Àrea total Àrea mitjana 
 
shp Geometries ms ms Geom. rec. 
1 Altimetrial          316.632              2.144              516          51.288    
2 Altimetrian          116.858                 307              266          30.011    
3 Altimetriap              1.991                    77                 94               494    
4 Hidrografial            48.613                 477              218            7.432    
5  Hidrografiap            28.909                 317              188            4.229    
6 Poblamentl          360.171              1.989              977          97.020    
7 Poblamentn              1.692                    37                 78               420    
8 Poblamentp          201.162              1.622              841          55.677    
9 Puntsreferencia                  603                    36                 62               218    
10 Toponimia            22.603                 167              157            7.263    
11 Vegetaciol            44.081              1.039              359            8.975    
12 Vegetaciop            16.946                 846              297            3.572    
13 Viescom          104.607              1.346              579          20.828    
 
Neo4j - Spatial 
  
   
Àrea total Àrea mitjana 
 
shp Geometries ms ms Geom. rec. 
1 Altimetrial            316.632             5.826               4.543             51.288    
2 Altimetrian            116.858             2.506               2.384             30.011    
3 Altimetriap                 1.991                 896                   712                   494    
4 Hidrografial               48.613             2.018               1.786               7.432    
5  Hidrografiap               28.909             2.030               1.695               4.229    
6 Poblamentl            360.171             5.744               5.037             97.020    
7 Poblamentn                 1.692                 644                   521                   420    
8 Poblamentp            201.162             4.021               3.459             55.677    
9 Puntsreferencia                    603                 398                   386                   218    
10 Toponimia               22.603             1.795               1.675               7.263    
11 Vegetaciol               44.081             2.655               1.986               8.975    
12 Vegetaciop               16.946             2.574               2.075               3.572    
13 Viescom            104.607             3.218               2.203             20.828    
 
Figura 56. Taules de temps de la consulta 3. 
Seguint amb la tendència de la consulta 1, PostgreSQL és molt més ràpid en comptar geometries independentment de la 
condició que se li exigeixi, quadre delimitador o totalitat de la capa/taula. Però un factor d'anàlisi que es pot extreure és el 
següent: 
  
Figura 57. Gràfics de barres entre diferents àrees. 
Com es pot veure al gràfic (Figura 57), PostgreSQL incrementa els valors de temps de resposta de la consulta a mesura que 
augmenta la extensió del quadre delimitador, per exemple, en la màxima diferencia (altimetrial), incrementa un 316 % 
entre les dues àrees. En canvi, en Neo4j, en la diferencia màxima (també altimetrial) incrementa només un 28 % entre les 
dues àrees. Això demostra que PostgreSQL quan més dades té a consultar, més incrementen els seus temps de resposta, en 
canvi amb Neo4j, els temps de resposta es mantenen més igualats tot i augmentar les geometries. 
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16.4 Consulta 4. Cerca les geometries que intersecten amb un quadre delimitador. 
En aquesta consulta tracta de mostrar totes les geometries que intersecten amb un quadre delimitador definit per unes 
coordenades introduïdes manualment que formen un polígon com en l'anterior consulta. També s'han consultat en dos 
quadre delimitadors de diferents mesures. 
16.4.1 PostgreSQL 
S'utilitzen les mateixes funcions que en la consulta 3. 
//Iniciando el objeto para realizar consultas a la base de datos 
Statement sentencia = conexion.createStatement(); 
  
//Realizando la consulta, y obteniendo las filas con los resultados que esta produzca 
ResultSet resultado = sentencia.executeQuery("select * from hidrografial where 
st_intersects(geom,st_GeomFromText('polygon((406500.59 4566944.62, 406500.59 4611520.0, 443653.44 4611520.0, 
443653.44 4566944.62, 406500.59 4566944.62))',25831));"); 
   
int contador = 0; 
             
ResultSetMetaData rsmd = resultado.getMetaData(); 
             
for (int i=1; i<= rsmd.getColumnCount(); i++){ 
     System.out.print(rsmd.getColumnName(i)+" ");   
       } 
   
System.out.println(); 
            
//Si la consulta no produjo resultados, no se entrara al while 
while (resultado.next()) { 
              
      for (int i=1; i<= rsmd.getColumnCount(); i++){ 
             String columna = rsmd.getColumnName(i); 
             String res = resultado.getString(columna); 
               
               System.out.print(res+" ");   
                } 
              
      System.out.println(); 
                
      contador++; 
      } 
         
long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 
System.out.println("El numero de elementos de la lista es " + contador + " rows."); 
Resposta: 
48612 RAI01 01050000E0E7640000010000000..  
48613 RAI01 01050000E0E7640000010000000..  
 
Tiempo transcurrido: 69884 ms 
El número de elementos de la lista es 48613 rows. 
 
16.4.2 Neo4j 
S'utilitzen les mateixes classes que en la consulta 3. 
long tiempoInicio = System.currentTimeMillis(); 
Envelope bbox = new Envelope(406500.59,443653.44,4565944.62,4611520.0); 
     
int contador = 0; 
System.out.println("\n\nCount Intersect Window bbox:\n"); 
GeoPipeline pipeline; 
     
 try (Transaction tx = db.beginTx()) { 
      
 pipeline = GeoPipeline.startIntersectWindowSearch(layer, bbox); 
 
 for (GeoPipeFlow result : pipeline){ 
        
 System.out.println(" " + result.getRecord()); 
 contador++; 
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  } 
 
 long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
 System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 






SpatialDatabaseRecord[445504]: type='5', props[gtype: 5, ID: 1753, CAS: FLU03, bbox: [D@7f61c570, wkb: [B@6be97d65] 
SpatialDatabaseRecord[445498]: type='5', props[gtype: 5, ID: 1747, CAS: FLU01, bbox: [D@2e27a93c, wkb: [B@2dd7b9d0] 
 
Tiempo transcurrido: 10464 ms 
Contador: 104607 rows. 
16.4.3 Anàlisi 
En aquesta consulta, com les anteriors, s'ha calculat el temps de resposta per cada taula/capa. Segueix la mateixa 
metodologia que la consulta 3. Dos quadres delimitadors de diferents àrees per analitzar els temps com varien d'un a 
l'altre. 
PostgreSQL - PostGIS 
  
   
Àrea total Àrea mitjana 
 
shp Geometries ms ms Geom. rec. 
1 Altimetrial          316.632         284.374         48.101          51.288    
2 Altimetrian          116.858            10.073           2.717          30.011    
3 Altimetriap              1.991              6.717           1.627               494    
4 Hidrografial            48.613            45.531           6.436            7.432    
5  Hidrografiap            28.909            19.297           3.492            4.229    
6 Poblamentl          360.171         224.802         58.701          97.020    
7 Poblamentn              1.692                 276              172               420    
8 Poblamentp          201.162         188.862         51.565          55.677    
9 Puntsreferencia                  603                 271              188               218    
10 Toponimia            22.603              6.312           2.143            7.263    
11 Vegetaciol            44.081         144.957         27.285            8.975    
12 Vegetaciop            16.946            86.004         19.937            3.572    
13 Viescom          104.607         192.437         34.613          20.828    
 
Neo4j - Spatial 
  
   
Àrea total Àrea mitjana 
 
shp Geometries ms ms Geom. rec. 
1 Altimetrial            316.632           33.143               8.514             51.288    
2 Altimetrian            116.858           12.418               4.317             30.011    
3 Altimetriap                 1.991             1.037                   782                   494    
4 Hidrografial               48.613             5.206               2.198               7.432    
5  Hidrografiap               28.909             3.561               1.895               4.229    
6 Poblamentl            360.171           34.503             11.573             97.020    
7 Poblamentn                 1.692                 840                   606                   420    
8 Poblamentp            201.162           19.711               7.357             55.677    
9 Puntsreferencia                    603                 539                   445                   218    
10 Toponimia               22.603             7.013               2.724               7.263    
11 Vegetaciol               44.081             5.128               2.703               8.975    
12 Vegetaciop               16.946             3.004               2.381               3.572    
13 Viescom            104.607           10.464               3.529             20.828    
 
Figura 58. Taules de temps de la consulta 4. 
A simple vista ja es pot apreciar com PostgreSQL obté uns temps de resposta més elevats que Neo4j. Alhora de mostrar 
resultats Neo4j és més eficient quantes més geometries hi hagin, excepte per sota les 2.000 geometries aproximadament, 
que PostgreSQL resulta més eficient. 
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Figura 59. Gràfic de dispersió entre geometries i temps, consulta 4. 
Tal com mostra el gràfic anterior, fent referència a l'àrea total, Neo4j obté uns temps de resposta molt més baixos que 
PostgreSQL. Estadísticament, en aquesta consulta, PostgreSQL incrementa un 847 % de mitjana més els temps que Neo4j. 
Alhora de mostrar un nombre de geometries molt baix PostgreSQL resulta més eficaç, en canvi, quantes més geometries té 
per operar, Neo4j resulta molt més eficaç. 
  
Figura 60. Gràfics de dispersió entre punts, polígons i línies, consulta 4. 
Als gràfics anteriors, es pot comprovar com PostgreSQL i Neo4j tenen estabilitats diferents a l'hora de fer consultes sobre 
elles, és a dir, PostgreSQL es comporta de manera molt dispersa depenen de la tipologia de geometria. En canvi Neo4j 
mostra una estabilitat, té molt poca dispersió, es presenta d'una manera lineal independentment de la tipologia de 
geometria. Cada punt de la gràfica correspon a una capa/taula consultada, indicant si és de línia, polígon o punt. 
PostgreSQL, per exemple, en el cas de geometries de línia o multilínia (depenent si la multilínia té una longitud molt 
elevada, la qual ha d'emmagatzemar gran quantitat de coordenades), els temps varien de forma brusca. Dues taules de 
geometria lineal amb una quantitat semblant de geometries, pot variar fins a 1 min 39 segons, com és el cas de 
"Hidrografial" i "Vegetaciol". En canvi a Neo4j, aquest factor es mostra tímidament. En el mateix cas anterior la diferencia 
és de 78 milisegons, 0,072 segons. En PostgreSQL les línies de tendència tenen pendents molt diferents segons si són línies, 
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16.5 Consulta 5. Cerca les geometries i la distancia dins una àrea d'influència. 
Cerca el nombre de geometries que estiguin dins una àrea d'influència (buffer) a partir d'un punt de coordenades introduït 
manualment i que mostri la distància a aquest punt de cada una de les geometries, ordenades de manera ascendent. S'han 
efectuat consultes en diferents mides d'àrea d'influència, 1.000 metres, 10.000 m i 25.000 m de radi des del punt de 
coordenades.  
16.5.1 PostgreSQL 
S'han utilitzat les següents funcions de PostGIS: 
st_distance - Retorna la distancia mínima de dues dimensions entre dues geometries. 
st_GeomFromText - Converteix en geometria introduint les coordenades amb la representació WKT (Well Know Text). 
st_dwithin - Retorna les geometries que estan dins la distància especificada sobre una geometria de punt o polígon. 
//Iniciando el objeto para realizar consultas a la base de datos 
Statement sentencia = conexion.createStatement(); 
  
//Realizando la consulta, y obteniendo las filas con los resultados que esta produzca 
ResultSet resultado = sentencia.executeQuery("select st_distance(geom,st_GeomFromText('point(425812.0 
4581724.5)',25831)) as Distance, * from altimetrian where st_dwithin(geom, st_GeomFromText('point(425812.0 
4581724.5)',25831),1000.0) order by Distance ASC;"); 
  
int contador = 0; 
             
ResultSetMetaData rsmd = resultado.getMetaData(); 
             
for (int i=1; i<= rsmd.getColumnCount(); i++){ 
     System.out.print(rsmd.getColumnName(i)+" ");   
       } 
   
System.out.println(); 
            
//Si la consulta no produjo resultados, no se entrara al while 
while (resultado.next()) { 
              
      for (int i=1; i<= rsmd.getColumnCount(); i++){ 
             String columna = rsmd.getColumnName(i); 
             String res = resultado.getString(columna); 
               
               System.out.print(res+" ");   
                } 
              
      System.out.println(); 
                
      contador++; 
      } 
         
long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 
System.out.println("El número de elementos de la lista es " + contador + " rows."); 
Resposta: 
999.78621139714892 54929 COT01 107.830000000 01010000E0E764000085EB51B8F3ED1941C3F5289C297A514185EB51B81EF55A40..  
999.94250979779554 70814 COT01 48.3100000000 01010000E0E764000048E17A148C021A41666666966B79514148E17A14AE274840.. 
Tiempo transcurrido: 174 ms 
El número de elementos de la lista es 593 rows. 
16.5.2 Neo4j 
En el cas de Neo4j s'ha utilitzat les següents classes espacials: 
WKTReader - Emmagatzema les geometries en format WKT de la capa. 
.read - Emmagatzema a la variable "point" les coordenades del punt en format WKT. 
.GeoPipeline - És un objecte  de Neo4j-Spatial per efectuar operacions espacials. 
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.startNearestNeighborSearch - Busca les geometries de la capa que estan a una distància especificada del punt de 
coordenades. 
.sort - Ordena de forma ascendent la propietat indicada. 
.GeoPipeFlow - És un tipus d'objecte que interactua amb els resultats de les consultes a través de l'objecte GeoPipeline. 
.getProperties - Mostra les propietats que genera "startNearestNeighborSearch". 
.getRecord - Mostra els resultats emmagatzemats a la variable indicada. 
Layer layer = spatialService.getLayer("altimetrian"); 
System.out.println("Layer encontrada..."); 
     
long tiempoInicio = System.currentTimeMillis(); 
     
WKTReader wkt = new WKTReader(layer.getGeometryFactory()); 
Geometry point = wkt.read("POINT(425812.0 4581724.5)"); 
     
System.out.println("\n\nGeometrias y distancia en buffer determinado:\n"); 
 
GeoPipeline pipeline; 
int contador = 0; 
     
try (Transaction tx = db.beginTx()) { 
      
pipeline = GeoPipeline.startNearestNeighborSearch(layer, point.getCoordinate(), 1000.0) 
  .sort("Distance"); 
        
for (GeoPipeFlow result : pipeline){ 
  System.out.println(" " + result.getProperties() + "  " + result.getRecord()); 
  contador++; 
  } 
     
 long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
 System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 




{Distance=999.7862113971489}  SpatialDatabaseRecord[378685]: type='1', props[gtype: 1, ID: 54929, CAS: COT01, Z: 
107.83, bbox: [D@6b70cd6, wkb: [B@5babb90b] 
{Distance=999.9425097977955}  SpatialDatabaseRecord[394844]: type='1', props[gtype: 1, ID: 70814, CAS: COT01, Z: 
48.31, bbox: [D@6701b031, wkb: [B@1fd695cc] 
 
Tiempo transcurrido: 1684 ms 
El número de elementos de la lista es 593 rows. 
 
16.5.3 Anàlisi 
En la Consulta 5 es fa un anàlisi dels temps de resposta per diferents àrees d'influència (buffers). Cada àrea d'influència 
recupera una quantitat determinada de geometries que ha de ser iguals per cada base de dades.  
PostgreSQL - PostGIS 
      
   
 Buffer 100 m   Buffer 1.000 m   Buffer 10.000 m   Buffer 25.000 m  
 












1 Altimetrial          316.632            41                        4            574                      662         87.246               93.849           282.392             316.632    
2 Altimetrian          116.858            42                        8            174                      593           4.896               45.874             12.053             116.858    
3 Altimetriap              1.991            43                       -                 53                           1           2.720                     744               6.649                  1.991    
4 Hidrografial            48.613            41                       -                 82                      172         12.308               14.654             40.658                48.613    
5  Hidrografiap            28.909            42                       -                 78                      167           6.160                 7.824             19.714                28.909    
6 Poblamentl          360.171            61                      42         2.036                   3.447         96.783             150.507           225.026             360.171    
7 Poblamentn              1.692            44                       -                 39                           3              180                     694                   324                  1.692    
8 Poblamentp          201.162            49                      25         2.133                   1.817         83.753               85.105           189.811             201.162    
9 Puntsreferencia                  603            34                       -                 41                           7              193                     334                   336                     603    
10 Toponimia            22.603            42                        4            155                      165           2.968               10.433               6.520                22.603    
11 Vegetaciol            44.081            35                       -              296                         94         45.081               14.180           143.511                44.081    
12 Vegetaciop            16.946            47                       -              124                         84         31.776                 5.634             95.734                16.946    
13 Viescom          104.607            46                       -              158                      221         62.337               35.153           191.496             104.607    
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Neo4j - Spatial 
   
   
 Buffer 100 m   Buffer 1.000 m   Buffer 10.000 m   Buffer 25.000 m  
 
shp Geom. ms Geom. Recu. ms Geom. Recu. ms Geom. Recu. ms Geom. Recu. 
1 Altimetrial    316.632            1.620                       4        2.508                  662        17.365            93.849        48.614           316.632    
2 Altimetrian    116.858               947                       8        1.684                  593          8.045            45.874        18.216           116.858    
3 Altimetriap        1.991               258                      -             401                       1              914                 744           1.155               1.991    
4 Hidrografial      48.613               778                      -          1.258                  172          3.731            14.654           8.369             48.613    
5  Hidrografiap      28.909               680                      -          1.176                  167          3.197              7.824           5.521             28.909    
6 Poblamentl    360.171            1.582                    42        3.829               3.447        25.063         150.507        52.330           360.171    
7 Poblamentn        1.692               247                      -             350                       3              745                 694              866               1.692    
8 Poblamentp    201.162            1.528                    25        2.858               1.817        15.385            85.105        29.815           201.162    
9 Puntsreferencia            603               338                      -             360                       7              463                 334              527                   603    
10 Toponimia      22.603               786                       4        1.296                  165          5.270            10.433           9.163             22.603    
11 Vegetaciol      44.081               749                      -          1.563                    94          4.251            14.180           9.133             44.081    
12 Vegetaciop      16.946               704                      -          1.376                    84          3.517              5.634           5.176             16.946    
13 Viescom    104.607               844                      -          2.082                  221          7.116            35.153        17.328           104.607    
 
Figura 61. Taules de temps de la consulta 5. 
En les taules de la Figura 61, per cada "buffer" s'ha consultat cada taula/capa anotant els temps. En el cas del "Buffer 100 
m" hi ha taules/capes que no s'obtenen geometries, és a dir, que dins la distància de 100 metres no existeixen geometries. 
 
 
Figura 62. Gràfics de barres per cada "Buffer". 
En la Figura 62. Gràfics de barres per cada "Buffer". es poden veure clares diferencies entre les quatre àrees d'influència 
consultades. En el "Buffer 100m", PostgreSQL mostra temps de resposta molt més baixos comparat amb Neo4j que els 
incrementa un 1818 % de mitjana. Traduït en temps són 807 milisegons, 0,807 segons, quantitat insignificant pels humans 
però elevada comparant les dues bases de dades. En el "Buffer 1.000 m" PostgreSQL segueix sent més rapida en temps de 
resposta però les diferencies comencen a disminuir, Neo4j incrementa els temps en un 753 % de mitjana. Les geometries a 
recuperar augmenten el que fa que PostgreSQL augmenti els temps de resposta. 
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En el "Buffer 10.000 m", els resultats canvien i PostgreSQL mostra temps de resposta més elevats que Neo4j en consultes 
que requereixen recuperar quantitats elevades de geometries, quan són poques, Neo4j segueix sent més lent. En aquest 
cas PostgreSQL augmenta els temps en un 466 %, traduït en segons, 38.625 milisegons, 38,63 segons. Les taules/capes que 
Neo4j encara està per sobre, incrementa els temps en un 54 %, 1.572 milisegons, 1,6 segons. 
En el "Buffer 25.000 m", els temps augmenten considerablement un respecte l'altre. PostgreSQL és molt més lent que 
Neo4j. Els temps de resposta incrementen un 743 %, que traduït en segons, 113.061 milisegons, 1 min 53 segons. 
 
Figura 63. Gràfic de dispersió entre temps i geometries, consulta 5. 
En la Figura 63 es representen totes les consultes a cada taula/capa de totes les àrees de influència juntes. Les línies de 
tendència indiquen que PostgreSQL té un pendent més elevat, el que fa que quantes més geometries intenta recuperar, 
més temps necessita per donar resposta. En canvi Neo4j té una línia de tendència amb un pendent més proper a zero, 
significant que quantes més geometries intenta recuperar, el temps augmenta més lentament. La màxima diferència entre 
les dues bases de dades, amb la mateixa consulta, és de 3 minuts 53,8 segons. Al créixer de manera exponencial significa 
que les diferencies de temps cada cop resultarien més elevades.  
 
16.6 Consulta 6. Cerca d'un registre específic. 
Aquesta consulta tracta de cercar un registre específic per cada taula/capa. Hi ha cerques que retornen un registre únic per 
valor buscat, i d'altres que contenen varis registres. Es vol comprovar la velocitat en retornar la consulta i si influeix la 
quantitat de geometries que conté la taula/capa. 
16.6.1 PostgreSQL 
//Iniciando el objeto para realizar consultas a la base de datos 
Statement sentencia = conexion.createStatement(); 
  
//Realizando la consulta, y obteniendo las filas con los resultados que esta produzca 
ResultSet resultado = sentencia.executeQuery("select * from poblamentl where z='80.24';"); 
  
int contador = 0; 
             
ResultSetMetaData rsmd = resultado.getMetaData(); 
             
for (int i=1; i<= rsmd.getColumnCount(); i++){ 
     System.out.print(rsmd.getColumnName(i)+" ");   
       } 
   
System.out.println(); 
            
//Si la consulta no produjo resultados, no se entrara al while 
while (resultado.next()) { 
              
      for (int i=1; i<= rsmd.getColumnCount(); i++){ 
             String columna = rsmd.getColumnName(i); 
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             String res = resultado.getString(columna); 
               
               System.out.print(res+" ");   
                } 
              
      System.out.println(); 
                
      contador++; 
      } 
         
long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 
System.out.println("El número de elementos de la lista es " + contador + " rows."); 
Resposta: 
gid cas z geom  
41713 TAM04 80.2400000000 01050000E0E76400000100000001020000C00A00000014AE47E1FE741A415C8FC2353A8C..  
 
Tiempo transcurrido: 329 ms 
El numero de elementos de la lista es 1 rows. 
 
16.6.2 Neo4j 
.copyDatabaseRecordProperties - Recupera les dades de la propietat "Z". 
.propertyFilter - Filtra la propietat indicada amb el valor que se li indiqui. 
GeoPipeline pipe; 
int contador = 0; 
     
try (Transaction tx = db.beginTx()) { 
      
 pipe = GeoPipeline.start(layer) 
  .copyDatabaseRecordProperties("Z") 
  .propertyFilter("Z", 80.24); 
            
 for (GeoPipeFlow result : pipe){ 
  System.out.println(" " + result.getRecord()); 
  contador++; 
  } 
 
 long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
 System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 





Cerca registre específic: 
 
SpatialDatabaseRecord[42547]: type='5', props[gtype: 5, ID: 41713, CAS: TAM04, Z: 80.24, bbox: [D@1cb4ab3e, wkb: 
[B@1956822b] 
 
Tiempo transcurrido: 4638 ms 
El numero de elementos de la lista es 1 rows. 
 
16.6.3 Anàlisi 
En aquesta consulta les taules de temps mostren resultats molt diferents entre bases de dades. En el cas de PostgreSQL no 
fa servir cap funció espacial a l'hora de buscar els registres, en canvi Neo4j si utilitza les llibreries espacials. Neo4j també té 
un llenguatge com SQL,  Cypher però en aquest cas que s'han importat les dades des de shapefiles, no és eficaç utilitzar-lo 
ja que no disposa d'índexs en aquesta base de dades que s'ha creat per fer cerques. Hauria de recórrer tot el graf de 3 
milions de nodes per trobar el registre específic. 
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PostgreSQL - PostGIS 
 
   
 
shp Geometries ms 
Geometries 
recuperades 
Text específic a buscar 
1 Altimetrial              316.632                     329                                1     Cerca z=80,24 m  
2 Altimetrian              116.858                       78                                1     Cerca z=42m  
3 Altimetriap                   1.991                       31                                3     Cerca cas=PEN02  
4 Hidrografial                 48.613                       78                                2     Cerca cas=MAI07  
5  Hidrografiap                 28.909                       62                                1     Cerca cas=MAI07  
6 Poblamentl              360.171                     297                                1     Cerca cas=PRE01  
7 Poblamentn                   1.692                     156                            132     Cerca cas=CNS03  
8 Poblamentp              201.162                     188                                1     Cerca cas=PRE01  
9 Puntsreferencia                      603                     313                            603     Cerca cas=VER01  
10 Toponimia                 22.603                       43                                1    
 Cerca text_top=Escola Politècnica 
Universitària de Barcelona  
11 Vegetaciol                 44.081                     391                              82     Cerca cas=COB04  
12 Vegetaciop                 16.946                     359                              34     Cerca cas=COB04  
13 Viescom              104.607                     156                                3     Cerca cas=VIA18  
 
Neo4j - Spatial   
 
shp Geometries ms 
Geometries 
recuperades 
Text específic a buscar 
1 Altimetrial            316.632                 4.638                              1     Cerca z=80,24 m  
2 Altimetrian            116.858                 1.642                              1     Cerca z=427,30  
3 Altimetriap                 1.991                    694                              3     Cerca cas=PEN02  
4 Hidrografial               48.613                 1.801                              2     Cerca cas=MAI07  
5  Hidrografiap               28.909                 1.775                              1     Cerca cas=MAI07  
6 Poblamentl            360.171                 4.766                              1     Cerca cas=PRE01  
7 Poblamentn                 1.692                    521                          132     Cerca cas=CNS03  
8 Poblamentp            201.162                 3.064                              1     Cerca cas=PRE01  
9 Puntsreferencia                    603                    527                          603     Cerca cas=VER01  
10 Toponimia               22.603                 1.734                              1    
 Cercatext_top=Escola Politecnica 
Universitaria de Barcelona  
11 Vegetaciol               44.081                 2.282                            82     Cerca cas=COB04  
12 Vegetaciop               16.946                 2.167                            34     Cerca cas=COB04  
13 Viescom            104.607                 2.316                              3     Cerca cas=VIA18  
 
Figura 64. Taules de temps de la consulta 6. 
En la Figura 64 es mostren les geometries totals de la taula/capa, el temps de resposta en milisegons, les geometries que 
s'han recuperat de la consulta i el text específic que s'ha buscat. 
 
Figura 65. Gràfic de barres per cada taula/capa entre els temps de resposta. 
 
En la consulta 6 queda de manifest que PostgreSQL és molt més ràpid quan ha de buscar algun text específic. Neo4j 
necessita més temps per donar resposta. Quan es parla de rapidesa, es considera que hi ha un diferencia notable entre les 
dues, però mostrat en temps, varia entre 1 i 4 segons de diferencia. 
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17 Escenari 2 
En aquest Escenari 2 es posaran en pràctica les dues bases de dades, tant PostgreSQL-PostGIS com Neo4j-Spatial, amb la 
càrrega de dades d'un full de la base topogràfica 1/5.000. Cadascuna de les consultes s'efectuen sobre cada capa o taula (13 
capes/taules) de les bases de dades, ja que cadascuna d'elles conté un nombre diferent de geometries i diferent tipologia. 
Tant PostgreSQL com Neo4j han estat integrades en una aplicació Java, des d'on s'executaran les consultes com a l'Escenari 
1. Al ser les mateixes consultes que en el primer escenari de màxima càrrega, s'obviaran els codis de programació utilitzats.  
17.1 Consulta 1. Cerca el nombre de geometries d'una capa o taula. 
A la consulta 1, cerca el nombre de geometries d’una capa en el cas de Neo4j, o taula el PostgreSQL. De tots els registres de 
la taula/capa cercarà tots ells mostrant el nombre total que conté. 
17.1.1 Anàlisi 
PostgreSQL - Postgis 
 
Neo4j - Spatial 
 
shp ms Geometries 
 
 
shp ms Geometries 
1 Altimetrial               31                    4.384    
 
1 Altimetrial       1.442                 4.384    
2 Altimetrian               31                    1.658    
 
2 Altimetrian       1.266                 1.658    
3 Altimetriap 
 
                       -      
 
3 Altimetriap              -                          -      
4 Hidrografial               31                        756    
 
4 Hidrografial       1.234                     756    
5  Hidrografiap               31                        684    
 
5  Hidrografiap       1.235                     684    
6 Poblamentl               32                    7.863    
 
6 Poblamentl       1.470                 7.863    
7 Poblamentn               31                            8    
 
7 Poblamentn       1.156                         8    
8 Poblamentp               31                    4.770    
 
8 Poblamentp       1.406                 4.770    
9 Puntsreferencia               16                          11    
 
9 Puntsreferencia       1.158                       11    
10 Toponimia               31                        485    
 
10 Toponimia       1.203                     485    
11 Vegetaciol               31                        656    
 
11 Vegetaciol       1.203                     656    
12 Vegetaciop               32                        518    
 
12 Vegetaciop       1.187                     518    
13 Viescom               31                        784    
 
13 Viescom       1.219                     784    
 
Figura 66. Taula de temps consulta 1. 
 
Figura 67. Gràfic de dispersió entre temps i geometries, consulta 1. 
Els temps de resposta de PostgreSQL són mínims, no superen els 31 milisegons en qualsevol de les taules. Neo4j també es 
mostra estable, les consultes a les capes es mantenen sobre el segon. Neo4j triga poc més d'un segon comparat amb 
PostgreSQL.  
17.2 Consulta 2. Mostra totes les geometries d'una capa o taula. 
La consulta 2 tracta de mostrar la totalitat de geometries de cada capa/taula i analitzar el temps que necessita cadascuna 
de les bases de dades per mostrar tots els resultats. 
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17.2.1 Anàlisi 
PostgreSQL - Postgis 
 
Neo4j - Spatial 
 
shp ms Geometries 
 
 
shp ms Geometries 
1 Altimetrial          3.016                    4.384    
 
1 Altimetrial       2.640                 4.384    
2 Altimetrian             234                    1.658    
 
2 Altimetrian       2.064                 1.658    
3 Altimetriap               31                           -      
 
3 Altimetriap       1.274                        -      
4 Hidrografial             344                        756    
 
4 Hidrografial       1.714                     756    
5  Hidrografiap             235                        684    
 
5  Hidrografiap       1.662                     684    
6 Poblamentl          4.490                    7.863    
 
6 Poblamentl       2.939                 7.863    
7 Poblamentn               47                            8    
 
7 Poblamentn       1.237                         8    
8 Poblamentp          4.215                    4.770    
 
8 Poblamentp       2.662                 4.770    
9 Puntsreferencia               31                          11    
 
9 Puntsreferencia       1.247                       11    
10 Toponimia             328                        485    
 
10 Toponimia       1.818                     485    
11 Vegetaciol          2.286                        656    
 
11 Vegetaciol       1.750                     656    
12 Vegetaciop          2.248                        518    
 
12 Vegetaciop       1.686                     518    
13 Viescom          1.219                        784    
 
13 Viescom       1.709                     784    
 
Figura 68. Taula de temps consulta 2. 
 
Figura 69. Gràfic de dispersió entre temps i geometries recuperades, consulta 2. 
Al gràfic anterior mostra clarament la tendència de cada una de les bases de dades. Quan les taules/capes tenen menys de 
3.000 geometries aproximadament, PostgreSQL és més eficient, excepte alguna taula de geometries multilineals de 
longitud molt llarga. Quan se superen les 3.000 geometries Neo4j és més eficient, i a mesura que augmenten, encara més. 
Fent que els temps vagin incrementant en contra de PostgreSQL.  
 
17.3 Consulta 3. Cerca les geometries que intersecten amb un quadre delimitador. 
En aquesta consulta, cerca el nombre de geometries dins un quadre delimitador (bounding box en anglès) definit per unes 
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PostgreSQL - Postgis 
   
Neo4j - Spatial 




   
Àrea total 
 
shp Geometries ms 
   
 
shp Geometries ms 
1 Altimetrial              4.384              3.051    
  
 
1 Altimetrial                 4.384             1.318    
2 Altimetrian              1.658                 265    
  
 
2 Altimetrian                 1.658                 837    
3 Altimetriap                     -                      32    
  
 
3 Altimetriap                        -                     56    
4 Hidrografial                  756                 375    
  
 
4 Hidrografial                    756                 539    
5  Hidrografiap                  684                 172    
  
 
5  Hidrografiap                    684                 502    
6 Poblamentl              7.863              4.507    
  
 
6 Poblamentl                 7.863             1.617    
7 Poblamentn                      8                    31    
  
 
7 Poblamentn                         8                   65    
8 Poblamentp              4.770              4.313    
  
 
8 Poblamentp                 4.770             1.449    
9 Puntsreferencia                    11                    31    
  
 
9 Puntsreferencia                       11                   69    
10 Toponimia                  485                 360    
  
 
10 Toponimia                    485                 620    
11 Vegetaciol                  656              2.332    
  
 
11 Vegetaciol                    656                 662    
12 Vegetaciop                  518              2.517    
  
 
12 Vegetaciop                    518                 574    
13 Viescom                  784              1.120    
  
 
13 Viescom                    784                 560    
 
Figura 70. Taula de temps consulta 3. 
 
Figura 71. Gràfic de dispersió entre temps i geometries recuperades, consulta 3. 
Al gràfic anterior determina que a consultes d'intersecció inferiors a 2.000 geometries, els temps de resposta són 
pràcticament iguals. Neo4j en geometries inferiors a 1.000 es mantenen totes iguals aproximadament en temps de 
resposta, independentment la tipologia i la longitud de multilínies o polígons. PostgreSQL en geometries inferiors a 1.000 és 
més dispersa, en taules de geometries de poques coordenades té temps de resposta mínimament inferiors, però en taules 
de geometries amb gran quantitat de coordenades els temps es disparen de la mitja incrementant un 375 % 
aproximadament. Com és el cas de "vegetaciop". A mesura que augmenten les geometries Neo4j és més eficient. 
 
17.4 Consulta 4. Cerca les geometries i la distancia dins una àrea d'influència. 
Cerca el nombre de geometries que estiguin dins una àrea d'influència (buffer) a partir d'un punt de coordenades introduït 
manualment i que mostri la distància a aquest punt de cada una de les geometries, ordenades de manera ascendent. S'han 
efectuat consultes en diferents mides d'àrea d'influència, 1.000 metres, 10.000 m i 25.000 m de radi des del punt de 
coordenades. 
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17.4.1 Anàlisi 
PostgreSQL - Postgis 
 
    
   
 Buffer 100 m   Buffer 1.000 m   Buffer 10.000 m  
 









1 Altimetrial              4.384            47                      10         1.198                   1.312           3.139                 4.384    
2 Altimetrian              1.658            31                        9            187                      675              312                 1.658    
3 Altimetriap                     -              32                       -                 32                          -                   31                        -      
4 Hidrografial                  756            46                        4            187                      373              234                     756    
5  Hidrografiap                  684            47                        4            125                      341              203                     684    
6 Poblamentl              7.863            47                      49         1.817                   3.403           4.499                 7.863    
7 Poblamentn                      8            47                       -                 31                          -                   47                         8    
8 Poblamentp              4.770            47                      24         1.747                   2.035           4.041                 4.770    
9 Puntsreferencia                    11            47                       -                 46                           5                 47                       11    
10 Toponimia                  485            47                        3            171                      166              360                     485    
11 Vegetaciol                  656            47                        3            718                      243           2.473                     656    
12 Vegetaciop                  518            47                        3            821                      208           2.528                     518    
13 Viescom                  784            47                        5            515                      328           1.323                     784    
 
Neo4j - Spatial 
     
   
 Buffer 100 m   Buffer 1.000 m   Buffer 10.000 m  
 
shp Geom. ms Geom. Recu. ms Geom. Recu. ms Geom. Recu. 
1 Altimetrial        4.384               591                    10        1.177               1.312          1.520              4.384    
2 Altimetrian        1.658               446                       9           744                  675              874              1.658    
3 Altimetriap               -                    51                      -                54                      -                  48                     -      
4 Hidrografial            756               264                       4           486                  373              544                 756    
5  Hidrografiap            684               237                       4           447                  341              524                 684    
6 Poblamentl        7.863               769                    49        1.629               3.403          2.276              7.863    
7 Poblamentn                8                  52                      -                69                      -                  69                      8    
8 Poblamentp        4.770               676                    24        1.376               2.035          1.662              4.770    
9 Puntsreferencia              11                  75                      -                76                       5                69                    11    
10 Toponimia            485               316                       3           466                  166              568                 485    
11 Vegetaciol            656               341                       3           547                  243              646                 656    
12 Vegetaciop            518               273                       3           541                  208              575                 518    
13 Viescom            784               264                       5           495                  328              597                 784    
 
Figura 72. Taula de temps consulta 4. 
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Figura 73. Gràfics de barres amb els temps de cada taula/capa per buffer. 
Tal com es posa de manifest en la Figura 73. Gràfics de barres amb els temps de cada taula/capa per buffer., a mesura que 
augmenten les geometries que ha de recuperar la consulta, els temps augmenten considerablement en el cas de 
PostgreSQL, mentre Neo4j es manté més regular. Al "Buffer 100" PostgreSQL és molt més eficient, mantenint els seus 
temps estables al voltant dels 50 milisegons per cada taula. Quan augmentem el buffer a 10.000 metres, els temps s'igualen 
bastant, coincidint entre les 1.000 i 2.000 geometries les bases de dades mostren una eficiència semblant. Quan 
augmentem a 10.000 metres Neo4j es torna més eficient excepte quan encara recupera poques geometries en alguna 
taula/capa. 
 
Figura 74. Gràfic de dispersió entre totes les consultes efectuades als buffers. 
A la Figura 74 es mostren totes les consultes a tots els buffers. Cada punt de la gràfica representa la consulta a una taula (en 
el cas de PostgreSQL) o capa (cas de Neo4j). Els de menor temps òbviament seran en el buffer de 100 metres i les consultes 
de màxim temps faran referència al buffer 10.000 metres. Tracta de representar la tendència a l'hora de consultar 
geometries dins una distancia determinada des de un punt qualsevol. Quantes més geometries, més eficient serà la base de 
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18 Conclusions 
L'objecte d'aquest estudi ha estat analitzar dues bases de dades espacials plantejades en dos escenaris de diferent càrrega 
de dades efectuant consultes i calculant els temps de resposta obtinguts en cada una. La base de dades relacional 
PostgreSQL, en general, és una de les bases de dades més àmpliament utilitzada. El model relacional s'utilitza arreu del món 
per donar suport tant a activitats comercials com acadèmiques. Es beneficien de tenir un llenguatge SQL unificat per 
interactuar a través de les bases de dades. La seva extensió espacial PostGIS té un ampli suport, directament des dels seus 
creadors, com per una comunitat d'usuaris molt activa. La documentació és abundant i nombroses guies estan disponibles 
per implantar una base de dades de forma ràpida. 
Les bases de dades de grafs, en general, són bastant noves, poc utilitzades i desconegudes en l'actualitat, comparada amb 
les relacionals. No tenen un llenguatge unificat, el que significa que el projecte d'una aplicació no serà necessàriament 
aplicable a altres projectes. Neo4j té una quantitat raonable de suport dins la seva pròpia pàgina, des de la seva empresa. 
Fora d'aquí, la documentació i l'ajuda són escasses, no sempre completa i al dia, i majoritàriament aplicada des d'un únic 
sistema operatiu com és Macintosh. La documentació de l'extensió espacial és més recent però igualment escassa. 
PostgreSQL i la seva extensió espacial PostGIS és més madura que Neo4j. 
Si es parla d'usabilitat, es fa referència a la facilitat d'aprenentatge d'una tecnologia. Neo4j pot tenir un aprenentatge 
relativament difícil en comparació amb PostgreSQL, especialment si el programador no té cap experiència amb bases de 
dades relacionals, pel simple fet que sempre es tracta de buscar similituds entre elles. Neo4j-Spatial s'utilitza com una base 
de dades integrada en una aplicació Java. Les operacions a les dades espacials es realitzen utilitzant biblioteques de classes 
de Neo4j. Tot aquest procés té un llarg aprenentatge, i més per una persona que comenci des de zero amb Java, però és un 
pas fonamental per cada desenvolupador nou amb Neo4j. Personalment, em va portar molt de temps acostumar-me a un 
nou llenguatge de programació i a totes les opcions disponibles. 
PostgreSQL mostra una usabilitat molt més ràpida i agradable, traduïda en una interfície d'usuari i un llenguatge com SQL 
amb les funcions espacials de PostGIS totalment integrades, que la fan més fàcil d'aprendre i divertida de treballar. El 
sistema PostGIS va tenir un cicle de desenvolupament més curt en comparació amb Neo4j-Spatial.  
Al principi d'aquest estudi, es va determinar que el moviment NoSQL podia tenir avantatges sobre les bases de dades 
relacionals. Dels projectes actuals NoSQL, Neo4j és el que té les millors habilitats espacials i el suport de l'especificació de 
l'Open Geospatial Consortium. Per tant, aquest sistema era el que més competència podia oferir a PostGIS. 
Les importacions de les dades en els diferents escenaris ha resultat molt més ràpida en PostgreSQL. La importació de 
shapefiles també és més senzilla i intuïtiva amb PostgreSQL a través d'una aplicació de PostGIS. Neo4j, en canvi, es realitza a 
través d'una classe Java. 
Els resultats obtinguts de les consultes han donat lloc a diverses conclusions. A l'escenari plantejat amb poca quantitat de 
dades, PostgreSQL ha resultat ser més eficient en temps de resposta. Quan la consulta demandava recuperar una quantitat 
X (depenent del tipus de consulta) de geometries, a partir d'aquesta, Neo4j comença a ser més eficient. A l'escenari amb 
gran quantitat de dades, a l'hora de cercar el nombre de geometries de la capa o de qualsevol consulta, PostgreSQL no té 
rival, independentment de la quantitat total. En canvi, quan es vol recuperar totes les dades d'una capa, Neo4j és molt més 
eficient, PostgreSQL supera els 4 minuts en algunes consultes. Quan les consultes operen amb funcions espacials 
(intersects, buffer, distance, cross, etc.), en general, Neo4j és molt més eficient. Si la consulta demanda recuperar poques 
geometries, per exemple un buffer de poca distància, els temps són molt semblants entre les dues; en canvi, si recupera 
quantitats superiors a 2.000 geometries aproximadament, Neo4j no té competència. PostgreSQL tendeix a incrementar 
molt els temps a mesura que augmenten les geometries.  
Un altre factor a destacar és la tipologia de geometries. En PostgreSQL, si les lineals o poligonals estan dividides en molts 
segments, ha d'emmagatzemar moltes coordenades i això fa que repercuteixi en els temps de resposta. En canvi, a Neo4j 
aquest fet no es produeix, les consultes són molt estables entre elles independentment de la tipologia. 
En conclusió, cadascuna té els seus avantatges i desavantatges depenent del que es vulgui treballar amb elles. No es tracta 
d'utilitzar la millor eina, sinó trobar la millor opció per resoldre el problema específic que es tingui. Aquest estudi posa 
sobre la taula un alternativa a tenir en compte en un futur.  
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20 Agraïments  
Agrair la col·laboració de totes les persones que han col·laborat d'alguna manera a la realització d'aquest treball final de 
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public class Examples { 
 
//URL que s'emmagatzemarà la base de dades 
 
    private static final String DB_PATH = "C:\\Users\\Pau\\Documents\\Neo4j\\E1"; 
 
    public static void main(String[] args) throws Exception { 
 
//Llista del nom dels shapefiles que s'importaran 
 
        List<String> shapes = new ArrayList<>(); 
        shapes.add("altimetrial.shp"); 
        shapes.add("altimetrian.shp"); 
        shapes.add("altimetriap.shp"); 
        shapes.add("hidrografial.shp"); 
        shapes.add("hidrografiap.shp"); 
        shapes.add("poblamentl.shp"); 
        shapes.add("poblamentn.shp"); 
        shapes.add("poblamentp.shp"); 
        shapes.add("puntsreferencia.shp"); 
        shapes.add("toponimia.shp"); 
        shapes.add("vegetaciol.shp"); 
        shapes.add("vegetaciop.shp"); 
        shapes.add("viescom.shp"); 
         
//Integrar base de dades a la URL "db_path" 
       
        GraphDatabaseService database = new GraphDatabaseFactory().newEmbeddedDatabase(DB_PATH); 
        System.out.println("Ok!"); 
        long tiempoInicio = System.currentTimeMillis(); 
         
        try { 
            ShapefileImporter importer = new ShapefileImporter(database); 
 
            for (String shape : shapes) { 
                System.err.println("Loading " + shape + " ..."); 
 
//Importació de arxius dins la URL indicada 
                 
                importer.importFile("C:\\Users\\Pau\\Desktop\\Nueva carpeta\\AMBj\\" + shape, 
shape.replace(".shp", "")); 
                
             
        } 
            long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
      System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 
          
        } finally { 
            database.shutdown(); 
        } 
 
        System.out.println("Programa acabado!"); 


















public class ImportE2 { 
 
//URL emmagatzematge de la base de dades 
  
    private static final String DB_PATH = "C:\\Users\\Pau\\Documents\\Neo4j\\Escenari2"; 
 
    public static void main(String[] args) throws Exception { 
 
//Objecte per importar dins la URL indicada 
      
      GraphDatabaseService database = new 
GraphDatabaseFactory().newEmbeddedDatabase(DB_PATH); 
         System.out.println("Ok!"); 
         long tiempoInicio = System.currentTimeMillis(); 
          
         try { 
             ShapefileImporter importer = new ShapefileImporter(database); 
 
//Importar els fitxers des de la direcció indicada 
             
 importer.importFile("C:\\Users\\Pau\\Downloads\\bt5mv20sh0f288125c1r050\\bt5mv20sh0f2881
25cl1r050.shp", "viescom"); 
      
                long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
           System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 
          
         } finally { 
       database.shutdown(); 
   } 
   System.out.println("Programa acabado!"); 
 

















public class Consulta1 { 
  
 private static final String DB_PATH = "C:\\Users\\Pau\\Documents\\Neo4j\\Escenari2"; 
 
 public static void main (String[] args) throws Exception { 
   
  GraphDatabaseService db = new GraphDatabaseFactory() 
  .newEmbeddedDatabase(DB_PATH); 
   System.out.println("BBDD abierta..."); 
    
   try { 
     
    SpatialDatabaseService spatialService = new 
SpatialDatabaseService(db); 
     
    long tiempoInicio = System.currentTimeMillis(); 
 
   //Recupera la capa indicada "getlayer" 
        
    Layer layer = spatialService.getLayer("viescom"); 
    System.out.println("Layer encontrada: "+layer.getName()); 
        
        
    //Cerca el nombre de geometries 
        
    LayerIndexReader spatialIndex = layer.getIndex(); 
    System.out.println("\nHave " + spatialIndex.count() 
        + " geometries in " + 
layer.getName() + "."); 
     
  
        
    long totalTiempo = System.currentTimeMillis() - tiempoInicio; 





   } finally { 
    db.shutdown(); 
    System.out.println("\n\nBBDD cerrada!"); 
   } 
   System.out.println("Programa acabado!"); 



















public class Consulta2 { 
  
 private static final String DB_PATH = "C:\\Users\\Laura 
Aznar\\Documents\\Neo4j\\Escenari2"; 
 
 public static void main (String[] args) throws Exception { 
   
  GraphDatabaseService db = new GraphDatabaseFactory() 
  .newEmbeddedDatabase(DB_PATH); 
   System.out.println("BBDD abierta..."); 
    
   try { 
 
   //Declara la base de dades espacial per operar  
     
    SpatialDatabaseService spatialService = new 
SpatialDatabaseService(db); 
     
    long tiempoInicio = System.currentTimeMillis(); 
     
    //Recupera la capa indicada per operar 
     
    Layer layer = spatialService.getLayer("viescom"); 
    System.out.println("Layer encontrada: "+layer.getName()); 
     
    //Inicia un contador a zero per contar el nombre de registres 
       
    int contador = 0; 
 
    //Classe Geopipeline per efectuar opracions espacials 
      
    GeoPipeline pipeline; 
     
    try (Transaction tx = db.beginTx()) { 
 
     //Selecciona la capa espacial 
      
      pipeline = GeoPipeline.start(layer); 
 
      for (GeoPipeFlow result : pipeline){ 
 
   //Recupera les dades emmagatzemades a la variable result "getRecord" 
        
    System.out.println(" " + result.getRecord()); 
        
    contador++; 
      } 
 
   long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
   System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 
   System.out.println("Contador: " + contador + " rows."); 
     
   tx.success(); 
   System.out.println("\nOk!"); 
   } 
   
   long totalTiempo = System.currentTimeMillis() - tiempoInicio; 
   System.out.println("\nTiempo transcurrido: " + totalTiempo + " ms"); 
     
 
   } finally { 
    db.shutdown(); 
    System.out.println("\n\nBBDD cerrada!"); 
   } 
   System.out.println("Programa acabado!"); 



















public class Consulta3 { 
  
 private static final String DB_PATH = "C:\\Users\\Laura 
Aznar\\Documents\\Neo4j\\BigData"; 
 
 public static void main (String[] args) throws Exception { 
   
  GraphDatabaseService db = new GraphDatabaseFactory() 
  .newEmbeddedDatabase(DB_PATH); 
   System.out.println("BBDD abierta..."); 
    
   try { 
     
     
   SpatialDatabaseService spatialService = new SpatialDatabaseService( 
      db); 
 
   //Recupera la capa indicada per operar 
     
    Layer layer = spatialService.getLayer("viescom"); 
    System.out.println("Layer encontrada..."); 
    
     
    long tiempoInicio = System.currentTimeMillis(); 
     
   //Declara el quadre delimitador bbox amb les coordenades min i màx. 
   
 
   Envelope bbox = new Envelope(417478.0, 432678.0, 4576153.0, 4587353.0); 
     
     
    System.out.println("\n\nCount Intersect Window bbox:\n"); 
    GeoPipeline pipeline; 
     
    try (Transaction tx = db.beginTx()) { 
 
   //Objecte Geopipeline i funció espacial "starintersectwindowsearch" 
      
    pipeline = GeoPipeline.startIntersectWindowSearch(layer, bbox); 
 
      System.out.println("  count"); 
      System.out.println(" " + pipeline.count()); 
 
     long totalTiempo = System.currentTimeMillis() - 
tiempoInicio; 
     System.out.println("\nTiempo transcurrido: " + 
totalTiempo + " ms"); 
     System.out.println("Contador: " + pipeline.size() + " 
rows."); 
 
     tx.success(); 
           System.out.println("\nOk!"); 
    } 
     
 
     
   } finally { 
    db.shutdown(); 
    System.out.println("BBDD cerrada!"); 
   } 
   System.out.println("Programa acabado!"); 




















public class Consulta4 { 
  
 private static final String DB_PATH = "C:\\Users\\Laura 
Aznar\\Documents\\Neo4j\\Escenari2"; 
 
 public static void main (String[] args) throws Exception { 
   
  GraphDatabaseService db = new GraphDatabaseFactory() 
  .newEmbeddedDatabase(DB_PATH); 
   System.out.println("BBDD abierta..."); 
    
   try { 
     
     
    SpatialDatabaseService spatialService = new 
SpatialDatabaseService( 
      db); 
 
   //Recupera la capa indicada per operar 
     
    Layer layer = spatialService.getLayer("viescom"); 
    System.out.println("Layer encontrada..."); 
    
     
    long tiempoInicio = System.currentTimeMillis(); 
 
   //Declara el quadre delimitador bbox amb les coordenades min i màx. 
     
    Envelope bbox = new Envelope(424919.5, 428749.5, 4582926.0, 
4585501.0); 
     
    int contador = 0; 
    System.out.println("\n\nCount Intersect Window bbox:\n"); 
    GeoPipeline pipeline; 
     
    try (Transaction tx = db.beginTx()) { 
 
   //Objecte Geopipeline i funció espacial "starintersectwindowsearch" 
      
      pipeline = 
GeoPipeline.startIntersectWindowSearch(layer, bbox); 
 
      for (GeoPipeFlow result : pipeline){ 
        
       System.out.println(" " + 
result.getRecord()); 
 
//Diferents maneres per mostrar en pantalla 
 
       //System.out.println(" " + 
result.getProperties() + result.getRecord() + result.getGeometry()); 
       //System.out.println(" " + 
result.getProperties());// + "  " + result.getRecord()); 
       //System.out.println(" " + 
record.getProperty("ID") + " " + record.getProperty("CAS") + " " + record.getProperty("Z")); 
       //System.out.println("\n" + 
result.countRecords()); 
       contador++; 
      } 
 
     long totalTiempo = System.currentTimeMillis() - 
tiempoInicio; 
     System.out.println("\nTiempo transcurrido: " + 
totalTiempo + " ms"); 
     System.out.println("Contador: " + contador + " rows."); 
 
     tx.success(); 
           System.out.println("\nOk!"); 
    } 
     
 
     
   } finally { 
    db.shutdown(); 
    System.out.println("BBDD cerrada!"); 
   } 
   System.out.println("Programa acabado!"); 





















public class Consulta5 { 
  
 private static final String DB_PATH = "C:\\Users\\Laura 
Aznar\\Documents\\Neo4j\\Escenari2"; 
 
 public static void main (String[] args) throws Exception { 
   
  GraphDatabaseService db = new GraphDatabaseFactory() 
  .newEmbeddedDatabase(DB_PATH); 
   System.out.println("BBDD abierta..."); 
    
   try { 
     
    SpatialDatabaseService spatialService = new 
SpatialDatabaseService( 
      db); 
     
    Layer layer = spatialService.getLayer("viescom"); 
    System.out.println("Layer encontrada..."); 
     
    long tiempoInicio = System.currentTimeMillis(); 
     
    //Obre la variable per emmgatzemar les coordenades WKT 
     
    WKTReader wkt = new WKTReader(layer.getGeometryFactory()); 
 
    //Emmagatzema a la variable "point" les coordenades en Well know 
    //text WKT 
 
    Geometry point = wkt.read("POINT(426782.9 4584462.2)"); 
     
    System.out.println("\n\nGeometrias y distancia en buffer 
determinado:\n"); 
    GeoPipeline pipeline; 
    int contador = 0; 
     
    try (Transaction tx = db.beginTx()) { 
     
    //Funció espacial "startnearestneighborsearch" i distancia a  
    //partir del punt 
      
    pipeline = GeoPipeline.startNearestNeighborSearch(layer,  
    point.getCoordinate(), 10000.0) 
    .sort("Distance"); 
 
    //Funcions per mostrar en pantalla el minim valor 
    //.getMin("Distance"); 
    //.getMin("Z"); 
      
     for (GeoPipeFlow result : pipeline){ 
    
      System.out.println(" " + result.getProperties() 
+ "  " + result.getRecord()); 
     
       contador++; 
     } 
     
     long totalTiempo = System.currentTimeMillis() - 
tiempoInicio; 
     System.out.println("\nTiempo transcurrido: " + 
totalTiempo + " ms"); 
      
      System.out.println("El numero de elementos de la lista 
es " + contador + " rows."); 
 
     tx.success(); 
           System.out.println("\nOk!"); 
    }  
   } finally { 
    db.shutdown(); 
    System.out.println("BBDD cerrada!"); 
   } 




















public class Consulta6 { 
  
 private static final String DB_PATH = "C:\\Users\\Pau\\Documents\\Neo4j\\BigData"; 
 
 public static void main (String[] args) throws Exception { 
   
  GraphDatabaseService db = new GraphDatabaseFactory() 
  .newEmbeddedDatabase(DB_PATH); 
   System.out.println("BBDD abierta..."); 
    
   try { 
     
     
    SpatialDatabaseService spatialService = new 
SpatialDatabaseService( 
      db); 
 
   //Recupera la capa indicada per operar 
 
     
    Layer layer = spatialService.getLayer("toponimia"); 
    System.out.println("Layer encontrada..."); 
      
     
    long tiempoInicio = System.currentTimeMillis(); 
  
    GeoPipeline pipeline; 
    int contador = 0; 
     
    try (Transaction tx = db.beginTx()) { 
 
   //Selecciona la capa i emmagatzema el valor "Z" igual a "80.24" 
      
    pipeline = GeoPipeline.start(layer) 
    .copyDatabaseRecordProperties("Z") 
    .propertyFilter("Z", 80.24); 
 
      
    for (GeoPipeFlow result : pipeline){ 
    
   //Retorna el valor emmagatzemat a la variable result 
     
    System.out.println(" " + result.getRecord()); 
        
    contador++; 
     } 
      
     long totalTiempo = System.currentTimeMillis() - 
tiempoInicio; 
     System.out.println("\nTiempo transcurrido: " + 
totalTiempo + " ms"); 
    
      System.out.println("El numero de elementos de la lista 
es " + contador + " rows."); 
 
     tx.success(); 
           System.out.println("\nOk!"); 
    } 
     
 
     
   } finally { 
    db.shutdown(); 
    System.out.println("BBDD cerrada!"); 
   } 
   System.out.println("Programa acabado!"); 






















public class Consulta8 { 
  
 private static final String DB_PATH = "C:\\Users\\Laura 
Aznar\\Documents\\Neo4j\\BigData"; 
 
 public static void main (String[] args) throws Exception { 
   
  GraphDatabaseService db = new GraphDatabaseFactory() 
  .newEmbeddedDatabase(DB_PATH); 
   System.out.println("BBDD abierta..."); 
    
   try { 
     
    SpatialDatabaseService spatialService = new 
SpatialDatabaseService( 
      db); 
 
    //Recupera la capa indicada per operar 
     
    Layer layer = spatialService.getLayer("viescom"); 
    System.out.println("Layer encontrada..."); 
     
    long tiempoInicio = System.currentTimeMillis(); 
 
    //Obre la variable per emmgatzemar les coordenades WKT 
  
    WKTReader wkt = new WKTReader(layer.getGeometryFactory()); 
     
    //Emmagatzema a la variable "line" les coordenades en Well know  
    //text WKT de la linia 
     
    Geometry line = wkt.read("LINESTRING(415079.5 4570053.5, 
418229.5 4572578.5, 421079.5 4575953.5, 427979.5 4580978.5, 429776.5 4589677.5)"); 
     
    int contador = 0; 
     
    try (Transaction tx = db.beginTx()) { 
 
    //Funció "starCrosssearch" els elements que creuen la linia 
      
    List<SpatialDatabaseRecord> results =     
    GeoPipeline.startCrossSearch(layer, point)   
                .toSpatialDatabaseRecordList(); 
 
    //Retorna el valor emmagatzemat a la variable result 
      
     for (SpatialDatabaseRecord  record : results){ 
      
      System.out.println(record); 
  
       contador++; 
     } 
     
     long totalTiempo = System.currentTimeMillis() - 
tiempoInicio; 
     System.out.println("\nTiempo transcurrido: " + 
totalTiempo + " ms"); 
      System.out.println("El numero de elementos de la lista 
es " + contador + " rows."); 
 
     tx.success(); 
           System.out.println("\nOk!"); 
    } 
   } finally { 
    db.shutdown(); 
    System.out.println("BBDD cerrada!"); 
   } 




















public class Consulta8 { 
  
 private static final String DB_PATH = "C:\\Users\\Laura 
Aznar\\Documents\\Neo4j\\BigData"; 
 
 public static void main (String[] args) throws Exception { 
   
  GraphDatabaseService db = new GraphDatabaseFactory() 
  .newEmbeddedDatabase(DB_PATH); 
   System.out.println("BBDD abierta..."); 
    
   try { 
     
    SpatialDatabaseService spatialService = new 
SpatialDatabaseService( 
      db); 
 
    //Recupera la capa indicada per operar 
     
    Layer layer = spatialService.getLayer("viescom"); 
    System.out.println("Layer encontrada..."); 
     
    long tiempoInicio = System.currentTimeMillis(); 
 
    //Obre la variable per emmgatzemar les coordenades WKT 
  
    WKTReader wkt = new WKTReader(layer.getGeometryFactory()); 
     
   //Emmagatzema a la variable "poligon" les coordenades en Well know  
   //text WKT de la linia 
     
    Geometry poligon = wkt.read("POLYGON((417323.5 4578876.5, 
423873.5 4580626.5, 423573.5 4588676.5, 427623.5 4583326.5, 433673.5 4586926.5, 427223.5 
4578126.5, 422523.5 4571716.5, 417323.5 4578876.5))"); 
     
    int contador = 0; 
     
    try (Transaction tx = db.beginTx()) { 
 
    //Funció "starCrosssearch" els elements que creuen la linia 
      
    List<SpatialDatabaseRecord> results =     
    GeoPipeline.startWithinSearch(layer, point)  
                .toSpatialDatabaseRecordList(); 
 
    //Retorna el valor emmagatzemat a la variable result 
      
     for (SpatialDatabaseRecord  record : results){ 
      
      System.out.println(record); 
  
       contador++; 
     } 
     
     long totalTiempo = System.currentTimeMillis() - 
tiempoInicio; 
     System.out.println("\nTiempo transcurrido: " + 
totalTiempo + " ms"); 
      System.out.println("El numero de elementos de la lista 
es " + contador + " rows."); 
 
     tx.success(); 
           System.out.println("\nOk!"); 
    } 
   } finally { 
    db.shutdown(); 
    System.out.println("BBDD cerrada!"); 
   } 




   
Maven utilitza un Project Object Model (POM) per descriure el projecte de programari a construir, les seves 
dependències d'altres mòduls i components externs, i l'ordre de construcció dels elements. Ve amb objectius 
predefinits per a realitzar certes tasques clarament definides, com la compilació del codi i l'empaquetat. 
POM: 
<?xml version="1.0" encoding="UTF-8"?> 
<project xmlns="http://maven.apache.org/POM/4.0.0" xmlns:xsi="http://www.w3.org/2001/XMLSchema-
instance" 
    xsi:schemaLocation="http://maven.apache.org/POM/4.0.0 http://maven.apache.org/xsd/maven-
4.0.0.xsd"> 
    <modelVersion>4.0.0</modelVersion> 
 
    <groupId>acme</groupId> 
    <artifactId>neo4j-test</artifactId> 
    <packaging>jar</packaging> 
    <version>1.0.0-SNAPSHOT</version> 
 
    <properties> 
        <project.build.sourceEncoding>UTF-8</project.build.sourceEncoding> 
    </properties> 
 
    <repositories> 
        <repository> 
            <id>neo4j-contrib-releases</id> 
            <url>https://raw.github.com/neo4j-contrib/m2/master/releases</url> 
            <releases> 
                <enabled>true</enabled> 
            </releases> 
            <snapshots> 
                <enabled>false</enabled> 
            </snapshots> 
        </repository> 
        <repository> 
            <id>neo4j-contrib-snapshots</id> 
            <url>https://raw.github.com/neo4j-contrib/m2/master/snapshots</url> 
            <releases> 
                <enabled>false</enabled> 
            </releases> 
            <snapshots> 
                <enabled>true</enabled> 
            </snapshots> 
        </repository> 
    </repositories> 
 
    <dependencies> 
        <dependency> 
            <groupId>org.neo4j</groupId> 
            <artifactId>neo4j-spatial</artifactId> 
            <version>0.13-neo4j-2.1.2</version> 
        </dependency> 
        <dependency> 
            <groupId>org.neo4j</groupId> 
            <artifactId>neo4j</artifactId> 
            <version>2.1.2</version> 
      
        </dependency> 
    </dependencies> 
 
    <build> 
        <plugins> 
            <plugin> 
                <groupId>org.apache.maven.plugins</groupId> 
                <artifactId>maven-compiler-plugin</artifactId> 
                <version>3.1</version> 
                <configuration> 
                    <source>1.7</source> 
                    <target>1.7</target> 
                </configuration> 
            </plugin> 
            <plugin> 
                <groupId>org.apache.maven.plugins</groupId> 
                <artifactId>maven-source-plugin</artifactId> 
                <version>2.2.1</version> 
                <configuration> 
                    <skipSource>true</skipSource> 
                </configuration> 
            </plugin> 
        </plugins> 
    </build> 
 
</project> 
 
 
 
 
 
 
