The engineering product development process is propelled by the multiple objectives of the product developers and, at the same time, constrained by conditions restricting their exploration of the design space. Constraints from a number of disciplines (e.g., aerodynamics, structures) and processes (e.g., manufacturing, maintenance) are imposed on the design. The objectives and constraints have their origins in the different phases of the life-cycle of the product. Associated with each life-cycle phase is a product development perspective, having a particular set of objectives and constraints on the design. The number and complexity of constraints to be satisfied can be very large, with the responsibility for meeting these constraints being distributed among the participants in the product development cycle. Also, as the product development progresses, the nature and number of the constraints may change.
Cooperative Product Development (CPD) is seen as the principal mechanism for supporting Concurrent Engineering (CE). In large organizations, CPD often involves teams of geographically separated product developers working in a distributed and heterogeneous computer environment. Communication, cooperation, and coordination are critical for maintaining the efficiency and effectiveness [1] of the product development process. In order to facilitate CPD, it is essential that the development teams be provided with mechanisms that allow the project leader to monitor progress being made on the design, allow teams and team members to recognize conflicts among their respective perspectives, and provide mechanisms to resolve these conflicts. Constraint management satisfies a requirement, the ability to capture and manage constraints, necessary to achieve coordination. Constraint management is also an essential foundation of the consensus building activity, because a violated constraint can trigger negotiation and trade-off.
A constraint typically is represented as a relationship between variables. In a constraint-based representation of life-cycle considerations for an artifact, the variables correspond to the features (or parameters) of a product or one of its parts. Variables can be classified by the types of values they assume, and constraints can be classified by their form [2] . As discussed in Ref. [3] constraints can provide us with ¥ a uniform representation scheme for the diverse life-cycle issues being addressed, ¥ an efficient control strategy which uses local information, and ¥ a computational model, i.e., an output can be computed for a given set of inputs. Hence, a constraint-based representation of lifecycle considerations is a powerful approach for supporting CE in a CPD scenario.
CONSTRAINT MANAGEMENT SYSTEM Purpose
The Constraint Management System (CMS) must provide mechanisms to effectively represent, manage and satisfy the constraints imposed on a product and its development. The CMS must be dynamic, i.e., permit the creation of new design variables and constraints on those variables at runtime. The implementation of the CMS must also permit simultaneous access by multiple product developers and facilitate communication, over a network, with the other modules of the coordination framework [4, 5] (Blackboard, Shared Information Store, and Communications Manager).
A CMS in a CPD environment is responsible for evaluating the effect of modifications to a design and ensuring that constraints are never violated. If a violation does occur, the CMS provides developers with the means to trace the conflict back to all its possible sources. Developers then are able to select the best approach in resolving the conflict. Constraint violations may arise in two situations; one, as a result of a variable value assignment and, two, as a result of developers asserting conflicting constraints. In the first case it is possible that the developer, upon notification of the violation, can cause the constraint to be relaxed, thereby allowing the new value to be accepted. If, however, the constraint is inflexible, the violation would hold and the new value would be rejected. In case of violations due to developers asserting conflicting constraints different perspectives must negotiate and relax constraints in order to find a solution that is acceptable to all.
Requirements
Many conditions must be met by a constraint management system in a computer-based CPD environment. These are discussed next.
Constraint Representation A CMS must provide representation for the different types of constraints that may be encountered in the product development cycle. The user should not be burdened with the tedious details of how constraints are to be entered or be restricted by the types of constraints which are supported. The CMS must supply a structure to maintain relationships among constraints and variables, as well as a way to partition constraints and variables so as to limit access and reduce the search space.
Dynamic Creation and Modification of Constraints Product developers must be provided with the mechanisms to dynamically create and maintain constraints on product parameters. As product development progresses, relationships among parameters are realized, and developers must be able to create, edit, and delete constraints as necessary. Additionally, mechanisms must exist that allow the developer to view the existing set of constraints on the product design.
Consistency Maintenance A constraint management system must maintain consistency of the constraint and variable information. For example, suppose a constraint, X = Y + Z, exists on the product design. A developer may realize that the constraint actually should be on variables A, Y and Z, and consequently, that the constraint form should be A = Y + Z. When this constraint is modified, X is no longer constrained whereas variables A, Y, and Z are constrained. This change must be known throughout the environment in order to ensure design integrity.
Evaluation, Propagation, and Constraint Violation Notification Evaluation mechanisms for constraints and variables are essential. A designer must be able to retrieve the current value of a variable, and to determine if a particular constraint has been satisfied. Certain constraints may be continually monitored. Propagation of variable values must be supported, because changes made to one part of the design may very well have an effect on other parts. Propagation allows designers to deduce the more remote consequences of design decisions. As evaluations are performed, developers must be notified if constraint violations occur.
Persistence of Constraint Information
As with all design information, constraint information must be persistent. Mechanisms must exist to allow a project leader to save a project's constraint information and retrieve it as desired for examination or reuse. In addition, there must exist a journal of the transactions that have occurred with the CMS. This journal would provide a means of recreating the current status of the constraint network, should the system on which the CMS resides shut-down unexpectedly.
Efficiency
The CMS should incorporate techniques that maximize efficiency. As product design progresses the number and complexity of constraints to be satisfied can multiply. If evaluation of a constraint or propagation of a variable value takes an excessive amount of time, the effectiveness of the entire coordination framework is compromised.
Implementation
The CMS should function on a number of platforms, providing for concurrent access, over a network, by multiple users. A programmatic interface to the CMS is required so that other programs and DICE (DARPA Initiative in Concurrent Engineering) services [4] can access it.
CONSTRAINT-BASED REASONING FOR CONSTRAINT MANAGEMENT
Many approaches have been adopted in applying constraint-based reasoning to design problems. Additionally, many theories and methodologies have been developed to manage the constraints of a constraint-based design representation. Some of these are discussed here, emphasizing how they relate to the CE and CPD requirements for a Constraint Management System.
Review of Constraint-based Reasoning Approaches
As outlined in Ref. [6] , some frequently used approaches to constraint-based reasoning include: constraint satisfaction, constraint-directed search, constraint languages, and constraint compilation. An extensive list of applications of each for these is given in Ref. [7] . Constraint compilation and constraint-directed search both focus on employing constraints to provide the user with feasible solutions to the current problem. Constraint compilation merges known constraints, describing the requirements of the current problem, and produces sets of possible solution plans. Constraint-directed search applies constraints to the current solution of the problem resulting in a reduced search space for feasible final solutions. Constraint satisfaction techniques and constraint languages provide users with the ability to test the acceptability of the current solution to a problem. Constraint satisfaction involves testing the acceptability of a solution by examining the constraints that must hold for the current problem. All constraints must hold for the solution to be acceptable. If any are not met, appropriate messages are returned to the user, indicating that modifications must be made. Constraint languages provide mechanisms to represent information about a problem as a constraint network. Through the constrains and constrained-by relationships among constraints and variables, the network allows problem parameters to be shared and propagated. As a result, contradictory information can be recognized quickly, and unacceptable solutions can be immediately addressed.
Constraint compilation and constraint-directed search are limiting in that they must maintain some knowledge of the domain in which they are being applied in order to produce feasible solutions. Constraint satisfaction techniques and constraint languages, on the other hand, are domain independent. It is the focus of this research, being conducted at the Concurrent Engineering Research Center (CERC), to develop a generic constraint management system. For this reason, constraint compilation and constraint-directed search are not considered acceptable methods of applying constraint-based reasoning. Next, four approaches to constraint management, considered within the DICE project, are discussed further.
Approaches to Constraint Management in Product Development
Requirements manager The Requirements Manager (RM) [8] supports CE by providing development teams with the capability to capture, to manage, and to verify the satisfaction of product requirements. The RM maintains requirements in a knowledge data base. As new constraints are encountered, they are entered explicitly and added to the data base. Constraints that already exist in the data base can be entered into the RM by reference. This is helpful for standard, frequently used sets of constraints. The RM also supports meta-constraints, which have an if-then form (i.e., if a particular situation exists, then the constraint will be applied). The RM allows a constraint to be annotated with such useful information as its current status, history, ownership, and evaluation methods. The RM has built-in methods for accessing outside evaluation tools, which can be used to perform constraint evaluation, and provides mechanisms by which external tools can access information existing in the project data base. The RM does not supply the mechanisms to manage the wide variety of complex engineering constraints found in the full life-cycle of a product, e.g., it does not have the computational capability for constraint propagation. Because a modification made to one part of a design often will impact on other parts, it is useful to exploit constraint information to allow this impact to be immediately recognized. Additionally, the RM focuses on highlevel constraints represented as simple inequalities. Many constraints encountered in a product development scenario will not fit this form.
Galileo language Galileo [9] is a constraint programming language. Constraint languages provide developers with the constructs to build programs by which constraint management can be achieved. Galileo has been used as a basis for developing product design advisors and has a powerful representation mechanism, capable of representing the full range of product life-cycle constraints. Like other constraint languages it is not domain specific. For each Galileo program, the user must define the types of objects that will occur in the project domain and the types of values each object can assume. The language does not restrict the types of objects that can be defined. However, new object types cannot be created on-the-fly. In order to add a new object type to the program, a developer must halt execution, define the new object in the program code, then recompile the code and begin the design process again. As a result, each program developed is a domain-specific application that contains object declarations unique to a particular domain.
Design Fusion project
The Design Fusion Project [10] has focused on the development of theories and methodologies to achieve CE in a computer-based environment. As in the DICE architecture, the prototype that has been developed is based on the blackboard problem-solving model. The system surrounds a designer with experts and advisors who provide continuous feedback, based on incremental analysis of the design as it evolves. The designers and experts, also referred to as perspectives, represent the different stages in the product life-cycle. Perspectives provide the means by which design information can be partitioned into manageable pieces. The system uses constraint satisfaction techniques and, consequently, the collection of constraints from all perspectives defines what will be an acceptable design. The objective is to provide designers with insights about the critical interactions among features, redundant requirements, and inconsistencies. To this end, the methodology of constraint network pruning and design parameter value propagation, based on interval analysis [11, 12] , is utilized. GE Constraint manager A group at General Electric's Corporate R & D Center has developed a constraint manager prototype [13] . The constraint manager allows algebraic constraints, interval value deduction, conflict detection and dependency tracking, retraction and reassertion of design choices, and primary and alternate forms of constraints. The prototype, however, does not allow for the incremental addition of variables and constraints.
On-going Developments in Constraint Representation and Constraint Management Techniques
The systems, languages, and projects discussed above address many important issues involved in representing and managing constraints. Work continues in the development of a more complete constraint representation and in the development of more effective constraint management techniques. A constraint manager can only be effective if it provides representation for every type of constraint that may be encountered in the life-cycle of a product. Additionally, only by applying techniques to prune the constraint network and by providing constraints with a priority ranking so that they may be relaxed if necessary, can a constraint manager be truly efficient.
Such areas as propagation and constraint relaxation are currently receiving attention. Propagation techniques that are applicable to algebraic constraints involving real variables have been developed, e.g., see Refs. [14] [15] [16] . Propagation techniques are now being developed to handle constraints involving interval variables, see Refs. [11, [17] [18] [19] . Constraint relaxation provides a CMS with a mechanism for allowing developers to state whether a particular constraint must be met, or if the constraint represents preferential requirements. Currently, methodologies to provide this mechanism are being developed, e.g., see Ref. [20] .
This work utilizes constraint satisfaction techniques as an effective method of applying constraint-based reasoning. It builds on the perspectives concept developed in the Design Fusion Project [10] as a means of facilitating a constraint-directed design process. This provides scope-based representation for the many different types of constraints encountered during the product life-cycle and also aids in the implementation of a system that is concurrently accessible by multiple designers. Consistency issues are complex, due to the dynamic and concurrency requirements of a CPD environment. The constraint reasoning and planning methodologies of Ref. [11] provide a means of achieving and maintaining consistency throughout the constraint network.
LOGICAL STRUCTURE OF THE CERC CONSTRAINT MANAGEMENT SYSTEM
The CMS can be viewed as a collection of Constraint Manipulation Tools (CMT), see Figure  1 , each of which provides distinct capabilities. One tool allows for the creation and modification of constraints. Another is used to manage the constraints, maintain consistency of the constraint network, evaluate constraints, and propagate variable values when necessary. Additional tools include a constraint propagation planner and a tool to perform interval mathematics. The tools are linked to a mathematics engine, such as Mathematica TM , which is used to evaluate constraints, the means by which constraint violations are detected. The Creation/Modification (C/M) Tool provides the users (namely, the product developers) with the mechanisms necessary to abstract product information and to build a constraint network representing relationships among design parameters. Users can use the tool to create constraints and variables that can be associated with parts of the design. This tool provides users with the ability to group constraints and variables into logically connected sets. The grouping of constraints into sets enables efficient evaluation and propagation. As the product development progresses, relationships among design parameters will change. It is through the C/M Tool that product developers can view information in the constraint network and modify it. This modification may involve addition or deletion of information. The C/M Tool automatically maintains the consistency of the information in the constraint network as operations are performed. For instance, when a constraint set is created, the constraint world is updated to include this new constraint set as part of the constraint network. The importance of information consistency within the constraint network is discussed later. The C/M Tool also provides users with the mechanisms to save and to load constraint network information which is saved by project name. As the CMS is enhanced, a journal will be kept by the C/M Tool of all requests that have been processed from the time the constraint network was loaded to the present. This will allow the users to recreate the current status of the constraint network in the event the system on which the CMS resides should shutdown unexpectedly.
Currently, the Management Tool provides the interface through which users can request constraint evaluation and propagation. The CMS depends upon Mathematica TM , together with user-specified evaluation programs, to perform these tasks. The Management Tool receives evaluation and propagation requests from users. It then makes a call to Mathematica TM or to the program specified by the user, providing the necessary information, and returns the results to the requester. The Solution Planning Tool and the Interval Mathematics Tool are not yet implemented. When implemented, they will provide greater power for constraint evaluation and propagation. The Solution Planning Tool will increase the efficiency of constraint propagation by creating solution plans that order equations. Equations often can be ordered for evaluation in such a way that there is never more than one unknown variable in the next equation to be evaluated. Solution plans are necessary to minimize the simultaneous solution of equations and to minimize iterations. The Interval Mathematics Tool will provide the evaluation mechanisms required by variables which have interval values.
Data in the Constraint Management System
The CMS is being developed within an object-oriented framework, using the programming language C++. An object-oriented design was chosen for the flexibility it provides. The data structures currently maintain, internally, the knowledge of their relationship with every other object in the CMS. However, it has not been determined if the maintenance of all this information enhances the overall effectiveness of the system. Further refinement of the data structures may occur as a result of continued testing of the CMS. The existing data structures provide the ability to accurately represent and to partition the many types of product development life-cycle constraints encountered in a CE project. The system does not impose any representation restrictions for constraints on the users, i.e., users can enter constraints just as they would write them on paper. The data structures provide the means by which access to the various objects in the CMS is controlled and the consistency of the overall constraint network is maintained.
The different objects within the CMS are shown in Figure 2 . The six basic objects are the Constraint World, Constraint Set, Constraint, Variable, Cluster, and Client. The data structures used to model the objects are C++ classes, composed of the typical private and public sections. A description of each object class can be found in Refs. [2, 7] . The two atomic objects in the CMS are the constraints and the variables. These are organized into a constraint network. Associated with each constraint and variable is a perspective (e.g., design, manufacturing) which owns it. 
FIGURE 2 --OBJECTS WITHIN THE CMS
The constraint world is the top level data structure in the CMS, and it encompasses all the information in the CMS at any particular moment. A client is a person who creates constraint sets, e.g., a
Manufacturing engineer, an Aerodynamics analyst, etc. Clients have sets of constraints that they would like to maintain in different perspectives. These perspectives are a collection of the constraint sets. Each perspective is owned by one client. Each client, however, may own many perspectives. Constraint sets are sets of logically related constraints and they partition the constraint network. A cluster, like a constraint set, is a grouping of constraints that are related in some fashion. Clusters provide developers with the ability to create temporary constraint groupings. Presently, two variable types are supported by the CMS; continuous and integer. If upon creation, a type is not specified for a variable, it is made continuous by default. The CMS is currently able to represent two types of constraints; bidirectional constraints and blackbox constraints. Blackbox constraints are unidirectional (i.e., they receive input and produce an output). Associated with each blackbox constraint is an evaluation program, input variables, and an output variable.
Managing the Constraint Network
A number of features have been incorporated in the CMS prototype to facilitate the management of the constraint world information. These are discussed next.
Network and its partitioning
The constraint network can be viewed as a bi-partite graph, with constraints and variables as nodes connected by constrains and constrained-by arcs. Overlying this graph is the partitioning of constraints through the use of constraint sets. The partitioning of the network is performed to achieve reduced search space and thus to increase the efficiency of such operations as evaluation and propagation. In addition, this structuring facilitates the replacement of constraint sets when necessary (e.g., a designer may wish to replace one set of stress concentration constraints with a more precise set).
Consistency
The dynamic capabilities provided by the CMS require that network consistency be given serious attention. The CMS has been designed to ensure that whenever a developer modifies an object in the constraint world, all related objects are checked for consistency and automatically updated, if necessary. For example, when a constraint is deleted, all the variables referenced by the constraint are updated automatically to reflect that they are no longer affected by the deleted constraint.
Consistency maintenance also involves ensuring that actions that would violate the integrity of the constraint network be restricted.
Redundancy
To facilitate efficient access to constraint information, a high degree of redundancy has been included in the data structures. For instance, a constraint maintains information about the variables it constrains. In addition, variables maintain the knowledge of the constraints they are constrained by. The data itself are not redundant. The actual variables, constraints, etc., are stored in only one place so that there is no risk of data inconsistency. The data redundancy is achieved by storing pointers rather than storing values or structures and, therefore, we can obtain this useful redundancy with a minimum of additional memory use. The only real price one pays for this redundancy is ensuring that the constraint network remains consistent. This requires, e.g., that if a constraint is deleted and with it the last occurrence of a variable, then all pointers to the variable be deleted automatically.
Persistence
Persistence of the constraint network is achieved through the construction of relational tables in which only the essential information of the network is stored. This allows users to reconstruct the entire network or access various elements of it. The relational tables also lend themselves well to use in activities not directly related to constraint management. For instance, after a design project has been completed, an analyst may want to access all variable information from this project and perform a study on the types and values of variables used as compared to those in a similar project.
Interfaces to the Constraint Management System
The Constraint Management System is utilized in a CPD environment and must therefore meet the interface requirements of such an environment. The CMS must be concurrently accessible by many product developers. It must be re-entrant (i.e., many perspectives should be able to access one CMS) and must provide a programmatic interface (i.e., a functional call interface) for communication between the CMS and other DICE services and tools, e.g., the Blackboard.
The User Interface
The CMS has a form-based, menu-driven user interface. The interface constructs valid commands, utilizing information provided by developers, and passes them to the CMS. The CMS performs the requested action and returns the appropriate information. The multi-user interface provides instances of the menu-driven interface to many developers, allowing simultaneous access to the CMS. Commands from the various interfaces can be created concurrently, then scheduled and passed to the CMS in a serial manner.
The Programmatic Interface The programmatic interface resides in the CMS itself and is command line driven. The CMS receives a command as a message passed by a user via the Communications Manager. The command is parsed, and the requested action is performed. Upon completion of the request the appropriate information is returned. If the command contained unacceptable input, an error code is returned.
EVALUATION AND EXTENSION OF THE CMS PROTOTYPE
A product development scenario can be viewed as consisting of two activities; the creation and modification of constraints, and their manipulation. In CPD, constraints exist on the design of a product as well as on the associated processes, e.g., design, manufacturing, etc. In the case of the design process, e.g., time or resource constraints may restrict how the design is done. There may exist constraints on the design of a product resulting from physical limitations, technological limitations, resource limitations, user specifications, or policies of the organization.
In a well structured product development process, many of the constraints, but not all, will be known at the outset of the project. It can be assumed that the developers have received specifications for the product and that resource limitations for the project have been established. The developers certainly will be aware of the current technological limitations within which they must work as well as the policies held by the organization regarding development practices. Once the application domain has been established, the associated governing laws are known. Generally, constraints will not be added and modified continuously throughout the development process. Instead, many constraints are created at the beginning of the development process, and additional constraints are produced and modified episodically in batches. As a result, the vast majority of the product development process time is spent performing design activities and accessing constraint information for examination, evaluation, and propagation. Comparatively little time is spent actually creating, modifying, and therefore updating constraint information. The data structures for the CMS were developed utilizing this knowledge. As discussed earlier, the data structures contain a high degree of redundancy, which ensures the efficient access of constraint information.
The CMS is effective, in that it allows for concurrent access to the constraint network by multiple members of a product development team. The system is incremental and thus, does not require recompilation each time a constraint is added, deleted, or modified. The data structures provide the ability to represent accurately and partition many types of product development life-cycle constraints. The object-oriented framework allows the CMS to be easily extended. The CMS currently meets the requirements of a constraint management system in a computer-based CPD environment as shown in Table 1 .
Further refinement of the CMS will be based on user feedback. The CMS must be rigorously tested on a number of product development projects, because only through use will the limitations of the system be recognized and only then can they be addressed. As testing progresses, special attention will be given to the effectiveness of the data structures that have been implemented. The CMS must have the ability to access the Shared Information Store, in order to store constraint information and to retrieve constraint information when necessary. The CMS currently provides representation mechanisms for algebraic and blackbox constraints. A constraint representation still must be developed that provides for meta-constraints, which allow for conditions to be attached to a constraint. If the condition is met, then the constraint is applied. The CMS must supply representation and management mechanisms for symbolic and interval variable types. Evaluation and propagation mechanisms must also be provided for these variable types.
In the final version, the CMS will rely upon Mathematica TM (Ver. 2.0), in addition to user specified analysis programs, to perform all evaluation and propagation functions. Mathematica TM does not provide mechanisms to handle evaluation and propagation of symbolic or interval values. In addition, Mathematica TM cannot generate constraint solution plans. Solution plans involve taking a set of known parameters and required unknowns, and generating a solution order which will try to minimize iterations [11] . An important aspect of generating solution plans is to minimize the simultaneous solution of equations. The solution plan returned will take the form of steps required to solve the problem. If more data is required to find the result, the requesting user will be notified and may be asked to provide a guess. Solution planning will be different for bidirectional constraints and blackbox constraints, and both must be considered. Additional areas of constraint management that must be addressed include constraint conflict resolution, elimination of constraint redundancy, and constraint relaxation. Constraint conflict resolution is necessary when two constraints have been applied to a product design that restrict the design in opposing ways. For example, a constraint may exist with the form x < 5, and another with the form x > 6. Both constraints will never be satisfied and constraints such as these should not be allowed to exist in the constraint network. Constraint redundancy involves constraints that overlap. For example, there may exist a constraint, that has the form x > 25, in addition to a constraint with the form x > 27. It is necessary to recognize the redundancy of these two constraints and to eliminate the constraint x > 25. By such elimination, efficiency of constraint evaluation and propagation can be improved. Finally, it is necessary to provide a means by which constraints can be prioritized. Some constraints are rigid, while others are merely the expression of preferential information. Mechanisms to relax constraints that are strictly preferential must exist to provide developers with a more flexible development environment.
CMS Requirements

CONCLUDING REMARKS
A necessary feature of team coordination is constraint management, i.e., the ability to capture, manage, and monitor constraints encountered in the product development process. The goal of the work reported here has been to develop the foundation for a Constraint Management System that would meet the requirements of a CPD coordination framework.
Many types of constraints can be encountered in the product development process. The prototype CMS provides a constraint representation that is capable of handling algebraic constraint types. The CMS provides the mechanisms through which a number of product developers can create, modify, delete, display, save, load, evaluate, and propagate constraint information. Increasing the efficiency of constraint management by utilizing constraint network partitioning and redundancy within the data structures was emphasized in the development of the CMS. Before the CMS can be used in practice, however, a number of enhancements still need to be made and the corresponding research issues were outlined earlier.
