Abstract. Applications typically rely on the operating system to enforce access control policies such as MAC, DAC, or other policies. However, in the face of a compromised operating system, such protection mechanisms may be ineffective. Since security-sensitive applications are most motivated to maintain access control to their secret or sensitive information, and have no control over the operating system, it is desirable to provide mechanisms to enable applications to protect information with application-specific policies, in spite of a compromised operating system. In this paper, we enable application-level access control and information sharing with direct hardware support and protection, bypassing the dependency on the operating system. We analyze an originator-controlled information sharing policy (ORCON), where the content creator specifies who has access to the file created and maintains this control after the file has been distributed. We show that this policy can be enforced by the software-hardware mechanisms provided by the Secret Protection (SP) architecture, where a Trusted Software Module (TSM) is directly protected by SP's hardware features. We develop a proof-of-concept text editor application which contains such a TSM. This TSM can implement many different policies, not just the originator-controlled policy that we have defined. We also propose a general methodology for trustpartitioning an application into security-critical and non-critical parts.
Introduction
Access control in a computer system mediates and controls accesses to resources. It is an essential part of the security of a computer system, preventing illegitimate access to sensitive or protected information. Various access control policies exist, e.g. mandatory access control (MAC), discretionary access control (DAC), rolebased access control (RBAC), etc. One access control policy that has been hard to achieve is ORCON [1,2], or originator-controlled access. This is neither a MAC nor a DAC policy. It is not specified by a central authority (like DAC), but its subsequent re-distribution by legitimate recipients must be controlled (like MAC). While DAC allows individuals to specify the access policy for their files, it cannot control how a legitimate user re-distributes those files. In this paper, we propose a hardware-software mechanism for achieving flexible access control and information sharing policies, including ORCON-like policies.
Access control mechanisms are usually implemented by the operating system (OS), which also enforces the access control policies. However, if the OS is compromised, then the access control policy enforcement can also be compromised. Applications need some way to protect secret or sensitive information, in spite of a compromised OS, over which they typically have no control. Hence, we examine how an application can be provided a flexible mechanism to achieve an application-level access control or information sharing policy, without depending on the OS.
In addition to conventional access control mechanisms, cryptographic mechanisms have also been used to control access to protected information. For example, Digital Rights Management (DRM) systems [3, 4, 5] use cryptographic mechanisms for copy protection of digital media. Here, anyone can get access to the encrypted material, but only legitimate recipients may gain access to the plaintext materialat least, that is the goal of DRM systems. Strong cryptography can be used to protect the contents of sensitive files by encrypting them into an unintelligible mass, while decrypting them only when needed or authorized. However, two critical issues arise: how the keys are managed and how the decrypted plaintext is managed. Commercial DRM systems such as Advanced Access Content System (AACS) [3] are broken not because they use weak cryptography (as in the case of Content Scramble System (CSS) [4] ), but because of the unsafe storage of the keys used by the application software [5] . Hardware protection mechanisms such as TPM [6] are designed to protect cryptographic keys by sealing them in the TPM hardware, and the keys are only retrieved when the system is running in a verified condition. TPM offers greater protection to the keys and includes the measurements of the integrity of the operating system in the trust chain to make sure that it has not been compromised. However, TPM's protection model does not consider how the keys are used and where they are stored after they are unsealed, therefore the access control of the decrypted sensitive information is still left to the application and the decrypted symmetric keys from the TPM chip can still be obtained by examining the memory contents [7, 8] . Hence, it all boils down to the management of the keys and the decrypted plaintext.
The access control to keys is often delegated to the operating system, since it governs all accesses to resources. However, modern operating systems are large and complex, and hence more prone to software vulnerabilities. Further, in the monolithic kernel model of common operating systems such as Linux and Windows, all kernel modules have equal privilege, so that one compromised kernel module can access the memory of another kernel module, which may be security-critical. An attacker can gain control of the operating system by targeting one of the many device drivers, bypass the access control and retrieve the application's secret or sensitive information.
In this paper, we propose the following solution: A small, verifiable application module that enforces its own policy with direct hardware protection that cannot be bypassed or manipulated by the operating system. Implementing access control or information sharing policies in the application-space removes the dependency on the operating system and adds the flexibility of incorporating different policies.
