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Resumen
Los servicios Web facilitan el acceso a la funcionalidad de las aplicaciones
a través de Internet, facilitando la interoperabilidad entre servicios y aplica-
ciones, y permitiendo integrar la funcionalidad de distintas aplicaciones empre-
sariales. Además, proporcionan estándares y mecanismos para llevar a cabo el
comercio electrónico, convirtiendo la Web en un marco ideal para el desarrollo
de aplicaciones distribuidas en prácticamente todos los dominios de aplicación.
Los servicios Web constituyen el principal mecanismo para implementar las
Arquitecturas Orientadas a Servicios (SOA).
La evolución natural de los métodos de producción de software, y de OO-
Method / OOWS en particular, plantean la necesidad de mejorar el proceso
de producción de software. Para mejorarlo, se debe de dotar a los métodos del
soporte necesario para el desarrollo de aplicaciones Web sobre SOA proporcio-
nando una clara estrategia de generación automática de código. Desde el punto
de vista de la Ingenieŕıa Dirigida por Modelos, estas aplicaciones se deben de
generar automáticamente a partir de modelos. La generación automática debe
poder dar soporte, de forma transparente, a las diferentes tecnoloǵıas existentes
en el ámbito de los servicios Web en la actualidad.
Esta tesis presenta un método, dentro del ámbito de la Ingenieŕıa Web, que
diseña e implementa de manera automática servicios Web a partir de modelos
conceptuales (modelos que representan el sistema independientemente de los
detalles tecnológicos). Para conseguir la independencia de tecnoloǵıa, el méto-
do se basa en los principios del Desarrollo de Software Dirigido por Modelos
(MDD). De esta forma, el método utiliza los modelos que proporciona la prop-
uesta OO-Method / OOWS, y mediante la aplicación de transformaciones de
Modelo-A-Texto se obtiene el diseño e implementación de los servicios Web
que publican la funcionalidad del sistema modelado.
De entre los modelos utilizados, cabe destacar los modelos de la etapa de
Especificación de Requisitos, donde están definidas las tareas que desea realizar
el usuario. Las operaciones que se diseñan cubren los aspectos de funcionali-
dad esperada por el usuario, recuperación y tratamiento de datos, gestión de
usuarios, soporte a la navegación de la aplicación y soporte a la presentación.
El método propuesto en esta tesis está soportado por una herramienta lla-
mada DISWOOM. Esta herramienta ha sido desarrollada en el entorno Eclipse
utilizando MOFScript como lenguaje para implementar las transformaciones
de Modelo-A-Texto. DISWOOM cubre el método presentado tanto en la etapa de
diseño como en la de generación de código de los servicios Web.
Resum
Els serveis Web faciliten l’accés a la funcionalitat de les aplicacions a través
d’Internet, facilitant la interoperabilitat entre serveis i aplicacions, i perme-
tent integrar la funcionalitat de diferents aplicacions empresarials. A més,
proporcionen estàndards i mecanismes per a portar a terme el comerç elec-
trònic, convertint la Web en un marc ideal per al desenvolupament d’apli-
cacions distribüıdes en pràcticament tots els dominis d’aplicació. Els serveis
Web constitueixen el principal mecanisme per a implementar les Arquitectures
Orientades a Serveis (SOA).
L’evolució natural dels mètodes de producció de programari, i de OO-
Method / OOWS en particular, plantegen la necessitat de millorar el procés de
producció de programari. Per a millorar-lo, es deu dotar als mètodes del suport
necessari per al desenvolupament d’aplicacions Web sobre SOA proporcionant
una clara estratègia de generació automàtica de codi. Des del punt de vista
de l’Enginyeria Dirigida per Models, aquestes aplicacions es deuen generar
automàticament a partir de models. La generació automàtica ha de poder
donar suport, de forma transparent, a les diferents tecnologies existents en
l’àmbit dels serveis Web en l’actualitat.
Aquesta tesi presenta un mètode, dins de l’àmbit de l’Enginyeria Web, que
dissenya i implementa de manera automàtica serveis Web a partir de models
conceptuals (models que representen el sistema independentment dels detalls
tecnològics). Per ha aconseguir la independència de tecnologia, el mètode es
basa en els principis del Desenvolupament de Programari Dirigit per Models
(MDD). D’aquesta forma, el mètode utilitza els models que proporciona la
proposta OO-Method / OOWS, i mitjançant l’aplicació de transformacions de
Model-A-Text s’obté el disseny i implementació dels serveis Web que publiquen
la funcionalitat del sistema modelat.
Entre els models utilitzats, cal destacar els models de l’etapa d’Especificació
de Requisits, on estan definides les tasques que desitja realitzar l’usuari. Les
operacions que es dissenyen cobreixen els aspectes de funcionalitat esperada
per l’usuari, recuperació i tractament de dades, gestió d’usuaris, suport a la
navegació de l’aplicació i suport a la presentació. El mètode proposat en
aquesta tesi està suportat per una eina anomenada DISWOOM. Aquesta eina ha
estat desenvolupada en l’entorn Eclipse utilitzant MOFScript com llenguatge
per a implementar les transformacions de Model-A-Text. DISWOOM cobreix el
mètode presentat tant en l’etapa de disseny com en la de generació de codi
dels serveis Web.
Abstract
Web services provide access to application functionality over the Internet,
making easier interoperability between services and applications, allowing to
integrate functionality in different business applications. They also provide
standards and mechanisms for achieving electronic e-commerce, turning the
Web into an ideal framework for developing distributed applications in multiple
application domains. Web services are the main mechanism to implement
Service Oriented Architecture (SOA).
The natural evolution of software production methods, and the OO-Method
/ OOWS in particular, raise the need to improve the software production pro-
cess. In order to improve it, the methods should be provided with the necessary
support for developing Web applications on SOA, providing a clear strategy of
automatic code generation. From the Model Driven Engineering point of view,
these applications should be automatically generated from models. Automatic
generation allows dealing with the different technologies that today exists in
the field of Web services in a transparent way.
Within the context of the Web Engineering field, this thesis presents a me-
thod to automatically perform the design and implementation of Web services
from conceptual models (models that represent the system independently of
technological details). To achieve this technology independence, the method is
based on the principles Model Driven Development (MDD). Thus, the method
uses the models provided by the OO-Method / OOWS proposal, and it ap-
plies Model-to-Text transformations to obtain the design and implementation
of Web services that publish the modeled system functionality.
Among the used models, it is important to emphasize the role of the models
of the Requirements Specification stage, where the tasks that the user wants
to perform are defined. The designed operations cover the aspects of the
functionality expected by the user, the data retrieval, the user management,
and the navigation and the presentation support.The method proposed in this
thesis is supported by a tool called DISWOOM. This tool has been developed in
the Eclipse environment by using MOFScript to implement the Model-to-Text
transformations. DISWOOM gives support to the method in the design and code
generation steps for Web service development.
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1.5 Metodoloǵıa de Trabajo . . . . . . . . . . . . . . . . . . . . . . 9
1.6 Estructura de la Tesis . . . . . . . . . . . . . . . . . . . . . . . 10
2 Contexto Tecnológico 13
2.1 Introducción . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
2.2 Arquitecturas Orientadas a Servicios . . . . . . . . . . . . . . . 15
2.2.1 Definición . . . . . . . . . . . . . . . . . . . . . . . . . . 16
2.2.2 Roles . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
2.2.3 Diseño . . . . . . . . . . . . . . . . . . . . . . . . . . . . 17
2.3 Servicios Web . . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
2.3.1 Definición . . . . . . . . . . . . . . . . . . . . . . . . . . 19
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xx ÍNDICE DE FIGURAS
A.8 Pasos 1 y 2 del recorrido del modelo de usuarios . . . . . . . . . 215
A.9 Resumen de la identificación de operaciones para la Gestión de
Usuarios . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 216
A.10 Pasos 1, 2, 3 y 5 del recorrido del contexto Producto . . . . . . 221
A.11 Resumen de la identificación de operaciones para la Recuperación
de Información . . . . . . . . . . . . . . . . . . . . . . . . . . . 223
A.12 Pasos 1, 2 y 5 del recorrido del mapa y del contexto navegacional233
A.13 Operaciones para el soporte a la navegación . . . . . . . . . . . 234
A.14 Pasos del 2 al 9 del recorrido del mapa navegacional . . . . . . . 236
A.15 Operaciones para el Soporte a la Presentación . . . . . . . . . . 238
B.1 Metamodelo ecore de la Especificación de Requisitos . . . . . . . 244
B.2 Metamodelo ecore de OOWS . . . . . . . . . . . . . . . . . . . . 245
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El trabajo desarrollado en esta tesis se sitúa en el contexto del modelado con-
ceptual y la generación automática de servicios Web en arquitecturas orien-
tadas a servicios (SOA [1]). El software ha dejado de ser una aplicación aislada
y se ha convertido en un servicio ofrecido a usuarios u otros elementos software.
En este contexto, los servicios se definen como un conjunto de tecnoloǵıas [2, 3]
con capacidad para interoperar en la Web y que intercambian datos entre śı,
con el objetivo de ofrecer unos servicios. En el caso de los servicios Web [4],
las principales tecnoloǵıas en las que se fundamentan son XML [5], SOAP [6],
WSDL [7] y UDDI [8].
Actualmente, se pueden encontrar diversas aplicaciones Web comerciales
que hacen uso de estas tecnoloǵıas para publicar su funcionalidad a través
de servicios Web. Los ejemplos más populares, utilizando el protocolo SOAP
(según el directorio de servicios Web programmableweb 1), son: Flickr 2, el
cual proporciona servicios para compartir fotos; Amazon 3 proporciona un con-






ductos; Ebay 4 publicita servicios Web para la compra online en subastas; y
Google 5, que proporciona, entre otros, los servicios Web de google search o
google adSense.
De este modo, se puede ver cómo el uso de servicios Web para publicar la
funcionalidad de las aplicaciones Web, es hoy en d́ıa una realidad. Sin embargo,
dentro de la comunidad de Ingenieŕıa Web [9], no existe un amplio soporte para
el desarrollo metodológico de este tipo de software.
La principal contribución del trabajo de esta tesis consiste en una aproxi-
mación para el desarrollo de servicios Web, que aplica el enfoque del Desarrollo
de Software Dirigido por Modelos (DSDM) [10]. En concreto, se presenta un
método para llevar a cabo la identificación y categorización de los servicios
Web en el ámbito del modelado conceptual (espacio del problema) y su gene-
ración automática sobre una arquitectura SOA (espacio de la solución). Dicho
método se ha desarrollado en el ámbito del método de producción automática
de software OO-Method [11], y su extensión para la Web OOWS [12, 13].
Aśı pues, el método propuesto permite la generación automática de servi-
cios Web a partir de los modelos definidos en la diferentes fases de desarrollo
del método OO-Method / OOWS. Para ello, se llevan a cabo dos grandes
pasos:
1. Diseño de servicios Web a partir de los modelos OO-Method / OOWS.
En este paso se analizan los diferentes aspectos capturados en los mo-
delos OO-Method / OOWS (lógica de aplicación, navegación, usuarios,
etc.), y se crea una categorización funcional a partir de ellos, que cons-
tituye la base para el diseño de servicios Web. Además, se identifican
las operaciones que pueden ser definidas en cada una de estas categoŕıas,
junto a los parámetros y tipos correspondientes, a partir de las primitivas
conceptuales de OO-Method / OOWS.
2. Estrategia de Implementación. En este paso se define un conjunto de
transformaciones de Modelo-A-Texto que, teniendo en cuenta la catego-
rización de operaciones realizada, generan (a) el código WSDL necesario




la funcionalidad proporcionada por los mismos. Dicho código Java hace
uso del código generado por las herramientas que dan soporte al método
OO-Method/OOWS.
Por último, se introduce una herramienta que da soporte al método. Dicha
herramienta, aplica de forma automática las transformaciones de Modelo-A-
Texto que generan los servicios Web que dan soporte a un modelo OO-Method
/ OOWS espećıfico. Para desarrollar esta herramienta se ha hecho uso del
lenguaje de definición de transformaciones de modelo-a-texto MOFScript [14,
15].
A continuación, se presenta la motivación que ha llevado a la realización de
esta tesis. En el tercer apartado se comentan las contribuciones de la tesis. En
el cuarto apartado se presenta el entorno de trabajo en el que se ha desarrollado
la tesis y a continuación se comenta la metodoloǵıa de trabajo utilizada. Por
último, se introduce la estructura de la memoria, en la que se describe el
contenido de cada uno de los caṕıtulos desarrollados.
1.2 Motivación
El interés por los servicios Web ha ido aumentando de forma progresiva a
lo largo de los años. Prueba de ello, es el creciente uso de esta nueva tec-
noloǵıa en el desarrollo de aplicaciones Web comerciales (como por ejemplo,
las aplicaciones introducidas anteriormente Flickr, Amazon, Ebay y Google).
Desde su aparición, la comunidad investigadora en el ámbito de los servicios
Web se ha centrado, principalmente, en dar soporte al desarrollo de aplica-
ciones que integran servicios Web en sus procesos de negocio [16, 17, 18]. En
este sentido, podemos encontrar diversas aproximaciones en la Ingenieŕıa Web
(WebML [19, 20], OOHDM [21], UWE [22, 23], OO-H [22]) que facilitan al
desarrollador la integración en sus aplicaciones de funcionalidad publicada por
terceras partes mediante servicios Web .
En estas soluciones, el desarrollador es considerado como un consumidor
de servicios. Sin embargo, no se tienen en cuenta adecuadamente a aquellos
desarrolladores encargados de diseñar e implementar servicios Web para pu-
blicar funcionalidad que pueda ser consumida por otros. Aśı pues, el diseño e
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implementación de servicios Web se lleva a cabo, mayoritariamente, mediante
soluciones ad-hoc [24, 25, 26, 27], sin un soporte ingenieril, dificultando de este
modo su desarrollo y posterior mantenimiento y extensión.
Ante esta situación, han aparecido en los últimos años nuevos trabajos y
extensiones de otros ya existentes dentro del marco de la Ingenieŕıa Web (Hera
[28], OO-H [22], OOHDM [29], WebML [30]). Estos trabajos abordan el pro-
blema de proporcionar soporte metodológico para el diseño e implementación
de servicios Web. Sin embargo, tal y como se estudiará en el caṕıtulo 3, aún
existen aspectos del desarrollo de servicios Web que estas aproximaciones no
cubren completamente. Por ejemplo, aunque muchas de ellas proporcionan
mecanismos para definir a nivel conceptual servicios Web, ninguna afronta
el problema de proporcionar a los desarrolladores una herramienta que les
facilite el proceso de identificar y diseñar los servicios que mejor se adecuan a
los requisitos de su aplicación. Una de las principales causas de este problema
es el hecho de que el soporte proporcionado por estas aproximaciones se centra
principalmente en etapas de diseño e implementación, proporcionando poco o
ningún soporte para afrontar el diseño de servicios Web desde etapas tempranas
del desarrollo de software .
Figura 1.1: Principales etapas del ciclo de vida de los servicios Web
Aśı pues, si se considera que el desarrollo de servicios Web (desde cero) debe
ser soportado, como cualquier otro tipo de software, en todas las fases del pro-
ceso de desarrollo [31] (especificación de requisitos, diseño e implementación,
ver figura 1.1), es necesario introducir gúıas, herramientas y técnicas que per-
mitan alcanzar dicho objetivo. Si se considera este objetivo desde la perspec-
tiva de una de las aproximaciones de desarrollo de software más relevantes
actualmente (Desarrollo de Software Dirigido por Modelos [10]), es necesario
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introducir gúıas, herramientas y técnicas que nos permitan identificar y diseñar
servicios Web, a partir de los modelos creados a lo largo del proceso de desa-
rrollo (tanto aquellos centrados en la descripción de los requisitos de usuario,
como aquellas enfocadas al diseño de software).
El desarrollo dirigido por modelos (Model Driven Development, MDD) [10,
32, 33] propone iniciar el proceso de desarrollo a partir de modelos de alto nivel
de abstracción, transformando las abstracciones de estos modelos en primitivas
de más bajo nivel, que en última instancia se podrán corresponder con ĺıneas
de código en un lenguaje de programación.
El trabajo de tesis se desarrolla en el contexto del método OO-Method, y
su extensión para la Web, OOWS, que permiten la generación automática de
código. Aśı pues, el trabajo proporciona soporte para el desarrollo de servicios
Web mediante el uso de los modelos OO-Method / OOWS, definidos a lo largo
de las diferentes etapas del proceso de desarrollo.
En la figura 1.2 se muestran los modelos de OO-Method / OOWS (Especi-
ficación de Requisitos y Modelado Conceptual) y el código que generan a partir
de estos modelos (Desarrollo de la solución). En este trabajo de tesis se uti-
lizan, de entre los modelos que ofrece la propuesta OO-Method / OOWS, los
modelos de Requisitos, Objetos, Usuarios, Navegacional y Presentación marca-
dos en dicha figura. Esto permite utilizar la etapa de Especificación de Requisi-
tos como un modelo más a la hora de diseñar e implementar los servicios Web,
con lo que se cubren las tres etapas principales, comentadas anteriormente, del
ciclo de vida de los servicios Web. La propuesta convierte a los servicios Web
en ciudadanos de primera clase para el método OO-Method/OOWS.
Figura 1.2: Modelos y espacio de la solución de la propuesta de tesis
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Dado que el presente trabajo se desarrolla dentro de un ambiente de ge-
neración automática de código, se plantea el objetivo adicional de alcanzar el
diseño e implementación de los servicios Web de manera automática a partir
de estos modelos (la flecha nombrada como DISWOOM en la figura 1.2).
1.3 Contribuciones
La contribución principal de la tesis es “definir un método que extienda el pro-
ceso de producción de software para incluir el diseño y la implementación de
servicios Web” (las contribuciones se puede ver con más detalle en los caṕıtulos
4, 5, 6 y 7). El método permite: la identificación y especificación de servicios
Web en las etapas de especificación de requisitos y modelado conceptual (Es-
pacio del Problema) y su representación software (en el Espacio de la Solución)
de forma automática. La principal contribución se lleva a cabo, en el contexto
del método OO-Method / OOWS, con la consecución de las tres siguientes
contribuciones espećıficas.
La primera contribución es “la definición de un método para la identifi-
cación de las operaciones y servicios Web a partir de modelos navegacionales
(también llamados diseños navegacionales)”. Esta contribución se lleva a cabo
con la consecución de los siguientes objetivos:
• Estudiar los modelos proporcionados por OO-Method / OOWS con el
fin de determinar cuáles ofrecen información relevante para la identifi-
cación de las operaciones de los servicios Web. Como novedad importante
respecto a otros métodos, se utilizan los modelos de la etapa de Especi-
ficación de Requisitos.
• Identificar un conjunto de grupos funcionales a partir de las operaciones
de los servicios Web detectadas. Este conjunto de grupos funcionales per-
miten agrupar operaciones de acuerdo con la funcionalidad que ofrecen.
• Definir de manera uńıvoca la relación existente entre los modelos OO-
Method/ OOWS, los grupos funcionales, las operaciones y los servicios
Web. Su objetivo es definir reglas que permitan realizar la identificación
de operaciones de forma automática.
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La segunda contribución es “la definición de una estrategia de implementa-
ción de los servicios Web a partir de modelos navegacionales”. A continuación
se detalla esta contribución:
• Estudiar los modelos proporcionados por OO-Method / OOWS con el
fin de determinar qué primitivas, propiedades y relaciones conceptuales
ofrecen información relevante para la implementación de las operaciones
de los servicios Web.
• Definir una estrategia de implementación de los servicios Web detectados
anteriormente a partir de la implementación generada por el método OO-
Method / OOWS.
Estas dos contribuciones se materializan en “la construcción de una herra-
mienta que da soporte a las propuestas anteriores para automatizar el diseño
e implementación de los servicios Web a partir de los modelos OO-Method /
OOWS”. Se lleva a cabo con la consecución de los siguientes objetivos:
• Definir reglas de transformación Modelo-A-Texto para la generación au-
tomática de los servicios Web, definiendo un conjunto de corresponden-
cias entre los modelos, la implementación generada por OO-Method /
OOWS y la propuesta en este trabajo de tesis.
• Construir una herramienta CASE basada en el enfoque MDA que im-
plemente las estrategias de diseño e implementación comentadas en este
documento.
La última contribución es “la definición del proceso de desarrollo OO-
Method / OOWS, usando una técnica de descripción de procesos como SPEM
v2.0 [34], y la integración del desarrollo de servicios Web en su proceso de
desarrollo”. El proceso de desarrollo OO-Method / OOWS está formado por
tres grandes etapas: Especificación de Requisitos, Modelado Conceptual y Ge-
neración de Código. A estas tres etapas se le añade la etapa de Diseño e
Implementación de servicios Web. Esta etapa propone como actividades prin-
cipales (1) la identificación de las operaciones que forman los servicios Web
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a partir de la etapa de Modelado Conceptual y (2) la implementación de las
mismas a partir del código generado en la etapa de Generación de Código.
La razón de elegir de OO-Method / OOWS en esta tesis, es el profundo
conocimiento que el grupo de investigación, en el cual ha sido desarrollada la
tesis, tiene de este método. Este aspecto ha facilitado un análisis exhaustivo de
las primitivas de cada uno de los modelos y la reutilización del código generado
por cada una de las herramientas que dan soporte a OO-Method / OOWS.
1.4 Entorno de la tesis
Este trabajo de tesis se ha desarrollado en el seno del grupo de investigación
OO-Method: Métodos de Producción del Software (Object-Oriented Methods
for Software Development)6, perteneciente al Departamento de Sistemas In-
formáticos y Computación de la Universidad Politécnica de Valencia. El tra-
bajo presentado en esta tesis forma parte de los trabajos realizados en el con-
texto de OO-Method / OOWS por un subgrupo de investigadores, en el cual
la autora ha participado activamente.
La investigación que ha desembocado en el presente trabajo, ha sido rea-
lizada en su mayor parte con la ayuda de una beca de Formación de Perso-
nal Investigador (FPI), concedida por la Universidad Politécnica de Valencia.
Conjuntamente, los trabajos que han posibilitado el desarrollo de esta tesis se
enmarcan en los siguientes proyectos de investigación y desarrollo:
• “Desarrollo de E-Servicios para la nueva Sociedad Digital”, proyecto
DESTINO. Ministerio de Educación y Ciencia. D.G. de Investigación.
Proyecto del Plan Nacional I+D+I 2004-2007, con ref. TIN2004-03534.
Desde 2005 hasta 2007.
• “WEE-NET: Web Engineering Network of Excellence”. European Comi-
ssion (Alpha European Union Project). Desde 2004 hasta 2007.
6Actualmente el grupo de investigación se ha convertido en el Centro de Investigación en
Métodos de Producción Software (ProS).
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• “Ingenieŕıa de Ambientes Web”. Proyecto CICYT, con ref. TIC2001-
3530-C02-01. Desde 2002 hasta 2004.
• “TAISSI: Tecnoloǵıa Software Avanzada para la Ingenieŕıa del Software
de la Sociedad de la Información”, Subproyecto “INGENIERÍA DE AM-
BIENTES WEB”. Ministerio de Ciencia y Tecnoloǵıa. D.G. De Investi-
gación. Proyecto CICYT, con ref. TIC TIC2001-3530-C02-01. Desde 2001
hasta 2004.
• “WEST: Web-oriented Software Technology” Proyecto CYTED VII-18
(Programa Iberoamericano de Ciencia y Tecnoloǵıa para el Desarrollo).
Desde Agosto de 2000 hasta Agosto de 2003.
1.5 Metodoloǵıa de Trabajo
La metodoloǵıa seguida para llevar a cabo el plan de trabajo que ha permi-
tido la consecución de los objetivos establecidos, se basa en la metodoloǵıa
de investigación descrita en [35] y en [36]. La investigación llevada a cabo en
esta tesis está compuesta por cinco pasos: (1) identificación del problema, (2)
propuesta, (3) desarrollo, (4) evaluación y (5) conclusión. En la figura 1.3 se
muestran gráficamente estos pasos.
Figura 1.3: Etapas de la metodoloǵıa de trabajo utilizada en la tesis
Se comienza, de acuerdo a la metodoloǵıa, identificando el problema a re-
solver en la tesis. Como resultado, se identifican claramente los objetivos a
cubrir para resolver este problema.
A continuación, se lleva a cabo el segundo paso que se corresponde con la
propuesta para solucionar el problema y el estudio del estado del arte, donde
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se estudian las propuestas más relevantes sobre diseño e implementación de
servicios Web. Además, en esta tarea se estudiarán los conceptos, los funda-
mentos tecnológicos y los estándares (XML, SOAP, UDDI, WSDL) en los que
se basan los servicios Web y las arquitecturas SOA.
Una vez descrita la solución propuesta, se llevan a cabo los pasos tres y
cuatro:
• Primero, se define un método que permite identificar, de forma precisa, la
funcionalidad a ofrecer por la aplicación mediante servicios Web a partir
de los modelos OO-Method / OOWS.
• Paralelamente, se define una estrategia que permite identificar la cor-
respondencia entre la funcionalidad que se genera automáticamente a
partir de los modelos OO-Method / OOWS y aquella que forma parte
de las operaciones ofrecidas en los servicios Web obtenidos en la fase
anterior.
• En la siguiente fase, se define un proceso de transformación que establece
las correspondencias entre los elementos de los modelos de OO-Method
/ OOWS, el código generado y los servicios Web identificados.
• Una vez las reglas han sido definidas, se implementan dichas reglas para
crear una herramienta que permita obtener el código de los servicios Web.
Finalmente, en el paso cinco, se analizan los resultados del trabajo de in-
vestigación para obtener conclusiones y áreas de futuros trabajos.
1.6 Estructura de la Tesis
La tesis se estructura en los siguientes caṕıtulos:
Caṕıtulo 1. Introducción
El presente caṕıtulo introduce en primer lugar el contexto en el que se
desarrolla el tema de la tesis, seguidamente se presenta la motivación que ha
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llevado a abordar dicho tema. En el tercer apartado se presentan, de manera
detallada, las contribuciones de la tesis. En el cuarto apartado, se presenta la
metodoloǵıa de trabajo que se ha seguido durante el desarrollo de la tesis, y
por último, se muestra cómo se estructura la tesis en diferentes caṕıtulos.
Caṕıtulo 2. Contexto Tecnológico
En este caṕıtulo se realiza un análisis de los conceptos tecnológicos que
tratan aspectos relativos a los servicios Web. Primero se presentan las arqui-
tecturas orientadas a servicios (Service Oriented Architecture, SOA). Seguida-
mente, se describen las caracteŕısticas principales y se definen los protocolos
que utilizan los servicios Web (XML, WSDL, UDDI, etc.). Y finalmente, en
el cuarto apartado, se presenta RBAC (Role Based Access Control) para el
control de acceso a las aplicaciones.
Caṕıtulo 3. Estado del Arte
En este caṕıtulo se analizan los trabajos más relevantes que tratan aspectos
relativos a los servicios Web, tanto a nivel de diseño como de implementación.
Se describen aquellos métodos que se engloban dentro de la ingenieŕıa Web y
se comparan con la propuesta definida en esta tesis.
Caṕıtulo 4. Un método para el diseño e implementación de ser-
vicios Web
Este caṕıtulo provee una visión general de la propuesta de la tesis. Se
presentan los modelos utilizados por OO-Method / OOWS en la Especificación
de Requisitos, el Modelado Conceptual y la Generación de Código, aśı como la
relación entre los modelos consumidos y generados en cada paso del diseño e
implementación de servicios Web.
Caṕıtulo 5. Diseño de servicios Web dirigido por modelos
En este caṕıtulo se presentan los grupos funcionales que conforman los
servicios Web de la propuesta: Lógica de la Aplicación, Gestión de Usuarios,
Recuperación de Información, Soporte a la Navegación y Soporte a la Pre-
sentación. A continuación se analizan los modelos, se identifican las opera-
ciones a publicar en los servicios Web indicando para cada una: qué acción se
pretende llevar a cabo; cómo se obtiene cada operación y sus parámetros.
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Caṕıtulo 6. Implementación de los servicios Web
En este caṕıtulo se presenta un proceso de generación de código para los
servicios Web detectados en la etapa de modelado OO-Method / OOWS. Se
define un proceso de transformación que establece las correspondencias entre
los elementos de los modelos de OO-Method / OOWS y el código que utilizan
los servicios Web. La propuesta aborda de forma detallada la generación de la
implementación de los servicios. Los niveles de la lógica de negocio y de per-
sistencia son generados completamente y de manera automática por el método
OO-Method/OOWS. La propuesta utiliza parte de este código generado para
la implementación de los servicios propuestos.
Caṕıtulo 7. DISWOOM: Herramienta de soporte a la generación de
servicios Web
En este caṕıtulo se presenta la herramienta que ha sido desarrollada en el
contexto del proyecto Eclipse para dar soporte a la propuesta presentada en
esta tesis. También se analizan los resultados obtenidos por las herramientas
que dan soporte al método OO-Method / OOWS y cómo esos resultados son
utilizados por la herramienta DISWOOM.
Caṕıtulo 8. Conclusiones
En este caṕıtulo se presentan las conclusiones del trabajo y se destacan las
principales contribuciones de la tesis. Además se proponen ĺıneas de trabajo
futuras relacionadas con la presente tesis.
Apéndices
Para completar el trabajo de tesis se presentan dos apéndices.
En el apéndice A, Un caso de estudio: una aplicación de comercio elec-
trónico, se desarrolla un caso de estudio en el que se aplican las propuestas
presentadas en esta tesis.
En el apéndice B, Metamodelos, se presentan los metamodelos de la Es-
pecificación de Requisitos y del Modelado Conceptual, los cuales son utilizados




En este caṕıtulo se introduce el contexto tecnológico en el que se sitúa el trabajo
desarrollado en esta tesis. El contexto tecnológico comprende aquella tecnoloǵıa
software asociada al problema que se resuelve. Este caṕıtulo analiza cada una
de las áreas con las que está relacionado el trabajo de tesis. La combinación
adecuada de técnicas presentes en cada una de las áreas, permitirá desarrollar
la propuesta que se presenta.
Hoy en d́ıa existen millones de páginas y grandes cantidades de informa-
ción en el World Wide Web (WWW). Con la llegada de Internet, la demanda
de sitios Web comenzó a crecer rápidamente y muchas organizaciones des-
cubrieron el potencial de la Web. La Web rápidamente se convirtió en un medio
grande y poderoso para que las empresas estuvieran en contacto con clientes
y proveedores, expresaran opiniones y sacaran provecho de las aplicaciones de
comercio electrónico.
WWW fue creado originalmente por cient́ıficos del CERN para compartir
información y documentos (ver figura 2.1, 1989). Nunca se esperó alcanzar
tanta popularidad por lo que no fue diseñado para los requisitos que existen
actualmente en los sitios Web. Los sitios Web necesitan ser más flexibles y
poder cambiar de una forma sencilla, además necesitan proveer funcionalidad
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dinámica para interactuar con otras aplicaciones existentes. El t́ıpico entorno
de desarrollo Web necesita una combinación de diferentes tecnoloǵıas, herra-
mientas y arquitecturas.
Figura 2.1: Evolución de Internet
Las oportunidades que ofrece este crecimiento de Internet han motivado un
intenso trabajo en el ámbito de la investigación y en el de la industria. Fle-
xibilidad, interconectividad, autonomı́a e independencia de plataforma juegan
un rol fundamental en el desarrollo de software. El software se está convirtiendo
cada vez más en un servicio ofrecido a los usuarios humanos o a otros elementos
software, y no se ve como una aplicación aislada ejecutándose en una máquina
espećıfica para un requisito predefinido. Esta es la visión del software como
servicio bien conceptualizado por el paradigma de computación orientada a
servicios (Service Oriented Computing, SOC).
Las aplicaciones más conocidas del paradigma de SOC se pueden encontrar
en la Web: las arquitecturas orientadas a servicios (Service Oriented Architec-
ture, SOA) y los servicios Web (ver figura 2.2).
• Por un lado, SOA provee una forma de resolver problemas relacionados
con la integración de aplicaciones heterogéneas en un entorno distribui-
do. Además, engloba todos los conceptos necesarios que se aplican en las
arquitecturas de servicios, tales como orquestación, composición, seguri-
dad, coordinación de servicios y un largo etc.
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• Por otro lado, los servicios Web son un conjunto de interfaces estandariza-
dos para la descripción, descubrimiento, invocación, composición y or-
questación de elementos software independientes y poco acoplados. Los
servicios Web no son parte obligatoria de SOA, pero son una imple-
mentación adecuada y la más utilizada hoy en d́ıa.
Figura 2.2: Relación entre SOC, SOA y los servicios Web
La estructura del caṕıtulo es la siguiente: en primer lugar, se presenta una
introducción a las arquitecturas orientadas a servicios (SOA). En el segundo
apartado se presenta una visión general de los servicios Web, sus caracteŕısti-
cas, protocolos y estándares, arquitectura y tecnoloǵıa que los implementa. En
el tercer apartado, se analiza RBAC (la relación con el método OO-Method /
OOWS se analiza en el caṕıtulo 5, en el apartado 5.3 Gestión de Usuarios de
la página 102). En la última parte del caṕıtulo se presentan las conclusiones.
2.2 Arquitecturas Orientadas a Servicios
La computación orientada a servicios (SOC), es el paradigma de computación
que utiliza servicios como elementos fundamentales para el desarrollo de apli-
caciones y soluciones software. La arquitectura orientada a servicios (SOA),
es un estilo de arquitectura cuyo objetivo es conseguir perder el acoplamiento
entre servicios que interactúan.
Con el fin de evaluar el momento que vive la empresa hacia SOA y lo
que supone para el negocio, expertos de firmas proveedoras, desarrolladoras
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e integradoras (BEA Systems, Gartner, Borland, HP, Coritel, Rational Edge
o Cape Clear entre otros) han analizado las implicaciones de este concepto.
Según estas empresas, SOA presenta la agilidad, flexibilidad y el ahorro de
costes como premisas de un modelo que permite unir TI con los requerimientos
del negocio. Para ellas, lo importante es crear aplicaciones que estén pensadas
desde su inicio para interactuar e integrarse con otras aplicaciones.
Las empresas están realmente interesadas en que SOA evolucione y se in-
tegre totalmente en el proceso de desarrollo de nuevas soluciones.
2.2.1 Definición
Como se ha visto, las empresas están interesadas en utilizar SOA como una
prioridad a la hora de implementar una solución. Existen múltiples definiciones
de SOA ([37, 38, 39]), pero la más aceptada es la proporcionada por W3C
[40]: “SOA es un conjunto de componentes que pueden ser invocados, cuyas
descripciones de interfaces se pueden publicar y descubrir”.
Una arquitectura orientada a servicios tiene varios elementos fundamentales
que deben aparecer. El principal concepto es servicio y las colaboraciones
principales son publicar, descubrir/buscar e interactuar. A través de
este caṕıtulo se va a conocer cada uno de estos conceptos.
2.2.2 Roles
Existen tres roles dentro de SOA (ver figura 2.3):
• Proveedor de servicios : implementa el servicio y lo hace accesible en
Internet.
• Consumidor de servicios : interactúa con un proveedor de servicios me-
diante mensajes XML. Tradicionalmente se le llama cliente. Puede ser
una aplicación final u otro servicio.
• Repositorio de servicios : provee un lugar donde los desarrolladores pueden
publicar nuevos servicios y buscar otros existentes.
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Figura 2.3: Roles de SOA
Cada entidad en SOA, puede jugar uno o más de los tres roles de proveedor,
consumidor o repositorio de servicios. En la figura 2.3, se muestran los tres tipos
de colaboración entre los roles:
• Publicar servicio: un proveedor de servicios publica un servicio, haciéndo-
lo disponible a los consumidores a través de un repositorio de servicios.
• Buscar servicio: los consumidores de servicios buscan y localizan los ser-
vicios en un repositorio de servicios.
• Interactuar : es la comunicación entre el consumidor y los servicios del
proveedor. El consumidor realiza peticiones al servicio a través de los
protocolos que indica la información del servicio que tiene el repositorio.
2.2.3 Diseño
El diseño de SOA impone una serie de requisitos que deben considerarse en
el desarrollo de aplicaciones y que afectan a los métodos de producción de
software. Estos requisitos son:
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• Vista Lógica y Pública: Los servicios son una abstracción (vista lógica)
de los programas, bases de datos, procesos de negocio, etc., definidos
en términos de lo qué hace el sistema (llevando a cabo una operación
de negocio) y de lo que se hace público (se publican descripciones de
aquellos detalles que se exponen públicamente y son relevantes para el
uso del servicio).
• Orientación a Mensajes y Acoplamiento Débil : El servicio se define en
términos de los mensajes (śıncronos y aśıncronos) intercambiados entre
proveedores y solicitantes. SOA promueve soluciones no orientadas a la
conexión y basadas en mensajes, lo que proporciona un acoplamiento
débil.
• Orientación a la Descripción: Un servicio se describe con metadatos
procesables. La descripción da soporte a la naturaleza pública de SOA:
solo se incluyen en la descripción, aquellos detalles que se exponen públi-
camente y son importantes para el uso del servicio. La semántica de un
servicio debe documentarse, directa o indirectamente, en su descripción.
• Granularidad : Los servicios tienden a usar un número de operaciones.
La complejidad de estas operaciones depende de la granularidad de las
mismas (fina o gruesa). En la página 86 del caṕıtulo 5, se presentan más
detalles sobre la granularidad adoptada en el desarrollo de esta tesis.
• Neutral a la Plataforma: los mensajes se env́ıan en un formato estándar
y neutral a la plataforma, distribuido a través de las interfaces (XML).
2.3 Servicios Web
Como se ha comentado en el apartado anterior, una aplicación SOA está for-
mada por un conjunto de servicios que encapsulan los procesos de negocio. Los
servicios realizan funciones que pueden ir desde la más simple respuesta hasta
el más complicado proceso de negocio. Los servicios permiten a las organiza-
ciones, exponer su funcionalidad sobre Internet usando lenguajes y protocolos
estándares (basados en XML), y son implementados mediante interfaces au-
todescriptivas, basadas en estándares abiertos.
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Las instancias más conocidas de servicios, son los servicios Web. Estos
proporcionan la plataforma tecnológica ideal para conseguir la completa in-
tegración de los procesos de negocio de una organización con diferentes or-
ganizaciones. Los servicios Web prometen ser el mecanismo adecuado para la
implementación de SOA en sistemas integrados y distribuidos. En este aparta-
do se presenta cómo se define un servicio Web, sus caracteŕısticas, arquitectura
y los protocolos y estándares que lo definen.
2.3.1 Definición
Existen múltiples definiciones sobre lo que son los servicios Web, lo que muestra
su complejidad a la hora de dar una adecuada definición que englobe todo lo
que son e implican. Pero la definición más aceptada es la proporcionada por
W3C.
W3C [41] los define como “un conjunto de aplicaciones o de tecnoloǵıas con
capacidad para interoperar en la Web. Estas aplicaciones o tecnoloǵıas inter-
cambian datos entre śı con el objetivo de ofrecer unos servicios. Los proveedores
ofrecen sus servicios como procedimientos remotos y los usuarios solicitan un
servicio llamando a estos procedimientos a través de la Web”.
2.3.2 Caracteŕısticas
Si se quiere dar una definición basada en las caracteŕısticas que ha de satisfacer
un servicio Web, se puede definir como servicio Web un proceso que:
• Expone y describe sus caracteŕısticas : un servicio Web define sus fun-
cionalidades y propiedades de tal forma que las demás aplicaciones pueden
tener un conocimiento completo del tipo de servicio que se está ofre-
ciendo.
• Es localizable en la red : se puede registrar el servicio Web en un repo-
sitorio, de tal forma que las aplicaciones remotas lo puedan localizar y
acceder con sencillez.
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• Se puede invocar : una vez que el servicio Web requerido ha sido localizado
y analizado para controlar que satisfaga las necesidades, la aplicación
remota lo puede invocar.
• Devuelve una respuesta: cuando el servicio ha sido ofrecido a la aplicación
remota, se le devuelve el resultado.
Además de las caracteŕısticas anteriores, debe de cumplir las caracteŕısticas
generales que tienen los servicios [2]:
• Tecnológicamente neutrales : deben ser invocables a través de cualquier
tecnoloǵıa. Esto implica que los mecanismos de invocación (protocolos,
mecanismos de descripción y descubrimiento) deben cumplir estándares.
• Sin acoplamiento: no deben requerir el conocimiento de estructuras in-
ternas ni por parte del cliente ni del proveedor.
2.3.3 Escenarios
A continuación se presentan los tres escenarios principales en el desarrollo de
servicios Web [2, 42]:
1. Exponer la funcionalidad existente de una aplicación a través de un servi-
cio Web (ver figura 2.4). Este escenario es el más utilizado actualmente.
Muchas empresas han invertido mucho tiempo y dinero publicando la
funcionalidad que ya teńıan implementada a través de los servicios Web.
Para ello, implementan una capa SOAP/WSDL/UDDI por encima de sus
aplicaciones ya existentes. Pero la clave de los servicios Web no es inte-
grar aplicaciones, sino crear aplicaciones que sean flexibles, reutilizables
e interoperables. Con este tipo de escenarios se pierden caracteŕısticas
importantes de los servicios Web.
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Figura 2.4: SOA: Escenario 1
2. Implementar las aplicaciones como nuevos servicios Web (ver figura 2.5).
Las organizaciones ofrecen sus productos y servicios a través de Internet
para encontrar clientes y socios, e integrar sus aplicaciones con otras.
Para ello diseñan e implementan nuevos servicios Web que les permiten
mantener intactos todos los beneficios que estos les ofrecen. El trabajo
de tesis se centra en este tipo de escenarios.
Figura 2.5: SOA: Escenario 2
3. Integrar servicios Web de otros vendedores o socios de negocios (ver figu-
ra 2.6). Este escenario es muy interesante, pero el problema a tratar en
este trabajo de tesis se centra en los servicios propios. Existen diversos
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trabajos relacionados con este tipo de escenarios [43, 44, 45] dentro del
grupo de investigación.
Figura 2.6: SOA: Escenario 3
El escenario 2 es el principal escenario de la tesis, pero el trabajo realizado
también puede ser útil para los otros dos escenarios. Por ejemplo, para el
escenario 1 se puede reutilizar el diseño de servicios Web para crear la capa
que expone la funcionalidad existente de una aplicación. En cuanto al escenario
3, se puede adaptar el servicio Web de soporte a la presentación para integrar
servicios Web de terceros.
2.3.4 Arquitectura
La infraestructura de comunicación de los servicios Web está soportada por
arquitecturas orientadas a servicios, comentadas en el apartado anterior. En
la figura 2.7 se muestra la arquitectura presentada en la figura 2.3, indicando
las distintas interacciones y protocolos usados para los servicios Web:
1. Un servicio Web, publica su definición WSDL en un repositorio de ser-
vicios UDDI.
2. El cliente, busca la definición del servicio en el registro.
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3. El registro, usa la información de la definición WSDL para enviar peti-
ciones al servicio v́ıa SOAP.
Figura 2.7: Interacción en una Arquitectura Orientada a servicios Web
En todo este proceso intervienen una serie de protocolos y estándares que
hacen posible esta circulación de información. A continuación se presentan los
protocolos y estándares más utilizados en los servicios Web.
2.3.5 Protocolos y estándares
Bajo los servicios Web subyacen una serie de protocolos y estándares que ofre-
cen interoperabilidad, seguridad y confiabilidad a todos los aspectos que rodean
a los servicios. Estos protocolos y estándares tratan de describir y definir to-
do lo referente a los servicios Web, desde cómo se describen o localizan, hasta
cómo se representa toda la información, pasando por la forma mediante la cual
se deben comunicar.
Desde el punto de vista técnico, los estándares que actualmente han con-
seguido una considerable importancia en el paradigma de los servicios Web,
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por lo que se refiere a publicación de los servicios e interconectividad de los
mismos, son sobre todo el protocolo SOAP, el lenguaje WSDL y la interfaz
UDDI, que forma la pila de protocolos de los servicios Web.
Figura 2.8: Pila de protocolos de los servicios Web
La pila de protocolos de los servicios Web (ver figura 2.8 1), es un conjunto
de protocolos utilizados para definir, descubrir e implementar servicios Web.
El núcleo de la pila de protocolos (ver figura 2.9) consiste en cuatro capas [46]:
• Servicio de transporte: esta capa es responsable del transporte de men-
sajes entre aplicaciones. Actualmente, esto incluye HTTP, SMTP, FTP,
etc.
• Codificación de datos y mensajes : esta capa es la responsable de codificar
los mensajes en un formato común XML, de tal forma que los mensajes
puedan ser entendidos. Actualmente, esto incluye XML-RPC y SOAP.
• Descripción de servicios : esta capa es la responsable de describir la in-
terfaz pública de un servicio Web espećıfico. Actualmente, para la des-
cripción de servicios se utiliza WSDL.
1https://www.ibm.com/developerworks/webservices/standards/
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• Descubrimiento de servicios : esta capa es responsable de centralizar los
servicios en un registro común y proveer una forma fácil de publicar/en-
contrar funcionalidad. Actualmente, para el descubrimiento de servicios
se utiliza UDDI.
Figura 2.9: Pila básica de protocolos de los servicios Web
XML
XML (eXtensible Markup Languageble Markup Language) [5], se utiliza para
normalizar el intercambio de datos entre participantes proporcionando un
medio excelente para codificar y formatear los datos. XML es similar a HTML,
con elementos, atributos y valores.
Los elementos y atributos de XML, definen tipos y estructuras de infor-
mación para los datos que llevan, incluyendo la capacidad de modelar datos y
estructuras espećıficas a un dominio de sistema. Un aspecto fundamental de
los servicios Web es transformar un XML genérico de datos en una aplicación,
o en una representación de dominio espećıfico de datos.
La sintaxis de XML usada en las tecnoloǵıas de los servicios Web espećıfica
cómo se representan los datos, define cómo y con qué calidad se transmiten los
datos y los detalles de cómo se publican y descubren los servicios.
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SOAP
SOAP (Simple Object Access Protocol) [6], proporciona un modo abierto y
extensible para que las aplicaciones se comuniquen a través de la Web usando
mensajes basados en XML, con independencia de sistemas operativos, modelos
de objetos o lenguajes de programación.
Figura 2.10: Estructura de un mensaje SOAP
Facilita la comunicación universal, definiendo un formato de mensajes sim-
ple y extensible en XML estándar y proporcionando además, un modo para
enviar esos mensajes sobre HTTP.
SOAP intercambia información mediante mensajes. Los mensajes se uti-
lizan como envoltorios que la aplicación utiliza para guardar la información
que quiere enviar. Cada envoltorio contiene dos partes (ver figura 2.10): (1)
una cabecera (opcional) y (2) un cuerpo (obligatorio). La cabecera y el cuerpo
pueden tener múltiples subpartes en forma de bloques.
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WSDL
WSDL (Web Services Description Language) [7] es un lenguaje XML para la
descripción de servicios Web, permitiendo separar la descripción de la fun-
cionalidad abstracta ofrecida por un servicio, de los detalles concretos de la
descripción del servicio.
El documento WSDL de un servicio, proporciona dos piezas de información
básicas (ver figura 2.11): (1) una parte o interfaz abstracta (independiente de
la aplicación), y (2) una parte concreta que define los enlaces a protocolos e
información de los puntos finales de acceso al servicio.
La parte abstracta está compuesta por:
• Type: es un contenedor de definiciones de tipos de datos, usado por las
operaciones (por defecto XML schema).
• Message: es una unidad de comunicación representando un intercambio
de datos en una única transmisión lógica.
• Operation: descripción abstracta de una operación soportada por el ser-
vicio. Define un intercambio simple de mensajes.
• Port Type: colección lógica de operaciones soportadas por uno o más
puntos finales.
La parte concreta está compuesta por:
• Binding : especifica la codificación de los mensajes y los enlaces a proto-
colos de todas las operaciones y mensajes definida en un port type.
• Port : especifica en qué dirección (URI) se puede acceder a la implemen-
tación del port type. Definen un punto final (lugar de la red), donde
está el servicio.
• Service: define una agrupación de ports.
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Figura 2.11: Especificación de un documento WSDL
De esta forma, WSDL se utiliza para describir un servicio Web en términos
de los mensajes que acepta y genera, actúa como contrato entre un consumidor
(cliente) y dicho servicio. WSDL puede describir puntos finales y sus opera-
ciones, sin especificar el formato de los mensajes o protocolos de red a los
cuales el punto final esta ligado.
UDDI
UDDI (Universal Description, Discovery, and Integration) [8], es un registro
público, diseñado para almacenar de forma estructurada información sobre
empresas y los servicios que éstas ofrecen. A través de UDDI, se puede publicar
y descubrir información de una empresa y de sus servicios.
La especificación UDDI tiene dos objetivos esenciales:
1. Ser un soporte a los desarrolladores para encontrar información sobre
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servicios Web y poder construir clientes.
2. Facilitar el enlace dinámico de servicios Web, permitiendo consultar ref-
erencias y acceder a servicios de interés.
2.4 Role Based Access Control
El proceso de desarrollo de este estándar fue iniciado por el National Institute
of Standards and Technology (NIST), debido a la necesidad existente entre
los compradores de sistemas de información de una definición clara y precisa,
cuyas caracteŕısticas de control de acceso no fueran sufriendo cambios. Du-
rante muchos años, los vendedores han estado implementando caracteŕısticas
de control de acceso basado en roles en sus sistemas, sin un acuerdo general
de cuáles eran las caracteŕısticas que debe tener todo sistema de control de
acceso basado en roles (RBAC) [47]. Esta falta de consenso de un modelo,
causó incertidumbre y confusión sobre la utilidad y el significado de RBAC.
El estándar Role Based Access Control (RBAC) [48], es un estándar para
el control de acceso basado en roles que apareció para resolver esta situación.
RBAC está formado por dos partes principales: el modelo de referencia y su
especificación funcional.
El Modelo de Referencia de RBAC, define conjuntos de elementos RBAC
básicos (por ejemplo, usuarios, roles, permisos, operaciones y objetos) y rela-
ciones, como tipos y funciones que están incluidos en este estándar. El modelo
de referencia de RBAC se define en términos de cuatro modelos: Core RBAC
(CRBAC), Hierarchical RBAC, Static Separation of Duty Relations y Dynam-
ic Separation of Duty Relations. En el trabajo de tesis sólo se ha utilizado el
modelo de Core RBAC, por lo que es el único que se comenta a continuación.
La Especificación Funcional de RBAC, define las caracteŕısticas que se re-
quieren en un sistema RBAC. Define operaciones para crear, borrar y mantener
los elementos RBAC y sus relaciones; funciones que permiten llevar a cabo op-
eraciones de consulta sobre elementos RBAC y sus relaciones; y funciones para




El conjunto de elementos y relaciones del modelo de Core RBAC (CRBAC)
se definen en la figura 2.12. CRBAC incluye un conjunto de cinco elemen-
tos básicos de datos llamados usuarios, roles, objetos, operaciones y
permisos. El modelo RBAC completo se define fundamentalmente en térmi-
nos de usuarios individuales que se asignan a roles y permisos que se asignan
a roles.
Figura 2.12: Elementos y relaciones del modelo de Core RBAC
El significado de los elementos básicos del modelo CRBAC son:
• Objeto: puede ser cualquier recurso del sistema que necesite control de
acceso, como puede ser ficheros, impresoras, bases de datos, etc.
• Operación: funcionalidad ejecutable por el usuario.
• Permiso: consentimiento de llevar a cabo una operación sobre alguno de
los objetos RBAC.
• Rol: función dentro del contexto de una organización.
• Usuario: persona que puede acceder al sistema.
Los tipos de operaciones y objetos que controla RBAC dependen del tipo de
sistema en el cuál están implementados. La figura 2.12 muestra gráficamente,
además de los elementos básicos que componen RBAC, las relaciones existentes
entre los distintos elementos.
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A continuación se comentan aquellas operaciones necesarias para adminis-
trar correctamente los elementos que se encuentran en CRBAC.
• AddUser: esta operación crea un nuevo usuario RBAC. La operación solo
es válida si el nuevo usuario no existe todav́ıa como miembro del conjunto
de usuarios.
• DeleteUser: esta operación elimina un usuario existente de la base de
datos de RBAC. La operación es válida si y solo si el usuario que va a
ser borrado es miembro del conjunto de usuarios. Los datos de usua-
rios y roles que teńıa asignados se actualizan. Es una decisión de im-
plementación cómo proceder con la sesión del usuario a ser borrado. El
sistema RBAC puede esperar a que el usuario termine su sesión normal-
mente o puede forzar su finalización.
• AddRole: esta operación crea un nuevo rol. La operación es válida si
y solo si el nuevo rol no existe todav́ıa como miembro del conjunto de
roles. Inicialmente, el nuevo rol no tendrá ningún usuario ni ningún
permiso asignado.
• DeleteRole: esta operación elimina un rol existente de la base de datos
de RBAC. La operación es válida si y solo si el rol que va a ser borrado es
miembro del conjunto de roles. Es una decisión de implementación cómo
proceder con las sesiones que tienen activo el rol que va a ser borrado.
El sistema RBAC puede esperar a que la sesión termine normalmente o
puede eliminar el rol de las sesiones mientras se permite que las sesiones
continúen.
• AssignUser: esta operación asigna un usuario a un rol. La operación es
válida si y solo si el usuario existe en el conjunto de usuarios, el rol
existe en el conjunto de roles y el usuario no ha sido todav́ıa asignado
al rol.
• DeassignUser: esta operación elimina la asignación de un usuario de un
rol. La operación es válida si y solo si el usuario existe en el conjunto
de usuarios, el rol existe en el conjunto de roles y el usuario ha sido
asignado al rol.
• GrantPermission: esta operación asigna a un rol el permiso de llevar a
cabo una operación sobre un objeto. La operación es válida si y solo si
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el par (operación, objeto) representa un permiso, y el rol es un miembro
del conjunto de roles.
• RevokePermission: esta operación cancela el permiso de llevar a cabo
una operación sobre un objeto del conjunto de permisos asignados a un
rol. La operación es válida si y solo si el par (operación, rol) represen-
ta un permiso, el rol existe en el conjunto de usuarios y el permiso
está asignado al rol.
Además de las operaciones de administración de usuarios, roles y permisos,
RBAC proporciona especificación funcional para la administración de las se-
siones.
• CreateSession(user, session): esta operación crea una nueva sesión
con el usuario y un grupo de roles activos. La operación es válida si y
solo si el usuario es miembro del conjunto de usuarios y el conjunto de
roles activos es un subconjunto de roles asignados al usuario.
• DeleteSession(user, session): esta operación elimina la sesión del
usuario. La operación es válida si y solo si la sesión es miembro del
conjunto de sesiones, el usuario existe en el conjunto de usuarios y el
usuario es el propietario de la sesión.
Core RBAC proporciona también operaciones de consulta sobre los elemen-
tos de RBAC y sus relaciones.
• AssignedUsers: esta operación devuelve el conjunto de usuarios asigna-
dos a un rol. La operación es válida si y solo si el rol es miembro del
conjunto de roles.
• AssignedRoles: esta operación devuelve el conjunto de roles asignados
a un usuario. La operación es válida si y solo si el usuario es miembro
del conjunto de usuarios.
Finalmente, Core RBAC proporciona funciones avanzadas para la consulta
de los permisos.
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• RolePermissions: esta operación devuelve el conjunto de permisos (ope-
ración, objeto) de un rol. La operación es válida si y solo si el rol es
miembro del conjunto de roles.
2.5 Conclusiones
En este caṕıtulo se han presentado las caracteŕısticas de SOA, de los servicios
Web y de RBAC, elementos fundamentales para el desarrollo de esta tesis.
Los servicios Web facilitan el acceso a la funcionalidad de las aplicaciones
a través de Internet, permitiendo ir más allá de los componentes software.
Aportan grandes ventajas como el acceso a servicios desde cualquier punto
de la red, simplifican el acceso a la funcionalidad de distintas aplicaciones
empresariales. Además, suponen un avance respecto a los componentes porque
permiten realizar alquiler de servicios externos frente a la compra o desarro-
llo de componentes. Los servicios Web se están convirtiendo en la tecnoloǵıa
que está facilitando el desarrollo de aplicaciones Web de comercio electrónico,
y pronto convertirán la Web en un marco para el desarrollo de aplicaciones
distribuidas, extendiéndose a todos los dominios de aplicación.
En general, SOA y los servicios Web son apropiados para aplicaciones:
• Que deben operar a través de Internet, donde la fiabilidad y la velocidad
no se pueden garantizar.
• Donde no existe la posibilidad de gestionar la instalación de forma que
todos los clientes y proveedores se actualicen a la vez.
• Donde los componentes se ejecuten en distintas plataformas y distintos
productos.
• Donde una aplicación existente necesite exponerse para ser usada a través




Este caṕıtulo ofrece una visión general del estado del arte en el área de interés
de la tesis. Este área está formada por el área de Ingenieŕıa Web. El caṕıtulo
comienza con una visión general de las propuestas más conocidas en el ámbito
de la Ingenieŕıa Web. En particular, esta visión general se centra en las solu-
ciones tomadas para resolver el diseño e implementación de servicios Web. El
siguiente apartado presenta un análisis comparativo de las principales propues-
tas presentadas en el apartado anterior. Por último, se cierra el caṕıtulo con
un análisis de las propuestas presentadas.
3.1 Introducción
El diseño de servicios Web es la actividad, por medio de la cual, las operaciones
de los servicios son obtenidas. Estas operaciones deben tener una granularidad
adecuada, ni muy finas ni muy gruesas. La granularidad en un servicio Web es
importante puesto que un servicio Web de grano fino conlleva muchas llamadas
ligeras (con menos datos) para llevar a cabo una acción mientras que un servicio
Web de grano grueso conlleva menos llamadas pero más pesadas (con más
datos)1.
1En el caṕıtulo 5 se comenta la importancia de la granularidad
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No sólo es importante la obtención de las operaciones que conforman los
servicios Web, sino proporcionar una gúıa que ayude a los diseñadores y mo-
deladores a identificar correctamente los servicios Web a publicar para sus
sistemas.
El método propuesto en esta tesis se centra en proporcionar servicios Web
de granularidad óptima, proporcionando una gúıa y una herramienta que au-
tomatiza el diseño e implementación de los servicios Web. A continuación, se
introducen las aproximaciones más relevantes de los métodos de Ingenieŕıa
Web.
3.2 Ingenieŕıa Web
A finales de los años 90 surgió una nueva disciplina conocida como Ingenieŕıa
Web (Web Engineering) [49]. Esta nueva disciplina se define en [9] como “El
establecimiento y uso de principios de ingenieŕıa de gestión, aśı como de enfo-
ques sistemáticos y disciplinados para el desarrollo, instalación y mantenimien-
to exitoso de sistemas y aplicaciones de un alta calidad basadas en la Web”.
Diferentes autores [50, 51, 52] han dado soporte a esta nueva ingenieŕıa para
cubrir las necesidades introducidas por los sistemas basados en la Web. Como
resultado de los estudios realizados en este área, se definieron un conjunto de
métodos, modelos y técnicas.
De este conjunto de métodos, las propuestas más conocidas en el ámbito
de la Ingenieŕıa Web y que se analizan en esta tesis son Hera [53], OO-H
[54], OOHDM [55], UWE [56], WebML [57] y WSDM [58]. En particular, este
análisis se centra en las soluciones dadas por estos métodos para el diseño e
implementación de servicios Web. Se presentan ordenados alfabéticamente, y
para casa uno de estos métodos se cubren los siguientes puntos:
• El apartado comienza con una breve descripción sobre cada método.
• A continuación se comentan las etapas del método.
• Se realiza un estudio de la adaptación del método para el diseño e imple-
mentación de los servicios Web y si se proponen gúıas para la obtención
de las operaciones desde los modelos conceptuales del método.
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3.2.1 Hera
Hera [53, 59] es una metodoloǵıa de diseño dirigida por modelos y un framework
de especificación que se centra en el desarrollo de WIS (Web-based Information
Systems) dependientes de contexto o personalizados.
La herramienta que da soporte a Hera se llama Hera CASE tool. Esta
herramienta utiliza RDF/XML para la serialización de los distintos modelos y
XSLT para la transformación entre los modelos y sus instancias.
Proceso de desarrollo
Hera se basa en la separación de conceptos y distingue tres etapas de diseño:
• Diseño conceptual y de integración. La principal salida de esta fase son
los modelos conceptuales y de integración (CM, IM). CM da una visión
semántica del repositorio de datos, mientras que IM especifica los enlaces
semánticos de los conceptos de oŕıgenes particulares a conceptos en CM.
• Diseño de la aplicación y de la adaptación. En esta fase el diseñador
crea un modelo de la aplicación (AM), y un conjunto de modelos para
la adaptación. AM se construye por encima de CM y describe toda
la estructura de presentaciones generadas incluyendo la navegación. La
adaptación de la presentación generada se basa en propiedades estáticas
o dinámicas basadas en un modelo de usuario.
• Diseño de la presentación. En esta fase el diseñador especifica la capa de
presentación en unidades de presentación.
Adaptación a los servicios Web
Actualmente, existe una extensión de Hera [28] que propone la transformación
de componentes Hera a dos tipos de servicios Web (ver figura 3.12): un servicio
2Figura extráıda del art́ıculo [28]
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Web que provee datos y un servicio Web que conoce como se presentan estos
datos.
Figura 3.1: Arquitectura Orientada a Servicios de Hera
La propuesta presentada por Hera no aborda cómo se implementan estos
servicios Web ni propone un método para derivar servicios Web a partir de los
modelos Hera.
Como trabajos futuros en [28] se quiere extender los servicios Web con
nuevos tipos como servicios de recuperación de consultas, de integración de
datos o para generar presentaciones dinámicas.
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3.2.2 OO-H: Object-Oriented Hypermedia Method
El método OO-H (Object-Oriented Hypermedia Method) [54, 60] es un método
que provee un framework basado en estándares para capturar las propiedades
relevantes que participan en el modelado e implementación de los interfaces
para aplicaciones Web. OO-H comenzó como una extensión de OO-Method
[61], pero en publicaciones recientes los autores desasocian OO-H de OO-
Method y se centran en la personalización de sitios Web [62]. La metodoloǵıa
tiene dos vistas:
• La vista navegacional extiende el diagrama de clases con propiedades de
la navegación hipermedia, y está definida en NADs (Navigational Access
Diagrams).
• La vista de presentación usa diferentes elementos relacionados con la
apariencia del interfaz y con el comportamiento para modelar un número
de estructuras de plantillas interconectadas expresadas en XML. Esta
vista está definida en APDs (Abstract Presentation Diagrams).
La herramienta que da soporte al método OO-H es VisualWADE3 (Web
Application Development Environment). VisualWADE provee un entorno que
soporta todos los aspectos metodológicos de OO-H, simplifica el diseño y la
implementación de los sistemas de información basados en Web desde una
perspectiva orientada a objetos.
Este software, basado en estándares para el análisis y diseño de sistemas de
información (UML, OCL, XML), facilita: un entorno para modelar interfaces
de usuarios personalizadas e independientes de lenguajes para Web; compi-
ladores de modelos para la generación automática de interfaces operativos en
varios lenguajes: HTML/CSS, XML, ASP, JSP, PHP, etc.; conexión entre los
interfaces generados y sistemas legados y/o servicios Web.
Proceso de desarrollo
OO-H propone un proceso de desarrollo con cuatro etapas:
3http://www.visualwade.com
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• En la etapa de análisis de requisitos se especifican los requisitos de cada
tipo de usuario.
• La segunda etapa es la de ingenieŕıa, en la que se realizan actividades
relacionadas con el análisis y diseño del producto software. En particular,
estas actividades son cinco: análisis del dominio, análisis navegacional,
diseño del dominio, diseño de la navegación y diseño de la presentación.
• La siguiente etapa es la construcción y adaptación y constituye la imple-
mentación de la aplicación Web.
• La última etapa es la de evaluación del cliente, donde el cliente evalúa
la aplicación Web desarrollada.
Adaptación a los servicios Web
El método OO-H no proporciona herramientas para el diseño de servicios Web
en Visual Wade. Además, no se han encontrado publicaciones que presenten
gúıas para identificar servicios Web a partir de sus modelos conceptuales.
A pesar de que el método OO-H no permite el diseño de servicios Web,
Visual Wade si que permite generar la lógica de la aplicación por medio de
servicios Web. La desventaja existente, es que al no haber un diseño previo,
todas las operaciones modeladas serán implementadas como un servicio Web.
3.2.3 OOHDM: Object-Oriented Hypermedia Design Me-
thod
OOHDM (Object-Oriented Hypermedia Design Method) [55, 63] es un método
de diseño orientado a objetos (OO) que usa conceptos y técnicas OO para
construir aplicaciones hipermedia. Este método se basa en las ideas propuestas
por HDM [64].
La herramienta que da soporte a OOHDM es HyperDE 4. Esta herramien-
ta está basada en el método SHDM (Semantic Hypermedia Design Method)
4http://www.tecweb.inf.puc-rio.br:8000/hyperde
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[65], una variante de OOHDM, que permite describir semánticamente datos y
metadatos.
Proceso de desarrollo
Las etapas que sigue el método OOHDM son cinco:
• En la etapa de captura de requisitos identifica los usuario que van a in-
teractuar con la aplicación Web aśı como las necesidades del usuario que
debe cubrir la aplicación Web. Esta etapa fue incluida tras la definición
de algunas extensiones al método [66].
• El diseño conceptual consiste en la definición del esquema conceptual
donde se definen los aspectos estáticos del sistema.
• La etapa de diseño navegacional se define un diagrama de clases navega-
cional y un diagrama de estructura navegacional. El primero representa
la parte estática del sistema navegacional. El segundo extiende el diagra-
ma de clases navegacional incluyendo estructuras de accesos y contextos
navegacionales.
• El diseño de la interfaz abstracta consiste en la descripción de la interfaz
del usuario de una forma abstracta. Este diseño se realiza mediante la
utilización de ADVs (Abstract Data Views) [67].
• La etapa de implementación de la aplicación Web se basa en los modelos
anteriores transformándolos en objetos de implementación.
Adaptación a los servicios Web
OOHDM [29] representa las acciones de los servicios Web propios como un
interfaz con el estereotipo action service interface en el esquema conceptual
(a nivel de modelado), el cual no solo representa el interfaz del servicio sino
también el componente que lo implementa.
En la figura 3.25 se observa cómo se modelan los servicios Web en OOHDM.
5Figura extráıda del art́ıculo [29]
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En la parte izquierda de la figura se encuentra el esquema conceptual de
OOHDM con el servicio Web HotelService (etiquetado como action service
interface) que lo implementa el componente HotelServiceComponent. En la
parte derecha de la figura se encuentra el esquema navegacional de OOHDM
con la asociación directa desde el HotelInfoNode al HotelService.
Figura 3.2: Modelado de servicios Web en OOHDM
OOHDM provee mecanismos de abstracción para incluir llamadas a servi-
cios Web en la definición de sus modelos conceptuales. Sin embargo, la prop-
uesta presentada no provee soporte metodológico para el desarrollo de servicios
Web a partir de sus modelos conceptuales ni se ha encontrado ninguna publi-
cación donde presenten cómo se genera la implementación de los servicios Web
modelados.
Como se comenta en [63] tanto SHDM como la herramienta HyperDE van
a ser extendidos para dar soporte a las aplicaciones Web 2.0 (interfaces ricas,
mashups, etc.).
3.2.4 UWE: UML based-web Engineering
UWE (UML base-web Engineering) [56, 68, 69] es un método para el desarrollo
de aplicaciones Web basado totalmente en técnicas UML. Este método propone
un proceso de diseño semi-automático soportado por la herramienta ArgoUWE6.
6http://www.pst.informatik.uni-muenchen.de/projekte/uwe
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Proceso de desarrollo
El proceso de desarrollo de UWE se basa en MDA y consta de 4 etapas:
• El proceso comienza en la etapa de análisis de requisitos. Estos requisitos
se definen mediante diagramas de casos de uso.
• La etapa de diseño conceptual define los modelos conceptuales represen-
tados con diagramas de clase.
• El diseño navegacional está formado por las clases navegacionales y la
estructura de navegación. Ambos diagramas se obtienen de los modelos
de las etapas anteriores.
• El proceso termina con la etapa de diseño de la presentación donde se
construye un modelo de presentación basado en los modelos anteriores.
Adaptación a los servicios Web
La propuesta no presenta una estrategia de modelado o de implementación
de servicios Web. En [70] proponen, como trabajo futuro, el análisis de una
aproximación MDE a caracteŕısticas de la Web 2.0 tales como servicios Web y
aplicaciones ricas utilizando tecnoloǵıa AJAX. Además, en [69] muestra, con
ejemplos, cómo seŕıa el código de los servicios Web.
3.2.5 WebML: Web Modeling Language
WebML (Web Modeling Language) [57, 71, 19, 72] es un lenguaje de alto
nivel de modelado y especificación para aplicaciones Web. WebML permite a
los diseñadores expresar las principales caracteŕısticas de un sitio a un alto
nivel de abstracción y sin comentar detalles de arquitectura. Provee gráficos,
formalismos, especificaciones, y diseño de procesos apoyados por herramientas
gráficas.
WebRatio 7 es la herramienta que da soporte a este método. Esta her-
7Http://www.webratio.com
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ramienta está siendo aplicada en entornos industriales.
Proceso de desarrollo
El proceso de desarrollo de WebML consta de seis etapas:
1. La primera etapa es la de análisis de requisitos. En esta etapa se especifica
la información sobre la aplicación.
2. La etapa de modelado conceptual consiste en definir los esquemas con-
ceptuales que expresan la organización de la aplicación en un alto nivel
de abstracción, totalmente independiente de detalles de implementación.
3. La implementación consiste en la transformación de los modelos WebML
en una implementación espećıfica.
4. En la etapa de prueba y evaluación, la aplicación Web es probada y
validada, tanto su calidad interna como externa.
5. El despliegue de la aplicación Web en una arquitectura espećıfica.
6. La etapa de mantenimiento y evolución consiste en el mantenimiento de
la aplicación tras su despliegue.
Adaptación a los servicios Web
WebML ha sido extendido para dar soporte al desarrollo de aplicaciones basadas
en servicios Web [30]8, definiendo nuevas primitivas para la representación de
éstos en el modelo de hipertexto. La extensión se basa en la implementación
de WSDL [7], y se representan mediante las unidades de servicios Web.
WebML soporta los cuatro tipos de operaciones existentes en WSDL: One-
-way, Request-Respon, Notification y Solicit & Response (ver figura 3.39).
8Estos trabajos son posteriores a las publicaciones iniciales de esta tesis [73, 74]
9Figura extráıda del art́ıculo [72]
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Asumen que estas operaciones no se utilizan dentro de los esquemas tradi-
cionales de hipertextos que representan la aplicación Web, sino como vistas de
servicios con la definición de los servicios publicados. Las dos primeras opera-
ciones estaŕıan dentro de lo que WebML llama integración con servicios Web
y las dos últimas con la publicación de servicios Web.
Figura 3.3: Modelado de servicios Web en WebML
Los dos últimos tipos de operaciones (Notification y Solicit&Response)
permiten publicar los servicios Web para ser invocadas por otras aplicaciones.
Por lo tanto se puede afirmar que WebML permite el diseño de servicios Web,
pero no ofrece ninguna gúıa para la obtención de los mismos a partir de sus
modelos.
Desde el punto de vista de implementación WebRatio si que permite gene-
rar servicios Web pero el despliegue y la publicación requiere la extensión de
WebRatio [72].
Este trabajo difiere de la propuesta de la tesis en que WebML [75, 30]
propone una extensión que permite modelar servicios Web y que genera au-
tomáticamente su implementación, pero no propone ningún método que per-
mita derivar el diseño de los servicios Web a partir de los modelos conceptuales
WebML.
3.2.6 WSDM: Web Site Design Method
WSDM (Web Site Design Modeling) [58, 76] es un método de diseño de sitios
Web. WSDM centra la generación del diseño en el usuario más que en los
datos. Para esto primero define los tipos de usuarios que pueden acceder al
sitio Web, y a partir de esta definición se establecen los parámetros de diseño.
No existe ninguna herramienta que de soporte al método WSDM.
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Proceso de desarrollo
El método está compuesto por cinco etapas:
1. La primera fase es la misión de la aplicación donde se especifican los
objetivos de la aplicación Web.
2. En la fase de modelado de los usuarios los usuarios se clasifican y agrupan
para estudiar los requisitos para cada grupo de usuarios.
3. En el diseño conceptual se modela la información requerida y se detallan
las clases de los usuarios. En el diseño conceptual también se crea el
diseño de la navegación.
4. En la fase de diseño de la implementación se especifican los requisitos y
restricciones del diseño gráfico de la aplicación Web, según lo definido en
el diseño conceptual.
5. Finalmente, en la fase de implementación se selecciona la tecnoloǵıa de
desarrollo y se implementa la aplicación Web.
Adaptación a los servicios Web
WSDM permite el uso de servicios Web externos [77, 76] pero no soporta el
diseño ni la implementación de los servicios Web propios. Esta propuesta no
presenta un método para derivar los servicios Web a partir de sus modelos
conceptuales.
3.3 Análisis comparativo de los principales mé-
todos de Ingenieŕıa Web
Una vez analizadas las soluciones propuestas por cada método, en este apartado
se presentan las desventajas y puntos débiles encontrado en cada propuesta
con su respectiva solución. Para llevar acabo esta evaluación, se van a tener en
cuenta los siguientes aspectos:
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1. Diseño de los servicios Web, si permiten el diseño de servicios Web
y han extendido sus modelos con primitivas para ello.
2. Implementación de los servicios Web, si las herramientas que les
dan soporte generan código para los servicios Web.
3. Gúıa para derivar los servicios Web de los modelos concep-
tuales, si existe alguna publicación donde se cuente cómo obtener las
operaciones de los servicios Web a partir de los modelos conceptuales de
cada método.
Si los puntos (1) o (2) se han contestado afirmativamente, además se
analiza si cada una de los métodos ofrece servicios Web que den soporte
a:
4. Lógica de Aplicación, son operaciones que implementan los requisitos
funcionales (lógica) de la aplicación.
5. Gestión de Usuarios, son operaciones que implementan la autenti-
cación, autorización y gestión de los usuarios.
6. Recuperación de Información, son operaciones que implementan la
búsqueda y recuperación de información.
7. Soporte a la Navegación, son operaciones que implementan la nave-
gación permitida a cada uno de los usuarios del sistema.
8. Soporte a la Presentación, son operaciones que conocen cómo se debe
presentar la información.
Diseño de servicios Web
La mayoŕıa de los método analizados permiten el diseño de servicios Web e
incluso han creado nuevos modelos y/o primitivas. Hera, OOHDM y WebML
son los métodos que han incluido el diseño de servicios Web dentro de sus
etapas de modelado de aplicaciones Web.
Por otro lado WSDM no ha incluido los servicios Web propios dentro de
sus primitivas, pero śı los servicios Web ajenos. En cambio, UWE y OO-H no
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ha incluido todav́ıa primitivas ni modelos para incluir ningún tipo de servicio
Web.
Implementación de servicios Web
Los métodos Hera, OOHDM y WebML ofrecen soporte a la generación de
servicios Web a partir de sus modelos. OO-H en cambio, no permite el diseño
en sus modelos pero si la implementación de sus aplicaciones como servicios
Web. Por otro lado, ni UWE ni WSDM permiten generar servicios Web.
Gúıa para derivar los servicios Web de los modelos conceptuales
Como regla general, los método de ingenieŕıa Web analizados no proveen ningu-
na gúıa para derivar los servicios Web de los modelos conceptuales propuestos
en sus métodos. Dejan en manos de los analistas/modeladores la forma de
diseñar los servicios Web.
Servicios Web de Lógica de la Aplicación
Tanto OO-H, como OOHDM y WebML dan soporte a los servicios Web que
implementan la lógica de la aplicación. En el caso de OO-H se genera toda la
capa de lógica de la aplicación como un servicio Web. En el caso de OOHDM
y WebML solo se implementan aquellas operaciones que han sido modeladas
como un servicio Web.
Servicios Web para la Gestión de Usuarios
WebML solo tiene dos de las operaciones existentes para la gestión de usuarios:
login que da acceso al usuario a la aplicación y logout que permite salir de
la sesión.
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Servicios Web de Recuperación de Información
Tanto Hera como WebML permiten modelar e implementar servicios Web que
recuperen información de las clases existentes en el modelo.
Servicios Web Soporte a la Navegación
Al igual que la gúıa para derivar los servicios Web, ninguno de los métodos
analizados provee servicios que den soporte a la navegación modelado en sus
métodos.
Servicios Web de Presentación
Únicamente Hera da soporte a los servicios Web de presentación, pero con la
salvedad de que estos servicios Web no permiten al usuario configurar cómo se
desea ver la información ya que no son dinámicos.
3.4 Conclusiones
En este caṕıtulo se ha presentado una revisión del estado de la investigación
relacionada con el diseño e implementación de servicios Web. Se han revisado
los principales métodos de la Ingenieŕıa Web, poniendo énfasis en cómo se han
adaptado a los servicios Web. En primer lugar se ha introducido cada propuesta
presentando su método de desarrollo. A continuación, se ha presentado cómo
se han adaptado estos métodos a los servicios Web tanto a nivel de diseño
como de implementación. Además, se ha analizado si estos método proveen
alguna gúıa para derivar (automática o manualmente) los servicios Web de
sus modelos conceptuales. Una vez los métodos han sido presentados, se ha
realizado un estudio comparativo de las propuestas donde se han destacado
las principales aportaciones del método que se propone en esta tesis doctoral.
Desde el punto de vista de los servicios Web, alguno de los métodos per-
miten el diseño de servicios Web. La mayoŕıa de ellos permite la implemen-
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tación de los servicios Web mediante las herramientas que les dan soporte, y
ninguno de ellos provee de una gúıa para derivar los servicios Web desde los
modelos conceptuales propuestos.
Una cŕıtica general a todas las propuestas es que ninguna de ellas propone
una gúıa para derivar automáticamente los servicios Web a partir de los mode-
los conceptuales que proponen. Además, tampoco proponen servicios Web que
den soporte a la navegación definida en sus métodos.
La tabla 3.1 resume los aspectos estudiados para cada uno de los métodos.
Tabla 3.1: Resumen de los métodos de Ingenieŕıa Web
Métodos de Ingenieŕıa Web
Hera OO-H OOHDM UWE WebML WSDM
Diseño Si No Si No Si No
Implementación Si Si Si No Si No
Gúıa No No No No No No
Lógica
Aplicación No Si Si - Si -
Gestión
Usuarios No No No - Si * -
Recuperación
Información Si No No - Si -
Soporte
Navegación No No No - No -
Soporte
Presentación Si ** No No - No -
* Solo las operaciones de login y logout.
** Solo con presentación no configurable por el usuario (estática).
Caṕıtulo 4
Un método para el diseño e
implementación de servicios
Web
En este caṕıtulo se presenta un método dirigido por modelos para el diseño
e implementación de servicios Web a partir de los modelos conceptuales de
OO-Method / OOWS.
El caṕıtulo se estructura de la siguiente forma: para comprender mejor la
propuesta, en primer lugar se introduce brevemente la notación utilizada para
describir el método junto con una visión general y completa del método para
la identificación e implementación de servicios Web. El método se compone de
cuatro etapas: la Especificación de Requisitos en el apartado 4.2, el Modelado
Conceptual en el apartado 4.3, la Generación de Código en el apartado 4.4 y
en la parte final del caṕıtulo, en el apartado 4.5, se esboza la propuesta de
la tesis para el diseño e implementación de Servicios Web (estos aspectos se
desarrollan con mayor nivel de detalle en los caṕıtulos 5 y 6 respectivamente).
Para ejemplificar los diferentes subapartados, se aplica la propuesta al ejem-
plo del apéndice A. En este ejemplo se modela el caso de estudio de una apli-
cación de comercio electrónico como Amazon, donde las contribuciones de esta
tesis se ponen en práctica. En este caso de estudio se desarrolla una apli-
cación de comercio electrónico, mediante servicios Web. Se ha escogido una
51
52 Un método para el diseño e implementación de servicios Web
aplicación de comercio electrónico porque este tipo de aplicaciones se centran
tanto en proveer una gran cantidad de información como en proveer funcional-
idad compleja para por ejemplo comprar productos. Estas propiedades per-
miten mostrar las caracteŕısticas principales del método para el diseño y la
implementación de servicios Web. Se ha utilizado una aplicación de comer-
cio electrónico similar a Amazon para facilitar la comprensión del método, y
porque Amazon es una de las aplicaciones de comercio electrónico más uti-
lizadas y conocidas.
4.1 Introducción
Para definir las etapas involucradas en el método de diseño e implementación de
servicios Web, se han estudiado varias propuestas (OPEN Process Framework
[78], SPEM [34], Terävä [79] y PIE [80]). Se ha elegido SPEM v2.0 porque
proporciona la abstracción suficiente para describir el método que se propone
en la tesis.
4.1.1 Conceptos básicos de SPEM
SPEM v2.0 (Software Process Engineering Metamodel) [34], formulada por
la OMG (Object Management Group), permite definir procesos software por
medio de un conjunto de actividades. Cada una de estas actividades se lleva
a cabo por uno o más roles. Tras la realización de cada actividad se pueden
obtener uno o más productos, y una actividad puede también necesitar algún
producto para llevarse a cabo. Para definir el proceso de trabajo y comuni-
cación entre los roles, actividades y productos, SPEM utiliza las categorias o
etapas. A continuación se detallan los elementos de SPEM y en la figura 4.1 se
presenta la notación propuesta por SPEM para representar estos elementos.
• Rol (processRol): define el comportamiento y responsabilidades de un in-
dividuo, o de un grupo de individuos trabajando juntos como un equipo.
Una persona puede desempeñar diversos roles, aśı como un mismo rol
puede ser representado por varias personas.
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• Actividad (activity): se define como una unidad de trabajo que se le
solicita a una persona que está desempeñando un rol. Las actividades
tienen un objetivo concreto, normalmente expresado en términos de crear
o actualizar algún producto.
• Producto (workProduct): se define como una pieza de información que es
producida, modificada o usada durante el proceso de desarrollo de soft-
ware. Los productos son los resultados del proceso, que se van generando
y usando hasta obtener el producto final. Un producto puede ser: un
documento, un modelo o una aplicación (código fuente o ejecutable).
• Categoŕıa o Etapa (category): divide las actividades dentro de un proceso
teniendo en cuenta un tema común. Definen el proceso de trabajo y
comunicación entre los roles, actividades y productos.
• Gúıa (Guidance): proporciona información adicional relacionada con los
elementos.
• Herramienta (Tool): especifica la participación de una herramienta en la
realización de una actividad.
Figura 4.1: Representación gráfica de la notación en SPEM
Además, SPEM propone el uso de diagramas de actividad UML 2.0 [81]
para definir tanto la secuencia de actividades como la salida y entrada de
productos. En este caso, los nodos de los diagramas representan actividades o
productos. Los arcos en los diagramas de actividades representan:
1. una secuencia de actividades, representado con flechas continuas, si tanto
el origen como el destino son actividades,
2. la salida o la entrada de productos, representado con flechas discontinuas,
si el origen o el destino de la flecha es un producto.
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Figura 4.2: Ejemplos de conexión en SPEM
Finalmente, SPEM permite asociar elementos gúıa que se representan en
los diagramas de actividad. Las actividades se asocian a elementos gúıa para
indicar información detallada sobre cómo se llevan a cabo las actividades. En
esta tesis, esta gúıa indica los diferentes caṕıtulos de la tesis donde se introduce
información relacionada con la actividad. En la figura 4.2 se puede ver un
ejemplo de una actividad con gúıa.
4.1.2 Un Método para el diseño e implementación de
servicios Web
En este apartado, se presenta el método OO-Method / OOWS extendido con la
propuesta de esta tesis: el soporte para el diseño e implementación de servicios
Web. Para ello, primero se muestra el estado actual de OO-Method / OOWS.
OO-Method [61] es un método Orientado a Objetos de producción au-
tomática de software basado en un modelo formal de objetos, desarrollado en
el grupo de investigación al que pertenece la autora de la tesis. OOWS [12]
es la extensión de OO-Method que introduce la expresividad necesaria para
capturar los requisitos navegacionales y de presentación de las aplicaciones
Web.
El proceso de desarrollo llevado a cabo en OO-Method / OOWS, se basa
en el paradigma del Desarrollo Dirigido por Modelos (MDD, Model Driven
Development) [10]. MDD propone desarrollar software a partir de modelos.
Propone construir el modelo de un sistema para transformarlo en su producto
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software equivalente.
A continuación se presentan las técnicas y los modelos de OO-Method /
OOWS, que van a servir de base para el trabajo desarrollado en esta tesis.
Trasladando OO-Method / OOWS a SPEM (las tres primeras etapas mos-
tradas en la figura 4.3)), el método presentado en la tesis se define a partir
de los modelos obtenidos (productos) en las siguientes tres etapas (como se
muestra en la figura 4.3): Especificación de Requisitos, Modelado Conceptual y
Generación de Código.
Figura 4.3: Visión general del método
La figura 4.4 muestra la secuencia de actividades para OO-Method / OOWS
extendida con el diseño e implementación de los servicios Web.
La primera actividad comienza cuando el analista crea los modelos de re-
quisitos tras analizar las necesidades del usuario. Los modelos creados por el
analista son: el modelo de tareas, la plantilla de caracterización y la descripción
de la tarea. En el apartado 4.2 se presenta esta actividad.
A continuación, el modelador define la estructura y el comportamiento de
la aplicación a partir de los modelos de requisitos definidos por el analista en
la actividad anterior. De esta actividad se obtienen los modelos conceptuales
OO-Method de la aplicación (modelos estructural, dinámico y funcional). En
un segundo paso, el modelador define la navegación y presentación abstracta
de la aplicación Web obteniendo los modelos conceptuales OOWS (modelos de
usuario, navegacional y de presentación). En el apartado 4.3 se desarrolla esta
actividad.
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Una vez modelada la aplicación, a partir de los modelos OO-Method, la
herramienta OlivaNOVA genera automáticamente una aplicación software.
A su vez, la herramienta OOWS Suite automáticamente genera, a partir de
los modelos OOWS, la interfaz Web de dicha aplicación. En el apartado 4.4 se
desarrolla la estrategia de generación automática de código.
Finalmente, se diseñan las operaciones de los servicios Web partiendo de
los modelos de requisitos (modelos obtenidos en la primera etapa) y de los
modelos conceptuales, de navegación y de presentación (modelos obtenidos
en la segunda etapa). A continuación se implementan estas operaciones uti-
lizando la lógica generada tanto por la herramienta OlivaNOVA como por
la herramienta OOWS Suite. Estas dos actividades se han automatizado en
la herramienta DISWOOM. Esta secuencia de actividades se ve detalladamente
en caṕıtulos posteriores (el diseño de los servicios Web en el caṕıtulo 5, la
implementación en el caṕıtulo 6 y la herramienta en el caṕıtulo 7).
Como se puede observar en la figura 4.4, existen dependencias entre las
distintas actividades:
• La etapa de Modelado Conceptual necesita los modelos de la etapa de
Especificación de Requisitos para modelar la estructura y el compor-
tamiento de la aplicación.
• La etapa de Generación de Código necesita los modelos de la etapa de
Modelado Conceptual. Por un lado, la herramienta OlivaNOVA de-
pende de los modelos OO-Method. Por otro lado, la herramienta OOWS
Suite depende de los modelos OOWS.
• La etapa de Diseño e Implementación de servicios Web necesita para
diseñar las operaciones de los servicios Web: (1) los modelos de la etapa
de Especificación de Requisitos; y (2) los modelos de la etapa de Modela-
do Conceptual: clases, usuario, navegación y presentación. Y para imple-
mentar las operaciones de los servicios Web: (1) la lógica y persistencia
generada por la herramienta OlivaNOVA; y (2) la lógica de la capa de
presentación generada por la herramienta OOWS Suite.
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Figura 4.4: Secuencia de Actividades
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4.2 Especificación de Requisitos
A continuación se presenta la etapa de Especificación de Requisitos [82] que
constituye una etapa básica en el método que se propone.
La Especificación de Requisitos constituye la etapa temprana en el método
de desarrollo OO-Method / OOWS. Esta etapa tiene como objetivo analizar
y documentar las necesidades funcionales que deberán ser soportadas por el
sistema a desarrollar. En esta etapa, se capturan los requisitos del sistema
a partir de la descripción de las tareas que los usuarios deben poder realizar
usando la aplicación Web. Para ello, se propone un modelo de requisitos basado
en el concepto de tarea [82]. En la figura 4.5 se pueden observar las actividades,
roles y productos que se desarrollan en esta etapa.
Existen más propuestas, a parte de OO-Method / OOWS, que utilizan
los modelos de tareas. De entre los métodos de Ingenieŕıa Web se encuentra
WHDM [83], mientras que en la comunidad HCI existen diversos trabajos sobre
los modelos de tareas [84, 85, 86].
Figura 4.5: Actividades, Roles y Productos de la Especificación de Requisitos
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4.2.1 Actividades
Las actividades a llevar a cabo por el rol Analista son la identificación de los
requisitos que ha de satisfacer el nuevo sistema mediante entrevistas, el estudio
de los problemas del cliente y sus necesidades actuales. Estas actividades se
realizan siguiendo el proceso presentado en [82]. Las actividades de esta etapa
se resumen en dos:
1. Identificar los requisitos del usuario, a partir de la información propor-
cionada por el cliente se extraen las necesidades que debe cubrir la apli-
cación.
2. Especificar y describir los requisitos, a partir de las necesidades del cliente
se elabora un catálogo (modelo) de requisitos.
Identificar los requisitos del usuario
Esta actividad tiene como finalidad capturar los requisitos de los usuarios
para el desarrollo del sistema. La entrevista consiste en una interacción con un
usuario para extraer los conocimientos de éste. Esta actividad comprende:
• Planificar las entrevistas a realizar.
• Realizar las entrevistas y documentarlas debidamente.
• Documentar los requisitos identificados con sus prioridades.
A partir de las entrevistas realizadas con los responsables y usuarios, se iden-
tifican los requisitos que debe cumplir el sistema y se establece una prioridad
para los mismos, de acuerdo a las necesidades expresadas por los usuarios y a
los objetivos a cubrir por el nuevo sistema.
Especificar y describir los requisitos
Esta actividad tiene como objetivo la especificación de forma clara, precisa
y completa todas las funcionalidades y restricciones del sistema que se desea
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construir. De las necesidades detectadas y de las peticiones de los usuarios
se elabora un Catálogo de Requisitos formado por los tres productos de esta
actividad: modelo de tareas y las descripciones de cada tarea (ver figura 4.6).
Esta documentación está sujeta a revisiones por el grupo de usuarios que
se recogen por medio de sucesivas versiones del documento, hasta alcanzar su
aprobación por parte del grupo de usuarios. Una vez aprobado, sirve de base
para la construcción del nuevo sistema.
Figura 4.6: Modelos obtenidos en la especificación y descripción de requisitos
En este apartado se han presentado las actividades que debe realizar un
Analista para especificar y describir los requisitos de la aplicación. A con-
tinuación, se presentan los productos que se obtienen al llevar a cabo estas
actividades.
4.2.2 Productos
En este apartado se introducen los productos de la etapa de especificación de
requisitos que se van a utilizar en el desarrollo de la tesis. El producto que se
obtiene de estas actividades es un modelo de requisitos formado por: un modelo
de tareas para cada usuario y una descripción para cada tarea elemental del
modelo de tareas.
Modelo de tareas
El primer producto consiste en construir, a partir del propósito general del
sistema, la taxonomı́a de tareas que caracteriza la aplicación en desarrollo. La
taxonomı́a de tareas se construye agrupando las tareas generales, a partir de las
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cuales, es posible llevar a cabo un refinamiento obteniendo tareas más espećıfi-
cas, hasta obtener tareas elementales. En este sentido, una tarea elemental se
define como aquella que al particionarla en subtareas, se obtienen tareas cuyo
trabajo implica únicamente la participación del sistema o del usuario, no de
ambos.
En definitiva, se define un modelo de tareas para cada tipo de usuario (ver
figura 4.7). En este modelo se describe de forma jerárquica las tareas que cada
usuario puede llevar a cabo interactuando con la aplicación. Para representar
el modelo de tareas se utiliza el modelo de tareas propuesto en [87] ( basado
en la aproximación CTT (ConcurTaskTree) [88]).
Figura 4.7: Modelo de tareas
Descripción de cada tarea elemental
A cada tarea elemental del modelo de tareas se le asocian dos descripciones
(información más detallada se puede encontrar en [89, 90]):
• Plantilla de Caracterización. La plantilla de caracterización asociada
a cada tarea elemental, muestra información de por qué se realiza la tarea,
quien la lleva a cabo y con qué frecuencia. Por lo tanto, para cada tarea
elemental hay que especificar la siguiente información (ver figura 4.8):
– Task : nombre de la tarea.
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– Goals : los objetivos que se deben alcanzar al realizarla.
– Users : los usuarios que pueden llevarla a cabo.
– Frequency : frecuencia de uso.
Figura 4.8: Plantilla de caracterización de una tarea elemental
• Descripción de la tarea. A cada tarea elemental del modelo de tar-
eas se le asocia también una descripción (ver figura 4.9). Este tipo de
descripciones introducen información sobre la propia interacción entre el
usuario y el sistema, indicando de forma explicita en qué momento de
la tarea se lleva a cabo esta interacción. En este contexto, una tarea se
describe como un proceso donde el sistema lleva a cabo determinadas ac-
ciones deteniéndose en algunos momentos para interactuar con el usuario
a través de puntos de interacción (PI).
Para realizar la descripción de tareas elementales mediante PIs, se uti-
lizan diagramas de actividad basados en los diagramas de actividad de
UML [81] donde cada nodo representa un PI (ĺınea continua) o una acción
del sistema (ĺınea discontinua).
Figura 4.9: Descripción de una tarea elemental
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La interacción entre el sistema y el usuario se representa expĺıcitamente
mediante PIs donde el sistema proporciona o solicita información al usua-
rio. Dependiendo de esto, los PI se clasifican en:
– PI de salida (estereotipados con la palabra clave output): el sis-
tema proporciona al usuario información y acceso a unas determi-
nadas operaciones. En este tipo de puntos, se indica en la parte
superior derecha, el número de instancias sobre las que se informa
(cardinalidad).
– PI de entrada (estereotipados con la palabra clave input): el usua-
rio introduce información en el sistema sobre una determinada ins-
tancia. Este PI depende exclusivamente de la acción del sistema y
no interviene directamente en el proceso general que permite alcan-
zar los resultados asociados a la tarea. Para caracterizar esto, los
nodos que representan a ambos elementos se encapsulan dentro de
un cuadro punteado, como se observa en la figura 4.9.
Además, se pueden indicar las acciones que lleva a cabo el sistema, clasi-
ficadas en:
– Ejecución de funcionalidad (estereotipadas con la palabra clave
function): operaciones del sistema que cambian su estado (alta,
baja, modificación, etc.).
– Búsqueda de información (estereotipadas con la palabra search):
operaciones que únicamente consultan el estado del sistema.
4.3 Modelado Conceptual
En este apartado se presentan las actividades y productos de la etapa de Mo-
delado Conceptual. En esta etapa, se describe a un alto nivel de abstracción,
el sistema que da soporte a las tareas de usuario descritas en la etapa anterior.
Estas abstracciones son especificadas en términos de clases y de su estructura,
comportamiento y funcionalidad.
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4.3.1 Actividades
Esta etapa incluye aquellas actividades relacionadas con el modelado de apli-
caciones Web. Estas actividades se realizan siguiendo el proceso de desarrollo
propuesto en OO-Method / OOWS. OO-Method [61] es un método de inge-
nieŕıa que provee soporte metodológico para el desarrollo de aplicaciones tradi-
cionales (no-Web), mientras que OOWS [12] es la extensión de OO-Method
para el desarrollo de aplicaciones Web.
Figura 4.10: Actividades, Roles y Productos del Modelado Conceptual
En esta etapa se distinguen las siguientes actividades principales (ver figura
4.10):
1. Definir la estructura y el comportamiento de la aplicación (basada en
OO-Method), que representa los requisitos de la aplicación (desde el
modelo de requisitos definido por el analista en la etapa anterior).
2. Definir la navegación y presentación de la interfaz Web (basada en
OOWS), a partir de los modelos de requisitos (etapa anterior) y del
modelo de clases (modelo de objetos de la actividad anterior).
El rol que realiza estas actividades es el de Modelador. Los productos que
se obtienen en esta etapa son un conjunto de modelos (objetos, dinámico,
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funcional, usuarios, navegacional y de presentación) que capturan la estructura,
el comportamiento, la navegación y la presentación de una aplicación a nivel
conceptual.
Definir la estructura y el comportamiento de la aplicación
La primera actividad se basa en el método de OO-Method [61]. Este método
propone la construcción de modelos para desarrollar un sistema software. Estos
modelos se corresponden con el producto obtenido en la primera actividad (ver
figura 4.11):
• El modelo de objetos describe la estructura estática de la aplicación
(clases, operaciones y atributos) y las relaciones entre las clases (espe-
cialización, asociación y agregación) por medio de un modelo de clases.
• El modelo dinámico describe las vidas válidas para los objetos de una
clase del sistema usando diagramas de transición de estados, ordenando
temporalmente la secuencia de ocurrencia de servicios (eventos y transac-
ciones). Además, en este modelo se especifica la interacción entre objetos
(comunicación entre objetos) representada por medio del diagrama de se-
cuencia.
• El modelo funcional permite especificar la semántica de los cambios de
estado, definiendo cual es el efecto sobre el estado del objeto implicado
en términos de los atributos que modifica.
Figura 4.11: Modelos obtenidos en la primera actividad
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La perspectiva estática del modelo de objetos se complementa con los mo-
delos dinámico y funcional. Estos tres modelos definen, desde puntos de vista
complementarios, las propiedades estáticas y dinámicas de los objetos identi-
ficados en el sistema.
Definir la navegación y presentación de la interfaz Web
La segunda actividad se basa en OOWS [12], el cual introduce tres modelos
para capturar los nuevos aspectos que intervienen en el desarrollo de aplica-
ciones Web (ver figura 4.12):
• El modelo de usuarios describe los diferentes tipos de usuarios (roles)
que van a interactuar con la aplicación Web.
• El modelo navegacional describe la estructura de la navegación permitida
para los usuarios definidos anteriormente.
• El modelo de presentación define las propiedades de presentación de in-
formación de la aplicación Web.
Figura 4.12: Modelos obtenidos en la segunda actividad
El método para el desarrollo de servicios Web a partir de modelos concep-
tuales que se presenta en esta tesis, no hace uso de todos los modelos propuestos
en esta etapa. Por lo tanto, a continuación se detallan los modelos que pro-
porcionan información relevante para la identificación e implementación de los
servicios Web.
4.3 Modelado Conceptual 67
4.3.2 Productos
En este apartado se presentan el modelo de objetos (de la primera actividad
de la etapa de Modelado Conceptual) y los modelos de usuario, navegación y
presentación (de la segunda actividad).
Modelo de Objetos
El modelo de objetos captura la estructura estática del sistema mostrando:
clases, relaciones entre clases, atributos y operaciones (ver figura 4.13).
Figura 4.13: Modelo de clases
A continuación, se muestran los modelos de la segunda actividad que nos
proporcionan información relevante para la identificación e implementación
de los servicios Web. Los modelos OOWS permiten captar los requisitos de
navegación de la aplicación.
Modelo de Usuarios
En el modelo de usuarios se especifica qué tipos de usuarios (roles de usuarios)
van a interactuar con el sistema, qué interrelaciones existen entre ellos y cuál
va a ser su modo de acceso al sistema.
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En primer lugar se estudian cuáles son los tipos de roles de usuarios que
van a interactuar con el sistema y se crea un rol de usuario en este modelo (ver
figura 4.14). Cada tipo de rol de usuario puede ser de dos clases distintas:
• Anónimo (representados con el śımbolo ? ): pueden conectarse al sistema
sin identificarse. En el ejemplo de la figura 4.14 se ha definido un rol de
usuario anónimo: Visitante.
• Registrado (representados con un candado): necesitan identificarse en el
sistema. En el ejemplo de la figura 4.14 se han definido dos roles de
usuario anónimo: Cliente y Administrador.
Figura 4.14: Modelo de Usuarios
Modelo Navegacional
En este modelo se construyen los mapas navegacionales, uno por cada rol de
usuario. Estos mapas se definen mediante un grafo dirigido (ver figura 4.15)
en el que los nodos representan unidades de interacción con el usuario (gráfi-
camente representado mediante un paquete UML) y los arcos representan los
caminos navegacionales válidos entre nodos (representados mediante flechas).
Cada uno de estos nodos, donde el usuario interactúa con el sistema, se
corresponde con un contexto navegacional (ver figura 4.16). Los enlaces nave-
gacionales (arcos del grafo) representan la alcanzabilidad entre nodos, indi-
cando los caminos navegacionales válidos por el sistema para un determinado
usuario. Los enlaces pueden ser de dos tipos:
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Figura 4.15: Mapa Navegacional
• Enlaces de exploración (se representa gráficamente mediante flechas dis-
continuas): indican contextos alcanzables desde cualquier otro contexto.
Este tipo de enlaces surgen del rol del usuario hasta el contexto.
• Enlaces de secuencia (gráficamente se representa mediante flechas con-
tinuas): indican aquellos contextos que sólo pueden alcanzarse a través
de un determinado camino de navegación.
Una vez se ha definido la navegación de cada uno de los roles identificados,
mediante sus respectivos mapas navegacionales, el siguiente paso a realizar
consiste en la definición de los contextos navegacionales.
Un contexto navegacional (ver figura 4.16), estereotipado con la palabra
reservada << context >>, está compuesto por un conjunto de clases nave-
gacionales, estereotipadas con la palabra reservada << view >> que hacen
referencia a clases identificadas en el modelo de clases. Con ellas se puede
definir la visibilidad (vista) ofertada al rol en este nodo, tanto de los atrib-
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utos de la clase como de las operaciones que puede activar. En un contexto
navegacional debe aparecer al menos una clase navegacional principal, llama-
da clase directora, y opcionalmente otras que complementan la información de
esta clase, llamadas clases complementarias. Las clases navegacionales están
unidas entre śı por relaciones binarias unidireccionales que pueden ser definidas
sobre una relación de agregación o de especialización/generalización existente
entre las dos clases en el modelo de clases.
Figura 4.16: Contexto Navegacional
Se pueden definir otro tipo más de enlace, pero esta vez a nivel de contexto:
• Enlaces de servicio: permiten definir el contexto navegacional al cual ac-
cede el usuario después de la ejecución de una operación. Para definir este
tipo de enlace es necesario indicar el contexto destino de la navegación
(representado como [contexto destino]).
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Una vez construidos los mapas navegacionales se pueden definir mecanismos
adicionales que estructuren el acceso y permitan realizar búsquedas de infor-
mación dentro de un contexto navegacional. Estos mecanismos permitirán ex-
plorar y facilitar el acceso a la misma información, sin necesidad de implicar
navegación. Estos mecanismos son los siguientes:
• Índices : proporcionan un acceso indexado (por alguna propiedad propia
o de un objeto relacionado) a los objetos principales del contexto (objetos
de la clase directora). Los ı́ndices crean una lista de información resumida
permitiendo al usuario elegir una instancia de la lista.
• Mecanismos de búsqueda, expresados como filtros de información. Esta
expresión se puede especificar en tiempo de Modelado o puede ser in-
troducida por el usuario en tiempo de ejecución. Se pueden definir tres
tipos de búsqueda en los filtros:
– Exacto: devuelve el conjunto de instancias de la clase directora cuyo
valor de atributo coincida exactamente con el valor indicado.
– Aproximado: devuelve el conjunto de instancias de la clase directora
cuyo valor de atributo sea semejante al valor indicado.
– Rango: devuelve el conjunto de instancias de la clase directora cuyo
valor de atributo esté entre un par de valores máximo y mı́nimo.
Modelo de Presentación
Una vez definido el modelo de navegación que captura la semántica navega-
cional del sistema, se deben asociar caracteŕısticas de presentación al sistema.
El modelo de presentación permite devolver los datos con una presentación
definida por el usuario. Este modelo, complementa la información del modelo
navegacional para la creación de interfaces con propiedades de presentación,
donde se utilizan los contextos navegacionales como entidades básicas (ver
figura 4.17).
Los requisitos de presentación se especifican por medio de patrones de pre-
sentación que se asocian a las primitivas de los contextos navegacionales (clases
y relaciones). Los patrones de presentación que se pueden especificar son:
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Figura 4.17: Contexto de presentación
• Paginación de información (Pagination): permite capturar la semántica
de desplazamiento de la información (scrolling). Permite definir cómo se
quiere partir la información en bloques lógicos, de tal forma que en una
pantalla solo aparezcan unas cuantas instancias del conjunto de todas las
posibles. Además se proporcionan mecanismos para avanzar y retroceder
entre las distintas páginas lógicas que se obtienen. Se define mediante:
– la cardinalidad, que representa el número de instancias a mostrar
en cada bloque; y
– el modo de acceso, que define cómo se accede a los bloques (secuen-
cial o aleatorio).
• Ordenación (Order). Este patrón permite definir una ordenación de la
población de una clase según el valor de uno o más atributos sobre los que
se aplica. La información se muestra ordenada ascendentemente (ASC)
o descendentemente (DES). Este patrón se puede aplicar tanto a clases
navegacionales como a los ı́ndices y filtros de búsqueda mencionados
anteriormente.
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• Presentación de instancias (Pattern). Este patrón permite definir cómo
se muestran los bloques de información. Existen 4 modos: registro, tabu-
lar, maestro-detalle y árbol.
4.4 Generación de Código
En este apartado se presenta la etapa de Generación de Código. Esta etapa
sigue una estrategia de generación automática de código, donde se obtiene
un producto software equivalente a la especificación realizada en la etapa de
Modelado Conceptual.
4.4.1 Actividades
Esta etapa incluye las actividades relacionadas para la generación automática
de código a partir de modelos conceptuales (productos de la etapa anterior).
Se distinguen dos actividades principales (ver figura 4.18):
1. Generación de la capa de persistencia y lógica de negocio a partir de
los modelos OO-Method obtenidos en la primera actividad de la etapa
anterior.
2. Generación de la capa de presentación a partir de los modelos OOWS
obtenidos en la segunda actividad de la etapa anterior.
Los roles que llevan a cabo estas actividades son las herramientas que dan
soporte a los métodos OO-Method (OlivaNOVA [91, 92]) y OOWS (OOWS
Suite [93, 12]). El producto que se obtiene después de llevar a cabo estas activi-
dades, es un producto software que se implementa siguiendo una arquitectura
de tres capas (ver apartado 4.4.2). Este producto software es equivalente a la
especificación realizada en las dos etapas anteriores.
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Figura 4.18: Actividades, Roles y Productos de la Generación de Código
Generación de la capa de persistencia y lógica de negocio
Por medio de la primera actividad se genera la información y la funciona-
lidad (las capas de Persistencia y Aplicación respectivamente) del producto
software a partir de los modelos conceptuales de OO-Method (modelos de
objetos, dinámico y funcional).
La herramienta OlivaNOVA Model Execution [91, 92] es la encargada
de generar estas dos capas de la aplicación. OlivaNOVA genera la funciona-
lidad de la aplicación mediante componentes EJB y .NET, además de los
esquemas de la base de datos utilizada por el sistema.
Generación de la capa de presentación
Por medio de la segunda actividad se genera la estructura navegacional (la capa
de presentación) a partir de los modelos conceptuales de OOWS (modelos de
usuario, navegacional y de presentación).
La herramienta OOWS Suite [93, 12] es la encargada de generar esta capa
y permite acceder a la funcionalidad generada por OlivaNOVA (a las capas
de Aplicación y Persistencia) a partir de un conjunto de páginas Web. Para
acceder a la capa de Aplicación de una manera sencilla, OOWS Suite ha im-
plementado un framework que ha denominado WIF (Web Interface Framework
[94], se ve en detalle en el apartado 6.2, página 144) que permite ser reutilizado
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por aplicaciones externas (como es el caso de los servicios Web presentados en
esta tesis).
4.4.2 Productos
El producto software obtenido en esta etapa es implementado siguiendo una
arquitectura de tres capas generadas por OlivaNOVA y OOWS Suite (ver
figura 4.19):
• El nivel de presentación, donde se incluyen los componentes de interfaz
de usuario (páginas Web y elementos/controles visuales) para interactuar
y mostrar el resultado de las peticiones al nivel de aplicación.
• El nivel de aplicación, implementa la lógica de negocio del sistema medi-
ante la implementación de las clases presentes en el Modelado Concep-
tual.
• El nivel de persistencia, el cual implementa el acceso a datos y la persis-
tencia de los mismos, ocultando los detalles de los repositorios de datos
a los niveles superiores.
Figura 4.19: Capas de la aplicación generada
A continuación, se van a presentar en detalle los productos generados por
cada una de las herramientas.
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Productos generados por OlivaNOVA
La lógica de negocio modelada en OO-Method se transforma en OlivaNOVA
a través de un motor de transformación concreto. Estos motores denomina-
dos OlivaNOVA Transformation Engines [92], son implementaciones
de diferentes procesos de compilación de modelos conceptuales OO-Method.
Cada motor, implementa:
• un repositorio del modelo conceptual,
• un repositorio del modelo de aplicación,
• un conjunto de correspondencias entre los elementos del repositorio del
modelo conceptual y los elementos del repositorio del modelo de apli-
cación,
• y el conjunto de transformaciones asociadas a cada uno de los elementos
del repositorio del modelo de aplicación.
El repositorio del modelo conceptual es común a todos los transformation
engines y es capaz de cargar un modelo conceptual a partir de un fichero XML
de intercambio producido por OlivaNOVA Modeler [91]. Las corresponden-
cias acceden al repositorio del modelo conceptual y se encargan de ir creando
elementos en el repositorio del modelo de aplicación. El repositorio del modelo
de aplicación contiene elementos para cada uno de los elementos del modelo
conceptual. También contiene los elementos necesarios para implementar la
estrategia de ejecución de aplicaciones en la plataforma software espećıfica del
transformation engine, y los requeridos por la propia plataforma software. Las
transformaciones acceden al repositorio del modelo de aplicación y generan la
porción de código de la aplicación correspondiente a cada elemento del repos-
itorio. En términos MDA, OlivaNOVA Transformation Engines es una
implementación de una herramienta que realiza las transformaciones de PIM
a PSM y las transformaciones de PSM a PIM (Implementation Model).
El resultado de un transformation engine vaŕıa dependiendo de la tec-
noloǵıa destino seleccionada (.NET, J2EE). Sin embargo la arquitectura de
la aplicación se divide en dos componentes claramente diferenciados, un com-
ponente cliente, que encapsula la interfaz modelada mediante el Modelo de
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Presentación OO-Method y un componente servidor, que encapsula toda la
funcionalidad modelada (modelo dinámico y funcional) junto al acceso a la
Base de datos (modelo estructural). Por lo tanto una aplicación OlivaNOVA
está formada por dos componentes basados en el mismo modelo conceptual,
pero independientes desde el punto de vista de la implementación. De esta
caracteŕıstica se sacará provecho en el caṕıtulo de generación de código (ver el
caṕıtulo 6 en la página 141).
Productos generados por OOWS Suite
Una vez definidos los modelos conceptuales que especifican una aplicación Web
(modelo de usuarios, modelo de navegación y modelo de presentación), el sigu-
iente paso es compilar estos modelos para producir el código equivalente. Esta
acción se realiza con OOWS Suite, la herramienta que da soporte al método
OOWS.
El Framework WIF (Web Interface Framework) es un framework que ab-
strae los conceptos tecnológicos relacionados con la aplicación Web a construir.
Este framework se encarga de definir una interfaz Web que se comunica con
la lógica de aplicación generada por OlivaNOVA (ver figura 4.20) y presenta
una visión más declarativa de la construcción de interfaces Web. En vez de
sustentarse en un lenguaje de programación, el framework se define sobre una
serie de primitivas de alto nivel que representan conceptos habituales de las
interfaces Web.
OOWS como método Web, permite definir el esquema conceptual de una
aplicación Web. Sin embargo, tomando únicamente los modelos de OOWS, el
resultado es una interfaz Web. Por otro lado, son los modelos conceptuales
definidos mediante OO-Method quienes definen la funcionalidad del sistema.
La comunicación con dicha lógica de aplicación, se produce mediante una
fachada de negocio que se encarga de presentar la lógica cómo un conjunto
de servicios de recuperación de información y de funcionalidad. El framework
asume que la información se encuentra representada mediante un modelo del
dominio, como un modelo de clases o de entidad/relación, de forma impĺıcita
o abstráıda mediante la fachada de negocio. Como consecuencia, los atributos
de las clases/entidades definen la información almacenada, y las operaciones la
funcionalidad ofrecida. En el caso particular de definir la lógica con OlivaNO-
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Figura 4.20: Integración con la lógica de negocio de OlivaNOVA
VA, la implementación comercial de OO-Method, esta fachada de negocio se
comunica con un objeto COM+ que representa la información mediante un
modelo de estructura (modelo de clases).
Una aplicación Web creada mediante el framework de interfaces Web se
fundamenta en cuatro clases principales:
• Application, almacena la estructura navegacional de la aplicación Web
y sus caracteŕısticas globales.
• Page, define una página Web a la cual accederá el navegador.
• Zone, especifica el contenido que forma parte de una página.
• Service, establece el v́ınculo con la ejecución de la funcionalidad de la
aplicación Web.
A partir de estas cuatro clases principales se definen una serie de métodos que
permiten construir una interfaz Web que se presentan en detalle en el caṕıtulo
6.
4.5 Diseño e Implementación de servicios Web
En este apartado se comentan brevemente las actividades y productos de la
etapa de Diseño e Implementación de servicios Web, presentadas en la tesis.
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En esta etapa se sigue una estrategia de generación automática de código a
partir de modelos conceptuales.
Figura 4.21: Actividades, Roles y Productos del Diseño e Implementación de
servicios Web
4.5.1 Actividades
Esta etapa incluye actividades para el diseño e implementación de la funcional-
idad definida en los modelos OO-Method / OOWS por medio de servicios
Web. Para esto, se presenta un método que define e implementa de manera
automática los servicios Web. Se distinguen dos actividades principales (ver
figura 4.21):
1. Diseño de las operaciones de los servicios Web, a partir de los modelos
OO-Method / OOWS definidos en las etapas de Elicitación de Requisitos
(en el apartado 4.2) y Modelado Conceptual (en el apartado 4.3).
2. Implementación completa de los servicios Web, haciendo uso de la lógica
generada por la etapa de Generación de Código (en el apartado 4.4).
El rol que lleva a cabo estas actividades es la herramienta que soporta la
metodoloǵıa propuesta en esta tesis. Esta herramienta, denominada DISWOOM
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(Diseño e Implementación de Servicios Web aplicado a OO-Method/OOWS),
se presenta en detalle en el caṕıtulo 6.
Diseño de las operaciones de los servicios Web
La primera actividad (presentada en detalle en el caṕıtulo 5) comienza tras
la finalización de la etapa de Modelado. En esta actividad se estudian los
diferentes modelos de los métodos OO-Method / OOWS para extraer la in-
formación necesaria para identificar las operaciones de los servicios Web (ver
figuras 4.22 y 4.24).
Figura 4.22: Producto del Diseño de las operaciones de los servicios Web
De cada una de las etapas presentadas, se utilizan un conjunto de modelos:
• Especificación de Requisitos : de esta etapa se utiliza el modelo de re-
quisitos para determinar qué operaciones del sistema van a utilizar los
usuarios potenciales.
– El modelo de tareas proporciona información de las tareas (que se
transformarán en operaciones) que puede desarrollar el usuario al
interactuar con sistema. Para ello, tras estudiar las peculiaridades
de este modelo, se detalla una estrategia para recorrerlo y selec-
cionar únicamente aquellas tareas que deben ser publicadas como
operaciones por los servicios Web.
• Modelado Conceptual : de esta etapa se utilizan los modelos de OO-
Method / OOWS para determinar qué operaciones de recuperación de
información, de autenticación, de navegación y de presentación van a
utilizar los usuarios potenciales.
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– El modelo de usuarios ayuda a identificar si el sistema necesita
operaciones para la autenticación y administración de usuarios.
– El modelo navegacional proporciona operaciones de recuperación de
información. Además, y como una funcionalidad adicional a ofrecer
por los servicio Web, este modelo proporciona información de la
navegación que podŕıa implementar una aplicación Web utilizando
los servicios Web.
– El modelo de presentación ayuda a identificar qué presentación por
defecto se ofrecerá a los usuarios si en lugar de utilizar las opera-
ciones clásicas ofrecidas por los servicios Web utilizan las opera-
ciones que además de devolver datos, devuelven estos preparados
para ser mostrados directamente en una aplicación Web (más cono-
cido como Web 2.0 [95, 96]).
Implementación de los servicios Web
La segunda actividad (comentada en detalle en el caṕıtulo 6) comienza tras la
identificación de las operaciones a incluir en los servicios Web. En esta activi-
dad se estudian algunos modelos de los métodos OO-Method / OOWS para
extraer la información necesaria para implementar las operaciones identificadas
en la primera actividad. Estas operaciones se implementan a través del frame-
work WIF de OOWS y del código generado por OlivaNOVA (ver figuras 4.23
y 4.24):
Figura 4.23: Productos de la Implementación de los servicios Web
• Especificación de Requisitos : de esta etapa se utiliza el modelo de requi-
sitos para determinar cómo se implementan las operaciones identificadas
del modelo de tareas.
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– La descripción de las tareas elementales proporciona información de
qué operaciones implementan cada tarea.
∗ Se recorre la descripción de la tarea para identificar qué ope-
ración corresponde con la tarea identificada en el modelo de
tareas.
∗ La plantilla de caracterización ofrece una descripción de la
tarea/operación e información de qué roles de usuarios pueden
realizarla.
• Modelado Conceptual : de esta etapa se utilizan los modelos de OO-
Method / OOWS para determinar qué métodos del modelo implementan
las operaciones identificadas en la actividad anterior.
– El modelo de objetos se utiliza junto a la descripción de la tarea de
la Especificación de Requisitos para identificar en qué clases están
implementadas las operaciones identificadas del modelo de tareas.
• Generación de Código: de esta etapa se utiliza la implementación ge-
nerada por OlivaNOVA para los modelos de OO-Method y la imple-
mentación del framework WIF, generada por OOWS Suite, para los
modelos de OOWS.
– De OOWS Suite se utiliza tanto la implementación de la capa de
presentación como el framework WIF para acceder a OlivaNOVA.
∗ Por un lado se utiliza el framework WIF para implementar de
una forma sencilla las operaciones de OlivaNOVA.
∗ Por otro lado, se utiliza la presentación definida para implemen-
tar las operaciones que implican presentación de información.
– De OlivaNOVA se utilizan las capas de lógica de la aplicación y
de persistencia para la implementación de las operaciones de los
servicios Web.
4.5.2 Productos
Después de realizar estas dos actividades, se obtienen como productos el códi-
go y el WSDL que implementa las operaciones. Para ello se utiliza el código
generado en la etapa de Generación de Código.
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Figura 4.24: Etapa de diseño e implementación de servicios Web
Código
En la primera de las actividades, diseño de las operaciones de los servicios Web,
se construye la cabecera de las operaciones de los servicios Web. Esta cabecera
está compuesta por el nombre de la operación y los parámetros necesarios.
En la segunda actividad, implementación de los servicios Web, se imple-
menta el cuerpo de las operaciones identificadas en la primera actividad. La
implementación se realiza en Java. Aunque se ha elegido Java como lenguaje,
las expresiones particulares de este lenguaje pueden adaptarse a cualquier otro
lenguaje de programación que permita la implementación de servicios Web.
WSDL
Tras las dos actividades de esta etapa y junto al código generado, se genera
además un fichero WSDL de las operaciones implementadas para su descubrim-
iento y utilización.
En los caṕıtulos 5 y 6 se comenta en detalle cada uno de estos productos y
la estrategia de Modelo-A-Texto seguido para obtenerlos.
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4.6 Conclusiones
En este caṕıtulo se ha presentado un método para el diseño e implementación
de servicios Web, utilizando la notación y terminoloǵıa propuesta en SPEM
por la OMG. Esta notación permite representar las etapas, actividades, roles
y productos involucrados en el método.
Se han presentado cada una de las etapas involucradas (Especificación de
Requisitos, Modelado Conceptual y Generación de Código) introduciendo cada
uno de los modelos (productos) que se van a ver en la tesis. Para cada una de
las etapas se ha detallado cada actividad y producto utilizado en el desarrollo
de esta tesis, detectándose posibles dependencias entre los distintos modelos
que permiten indicar el orden de ejecución de cada una de las etapas.
Por último, se ha comentado brevemente la etapa de Diseño e Imple-
mentación de servicios Web, que se verá detalladamente en los siguientes
caṕıtulos (caṕıtulos 5 y 6).
Los productos obtenidos de las etapas presentadas, se utilizan en caṕıtulos
posteriores para:
• Desarrollar una gúıa metodológica que permita el diseño e implementación
de servicios Web.
• Desarrollar una herramienta que automatice el diseño e implementación
de los servicios Web, basándose en los modelos (productos).
• Facilitar la construcción de la herramienta, proporcionando correspon-
dencias precisas entre la generación automática que ofrece OO-Method
/ OOWS y la implementación de los servicios Web.
Caṕıtulo 5
Diseño de servicios Web dirigido
por modelos
En este caṕıtulo se propone un método para el diseño de servicios Web a partir
de los modelos conceptuales de OO-Method / OOWS. Este método permite
identificar las operaciones de los servicios Web, una vez finalizada la etapa de
modelado conceptual.
Las operaciones identificadas se pueden categorizar en distintos grupos fun-
cionales. Esta categorización se realiza en base a la funcionalidad ofrecida por
ellas. Cada grupo o conjunto de grupos funcionales será susceptible de formar
un servicio Web.
Como se ha comentado en el caṕıtulo 3, algunos de los métodos de la
Ingenieŕıa Web (Hera [59], OOHDM [29] y WebML [72]) incluyen el diseño de
servicios Web en sus modelos conceptuales. Pero ninguno de ellos proporciona
una gúıa para que el modelador diseñe de una forma manual o automática los
servicios Web de los modelos conceptuales, sino que se deja de la mano del
mismo tomar la decisión de qué operaciones ofrecer como servicios Web. En
este caṕıtulo se presenta un método para diseñar las operaciones.
El caṕıtulo se estructura de la siguiente forma: en primer lugar, se intro-
ducen los servicios Web y los grupos funcionales que categorizan las operaciones
de los servicios Web. A continuación, se presentan las operaciones que forman
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cada uno de los grupos funcionales y cómo se identifican estas operaciones a
partir de los modelos de OO-Method / OOWS. Con las conclusiones se finaliza
el caṕıtulo.
Para ejemplificar los diferentes subapartados, se aplica la propuesta al ejem-
plo del apéndice A. En este ejemplo se modela el caso de estudio de una apli-
cación de comercio electrónico como Amazon.
5.1 Servicios Web y Grupos Funcionales
En el caṕıtulo 2 (página 18), se han introducido los conceptos básicos de los
servicios Web: definición, caracteŕısticas, escenarios y arquitectura. De los es-
cenarios ah́ı presentados (ver apartado 2.3.3 en la página 20), esta tesis se
centra en el escenario número 2 “Implementar las aplicaciones como nuevos
servicios Web”, donde se diseñan e implementan nuevos servicios Web.
En [97] han identificado 12 propiedades deseables para el diseño de los
servicios Web: descubrimiento, identificación, enlace, plataforma, interacción,
orientado al interfaz, modelo, granularidad, estado, evolución, generación de
código, conversación. De entre estas caracteŕısticas, las únicas que dependen
única y exclusivamente de la etapa de diseño, independientemente de la tec-
noloǵıa elegida para su implementación, son la granularidad [98] y la evolución.
En este trabajo de tesis, y a pesar de que es caracteŕıstica deseable en
cualquier sistema, no se trata la caracteŕıstica de la evolución, sino que se
plantea como un trabajo futuro. En cambio, la granularidad si que se tiene en
cuenta a la hora de diseñar los servicios.
Durante los primeros años de desarrollo de los servicios Web, se créıa que
la forma más correcta de diseñar los servicios Web era hacer estos de grano
grueso [40, 99] en lugar de los de grano fino. Tras varios años de análisis (IBM1,
[100]), se ha llegado al consenso de que la granularidad de los servicios Web
debe ser óptima, es decir, manteniendo un balance entre grano fino y grano
grueso.
1En http://www.ibm.com/developerworks/ se pueden encontrar numerosos art́ıculos so-
bre este tema
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En esta tesis, se van a diseñar los servicios Web procurando que su granu-
laridad sea óptima. En algunos casos estos servicios serán de grano fino (por
ejemplo recuperarProducto), y otras veces serán más cercanos al grano grueso
(por ejemplo presentacionDeInformacion).
A continuación, se introducen los grupos funcionales donde se categorizan
las operaciones de los servicios Web.
5.1.1 Grupos Funcionales
El método propuesto en esta tesis, identifica y clasifica las operaciones en un
conjunto de grupos funcionales. Estos grupos funcionales ayudan a comprender
la funcionalidad de las operaciones y permiten poder decidir si ofrecer un
grupo de operaciones u otro, de forma sencilla.
En este apartado se presenta, a modo de introducción, los grupos fun-
cionales (ver figura 5.1) que pueden determinar los servicios Web. Estos grupos
funcionales conforman uno o varios servicios Web, y agrupan los distintos tipos
de operaciones que se abordan en la fase de diseño e implementación tras la
etapa de modelado conceptual.
Figura 5.1: Grupos Funcionales
Para representar tanto el conjunto de servicios (que en este caso es el mismo
que el número de grupos funcionales) como las operaciones identificadas, para
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cada uno de los servicios, se sigue la notación gráfica utilizada por Thomas Erl
[101]. Los servicios Web son representados por bolas y el conjunto de servicios
Web (repositorio) por una caja que los engloba (en la figura 5.1 se puede ver
el repositorio de servicios Web que se obtiene en la tesis). Las operaciones
de cada servicio se enumeran dentro de cada servicio (en la parte de abajo)
separadas por una ĺınea del nombre del servicio Web (en la figura 5.6 se puede
ver el ejemplo del servicio Web Lógica de la Aplicación con sus operaciones).
Las operaciones identificadas de los modelos conceptuales se pueden cate-
gorizar en cinco grupos funcionales basándose en: (1) la funcionalidad ofrecida
por cada operación y (2) en los modelos de los cuales se obtienen las opera-
ciones. Los grupos funcionales son:
• Lógica de la Aplicación. Este grupo funcional está compuesto por
operaciones que implementan los requisitos funcionales (lógica) de la
aplicación. Las operaciones de este grupo se identifican del modelo de
Requisitos. Por ejemplo, en el caso de estudio se obtienen operaciones
como anyadirProductoCestaCompra, modificarCestaCompra, borrar-
CestaCompra o realizarPago.
• Gestión de Usuarios. Ofrece operaciones que implementan la auten-
ticación, autorización y gestión de los usuarios. Las operaciones de este
grupo se obtienen del modelo de Usuarios. Por ejemplo, en el caso de
estudio se obtienen operaciones como iniciarSesion, recordarCon-
trasenya, crearUsuario o asignarUsuarioARol.
• Recuperación de Información. Ofrece operaciones que implementan
la búsqueda y recuperación de información. Las operaciones de este grupo
se identifican de los contextos navegacionales, los cuales forman parte
del modelo de Navegación. Por ejemplo, en el caso de estudio se ob-
tienen operaciones como recuperarProducto, indexarProductoIndex
o buscarListaProductos.
• Soporte a la Navegación. Ofrece operaciones que implementan la
navegación permitida a cada uno de los usuarios del sistema. Las opera-
ciones de este grupo se identifican de los mapas navegacionales, los cuales
forman parte del modelo de Navegación. Este grupo complementa los ser-
vicios de los demás grupos funcionales, los cuales no tienen conocimien-
to alguno sobre la navegación permitida. Por ejemplo, en el caso de
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estudio se obtienen operaciones como recuperarEnlacesExploracion,
recuperarEnlacesSecuencia o recuperarEnlacesOperacion.
• Soporte a la Presentación. Ofrece operaciones que implementan un
soporte que se asemeja al que se puede encontrar en los portlets [102]
o en los mashups [103]. Las operaciones de este grupo se identifican de
los modelos de Navegación y Presentación. Este grupo, al igual que el
Soporte a la Navegación, complementa los servicios de los demás grupos
funcionales que no tienen conocimiento alguno sobre la presentación final
definida para el usuario. Por ejemplo, en el caso de estudio se obtienen
operaciones como presentacionDeInformacion, presentacionDePro-
ducto o presentacionDeComentariosClientes.
En los siguientes apartados se detalla cada uno de los grupos funcionales.
La estructura seguida para cada grupo funcional es la siguiente: primero se
identifica el modelo origen desde el que se diseñan las operaciones. A conti-
nuación, se presentan una serie de reglas con los pasos a seguir para el diseño
de las operaciones a partir del modelo origen. Estas reglas se implementan
posteriormente, en una serie de algoritmos en el lenguaje de Modelo-A-Texto
MOFScript. Finalmente, se ponen en prácticas las ideas presentadas para el
caso de estudio del comercio electrónico (presentado en el anexo A).
5.2 Lógica de la Aplicación
El grupo funcional de Lógica de la Aplicación está formado por operaciones que
implementan los requisitos funcionales del usuario. En este grupo se identifican
las operaciones a partir de la lógica definida en los modelos, que se corresponde
con la especificación del sistema a desarrollar.
Las operaciones de este grupo dependen de la aplicación a desarrollar, y en
concreto de los modelos del dominio construidos por el modelador. El trabajo
desarrollado en la tesis propone una serie de reglas que permiten identificar
las operaciones a partir del modelo de Requisitos definido en OO-Method /
OOWS (ver apartado 4.2 en la página 60).
Los elementos que forman parte del modelo de requisitos y permiten iden-
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tificar las operaciones de este grupo funcional son:
• Un modelo de tareas, que permite identificar las operaciones del servicio
Web.
• Una descripción de la tarea para cada una de las tareas hoja, que per-
mite identificar los parámetros y el método del modelo de objetos que
implementa la operación identificada.
• Una plantilla de caracterización para cada una de las tareas hoja, que
permite identificar la descripción de la operación y los usuarios que
pueden ejecutarla.
En el apartado 4.2, se puede encontrar información más detallada sobre cada
uno de estos elementos del modelo de requisitos.
5.2.1 Reglas de transformación
En este apartado se presentan cuatro reglas para el diseño de las operaciones
de la Lógica de la Aplicación. Para presentar las cuatro reglas se ha dividido
el apartado en tres partes, según el elemento del modelo de requisitos que se
utiliza para definir cada regla: primero el modelo de tarea, a continuación la
descripción asociada a cada tarea y finalmente la plantilla de caracterización.
Para finalizar el apartado, se muestran los dos algoritmos que implementan el
diseño de las operaciones.
Modelo de tareas
Las operaciones de este grupo funcional, se diseñan a partir de las tareas
que forman el modelo de tareas. Como se ha comentado anteriormente en
el apartado 4.2.2, un modelo de tareas identifica los objetivos del usuario,
qué espera poder realizar a través de la aplicación. Por lo tanto, este modelo
ayuda a identificar las operaciones que debe publicar un servicio Web para dar
soporte a las tareas que desea realizar el usuario.
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A continuación, se presenta cómo recorrer el modelo de tareas y cómo
identificar las tareas que van a originar las operaciones del servicio Web. Es
importante que se recorra el modelo pasando por todas las tareas y sin repetir
ninguna.
El modelo de tareas tiene estructura de árbol. La forma de realizar el
recorrido está relacionada con el orden en que se visitan los elementos del
árbol, puesto que lo único que se debe garantizar es que se pase exactamente
una sola vez por cada una de las tareas (que son los nodos del árbol). El
recorrido en preorden [104] primero procesa la tarea y luego, si no ha sido
seleccionada, recorre el subárbol de dicha tarea. Este recorrido garantiza que
se pasa sólo una vez por cada tarea y además también garantiza que una vez
seleccionada una tarea como posible operación a publicar, ya no se procesan
el resto de tareas que hay por debajo.
Por lo tanto, siguiendo las premisas del recorrido en preorden, se comienza
el recorrido del modelo de tareas en la tarea ráız, recorriendo la tarea de
la izquierda y después la tarea de la derecha. Por ejemplo, en la figura 5.2
se visita primero la tarea Realizar Compra, después Comprar Productos
seguido de Llenar Cesta Compra, Seleccionar Producto, etc.
Figura 5.2: Modelo de Tareas
Mientras se recorre el modelo, se siguen las siguientes premisas para selec-
cionar las tareas que van a convertirse en operaciones candidatas a ser publi-
cadas:
1. La relación estructural, representada por ĺıneas continuas entre tareas,
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muestra tareas que se descomponen en tareas más simples. Cada una
de estas tareas, se puede llevar a cabo independientemente una de otra.
Por tanto, la granularidad de estas tareas es demasiado pequeña como
para ser publicada y la tarea que contiene a varias tareas tendrá una
granularidad más óptima para ser publicada.
2. Una tarea hoja es una tarea que no se descompone en subtareas, por
lo tanto, si se ha llegado hasta un tarea hoja, significa que se habrán
analizado todas las tareas relevantes de la rama.
3. La primera tarea de una relación temporal, representada por ĺıneas dis-
continuas continuas entre tareas, no será seleccionada como operación a
publicar por el servicio Web si es una tarea hoja. Esto se debe a que
realmente este tipo de tareas no corresponden con una operación de in-
teracción entre el sistema y el usuario, sino de una acción a llevar a cabo
por el usuario.
Cuando se selecciona una tarea, se sigue recorriendo la parte del modelo
que comienza por la subtarea derecha de la seleccionada. Por ejemplo, si se
selecciona la tarea Modificar Cesta Compra, entonces se sigue por la tarea
Borrar Cesta Compra para recorrer ese subárbol.
Siguiendo estas premisas, mientras se recorre el modelo de tareas se buscan
las tareas candidatas a ser publicadas como operaciones por el servicio Web. Si
la relación en la que participan es una relación estructural se sigue la siguiente
regla:
REGLA RE: Refinamiento Estructural
Entrada: Modelo de tareas
Dada una relación estructural, se obtiene como operación a publicar la tarea
inmediatamente superior a la relación. Esta regla aplica la primera premisa
propuesta.
Salida: Lista de operaciones del tipo nombreTarea
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En el ejemplo del caso de estudio del comercio electrónico, siguiendo es-
ta regla, se seleccionan las tareas A~nadir Producto Cesta Compra y Borrar
Cesta Compra como operaciones a publicar.
Si al recorrer el modelo de tareas, la relación en la que participan las tareas
es una relación temporal, se sigue la siguiente regla:
REGLA RT: Refinamiento Temporal
Entrada: Modelo de tareas
Dada una relación temporal, se obtienen aquellas tareas hoja que no par-
ticipan en una relación estructural. Esta regla aplica la segunda premisa.
Salida: Lista de operaciones del tipo nombreTarea
La regla RT posee como excepción (premisa 3) que la primera tarea de la
relación siempre será excluida como operación a publicar.
En el ejemplo del caso de estudio, siguiendo esta regla, se seleccionan las
tareas Modificar Cesta Compra y Realizar Pago como operaciones a publi-
car.
Para que el diseño de servicios Web esté completo, las operaciones deben
tener definidos los parámetros de entrada y de salida. Cada tarea que ha servido
para identificar las operaciones (siguiendo las reglas RE y RT) tiene asociado
una descripción de la tarea y otra de datos (como se ha comentado en 4.2).
A partir de estas descripciones, y junto al modelo de clases, se pueden derivar
los parámetros que completan el diseño de las operaciones.
Asociado a cada tarea hoja del modelo de tareas, en el modelo de requisitos
se define:
1. una descripción de la tarea (ver apartado 4.2.2 en la página 62) median-
te diagramas de actividad, que indica las acciones que el usuario debe
realizar en el sistema para llevar a cabo la tarea. La descripción de la
tarea permite definir los parámetros de las operaciones (ver el apartado
5.2.1).
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2. una plantilla de caracterización de la tarea, que indica:
• los objetivos que se deben alcanzar al realizar la tarea (Goals)
• los usuarios que pueden llevar a cabo la tarea (Users)
La plantilla de caracterización permite definir otros elementos de las
operaciones como son la descripción de las acciones que lleva a cabo la
operación y los permisos de la misma (ver el apartado 5.2.1).
Descripción de las tareas
En la descripción de las tareas (ver apartado 4.2.2, en la página 61), cada nodo
del diagrama de actividad constituye:
1. Una acción del sistema, representada mediante nodos marcados con los
estereotipos function o search.
2. Un punto de interacción (PI ), representado mediante nodos marcados
con los estereotipos input o output.
Un PI representa cada interacción entre el sistema y el usuario durante
la ejecución de una tarea, con el fin de que el usuario introduzca información
(input) o que el sistema proporcione al usuario información o acceso a una
determinada funcionalidad (output). En este caso, el nombre asociado al
nodo indica la entidad (clase del modelo de clases) del sistema con la que
está relacionada la información intercambiada entre el usuario y el sistema.
En el contexto de la tesis, las acciones del sistema que se llevan a cabo
tras un PI estereotipado con output, permiten derivar el/los métodos de
las clase/s que implementan cada operación del servicio Web (ver figura 5.3).
Las acciones del sistema definen la funcionalidad de la operación del servicio
Web identificado en esta tarea. La clase a la que pertenece esta operación
viene definida por la entidad asociada al PI y será uno de los argumentos de
la operación del servicio Web. Esto se resume en la siguiente regla:
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REGLA IDC: Identificación a partir del Modelo de Clases
Entrada: Descripción de la tarea
Para identificar la clase que implementa el PI, es necesaria la descripción
de la tarea junto con el modelo de clases. Se detecta la clase participante en
una operación comparando la entidad especificada en el nodo de la descripción
con el modelo de clases.
Regla IDCa: Las tareas identificadas mediante la regla RE no son tareas
hoja y por lo tanto no tienen descripción asociada. Para este caso se recorre la
descripción de la primera tarea hija (que śı que es hoja) y de esta forma poder
obtener los parámetros de la operación.
Regla IDCb: Las tareas identificadas mediante la regla RT son tareas hoja
y por lo tanto se recorre su descripción para obtener los parámetros de la
operación.
Salida: Parámetros de la operación
Figura 5.3: Descripción de la tarea Add CD
En la figura 5.3 se muestra la descripción de la tarea A~nadir CD, que
siguiendo la regla RE ha sido seleccionada como operación. En esta figura,
siguiendo la regla IDC (más concretamente la regla IDCa), se puede ver la
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acción del sistema AnyadirProducto, precedida por un PI estereotipado con
output asociado a la entidad Producto. Esto indica que la clase Producto
contendrá un método llamado AnyadirProducto, el cual implementa la ope-
ración identificada (en esta caso es la tarea superior anyadirProductoCesta-
Compra).
Plantilla de caracterización
La plantilla de caracterización de la tarea (ver apartado 4.2.2, en la página
61), proporciona información relevante sobre (1) qué hace la operación y (2)
los permisos de la operación del servicio Web.
La plantilla de caracterización está formada por tres propiedades:
• Tarea: indica a qué tarea pertenece la plantilla de caracterización.
• Objetivo: es donde se define la descripción de la operación.
• Usuarios : es donde se definen los roles de usuarios que pueden invocar
la operación.
Por lo tanto, la siguiente regla utiliza esta plantilla para:
REGLA DO: Descripción de la Operación
Entrada: Plantilla de caracterización
Para identificar la descripción de la operación y qué usuarios pueden invo-
carla, es necesaria la plantilla de caracterización de la tarea identificada:
Regla DOa: Las tareas identificadas siguiendo la regla RE no son tareas
hoja y por lo tanto no tienen plantilla de caracterización. Para este caso se
recorre la plantilla de caracterización de la primera tarea hija (que śı que es
hoja) para poder obtener la descripción y los usuarios de la operación.
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Regla DOb: Las tareas identificadas mediante la regla RT son tareas ho-
ja y por lo tanto se recorre su plantilla de caracterización para obtener la
descripción y los usuarios de la operación.
Salida: Descripción de la operación y usuarios que la pueden invocar
En la figura 5.4 se muestra la plantilla de caracterización de la tarea A~nadir
CD. Siguiendo la regla DO (más concretamente la regla DOa), esta caracteri-
zación pertenece a la tarea A~nadir CD, la primera tarea hija de la tarea A~nadir
Producto, que siguiendo la regla RE ha sido seleccionada como operación. La
descripción de la tarea, y por tanto de la operación, es “El usuario añade un
producto a su carrito de la compra”. Los usuarios que pueden invocarla son
los usuarios de los roles Visitante y Cliente.
Figura 5.4: Plantilla de caracterización de la tarea A~nadir CD
En resumen, la regla RE y la regla RT se corresponden a la identificación
de las operaciones, la regla IDC define los parámetros de entrada y/o salida de
las operaciones y la regla DO se corresponden con la descripción y seguridad
a aplicar en cada operación.
A continuación se presenta la implementación de estas reglas utilizando el
lenguaje de transformación Modelo-A-Texto MOFScript.
Implementación de las reglas
Los algoritmos que se presentan a continuación, están formados por: una en-
trada que indica qué espera el algoritmo que se le pase como entrada, el modelo
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del cuál se identifican las operaciones; y finalmente la nomenclatura, que son
los elementos del modelo de entrada que se van a utilizar durante el algoritmo.
• Entrada:
– Modelo de Tareas (dt) del Modelo de Requisitos
– Modelo de Clases (dc) del Modelo Conceptual
• Nomenclatura:
– dt.Task, t: la tarea actual
– t.nombre: el nombre de la tarea
– t.StructuralRefinement: refinamiento estructural de la tarea
– t.TemporalRefinement: refinamiento temporal de la tarea
– dc.Class, c: clase del modelo de clases
– c.Operation, o: operación de la clase
El primer algoritmo implementa la regla RE, que se corresponde con las
tareas de refinamiento estructural. Además, se implementa la regla IDC para
definir los parámetros de entrada y/o salida de las operaciones y la regla DO
con la descripción y seguridad a aplicar en cada operación.
Algoritmo 1 Refinamiento Estructural
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Como se puede observar en el algoritmo 1, se recorre el árbol de tareas vis-
itando sólo aquellas tareas que participan en una relación de tipo estructural
(regla RE ). Para cada una de estas tareas: (1) se toma como nombre de la op-
eración el nombre de la tarea; (2) se identifican los parámetros de la operación
y dónde se implementa a partir de la operación de la clase representada en el
modelo de clases (regla IDCa).
El segundo algoritmo implementa la regla RT que se corresponde con las
tareas de refinamiento temporal. Al igual que en el primer algoritmo, se im-
plementa la regla IDC para definir los parámetros de entrada y/o salida de
las operaciones y la regla DO con la descripción y seguridad a aplicar en cada
operación.
Algoritmo 2 Refinamiento Temporal
Como se puede observar en el algoritmo 2, se recorre el árbol de tareas
visitando sólo aquellas tareas que participan en una relación de tipo temporal
(regla RT ). Para cada una de estas tareas: (1) se toma como nombre de la
operación el nombre de la tarea, excluyendo la primera tarea de la relación;
(2) se identifican los parámetros de la operación y dónde se implementa a partir
de la operación de la clase representada en el modelo de clases (regla IDCb).
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5.2.2 Ejemplo del caso de estudio
A continuación, se detalla cada una de las operaciones detectadas siguiendo los
pasos del algoritmo para el caso de estudio. Los elementos del caso de estudio
sobre los que se aplica este algoritmo son los modelos de tareas de cada uno
de los roles de usuarios de la aplicación.
En la figura 5.5 se muestran las operaciones y las tareas desde las que han
sido identificadas tras realizar la traza de los algoritmos 1 y 2 sobre el modelo
para los usuarios del rol Cliente.
Figura 5.5: Identificación de operaciones para la Lógica de la Aplicación
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• anyadirProductoCestaCompra
– Descripción: El usuario añade un producto a su carrito de la compra.
– Parámetros de entrada: Producto que se quiere añadir a la cesta.
– Parámetros de salida: La cesta con el producto añadido.
– Usuarios: Visitante y Cliente.
• modificarCestaCompra
– Descripción: esta operación permite modificar un producto que se
encuentra en la cesta de la compra.
– Parámetros de entrada: Producto de la cesta que se desea modificar.
– Parámetros de salida: La cesta con el producto modificado.
– Usuarios: Visitante y Cliente.
• borrarCestaCompra
– Descripción: esta operación permite eliminar un producto o todos
los productos que se encuentran en la cesta.
– Parámetros de entrada: Opcionalmente el producto que se desea
eliminar o ninguno si se desea vaciar por completo la cesta de la
compra.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
– Usuarios: Visitante y Cliente.
• realizarPago
– Descripción: esta operación permite administrar el pago de las com-
pras realizadas.
– Parámetros de entrada: cesta de la compra que se desea pagar.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
– Usuarios: Visitante y Cliente.
De las operaciones identificadas el modelador/diseñador debe de seleccionar
aquellas operaciones que desea publicar. Para una aplicación modelada con
OO-Method / OOWS, por defecto se publican todas las operaciones identifi-
cadas. En la figura 5.6 se muestran las operaciones publicadas para el grupo
funcional Lógica de la Aplicación.
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Figura 5.6: Operaciones publicadas de la Lógica de la Aplicación
5.3 Gestión de Usuarios
Este grupo funcional está formado por operaciones que implementan la auten-
ticación, autorización y gestión de los usuarios, necesarias para interactuar con
los servicios Web.
Las operaciones de este grupo no dependen de la aplicación a desarrollar,
sino que dependen de la existencia de usuarios registrados que desean acceder
al sistema. El trabajo desarrollado en la tesis propone una serie de reglas que
permiten identificar las operaciones a partir del modelo de Usuarios del método
OO-Method/OOWS (ver apartado 4.3.2 en la página 67).
El elemento que forma parte del modelo y permite identificar las opera-
ciones de este grupo funcional es el modelo de usuarios, que proporciona in-
formación sobre los tipos de usuarios (roles) existentes en la aplicación y les
asigna permisos para interactuar con el sistema, proveyendo un control basado
en roles (RBAC [47], Role-Based Access Control).
RBAC es un estándar para el control de acceso basado en roles (ver aparta-
do 2.4 en la página 29) que proporciona gúıas para llevar a cabo el control de
acceso en una aplicación. La propuesta que se desarrolla para este grupo fun-
cional, es un proceso de abstracción del modelo de RBAC, simplificando su
modelo de referencia y extendiendo las operaciones de gestión de identidad y
control de acceso basado en roles.
La noción básica de RBAC es que tanto los permisos como los usuarios
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se asignan a roles. Según el significado que da RBAC a los elementos básicos
de su modelo, podemos crear una equivalencia entre sus elementos, los que
conforman OO-Method / OOWS y los servicios Web (ver la tabla 5.1).
Tabla 5.1: Correspondencia entre los elementos de RBAC y los elementos de
la tesis
Elemento de RBAC Gestión de Usuarios
Objeto Operaciones de los servicios Web
Operación -
Permiso Permiso o denegación de acceso
Rol Roles de OO-Method / OOWS
Usuario Usuarios que forman parte de los roles
• Un Objeto puede ser cualquier recurso del sistema que necesite control
de acceso. En los servicios Web, las operaciones son los recursos que
necesitan control de acceso.
• Una Operación es una funcionalidad ejecutable por el usuario. Con esta
definición se refiere a qué tipo de funcionalidad se puede realizar sobre los
objetos. En el caso de los servicios Web, la única operación definida es si
se tiene acceso o no a los objetos (en el caso de la tesis son las operaciones
del servicio Web). Por lo tanto, este elemento se puede suprimir sin que
el resto de elementos sufran cambios.
• Un Permiso es el consentimiento de llevar a cabo una operación sobre
alguno de los objetos RBAC. En el caso de los servicios Web, al no tener
operaciones se simplifica a tener o no permiso para acceder al objeto.
• Un Rol es una función dentro de una organización. Este elemento de
RBAC se corresponde con lo que en OO-Method / OOWS se llama tam-
bién Rol.
• Un Usuario es una persona que puede acceder al sistema. Este elemento
se corresponde con cada usuario que forma parte de un rol.
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Por lo tanto, el modelo RBAC se simplifica y queda como muestra la figura
5.7. La diferencia entre el modelo RBAC completo (figura 2.12, página 30)
y el modelo de RBAC simplificado está en que para el modelo de RBAC
simplificado los permisos se asignan directamente a los objetos, puesto que
desaparecen las operaciones tal y como se ha comentado anteriormente. De
esta forma se simplifica notablemente la implementación.
Figura 5.7: Modelo RBAC simplificado
5.3.1 Reglas de transformación
En este apartado se presenta una regla para el diseño de las operaciones de la
Gestión de Usuarios. A continuación, se presentan las operaciones derivadas
del modelo RBAC que se utilizan, y las operaciones que extienden el modelo.
Para finalizar el apartado, se muestra el algoritmo que implementa la regla
para el diseño de las operaciones.
Modelo de Usuarios
Al igual que el modelo de tareas del apartado anterior, el modelo de usuarios
tiene estructura de árbol. La forma de recorrerlo es igual a la presentada en el
apartado anterior y se va a realizar en preorden.
Mientras se recorre el modelo de usuarios, se buscan roles que cumplan la
siguiente regla:
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REGLA UR: Usuario Registrado
Entrada: Modelo de Usuarios
Recorrer el modelo de usuarios hasta encontrar un usuario registrado. Si se
encuentra, se publican todas las operaciones de este grupo, sino no se publica
ninguna.
Salida: Lista de operaciones del tipo gestionUsuarios
En el ejemplo del caso de estudio del comercio electrónico, siguiendo esta
regla, se encuentra al rol Cliente que se corresponde con un usuario registrado
(representado gráficamente con un candado en la cabeza) y por lo tanto se
diseñan todas las operaciones de este grupo funcional.
Modelo de RBAC
La especificación funcional de RBAC [47] (ver el apartado 2.4 en la página 29)
da soporte funcional al modelo de referencia y propone una serie de operaciones
necesarias en cualquier sistema que trabaje con Control de Acceso Basado en
Roles. Como se ha comentado en el apartado anterior, en esta tesis se utiliza un
modelo simplificado de RBAC y por lo tanto se puede utilizar un subconjunto
de las operaciones propuestas por RBAC.
A la especificación funcional de RBAC han de sumarse las operaciones
identificadas en los trabajos de investigación realizados por la autora de la
tesis (ver [105, 106, 107]). De esta forma se extiende la especificación funcional
de RBAC para cubrir las necesidades de las aplicaciones y servicios Web.
Primero, se van a ver y categorizar las operaciones presentadas en la es-
pecificación funcional de RBAC para a continuación presentar las operaciones
identificadas en los trabajos de investigación.
A continuación se presentan las operaciones de la especificación funcional de
Core RBAC (CRBAC)[47] que se utilizan, junto con la nomenclatura seguida
en la tesis:
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• De la administración de elementos, se van a utilizar las siguientes opera-
ciones:
– AddUser, renombrada a crearUsuario
– DeleteUser, renombrada a eliminarUsuario
– AddRole, renombrada a crearRol
– DeleteRole, renombrada a eliminarRol
– AssignUser, renombrada a asignarUsuarioARol
– DeassignUser, renombrada a desasignarUsuarioDeRol
– GrantPermission, renombrada a asignarPermisoARol
– RevokePermission, renombrada a desasignarPermisoDeRol
• Del soporte al sistema para CRBAC, se van a utilizar las siguientes ope-
raciones:
– CreateSession, renombrada a iniciarSesion
– DeleteSession, renombrada a cerrarSesion
Las operaciones CheckAccess, AddActiveRole y DropActiveRole no se
utilizan en la tesis dado que los roles que se van a asignar a una sesión
van a ser siempre los roles del usuario.
• De la consulta para CRBAC, se van a utilizar las siguientes operaciones:
– AssignedUsers, renombrada a buscarUsuariosDeRol
– AssignedRoles, renombrada a buscarRolesDeUsuario
• Por último, del soporte de funciones avanzadas, se van a utilizar:
– RolePermissions, renombrada a buscarPermisosDeRol
Las operaciones UserPermissions, RoleOperationsOnObject y User-
OperationsOnObject son operaciones que no van a ser utilizadas en la
tesis por no existir en el modelo simplificado de CRBAC. Además, cabe
comentar que las operaciones presentadas no tienen en cuenta la variable
operación de RBAC.
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En este conjunto de operaciones sólo están definidas operaciones de creación,
borrado y algunas de recuperación. A este grupo le faltan operaciones que per-
mitan modificar los datos existentes tanto de la información de los usuarios
como de los permisos u objetos. Además, hacen faltan operaciones para la
identificación de usuarios (para poder interactuar con el sistema) y para la ad-
ministración de objetos susceptibles de tener control de acceso. Las operaciones
que extienden la funcionalidad de RBAC son:
• Modificación de datos: modificarUsuario y modificarRol.
• Identificación de usuarios: iniciarSesion, cerrarSesion y recordar-
Contrasenya.
Resumiendo, las operaciones identificadas del diagrama de usuarios basán-
dose en el modelo CRBAC se clasifican en cuatro tipos (ver figura 5.8) y se
presentan a continuación.
Figura 5.8: Clasificación de las operaciones de Gestión de Usuarios
1. Administración de Sesiones: Operaciones que proveen soporte a la
identificación de usuarios (ver figura 5.9). Se encargan de crear y elim-
inar la sesión de un usuario. Adicionalmente, se encargan de recordar
la contraseña. Las operaciones que lo implementan son: iniciarSesion,
cerrarSesion, recordarContrasenya
2. Administración de Usuarios: Operaciones que dan soporte a la ad-
ministración de usuarios (ver figura 5.9). Se encargan de crear y eliminar
un usuario, y modificar sus datos o su contraseña. Las operaciones que lo
implementan son: crearUsuario, eliminarUsuario, modificarUsuario,
modificarContrasenya
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Figura 5.9: Operaciones de administración de sesiones y de usuarios
3. Administración de Roles: Operaciones que dan soporte a la admin-
istración de roles (ver figura 5.10). Se encargan de crear y eliminar los
roles del sistema, asignar y desasignar usuarios a los roles y de realizar
diversas búsquedas. Las operaciones que lo implementan son: crearRol,
eliminarRol, modificarRol, asignarUsuarioARol, desasignarUsua-
rioDeRol, buscarUsuariosDeRol, buscarRolesDeUsuario
4. Administración de Permisos: Operaciones que dan soporte a la ad-
ministración de permisos (ver figura 5.10). Se encargan de asignar y
desasignar permisos a los roles y de realizar diversas búsquedas. Las op-
eraciones que lo implementan son: asignarPermisosARol, desasignar-
PermisosDeRol, buscarPermisosDeSesion
Figura 5.10: Operaciones de administración de roles y de permisos
A continuación, se presenta la implementación de la regla UR utilizando el
lenguaje de transformación Modelo-A-Texto MOFScript.
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Implementación de las reglas
La estructura del algoritmo que se presenta a continuación está formada por:
una entrada que indica qué espera el algoritmo que se le pase como entrada,
el modelo del cuál se identifican las operaciones; la nomenclatura, que son los
elementos del modelo de entrada que se van a utilizar durante el algoritmo;
y finalmente las funciones, que son operaciones que realizan una acción en
concreto y ayudan a simplificar el funcionamiento del algoritmo.
• Entrada:
– Modelo de Usuarios (MU)
• Nomenclatura:
– MU.ur: el rol actual del modelo de usuarios
• Funciones:
– construirSesiones: diseña las operaciones del tipo Administración
de Sesiones, en la página 107.
– construirUsuarios: diseña las operaciones del tipo Administración
de Usuarios, en la página 107.
– construirRoles: diseña las operaciones del tipo Administración de
Roles, en la página 108.
– construirPermisos: diseña las operaciones del tipo Administración
de Permisos, en la página 108.
Algoritmo 3 Usuarios Registrados
En el algoritmo 3, se observan las llamadas que se realizan para la imple-
mentación de las distintas operaciones.
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5.3.2 Ejemplo del caso de estudio
A continuación, se detalla cada una de las operaciones del caso de estudio. En
la figura 5.11 se muestran las operaciones y los usuarios desde las que han sido
identificadas siguiendo el algoritmo 3.
Figura 5.11: Identificación de operaciones para la Gestión de Usuarios
Administración de Sesiones
La especificación de las operaciones encargadas de la administración de sesiones
es:
• iniciarSesion
– Descripción: esta operación crea una nueva sesión con el usuario y
un grupo de roles activos.
– Parámetros de entrada: Datos del inicio de sesión (usuario y con-
trasenya).
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– Parámetros de salida: Si los datos de entrada se corresponden con
un usuario, se crea una sesión en el sistema y se devuelve un hash
sesion que identifica dicha sesión.
• cerrarSesion
– Descripción: esta operación elimina la sesión del usuario.
– Parámetros de entrada: sesion.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• recordarContrasenya
– Descripción: esta operación env́ıa un correo al usuario para recor-
darle su contraseña si contesta correctamente a la pregunta secreta.
– Parámetros de entrada: usuario y respuesta.
– Parámetros de salida: correo electrónico al usuario recordándole su
contraseña.
Administración de Usuarios
La especificación de las operaciones encargadas de la administración de usua-
rios es:
• crearUsuario
– Descripción: esta operación crea un nuevo usuario.
– Parámetros de entrada: Datos del usuario.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• eliminarUsuario
– Descripción: esta operación elimina un usuario existente de la base
de datos del sistema.
– Parámetros de entrada: Identificador del usuario.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
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• modificarUsuario
– Descripción: esta operación modifica los datos de un usuario.
– Parámetros de entrada: Datos del usuario.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• modificarContrasenya
– Descripción: modifica la contraseña de un usuario.
– Parámetros de entrada: Identificador del usuario, contrasenya
actual y la nueva contrasenya.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
Administración de Roles
La especificación de las operaciones encargadas de la administración de roles
son:
• crearRol
– Descripción: esta operación crea un nuevo rol.
– Parámetros de entrada: Datos del rol
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• eliminarRol
– Descripción: esta operación elimina un rol existente de la base de
datos.
– Parámetros de entrada: Identificador del rol
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• modificarRol
– Descripción: esta operación modifica los datos del rol indicado.
– Parámetros de entrada: Datos del rol.
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– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• asignarUsuarioARol
– Descripción: esta operación asigna un usuario a un rol.
– Parámetros de entrada: Identificador del rol y del usuario.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• desasignarUsuarioDeRol
– Descripción: esta operación elimina la asignación de un usuario de
un rol.
– Parámetros de entrada: Identificador del rol y del usuario.
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• buscarUsuariosDeRol
– Descripción: esta operación devuelve el conjunto de usuarios asig-
nados a un rol.
– Parámetros de entrada: Identificador del rol
– Parámetros de salida: Conjunto de usuarios asignados a un rol.
• buscarRolesDeUsuario
– Descripción: esta operación devuelve el conjunto de roles asignados
a un usuario.
– Parámetros de entrada: Identificador del usuario.
– Parámetros de salida: Conjunto de roles asignados a un usuario.
Administración de Permisos
La especificación de las operaciones encargadas de la administración de per-
misos es:
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• asignarPermisosARol
– Descripción: esta operación asigna a un rol el permiso sobre un
objeto.
– Parámetros de entrada: Identificador del rol e identificador del ob-
jeto
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• desasignarPermisosDeRol
– Descripción: esta operación elimina permisos a cada uno de los roles
para ejecutar las operaciones que se consideren necesarias.
– Parámetros de entrada: Identificador del rol e identificador del ob-
jeto
Figura 5.12: Operaciones publicadas en la Gestión de Usuarios
5.4 Recuperación de Información 115
– Parámetros de salida: 0 si ha ido todo bien o -1 en caso contrario.
• buscarPermisosDeRol
– Descripción: esta operación devuelve el conjunto de permisos sobre
objetos de un rol.
– Parámetros de entrada: Identificador del rol
– Parámetros de salida: Conjunto de objetos sobre los que tiene per-
miso un rol.
La figura 5.12 muestra un resumen de las operaciones publicadas para el
grupo funcional Gestión de Usuarios.
5.4 Recuperación de Información
El grupo funcional Recuperación de Información está formado por operaciones
que implementan la recuperación y búsqueda de información. Estas operaciones
recuperan la información de las entidades que forman parte del sistema.
Existen dos formas de diseñar las operaciones de este grupo funcional:
• Operaciones dependientes de la aplicación a desarrollar. Son operaciones
de grano fino que se diseñan basándose en los distintos elementos que
conforman los contextos navegacionales en cada dominio.
• Operaciones independientes de la aplicación a desarrollar. Son opera-
ciones de grano grueso que se diseñan independientemente de los ele-
mentos que conforman los contextos navegacionales en cada dominio.
Las operaciones son genéricas y se basan únicamente en la existencia de
los elementos.
Si las operaciones se diseñan dependientes de la aplicación a desarrollar,
su implementación es mucho más sencilla y se puede reutilizar más fácilmente.
En cambio, si el diseño es independiente de la aplicación a desarrollar, su
implementación se hace más compleja y también más dif́ıcil de reutilizar.
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En esta tesis es importante poder reutilizar las operaciones (se hará uso
de ellas en el grupo funcional de Soporte a la Presentación, en la página 131).
Además, para un mejor entendimiento de la propuesta de la tesis, se va a
presentar el diseño de operaciones dependientes de la aplicación a desarrollar.
Como trabajo futuro queda pues, la incorporación de las operaciones indepen-
dientes de la aplicación a desarrollar en la herramienta DISWOOM.
El trabajo desarrollado en la tesis propone una serie de reglas que per-
miten identificar las operaciones a partir de los contextos navegacionales, los
cuales forman parte del modelo de Navegación (ver apartado 4.3.2 en la página
68). Los contextos nos permiten obtener funcionalidad necesaria para nuestro
servicio Web, como es la recuperación de información o la navegación permi-
tida a un usuario. Un contexto define una vista sobre el modelo de clases,
las Unidades Abstractas de Información (UAI). Permite identificar, para cada
vista distinta, una operación de recuperación de información. Además, para
cada contexto también se pueden definir filtros de búsqueda, ı́ndices y condi-
ciones de población.
A continuación se describe con detalle cómo se obtienen las operaciones a
partir de estos modelos.
5.4.1 Reglas de transformación
En este apartado se presentan las cuatro reglas que constituyen el diseño de
las operaciones de Recuperación de Información. Cada regla está basada en un
elemento del contexto navegacional. Para finalizar el apartado, se muestran los
algoritmos que implementan estas reglas.
La primera regla utiliza las UAIs que conforman cada contexto navega-
cional.
REGLA RNUAI: Identificación de RecuperarNombreUAI
Entrada: Mapa navegacional
Por cada UAI definida en un contexto navegacional, se identifica una ope-
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ración recuperarNombreUAI .
Salida: Lista de operaciones del tipo recuperarNombreUAI
En el ejemplo del caso de estudio del comercio electrónico, el contexto
navegacional Producto está formado por dos UAI llamadas Producto y Pro-
ductos Similares. De este contexto y siguiendo esta regla, se seleccionan las
operaciones recuperarProducto y recuperarProductosSimilares.
Para la segunda regla se tienen en cuenta los ı́ndices que pueden definirse
en los contextos navegacionales.
REGLA INI: Identificación de IndexarNombreIndice
Entrada: Mapa navegacional
Por cada ı́ndice definido en un contexto navegacional, se identifica una
operación indexarNombreIndice .
Salida: Lista de operaciones del tipo indexarNombreIndice
Para el ejemplo del caso de estudio, en el contexto navegacional Producto
está definido el ı́ndice Producto Index. De este contexto y siguiendo esta regla,
se selecciona la operación indexarProductoIndex.
En la tercera regla se utilizan las condiciones de población que pueden estar
definidas en cada contexto navegacional. Este mecanismo es el menos utilizado
de los definidos en los modelos de OO-Method OOWS.
REGLA RPNC: IdentificaciónRecuperarPoblaciónNombreCondicion
Entrada: Mapa navegacional
Por cada mecanismo de condición de población definido en un contexto
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navegacional, se identifica una operación recuperarPoblacionNombreCondi-
cion .
Salida: Lista de operaciones del tipo recuperarPoblacionNombreCondi-
cion
Para el ejemplo del caso de estudio, no existe ninguna condición de población
definida.
Para finalizar, la cuarta regla utiliza los filtros de búsqueda que pueden
definirse en los contextos navegacionales.
REGLA BNF: Identificación de BuscarNombreFiltro
Entrada: Mapa navegacional
Por cada filtro de búsqueda definido en un contexto navegacional se iden-
tifica una operación buscarNombreFiltro .
Salida: Lista de operaciones del tipo buscarNombreFiltro
Para el ejemplo del caso de estudio, en el contexto navegacional Producto
está definido el filtro de búsqueda Producto. De este contexto y siguiendo esta
regla, se selecciona la operación buscarProducto.
Implementación de las reglas
La estructura de los algoritmos que se presentan a continuación está formada
por: una entrada que indica qué espera el algoritmo que se le pase como entra-
da, el modelo del cuál se identifican las operaciones; y finalmente la nomen-
clatura, que son los elementos del modelo de entrada que se van a utilizar
durante el algoritmo.
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• Entrada:
– Contexto Navegacional (CN) no vaćıo
• Nomenclatura:
– CN.NavigationalModel.AIU, iau: UAI del contexto
– iau.ManagerClass: clase principal de la UAI
– iau.ComplementaryClass, cc: clase complementaria de la UAI
– iau.Index, indice: ı́ndice de la UAI
– iau.Filter, filtro: filtro del contexto
– iau.ManagerClass.PopulationCondition: condición de población
de la UAI
El algoritmo 4 implementa la regla RNUAI que se corresponde con la iden-
tificación de las operaciones de tipo recuperarNombreUAI . Para cada UIA
se identifica: (1) el nombre de la UIA (que forma parte del nombre de la op-
eración); (2) la clase principal y sus parámetros; (3) las clases complementarias
y sus parámetros.
Algoritmo 4 Recuperar Nombre UAI
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El algoritmo 5 implementa la regla INI que se corresponde con la identifi-
cación de las operaciones de tipo indexarNombreIndice . Para ello, se recorren
las UAIs del modelo navegacional. Para cada UIA, y si esta tiene un ı́ndice
definido, se identifica: (1) el nombre del ı́ndice (que forma parte del nombre
de la operación); (2) la clase principal y sus parámetros.
Algoritmo 5 Identificación de IndexarNombreIndice
El algoritmo 6 implementa la regla BNF que se corresponde con la identifi-
cación de las operaciones de tipo buscarNombreFiltro . Para ello, se recorren
las UAIs del modelo navegacional. Para cada UIA, y si esta tiene un filtro
definido, se identifica: (1) el nombre del filtro (que forma parte del nombre de
la operación); (2) la clase principal y sus parámetros.
Algoritmo 6 Identificación de buscarNombreFiltro
El algoritmo 7 implementa la regla RPNC que se corresponde con la iden-
tificación de las operaciones de tipo recuperarPoblacionNombreCondicion .
Para ello, se recorren las UAIs del modelo navegacional. Para cada UIA, y si
esta tiene una condición definida, se identifica: (1) el nombre de la condición
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de población (que forma parte del nombre de la operación); (2) la clase prin-
cipal y los parámetros de la condición; (3) las clases complementarias y sus
parámetros.
Algoritmo 7 Identificación de recuperarPoblacionNombreCondicion
5.4.2 Ejemplo del caso de estudio
En la figura 5.13 se muestran las operaciones identificadas siguiendo los algo-
ritmos 4, 5, 6 y 7 en el contexto Producto.
Figura 5.13: Identificación de operaciones para la Recuperación de Información
Siguiendo estos cuatro algoritmos en el caso de estudio, se identifican las
siguientes operaciones:
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• recuperarProducto
– Descripción: esta operación permite recuperar la información de to-
dos los productos (si no se le pasa ningún parámetro) o de un pro-
ducto en particular (si se pasa su identificador como parámetro).
– Parámetros de entrada: Opcionalmente el identificador del producto
([IDProducto]).
– Parámetros de salida: Conjunto de productos o los datos del pro-
ducto solicitado.
• recuperarProductosSimilares
– Descripción: esta operación permite recuperar la información de to-
dos los productos similares a otro producto o conjunto de productos.
– Parámetros de entrada: Opcionalmente el identificador del producto
[IDProducto].
– Parámetros de salida: Conjunto de productos.
• recuperarCategoriasProductos
– Descripción: esta operación permite recuperar las categoŕıas de los
productos existentes o la categoŕıa de un producto en particular.
– Parámetros de entrada: Opcionalmente el identificador del producto
([IDProducto]).
– Parámetros de salida: conjunto de categoŕıas de productos o la ca-
tegoŕıa del producto solicitado.
• recuperarComentariosClientes
– Descripción: esta operación permite recuperar los comentarios de los
clientes sobre ciertos productos o sobre un producto en particular.
– Parámetros de entrada: Opcionalmente el identificador del producto
[IDProducto].
– Parámetros de salida: conjunto de comentarios o los comentarios
del producto solicitado.
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• recuperarClientes
– Descripción: esta operación permite recuperar los datos de todos los
clientes o de un cliente en particular.
– Parámetros de entrada: Opcionalmente el identificador del cliente
[IDClientes].
– Parámetros de salida: conjunto de clientes o los datos del cliente
solicitado.
• recuperarVendedores
– Descripción: esta operación permite recuperar los datos de todos los
vendedores o de un vendedor en particular.
– Parámetros de entrada: Opcionalmente el identificador del vendedor
[IDVendedores].
– Parámetros de salida: conjunto de vendedores o los datos del vende-
dor solicitado.
• indexarProductoIndex
– Descripción: esta operación provee un acceso indexado a la población
de productos por su nombre y precio.
– Parámetros de entrada: Ninguno.
– Parámetros de salida: colección de productos indexados por el nom-
bre y el precio.
• buscarProducto
– Descripción: esta operación filtra el espacio de productos que recu-
pera por nombre.
– Parámetros de entrada: Nombre del producto.
– Parámetros de salida: colección de productos que cumplen los re-
quisitos de la búsqueda.
• buscarVendedores
– Descripción: esta operación filtra el espacio de vendedores que re-
cupera por nombre.
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– Parámetros de entrada: Nombre del vendedor.
– Parámetros de salida: colección de listas de vendedores que cumplen
los requisitos de la búsqueda.
Figura 5.14: Operaciones publicadas de la Recuperación de Información
En la figura 5.14 se muestran las operaciones publicadas para el grupo
funcional Recuperación de Información.
5.5 Soporte a la Navegación
Este grupo funcional está formado por operaciones que implementan la nave-
gación permitida a cada uno de los usuarios de la aplicación. Aśı mismo, este
grupo complementa los servicios de los demás grupos funcionales que no tienen
conocimiento alguno sobre la navegación permitida.
El Soporte a la Navegación es adecuado para aquellos desarrolladores que
decidan construir clientes Web que sigan los requisitos navegacionales definidos
en el modelo navegacional. Este servicio traslada la lógica de navegación al nivel
de interacción, facilitando la implementación de mecanismos de personalización
y adaptación de aplicaciones Web [108, 109, 110].
Las operaciones de este grupo no dependen de la aplicación a desarrollar,
por lo que se puede generalizar la forma de identificarlas. El trabajo desa-
rrollado en la tesis propone una serie de reglas que permiten identificar las
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operaciones a partir de los mapas navegacionales y de los contextos navega-
cionales, los cuales forman parte del modelo de Navegación (ver apartado 4.3.2
en la página 68).
El modelo de navegación permite añadir funcionalidad necesaria a un ser-
vicio Web, como puede ser la recuperación de información o la navegación
permitida a un usuario. Los mapas navegacionales tienen dos tipos de enlaces:
• Enlaces de exploración (representado por una flecha discontinua) que
define una relación de alcanzabilidad entre cualquier contexto del mapa
navegacional y el contexto donde termina el enlace.
• Enlaces de secuencia (representado por una flecha continua) que definen
una relación de alcanzabilidad entre dos contextos (página Web en la
implementación).
Por otro lado, en los contextos navegacionales se puede encontrar los En-
laces de Servicio. Este tipo de enlaces permiten definir el contexto navegacional
al cual accede el usuario después de la ejecución de una operación.
A continuación, se describe con detalle cómo se obtienen las operaciones a
partir de estos modelos.
5.5.1 Reglas de transformación
En este apartado se presentan las tres reglas que constituyen el diseño del
grupo funcional Soporte a la Navegación. Cada regla está basada en cada uno
de los tipos de enlaces que existen en los mapas navegacionales.
Los mapas navegacionales tienen forma de árbol, al igual que los modelos
utilizados en la identificación de las operaciones de los grupos funcionales de
Lógica de la Aplicación y de Gestión de Identidad. Por lo tanto, se van a
recorrer sus nodos en preorden.
Mientras se recorren los mapas navegacionales, se busca para que cumplan
las siguientes reglas.
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La primera regla tiene en cuenta los enlaces de tipo exploración existentes
entre los contextos navegacionales.
REGLA REE: Identificación de RecuperarEnlaceExploracion
Entrada: Mapa navegacional
Si existe algún enlace de exploración, entonces se identifica la operación
recuperarEnlacesExploracion.
Salida: La operación recuperarEnlaceExploracion
En el ejemplo del caso de estudio del comercio electrónico, siguiendo esta
regla, se encuentran 6 enlaces de exploración. Por lo tanto se identifica la
operación recuperarEnlacesExploracion.
La segunda regla tiene en cuenta los enlaces de tipo secuencia existentes
entre dos contextos navegacionales.
REGLA RES: Identificación de RecuperarEnlaceSecuencia
Entrada: Mapa navegacional
Si existe algún enlace de secuencia, entonces se identifica la operación
recuperarEnlacesSecuencia.
Salida: La operación recuperarEnlaceSecuencia
Para el ejemplo del caso de estudio, existen 4 enlaces de secuencia, por lo
tanto se identifica la operación recuperarEnlacesSecuencia.
Por último, se buscan los enlaces de servicios que se encuentran definidos
dentro de los contextos navegacionales.
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REGLA RESV: Identificación de RecuperarEnlaceServicio
Entrada: Mapa navegacional
Se recorren los contextos navegacionales, y si existe algún enlace de servicio,
entonces se identifica la operación recuperarEnlacesServicio.
Salida: La operación recuperarEnlaceServicio
Siguiendo con el caso de estudio, en el contexto Producto está definido un
enlace de servicio para el método anyadirCesta. Este enlace dirige la nave-
gación al contexto Cesta Compra, tras la ejecución del método. Por lo tanto,
se identifica la operación recuperarEnlacesServicio.
Implementación de las reglas
Los algoritmos que se presentan a continuación están formados por: una entra-
da que indica qué espera el algoritmo que se le pase como entrada, el modelo
del cuál se identifican las operaciones; la nomenclatura, que son elementos del
modelo de entrada que se van a utilizar durante el algoritmo; y finalmente las
funciones, que son operaciones que realizan una acción en concreto y ayudan
a simplificar el funcionamiento del algoritmo.
• Entrada:
– Mapa Navegacional (MN)
• Nomenclatura:
– MN.UserRol, ur: Rol de usuario del navegacional del mapa
– ur.NavigationalNode: contexto navegacional
• Funciones:
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– navegacionContextos: devuelve la colección coleccionEnlaceEx-
ploracion con los enlaces de exploración y la colección coleccion-
EnlaceSecuencia con los enlaces de secuencia accesibles desde el
Contexto Navegacional del cual se llama.
El algoritmo 8 implementa la regla REE, que se corresponde con la identifi-
cación de las operaciones de tipo recuperarEnlaceExploracion. Para ello, se
recorren los contextos navegacionales en busca de enlaces de tipo exploración.
Si existe alguno, se publica la operación.
Algoritmo 8 Recuperar Enlace Exploración
El algoritmo 9 implementa la regla RES, que se corresponde con la identi-
ficación de las operaciones de tipo recuperarEnlaceSecuencia. Para ello, se
recorren los contextos navegacionales en busca de enlaces de tipo secuencia. Si
existe alguno, se publica la operación.
Algoritmo 9 Recuperar Enlace Secuencia
El algoritmo 10 implementa la regla RESV, que se corresponde con la iden-
tificación de las operaciones de tipo recuperarEnlaceServicio. Para ello, se
recorren los contextos navegacionales en busca de operaciones navegacionales.
Si existe alguna, se publica la operación.
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Algoritmo 10 Recuperar Enlace Servicio
5.5.2 Ejemplo del caso de estudio
La especificación de las operaciones encargadas del soporte a la navegación,
para el caso de estudio se presenta a continuación. En la figura 5.15 se mues-
tran las operaciones y desde qué elementos de los contextos y de los mapas
navegacionales han sido identificadas siguiendo los algoritmos 8, 9 y 10.
Figura 5.15: Identificación de operaciones para el Soporte a la Navegación
• recuperarEnlacesExploracion
– Descripción: esta operación permite recuperar los enlaces de explo-
ración alcanzables por el usuario. Estos enlaces se pueden activar
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desde cualquier contexto del mapa navegacional.
– Parámetros de entrada: Ninguno.
– Parámetros de salida: Conjunto de contextos alcanzables por el
usuario en la aplicación a través de un enlace de exploración.
• recuperarEnlacesSecuencia
– Descripción: esta operación permite recuperar los enlaces de secuen-
cia alcanzables desde un contexto concreto por el usuario.
– Parámetros de entrada: Nombre del contexto.
– Parámetros de salida: Conjunto de contextos alcanzables por el
usuario desde el contexto indicado.
• recuperarEnlaceServicio
– Descripción: esta operación permite recuperar el enlace alcanzable
después de ejecutar una operación.
– Parámetros de entrada: Nombre del servicio.
– Parámetros de salida: Enlace al contexto alcanzable tras la ejecución
del servicio.
En la figura 5.16 se muestran las operaciones publicadas para el grupo
funcional Soporte a la Navegación.
Figura 5.16: Operaciones publicadas del Soporte a la Navegación
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5.6 Soporte a la Presentación
Este grupo funcional está formado por dos operaciones: la primera de ellas
permite recuperar datos con unas propiedades de presentación espećıficas, la
segunda permite mostrar al usuario una página Web completa. Este grupo
incorpora a los servicios Web la funcionalidad que proveen los portlets [102] o
mashups [111, 112, 113, 114, 103, 115].
Las operaciones de este grupo, al igual que las operaciones del grupo Re-
cuperación de Información (en la página 115), pueden ser operaciones de-
pendientes de la aplicación a desarrollar u operaciones independientes de la
aplicación a desarrollar.
Como se ha comentado en el apartado 5.4, en esta tesis se van a utilizar
operaciones dependientes de la aplicación a desarrollar puesto que permiten
que se entienda mejor la propuesta, son reutilizables y más fáciles de imple-
mentar. En trabajos futuros, se abordará la incorporación de las operaciones
independientes de la aplicación en la herramienta DISWOOM.
El trabajo desarrollado en la tesis propone una serie de reglas que permiten
identificar las operaciones a partir de dos modelos:
• Por una parte, las propiedades de presentación utilizadas se basan en los
modelos de Presentación (ver apartado 4.3.2 en la página 71).
• Por otro lado, las operaciones de este grupo se identifican utilizando los
contextos navegacionales, los cuales forman parte del modelo de Nave-
gación (ver apartado 4.3.2 en la página 68).
A continuación, se describe con detalle cómo se obtienen las operaciones a
partir de estos modelos.
5.6.1 Reglas de transformación
En este apartado se presenta las dos reglas que constituyen el diseño del grupo
funcional Soporte a la Presentación. Ambas reglas están basadas en los modelos
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de presentación, pero además, la primera regla utiliza las operaciones identi-
ficadas en los anteriores grupos funcionales. Por su parte, la segunda regla
utiliza los mapas navegacionales.
La primera regla es una extensión que permite incorporar propiedades de
presentación a los datos que se obtienen por medio de las operaciones de los
grupos presentados anteriormente: Lógica de la Aplicación en la página 89,
Gestión de Usuarios en la página 102 y Recuperación de Información en la
página 115.
REGLA PIN: Identificación de PresentacionDeInformacion
Entrada: Ninguna
Si se ha definido alguna operación para el servicio Web (en cualquiera
de los grupos funcionales de Lógica de la Aplicación, Gestión de Usuarios,
Recuperación de Información) o Soporte a la Navegación, entonces se identifica
la operación presentacionDeInformacion.
Salida: La operación presentacionDeInformacion
Por ejemplo, la operación buscarProducto devuelve la información definida
en la búsqueda del contexto Producto (ver la definición de la operación en
apartado 5.4.2). Si se llama directamente a esta operación, se obtienen los
productos en un documento XML que se muestra en un navegador Web como
se puede ver en la figura 5.17.
Figura 5.17: Documento XML devuelto por buscarProducto
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En cambio, si se llama a esta operación a través de presentacionDeInfor-
macion se obtienen los mismos productos pero con propiedades de presentación
y se muestra en un navegador Web como se puede ver en la figura 5.18. La
lista de productos devuelta por ambas operaciones es la misma, sólo que en
la segunda lista (la devuelta por la operación presentacionDeInformacion)
se han asociado las propiedades de presentación definidas en el modelo de
presentación.
Figura 5.18: Resultado de presentacionDeInformacion(buscarProducto)
Como se ha comentado, es posible que los usuarios del servicio Web in-
diquen parámetros de presentación para aplicarlos en la operación presenta-
cionDeInformacion indicando los patrones de presentación a ser aplicados.
Si estos parámetros se indican, entonces las propiedades del modelo de pre-
sentación no se tienen en cuenta. Esta posibilidad facilita a los consumidores
de servicios Web que quieran adaptar las propiedades de presentación a sus
preferencias.
La segunda de las extensiones que se propone, es la definición de una ope-
ración por contexto navegacional, que implementa completamente la página
Web equivalente al contexto con la presentación definida durante la etapa de
modelado. Esta operación hace uso de las operaciones de los otros grupos
funcionales para poder devolver la página Web completa:
• recuperarNombreUAI para cada una UAI definida en el contexto.
• recuperarEnlacesExploracion para recuperar los enlaces a otras pági-
nas.
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Para identificar las operaciones, se recorre el modelo de Navegación siguien-
do la siguiente regla:
REGLA PNC: Identificación de PresentacionNombreContexto
Entrada: Mapa navegacional
Por cada contexto navegacional se identifica una operación presenta-
cionDeNombreContexto .
Salida: Lista de operaciones del tipo presentacionNombreContexto
En el ejemplo del caso de estudio del comercio electrónico, se encuentra el
contexto navegacional Producto por lo que se define la operación presenta-
cionDeProducto. Esta operación devuelve una página Web equivalente a las
propiedades definidas por el modelador en dicho contexto (en la figura 5.19 se
puede ver un ejemplo del resultado devuelto por esta operación).
Figura 5.19: Resultado de presentacionDeProducto
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Implementación de las reglas
El algoritmo que se presenta a continuación está formado por: una entrada que
indica qué espera el algoritmo que se le pase como entrada, el modelo del cuál
se identifican las operaciones; y finalmente la nomenclatura, que son elementos
del modelo de entrada que se van a utilizar durante el algoritmo.
• Entrada:
– Mapa Navegacional (MN)
• Nomenclatura:
– MN.UserRol, ur: Rol de usuario del navegacional del mapa
– ur.NavigationalNode: contexto navegacional
El algoritmo 11 implementa la regla PIN y la regla PNC. Para la primera
regla, se publica la operación para su utilización. Para la segunda regla se
recorren el modelo navegacional de cada usuario y cada uno de los contextos
que lo forman.
Algoritmo 11 Presentación de Información y Presentación Nombre Contexto
5.6.2 Ejemplo del caso de estudio
Siguiendo el algoritmo 11 en el caso de estudio, se identifican las siguientes
operaciones (ver figura 5.20):
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Figura 5.20: Identificación de operaciones para el Soporte a la Presentación
• presentacionDeInformacion
– Descripción: esta operación permite incorporar propiedades de pre-
sentación a los datos que se obtiene por medio de las operaciones
de los grupos presentados anteriormente.
– Parámetros de entrada: el nombre de la operación que se desea invo-
car (operacion) junto con los parámetros de entrada que necesita
(parametrosOperacion). Opcionalmente, se pueden indicar los pa-
trones de presentación de información (paginacion, orden y pre-
sentacionInstancia) con los que se deben mostrar los datos a
devolver.
– Parámetros de salida: el conjunto de datos con presentación incluida
en formato html.
• presentacionDeHome
– Descripción: esta operación permite obtener una página Web que
representa al contexto Home.
– Parámetros de entrada: ninguno.
– Parámetros de salida: página Web en formato html.
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• presentacionDeCategoriasProductos
– Descripción: esta operación permite obtener una página Web que
representa al contexto CategoriasProductos.
– Parámetros de entrada: ninguno.
– Parámetros de salida: página Web en formato html.
• presentacionDeProducto
– Descripción: esta operación permite obtener una página Web que
representa al contexto Producto.
– Parámetros de entrada: ninguno.
– Parámetros de salida: página Web en formato html.
• presentacionDeCestaCompra
– Descripción: esta operación permite obtener una página Web que
representa al contexto Cesta Compra.
– Parámetros de entrada: ninguno.
– Parámetros de salida: página Web en formato html.
• presentacionDeComentariosClientes
– Descripción: esta operación permite obtener una página Web que
representa al contexto ComentariosClientes.
– Parámetros de entrada: ninguno.
– Parámetros de salida: página Web en formato html.
• presentacionDeClientes
– Descripción: esta operación permite obtener una página Web que
representa al contexto Clientes.
– Parámetros de entrada: ninguno.
– Parámetros de salida: página Web en formato html.
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Figura 5.21: Operaciones publicadas del Soporte a la Presentación
• presentacionDeVendedores
– Descripción: esta operación permite obtener una página Web que
representa al contexto Vendedores.
– Parámetros de entrada: ninguno.
– Parámetros de salida: página Web en formato html.
En la figura 5.21 se muestran las operaciones publicadas para el grupo
funcional Soporte a la Presentación.
5.7 Conclusiones
En este caṕıtulo se ha presentado un método para la identificación automática
de las operaciones de los servicios Web a partir de los modelos conceptuales
de OO-Method / OOWS. Este método se ha definido partiendo de los grupos
funcionales que categorizan las operaciones en base a la funcionalidad ofrecida.
5.7 Conclusiones 139
El método presentado está abierto a la incorporación de nuevos grupos fun-
cionales. Cada uno de los grupos funcionales ha sido presentado, identificándose
sus operaciones, parámetros y los modelos que proporcionan información rel-
evante para dicha identificación.
Para finalizar el caṕıtulo, en la tabla 5.2, se puede ver un resumen de las
principales caracteŕısticas de de cada uno de los grupos funcionales.
Tabla 5.2: Principales caracteŕısticas de los grupos funcionales
Caracteŕıstica
Grupo Dependencia Disciplinas Identificación Identificación
Funcional dominio involucradas operaciones parámetros
Lógica Elicitación Modelo Descripción
Aplica Si requisitos tareas tareas
ción
Gestión Modelado Modelo Usua-
Usuarios No conceptual rios y RBAC -
Recupera Modelado Contexto
ción Infor Si conceptual Navegacional -
mación
Soporte Modelado Mapa
Navega No conceptual Navegacional -
ción
Soporte Modelado Mapa Contexto




Implementación de los servicios
Web
La propuesta metodológica OO-Method / OOWS tiene implementados sus
generadores de código en arquitecturas multicapa (OlivaNOVA Model E-
xecution [92, 91] y OOWS Suite [12] respectivamente). La representación
software que propone esta tesis, implementa una capa de servicios Web sobre el
estilo arquitectónico de tres capas generado para las aplicaciones OO-Method
/ OOWS.
En la tesis se sigue una estrategia de generación automática de código
para los servicios Web (presentada en el caṕıtulo 7), que utiliza el framework
WIF [93, 12] desarrollado para OOWS Suite. En este caṕıtulo se presenta
la implementación de los servicios Web utilizando el código generado por el
framework WIF y la herramienta OlivaNOVA.
Aunque la implementación de los servicios Web no es el principal objetivo
de la tesis, los detalles de implementación son importantes para completar y
comprender la propuesta general.
El caṕıtulo se estructura como sigue: en primer lugar, se comentan breve-
mente la tecnoloǵıa utilizada en la generación de código. A continuación, se in-
troduce el framework WIF, detallando cada una de las operaciones que expone
(lo que permite comprender mejor la generación de código). En tercer lugar
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se presenta la estrategia de implementación basada en el framework WIF. En
este mismo apartado y para cada uno de los grupos funcionales, se presenta
cómo generar la implementación de las operaciones de los servicios Web. Se
finaliza el caṕıtulo con las conclusiones.
Para ejemplificar los diferentes subapartados se continúa aplicando la pro-
puesta al ejemplo del apéndice A. En este ejemplo se modela el caso de estudio
de una aplicación de comercio electrónico como Amazon.
6.1 Generación de Código
La propuesta presentada para la generación del código de las operaciones de los
servicios Web se realiza mediante una transformación Modelo-A-Texto. Para
la implementación de los servicios Web presentados en esta tesis, se ha optado
por la tecnoloǵıa Java y SOAP.
La figura 6.1 representa de forma gráfica la estrategia utilizada para la gene-
ración de código desde la perspectiva de MDA. A partir de los modelos de OO-
Method / OOWS (PIM ), se realiza una transformación (definida en función
de un conjunto de correspondencias) y se obtiene el código que implementa el
modelo PIM.
Figura 6.1: Propuesta de la generación de código desde el prisma de MDA
Los pasos seguidos para la generación de código son los siguientes:
1. Generación de la interfaz WSDL.
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2. Generación del código Java.
(a) Generación de la cabecera de la operación (identificada durante el
diseño de los servicios Web en el caṕıtulo 5).
(b) Generación del detalle del cuerpo de la operación (para cada grupo
funcional se utilizan una o varias operaciones del framework WIF).
Este detalle se corresponde con la lógica de negocio que implementa
las operaciones de los WSDL.
A continuación, se muestra cómo implementar el código Java de cada una
de las operaciones. Para implementarlas, se ha utilizado el framework WIF
desarrollado para la herramienta que da soporte a OOWS. Este framework
permite utilizar, simplificando la implementación del servicio Web, las opera-
ciones generadas por OlivaNOVA. En la figura 6.2 se muestra gráficamente
cómo los servicios Web utilizan, a través del framework WIF, la funcionali-
dad implementada para las aplicaciones OlivaNOVA y para las aplicaciones
OOWS.
Figura 6.2: Utilización del Framework WIF
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6.2 Framework WIF
La propuesta de implementación que se presenta en este caṕıtulo, hace uso
del framework WIF desarrollado para la herramienta que da soporte a OOWS
[93, 12]. El framework facilita la implementación de las operaciones de los
servicios Web, permitiendo su conexión e integración con la capa de aplicación
generada por OlivaNOVA y con la capa de presentación generada por OOWS.
Este framework es necesario dado que la utilización de la lógica de negocio
generada por OlivaNOVA, resulta compleja por la gran cantidad de clases
y métodos que la componen. De esta manera se consigue una implementación
más natural de las operaciones y se oculta, todo lo posible, la complejidad de
la lógica de negocio.
La arquitectura del framework WIF ha sido diseñada para que sea lo más
independiente posible de la lógica de negocio. En esta tesis, se utiliza la lógica
de negocio generada mediante OO-Method/OlivaNOVA. En la figura 6.3 se
muestra cómo los servicios Web hacen uso del framework WIF.
Figura 6.3: Integración de los servicios Web, el framework WIF y la lógica de
negocio de OlivaNOVA
Para desacoplar la lógica de negocio, la solución adoptada por el framework
WIF ha sido aplicar el patrón fachada de negocio (“facade”) de Gamma [116].
El objetivo de este patrón es el de ofrecer una interfaz única de un subsistema
6.2 Framework WIF 145
para facilitar su uso. En el caso del framework WIF, el subsistema está formado
por el conjunto de clases que proporcionan la funcionalidad. Utilizando una
única interfaz predefinida, no sólo se simplifican las interacciones, sino que
para el resto de clases del framework, es transparente como se implementa el
subsistema.
Para que las distintas lógicas de negocio definan la misma fachada de nego-
cio, se ha definido en el framework la interfaz Business Facade, que implementa
un objeto fachada concreto. Esta interfaz expone los siguientes métodos que
serán los utilizados por los servicios Web:
• QueryPopulation(class, attributes, [filter]): devuelve la pobla-
ción de una clase determinada. Recibe como argumentos el identificador
de la clase, una colección con los identificadores de los atributos a mostrar
y un conjunto de filtros para restringir las instancias a partir de condi-
ciones de filtrado. Un ejemplo de consulta que puede realizarse mediante
este método es recuperar el t́ıtulo y el precio (atributos) de todos los
productos (clase) del año 2008 (filtro).
• QueryById(class, attributes, oid): devuelve una única instancia de
una clase a partir de su identificador único oid. Recibe como argumentos
el identificador de la clase, una colección con los identificadores de los
atributos a mostrar y el identificador único de la instancia a recuperar.
Un ejemplo de consulta seŕıa recuperar el t́ıtulo y el precio (atributos)
del producto (clase) con el identificador (oid) 115.
• QueryRelated(class, attributes, oid, relatedClass, [filter]):
a partir del oid de una instancia, devuelve todas las instancias pertene-
cientes a otra clase relacionada. Recibe como argumentos el identificador
de la clase origen, una colección con los identificadores de los atributos a
mostrar de la clase relacionada, el identificador único de la instancia de
la clase origen, el identificador de la relación que determina la relación
entre las clases origen y destino y opcionalmente una colección de filtros.
Una consulta que se realiza mediante este método es recuperar los nom-
bres (atributo) de todos los productos similares (clase relacionada) del
producto (clase) con oid 115, que se obtienen a través de la relación con
la clase producto denominada ProductosSimilares.
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• ExecuteService(operation, arguments): ejecuta una operación per-
teneciente a la lógica de negocio a partir del identificador uńıvoco de un
servicio y el conjunto de los argumentos. Como argumento se env́ıa el
valor (codificado como una cadena de texto). El método retorna “cierto”
si la ejecución del servicio fue correcta o “falso” en caso contrario.
• GetResponse: recupera el resultado o el error del último método ejecuta-
do por el framework WIF en la fachada de negocio. No recibe argumentos.
La figura 6.4 resume el proceso de integración entre OlivaNOVA, el frame-
work WIF y los servicios Web. Se puede observar que los servicios Web de
DISWOOM se integran con la lógica generada por OlivaNOVA a través del
framework WIF de la herramienta OOWS Suite.
Figura 6.4: Integración entre la lógica de negocio de OlivaNOVA, el frame-
work WIF y los grupos funcionales que forman los servicios Web
6.3 Implementación de los grupos funcionales
En este apartado se presenta la estrategia de implementación seguida en el
desarrollo de la tesis. El apartado comienza con la visión general de cómo
se utilizan los cinco tipos de operación del framework WIF para la imple-
mentación de los servicios Web. A continuación se detalla, para cada grupo
funcional, una descripción de la estrategia particular utilizada en cada caso:
primero se definen las reglas para la implementación de cada grupo, después se
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presenta la implementación en MOFScript de las reglas y finalmente muestra
el resultado de ejecutar dichas reglas en el caso de estudio.
Implementación utilizando el método QP: QueryPopulation
A continuación, se presenta cómo implementar por medio del framework
WIF, aquellas operaciones del servicio Web que utilizan el método QueryPopu-
lation. Se utiliza este método en aquellas operaciones que recuperan toda la
población de un objeto, como por ejemplo recuperarProducto1 del grupo
funcional Recuperación de Información.
La estrategia a seguir para implementar la operación del servicio Web es
la siguiente:
• Se llama al método QueryPopulation pasándole como parámetros el
nombre de la clase, los atributos a recuperar y opcionalmente el filtro a
aplicar.
• Este método devuelve directamente todas las instancias del sistema de
la clase indicada.
Figura 6.5: Implementación de la estrategia QP: QueryPopulation
En la figura 6.5, se muestra el ejemplo de la operación recuperarProducto
cuando se solicitan todas las instancias del sistema. Para esta operación se
llama al método QueryPopulation pasándole como parámetros:
• el nombre de la clase: producto;
1Esta operación tiene como parámetro opcional el identificador. Si no se le pasa ningún
identificador, devuelve todas las instancias de Producto
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• los atributos a recuperar: productoID, titulo, precio, comentarios.
Para esta estrategia existen dos posibles implementaciones, dependiendo
de si se le pasa o no el filtro a aplicar:
1. En la primera implementación se le pasan el nombre de la clase y los
atributos a recuperar (no se le pasa el filtro a aplicar).
frameworkWIF.queryPopulation(nombreClase , atributosARecuperar);
2. A la segunda implementación se le pasan el nombre de la clase, los atrib-
utos a recuperar y el filtro a aplicar.
frameworkWIF.queryPopulation(nombreClase , atributosARecuperar ,
filtro);
Implementación utilizando el método QBI: QueryById
La siguiente estrategia presenta cómo implementar, por medio del frame-
work WIF, aquellas operaciones del servicio Web que utilizan el método Query-
ById en su implementación. Se utiliza este método en aquellas operaciones que
recuperan una instancia concreta de un objeto, como por ejemplo recuperarPro-
ducto2 del grupo funcional Recuperación de Información.
La estrategia a seguir para implementar la operación del servicio Web es
la siguiente:
• Se Llama al método QueryById pasándole como parámetros el nombre
de la clase, los atributos a recuperar y el identificador de la instancia a
recuperar.
• Este método devuelve directamente la instancia indicada.
2Esta operación tiene como parámetro opcional el identificador. Si se le pasa un identifi-
cador, devuelve la instancia del objeto Producto con dicho identificador
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En la figura 6.6, se muestra el ejemplo de la operación recuperarProducto
cuando se le solicita una única instancia. Para esta operación se llama al méto-
do QueryPopulation pasándole como parámetros:
• el nombre de la clase: producto;
• los atributos a recuperar: productoID, titulo, precio, comentarios;
• el identificador de la instancia a recuperar.
Figura 6.6: Implementación de la estrategia QBI: QueryById
En la implementación de esta estrategia se le pasan como parámetros el
nombre de la clase, los atributos a recuperar y el identificador de la instancia
que se desea recuperar.
frameworkWIF.queryById(nombreClase , atributosARecuperar ,
identificadorARecuperar);
Implementación utilizando el método QR: QueryRelated
La estrategia QP muestra cómo implementar, por medio del framework
WIF, aquellas operaciones del servicio Web que utilizan el método Query-
Related. Se utiliza este método en aquellas operaciones que recuperan las
instancias relacionadas con una instancia concreta de un objeto, como por
ejemplo recuperarProductosSimilares del grupo funcional Recuperación de
Información.
La estrategia a seguir para implementar la operación del servicio Web es
la siguiente:
• Se llama al método QueryRelated pasándole como parámetros el nombre
de la clase origen (con la que se desea relacionar las instancias), los
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atributos a recuperar de la clase relacionada, el identificador de la ins-
tancia origen y el nombre de la relación con la clase relacionada que se
desea recuperar.
• Este método devuelve directamente todas las instancias relacionadas con
el objeto indicado.
En la figura 6.7, se muestra el ejemplo de la operación recuperarPro-
ductosSimilares. Para esta operación se llama al método QueryRelated
pasándole como parámetros:
• el nombre de la clase origen: producto;
• los atributos a recuperar: titulo, precio;
• el identificador de la instancia origen;
• el nombre de la relación con la clase relacionada que se desea recuperar:
productosSimilares
Figura 6.7: Implementación de la estrategia QP: QueryRelated
Para esta estrategia existen dos posibles implementaciones, dependiendo
de si se le pasa o no el filtro a aplicar:
1. A la primera implementación se le pasan como parámetros el nombre de
la clase, los atributos a recuperar, el identificador de la instancia de la
clase y el nombre de la relación con la clase a recuperar (no se le pasa el
filtro a aplicar).
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frameworkWIF.queryRelated(nombreClase , atributosARecuperar ,
identificadorARecuperar , nombreRelacion);
2. En la segunda implementación se le pasan como parámetros el nombre
de la clase, los atributos a recuperar, el identificador de la instancia de
la clase, el nombre de la relación con la clase a recuperar y el filtro a
aplicar.
frameworkWIF.queryRelated(nombreClase , atributosARecuperar ,
identificadorARecuperar , nombreRelacion , filtro);
Implementación utilizando el método ES: ExecuteService
La siguiente estrategia, presenta cómo implementar, por medio del frame-
work WIF, aquellas operaciones del servicio Web que utilizan el método Exe-
cuteService y que no esperan recibir una respuesta. Se utiliza este método
en aquellas operaciones que llaman a una operación concreta de un objeto de
OlivaNOVA, como por ejemplo recordarContrasenya del grupo funcional
Gestión de Usuarios.
La estrategia a seguir para implementar la operación del servicio Web es
la siguiente:
• Se llama al método ExecuteService pasándole como parámetros el nom-
bre de la operación y los argumentos que necesita la operación.
• Este método retorna “cierto” si la ejecución fue correcta o “falso” en caso
contrario.
En la figura 6.8, se muestra el ejemplo de la operación recordarContrase-
nya. Para esta operación se llama al método ExecuteService pasándole como
parámetros:
• el nombre de la operación en OlivaNOVA: MV RemindPassword;
• los argumentos de la operación: nombreUsuario.
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Figura 6.8: Implementación de la estrategia ES: ExecuteService
En la implementación de esta estrategia se pasan como parámetros el nom-
bre de la clase, método a ejecutar y los parámetros del método.
frameworkWIF.executeService(nombreClase.nombreMetodo ,
parametrosMetodo);
Implementación utilizando los métodos ESGR: ExecuteService y
GetResponse
La estrategia ESGR muestra cómo implementar, por medio del framework
WIF, aquellas operaciones del servicio Web que utilizan el método ExecuteSer-
vice y esperan recibir una respuesta. Se utiliza este método en aquellas op-
eraciones que llaman a una operación concreta de un objeto de OlivaNOVA,
como por ejemplo modificarCestaCompra del grupo funcional Lógica de la
Aplicación.
La estrategia a seguir para implementar la operación del servicio Web es
la siguiente:
• Se Llama al método ExecuteService pasándole como parámetros el
nombre de la operación y los argumentos que necesita.
• Si el método retorna cierto (la ejecución del método fue correcta), se
llama al método GetResponse que devuelve el resultado del método
ExecuteService.
En la figura 6.9, se muestra el ejemplo de la operación modificarCesta-
Compra. Para esta operación se llama al método ExecuteService pasándole
como parámetros:
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• el nombre de la operación en OlivaNOVA: modificarCestaCompra;
• los argumentos de la operación: cestaCompra.
Figura 6.9: Implementación de la estrategia ESGR: ExecuteService junto con
GetResponse
Esta estrategia utiliza dos métodos del framework WIF:
1. Al invocar al método ExecuteService se le pasan como parámetros el
nombre de la clase, el método de la clase a ejecutar y los parámetros de
dicho método.
2. En la invocación del método GetResponse no se le pasa ningún pará-




En los siguientes subapartados se presenta con detalle la implementación
de cada uno de los grupos funcionales presentados en el caṕıtulo 5.
6.3.1 Lógica de la Aplicación
Como se ha comentado en el apartado 5.2, en la página 89, las operaciones de
este grupo se obtienen del modelo de requisitos y su identificación dependen de
la aplicación a desarrollar. Al igual que su identificación, su implementación
también depende de la aplicación a desarrollar. A continuación se presenta
la implementación de las operaciones de este grupo. Para ello, se definen dos
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reglas y se sigue una de las estrategias descritas en el apartado anterior, es-
tableciendo qué método/s de OlivaNOVA implementan cada una de las op-
eraciones identificadas en este grupo funcional.
Reglas de transformación
En este apartado se presentan dos reglas para la implementación de las opera-
ciones de la Lógica de la Aplicación. La primera regla identifica los parámetros
de la operación a implementar, y la segunda regla identifica operación que se
va a utilizar del framework WIF y de OlivaNOVA.
La regla IDC, definida en la página 95, describe cómo definir los parámetros
de las operaciones identificadas. Para ello y con la ayuda de la Descripción de
la tarea seleccionada, se identifica qué clase y qué método del modelo de obje-
tos implementa la tarea. La siguiente regla asume los parámetros del método
identificado en la regla 5.2.1, como parámetros de la operación del servicio
Web.
REGLA PO: Parámetros de la Operación
Entrada: Salida de la regla IDC
Dado el método de la clase (identificado siguiendo la regla IDC ), se obtienen
los parámetros de entrada y salida de la operación.
Salida: Cabecera de la operación
Una vez identificado el método del modelo de objetos que implementa la
operación del servicio Web (a partir a la descripción de la tarea) y dado que
todas las clases del modelo de objetos están implementadas en el código ge-
nerado por OlivaNOVA, en la siguiente regla se define qué estrategia, de las
presentadas en el apartado anterior, se utiliza para “enganchar” las operaciones
de este grupo funcional con la implementación generada por OlivaNOVA
utilizando el framework WIF.
Para este grupo funcional, donde se van a llamar a operaciones del modelo
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de objetos, las estrategias que se pueden utilizar son:
• La estrategia ES, que utiliza el método ExecuteService del framework
WIF, si se desea llamar a un método espećıfico de la capa de lógica
(generada por OlivaNOVA) y no se espera respuesta por parte del
mismo.
• La estrategia ESGR, que utiliza los métodos ExecuteService y GetRes-
ponse del framework WIF, si se desea llamar a un método espećıfico de
la capa de lógica (generada por OlivaNOVA) y se espera respuesta por
parte del mismo.
Por lo tanto, se define la siguiente regla:
REGLA OMO: Operación del Modelo de Objetos
Entrada: Estrategias de implementación utilizando el Framework WIF
La implementación de la operación del servicio Web se realiza utilizando la
operación del Framework WIF ExecuteService, y dependiendo de si se espera
o no respuesta se va a utilizar una estrategia u otra.
Regla OMOa: Si el método obtenido (y por tanto la operación del servicio
Web) no tiene ningún parámetro de salida, implica que sólo se va a utilizar la
operación ExecuteService. Por lo tanto se va a seguir la estrategia ES.
Regla OMOb: Si el método obtenido (y por tanto la operación del servicio
Web) tiene algún parámetro de salida, implica que además de la operación
ExecuteService también se va a utilizar la operación del Framework WIF
GetResponse. Por lo tanto se va a seguir la estrategia ESGR.
Salida: Estrategia que implementa la operación (estrategia ES o estrategia
ESGR).
En el caso de estudio, un ejemplo de la regla OMOa es la operación borrar-
CestaCompra y de la regla regla OMOb es la operación anyadirProductoCes-
taCompra. En la figura 6.10 se muestra gráficamente la descripción para la
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Figura 6.10: Generación de código para la operación anyadirProductoCesta-
Compra
operación anyadirProductoCestaCompra siguiendo las reglas anteriormente
comentadas:
• A partir de la descripción de la tarea, se identifica la clase Producto y
el método anyadirProducto del modelo de objetos que implementa la
operación. La identificación se realiza siguiendo los pasos descritos en la
regla IDC (ver página 95).
• Siguiendo la regla PO, se construye la signatura de la operación con los
parámetros de entrada y salida (utilizando también la regla IDC ). En
el ejemplo de la figura 6.10, se encuentra como parámetro de entrada
producto y como parámetro de salida cestaCompra.
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• La regla OMO construye el cuerpo de la operación. En el ejemplo, al tener
parámetro de salida implica que además de la operación ExecuteService
también se va a utilizar la operación del Framework WIF GetResponse
(siguiendo la estrategia ESGR).
Implementación de las reglas de transformación
A continuación se muestran los algoritmos que implementan las reglas anterio-
res (regla PO y regla OMO) en el lenguaje de transformación Modelo-A-Texto
MOFScript. Los algoritmos muestran el código que se escribe en el fichero
Java. Estos algoritmos están formados por:
• Entrada: Estos algoritmos necesitan que se le pasen como entrada una
serie de parámetros desde los algoritmos 1 y 2 (páginas 98 y 99 respec-
tivamente).
– ps nombreOperacion: nombre de la operación a implementar
– ps Entrada: parámetros de entrada para la operación
– ps clase: clase que implementa la operación
– ps metodo: nombre del método que invoca la operación
• Nomenclatura:
– dc.Class, c: clase del modelo de clases
– c.Operation, o: operación de la clase
– o.Argument, a: argumento de la operación
El algoritmo 12 implementa la regla PO, que se corresponde con la identi-
ficación de los parámetros de las operaciones. Primero, se recorren las clases
del modelo de objetos buscando el método que se llama igual que la operación
identificada y se toman los parámetros de este método como parámetros de la
operación del servicio Web a publicar.
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Algoritmo 12 Parámetros de la Operación
La regla OMO se desglosa en dos algoritmos: uno por la regla OMOa y el
otro por la regla OMOb. Ambos algoritmos escriben el código Java que realiza
las llamadas al framework WIF para implementar las operaciones del servicio
Web. Primero se presenta el algoritmo 13, que implementa la estrategia ES
(regla OMOa).
Algoritmo 13 Estrategia ES para la Lógica de la Aplicación
A continuación se presenta el algoritmo 14 que implementa la estrategia
ESGR regla OMOb.
Algoritmo 14 Estrategia ESGR para la Lógica de la Aplicación
6.3 Implementación de los grupos funcionales 159
Ejemplo del caso de estudio
Como ejemplo de la ejecución del algoritmo 13 está la operación borrarCes-
taCompra. Esta operación se implementa siguiendo la regla regla OMOa, que
utiliza la “estrategia ES: ExecuteService”, porque no espera respuesta (so-
lamente si la operación se ha realizado con éxito o no).
public int borrarCestaCompra(Producto pp_productoABorrar){
// Permite eliminar un producto o todos los productos que se
encuentran en la cesta.




} catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
Como ejemplo de la ejecución del algoritmo 14 se encuentra la operación
anyadirProductoCestaCompra. Esta operación se implementa siguiendo la
regla regla OMOb, que utiliza la “estrategia ESGR: ExecuteService y Get-
Response” porque espera una respuesta con el resultado obtenido de la ejecu-
ción de la operación.
public Document anaydirProductoCestaCompra(Producto
pp_productoAnyadir){
// Permite a~nadir un producto a la cesta de la compra. Los




} catch(Exception e) { e.getMessage (); }
return frameworkWIF.getResponse (); }
En ambos ejemplo se ha ejecutado también el algoritmo 12 (regla PO) para
la identificación de los parámetros.
6.3.2 Gestión de Usuarios
Como se ha comentado en el apartado 5.3, en la página 102, las operaciones
de este grupo se obtienen si existe la necesidad de autenticar usuarios en el
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sistema (si existe un rol de tipo registrado en el modelo de usuarios). Aunque
para la identificación de las operaciones se ha utilizado el modelo de usuarios
de OOWS, para su implementación se van a utilizar las clases del modelo de
objetos de OO-Method. Esto se debe a que en OO-Method los roles aparecen
en el propio modelo de objetos, y por lo tanto el código generado por Oli-
vaNOVA incluye tanto la funcionalidad básica para cada uno de los roles,
como aquella funcionalidad espećıfica que haya sido modelada. Los métodos
básicos que existen para los roles en OlivaNOVA son los de creación, modifi-
cación y destrucción de instancias, además de la modificación de la contraseña.
Por lo tanto, se aprovecha esta implementación para las operaciones de este
grupo.
Una caracteŕıstica de OlivaNOVA, es que no permite el mantenimiento
dinámico de roles en el sistema. Esto se debe a que la creación de un nuevo
rol significaŕıa la creación de una nueva clase en el modelo de objetos de OO-
Method y por lo tanto la lógica asociada generada por OlivaNOVA debeŕıa
volver a ser generada 3. Aunque el no crear dinámicamente roles pueda parecer
una desventaja, es una práctica muy común en algunos sistemas (sobre todo
aquellos sistemas que deban estar amparados por la LOPD [117, 118]).
Reglas de transformación
Como las operaciones de este grupo no dependen de la aplicación a desarrollar,
sino que la implementación es siempre la misma (en el caso de que exista
algún usuario de tipo registrado), no se ha definido ninguna regla. El algoritmo
implementará directamente el código que corresponda en cada caso.
Implementación de las reglas de transformación
A continuación se muestra el algoritmo que implementa las operaciones de
este grupo funcional. El algoritmo implementa el código de las operaciones
si estas han sido identificadas en el algoritmo 3. Como ejemplo, se muestra
3Actualmente se está estudiando una aproximación que permita incorporar nuevos roles
en el sistema y aśı permitir modificar dinámicamente los privilegios de los usuarios en tiempo
de ejecución
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la implementación de la primera de las operaciones (iniciarSesion) que se
encuentra dentro de la función construirSesiones.
Algoritmo 15 Implementación de la Gestión de Usuarios
Ejemplo del caso de estudio
A continuación, se presentan, a modo de ejemplo, alguna de las operaciones
identificadas en el apartado 5.3.2 (una operación por cada estrategia utilizada).
Para ellas se detalla el código Java que las implementa, indicando para cada
caso qué estrategia se sigue:
• iniciarSesion: esta operación utiliza la “estrategia ESGR: Execute-
Service y GetResponse” porque espera una respuesta con el resultado
obtenido de la ejecución de la operación.
public Document iniciarSesion(String ps_Rol , String ps_Usuario ,
String ps_Contrasenya){




} catch(Exception e) { e.getMessage (); }
return frameworkWIF.getResponse (); }
• cerrarSesion: esta operación utiliza la “estrategia ES: ExecuteService”
porque no espera una respuesta.
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public int cerrarSesion(String ps_Sesion){
// Permite cerrar la sesión de un usuario.




} catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
• buscarUsuariosDeRol: esta operación utiliza la “estrategia QR: Query-
Related” porque recupera la población de una entidad relacionada.
public Document buscarUsuariosDeRol(String ps_Rol , String
ps_RolID){
//Busca los usuarios de un rol.
return frameworkWIF.queryRelated(ps_Rol , "nombre", ps_RolID ,"
UsuariosAsignados"); }
6.3.3 Recuperación de Información
Como se ha comentado en el apartado 5.4, las operaciones de este grupo se
obtienen de los contextos navegacionales del modelo de navegación. Al igual que
el diseño depende de la aplicación a desarrollar, su implementación también
es dependiente. Por ello, se definen cuatro reglas y se siguen las estrategias
descritas al inicio del apartado, estableciendo qué método/s de OlivaNOVA
implementa cada una de las operaciones identificadas en este grupo funcional.
Reglas de transformación
En este apartado se presentan cuatro reglas para la implementación de las
operaciones de la Recuperación de Información. Cada una de las reglas se
corresponde con una forma de recuperar información: toda la población o una
instancia en concreto, la población indexada, la población que cumple una
condición o una búsqueda utilizando un filtro.
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Tanto las operaciones de OlivaNOVA como los métodos del framework
WIF (como se comenta en el apartado 6.3), se centran en la recuperación de
población, por lo que tiene métodos espećıficos para recuperar la información.
Además, tres de las estrategias (las estrategias QP, QBI y QR) se basan es
estos métodos:
• La estrategia QP, que utiliza el método QueryPopulation del framework
WIF. Se utiliza esta estrategia siempre que se recupere la población com-
pleta de una entidad o se realice una búsqueda sobre la misma.
• La estrategia QBI, que utiliza el método QueryById del framework WIF.
Se utiliza esta estrategia si se tiene el identificador de la instancia a
recuperar.
• La estrategia QR, que utiliza el método QueryRelated del framework
WIF. Se utiliza esta estrategia si se recuperan las clases relacionadas de
una entidad.
Por tanto, las reglas para definir la implementación de las operaciones de
este grupo son las siguientes.
La primera regla define los pasos a seguir para implementar la operación
RecuperarNombreUAI .
REGLA IRNU: Implementación de RecuperarNombreUAI
Entrada: Salida de la regla RNUAI
Dado un contexto navegacional, por cada UAI se genera una operación de
tipo recuperarNombreUAI . Esta operación recupera los datos de la UAI (regla
RNUAI en la página 116). La implementación de este tipo de operaciones se
realiza en tres pasos:
1. Se recuperan una o todas las instancias de la clase directora (dependiendo
si se indica un identificador o no) utilizando la estrategia QBI: QueryById
si solo se desea recuperar 1 o la estrategia QP: QueryPopulation si se
desean recuperar todas.
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2. Se recuperan las instancias de las clases relacionadas con las instancias
recuperadas en el primer paso. Para ello, se utiliza la estrategia QP:
QueryRelated.
3. Finalmente se recuperan las instancias de las clases relacionadas para
cada una de las instancias recuperadas en el segundo paso. Para ello,
también se utiliza la estrategia QP: QueryRelated (este paso es igual
que el paso 2, por lo que se puede reutilizar su implementación).
Salida: Implementación de las operaciones del tipo RecuperarNombreUAI
En la figura 6.11 se muestra la estrategia de implementación a seguir para
la operación recuperarProducto. En este ejemplo se observan los tres pasos
comentados: (1) recuperar la/s instancia/s de producto/s;, (2) a continuación,
recuperar los DVDs, CDs y libros relacionados con la/s instancia/s recuperadas
en el paso anterior; y (3) finalmente recuperar el artista de cada CD y el autor
de cada libro.
Figura 6.11: Aplicación de la regla IRNU en la operación recuperarProducto
La segunda regla define los pasos a seguir para implementar la operación
IndexarNombreIndice .
6.3 Implementación de los grupos funcionales 165
REGLA IINI: Implementación de IndexarNombreIndice
Entrada: Salida de la regla INI
Dado un contexto navegacional, por cada ı́ndice se genera una operación
de tipo indexarNombreIndice (regla INI en la página 117). Para las op-
eraciones que recuperan la información de un ı́ndice, se aplica el ı́ndice y se
recupera la población de la clase directora. Para ello, se utiliza la estrategia
QP: QueryPopulation.
Salida: Implementación de las operaciones del tipo IndexarNombreIndice
Por ejemplo, para la operación indexarProductoIndex, la regla INII ins-
tanciada en el ejemplo seŕıa: recuperar para todas las instancias de productos
su t́ıtulo y su precio.
La tercera regla define los pasos a seguir para implementar la operación
RecuperarPoblacionNombreCondicion .
REGLA IRPNC: Implementación de RecuperarPoblacionNombre
Entrada: Salida de la regla RPNC
Dada una clase, por cada mecanismo de condición se genera una operación
de tipo recuperarPoblacionNombreCondicion (ver regla RPNC en la página
117). La estrategia de implementación para las operaciones que recuperan la
información utilizando un mecanismo de condición es la siguiente:
1. Se recupera la población de la clase directora utilizando la estrategia QP:
QueryPopulation y pasándole como último parámetro (correspondiente
al filtro) la condición introducida en la etapa de modelado.
2. Se recuperan las instancias de las clases relacionadas con las instancias
recuperadas en el primer paso. Para ello, se utiliza la estrategia QP:
QueryRelated.
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3. Finalmente, se recuperan las instancias de las clases relacionadas para
cada una de las instancias recuperadas en el segundo paso (este paso es
igual que el paso 2, por lo que se puede reutilizar su implementación).
Salida: Implementación de las operaciones del tipo RecuperarPoblacion-
NombreCondicion
Como se ha comentado en el caṕıtulo 5, no existe un ejemplo en el caso de
estudio para este tipo de operación.
A continuación, se presenta la regla para la implementación de los filtros
de búsqueda.
REGLA IBNF: Implementación de BuscarNombreFiltro
Entrada: Salida de la regla BNF
Dado un filtro de búsqueda, se genera una operación de tipo buscarNom-
breFiltro (regla BNF en la página 118). La estrategia de implementación
para las operaciones que recuperan la información de un filtro de búsqueda, es
la siguiente:
1. Se recupera la población de la clase directora utilizando la estrategia QP:
QueryPopulation, pasándole como parámetro el filtro introducido por
el usuario 4.
2. Se recuperan las instancias de las clases relacionadas con las instan-
cias recuperadas en el primer paso. Para ello se utiliza la estrategia QP:
QueryRelated.
3. Se recuperan las instancias de las clases relacionadas para cada una de
las instancias recuperadas en el segundo paso (este paso es igual que el
paso 2, por lo que se puede reutilizar su implementación).
Salida: Implementación de las operaciones del tipo BuscarNombreFiltro
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Siguiendo con el ejemplo del contexto navegacional Producto, la regla IBNF
se instancia para la operación buscarProducto de la siguiente forma: recuperar
las instancias de productos que cumplan la condición indicada en el filtro de
búsqueda; a continuación, recuperar los DVDs, CDs y libros relacionados con
las instancias recuperadas en el primer paso; y finalmente recuperar el artista
de cada CD, y el autor de cada libro.
Implementación de las reglas de transformación
A continuación, se presentan los cuatro algoritmos que implementan las reglas
anteriormente presentadas (reglas IRNU, IINI, IBNF e IRPNC ).
Estos algoritmos necesitan que se le pasen como entrada una serie de
parámetros desde los algoritmos 4, 5, 6 y 7:
• ps NombreUAI: nombre de la UAI
• ps NombreIndice: nombre del ı́ndice del contexto definido en la UAI
• ps NombreCondicion: nombre de la condición de población definido en
la UAI
• ps NombreFiltro: nombre del filtro definido en la UAI
• ps ClasePpal: nombre de la clase principal de la UAI
• ps ParametrosPpal: nombre de los atributos de la clase principal de la
UAI
• ps ClaseSec: nombre de las clases secundarias de la UAI
• ps ParametrosSec: nombre de los atributos de las clases complemen-
tarias de la UAI
Antes de empezar a ver la implementación de las reglas, se presenta la
implementación del paso 2 (el paso 3 tiene la misma implementación que el
paso 2 por lo que se reutiliza su implementación). Estos pasos son compartidos
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por las reglas IRNU, IRPNC y IBNF (definidas en las páginas 163, 165 y 166
respectivamente).
El algoritmo 16 recibe como parámetros de entrada el nombre de la UAI,
el nombre de la clase principal, el nombre de las clases secundarias y sus
parámetros. Este algoritmo recupera la información (los atributos declarados
en los parámetros) de las clases relacionadas (clases secundarias) con la clase
principal.
Algoritmo 16 RecuperarPASO2
Una vez visto cómo se implementa el paso 2, a continuación se presentan
los algoritmos que implementan las reglas para la implementación del grupo
funcional Recuperación de Información.
El primer algoritmo que se presenta implementa la regla IRNU (definida
en la página 163). Este algoritmo define el código Java que implementa las
operaciones de tipo recuperarNombreUAI .
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Algoritmo 17 Implementación de RecuperarNombreUAI
A continuación, la regla que se presenta es la regla IINI (definida en la pági-
na 165). Este algoritmo define el código Java que implementa las operaciones
de tipo indexarNombreIndice .
Algoritmo 18 Implementación de IndexarNombreIndice
El algoritmo 19 presenta la implementación de la regla IRPNC (definida
en la página 165). Este algoritmo reutiliza el algoritmo 16 que implementa
el paso 2, y define el código Java que implementa las operaciones de tipo
recuperarPoblacionNombreCondicion .
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Algoritmo 19 Implementación de RecuperarPoblacionNombreCondicion
Para terminar, se presenta el algoritmo 20 que es la implementación de la
regla IBNF (definida en la página 166). Este algoritmo define el código Java
que implementa las operaciones de tipo buscarNombreFiltro .
Algoritmo 20 Implementación de BuscarNombreFiltro
Ejemplo del caso de estudio
A continuación, para cada uno de los algoritmos presentados, se muestra una
de las operaciones identificadas en el apartado 5.4.2.
La operación recuperarProducto se implementa siguiendo el algoritmo
17. Para su implementación se utilizan la estrategia QBI: QueryById si solo
se desea recuperar 1 instancia o la estrategia QP: QueryPopulation si se
desean recuperar todas, y la estrategia QP: QueryRelated para recuperar las
instancias relacionadas.
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public Document recuperarProducto(String ps_productoId){
// Permite recuperar la información todos los productos (si no
se le pasa ningún parámetro) o de un producto en particular
(si se pasa su identificador como parámetro.
Document ld_recuperarProducto = null;
Document ld_Producto = null;
try {
//PASO1
if (ps_productoId.isEmpty ()){ // Recupera toda la población
ld_Producto.appendChild(frameworkWIF.queryPopulation("Producto
", "productoId ,titulo ,comentario ,precio"));
}
else{ // Recupera una instancia en concreto
ld_Producto.appendChild(frameworkWIF.queryById("Producto", "




Producto lp_ProductoAProcesar = (Producto) ld_Producto.
getFirstChild ();
Document ld_DvdRelacionados = null;
Document ld_CdRelacionados = null;
Document ld_LibroRelacionados = null;
while (lp_ProductoAProcesar != null){
String ls_ProductoID = lp_ProductoAProcesar.getProductoId ();
//DVD
ld_DvdRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "artista ,duracion", ls_ProductoID , "Ddv"));
//CD
ld_CdRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "canciones", ls_ProductoID , "Cd"));
// Libro
ld_LibroRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "edicion ,paginas", ls_ProductoID , "Libro"));







Cd lcd_CdAProcesar = (Cd) ld_CdRelacionados.getFirstChild ();
Document ld_ArtistasRelacionados = null;
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while (lcd_CdAProcesar != null){
String ls_CdId = lcd_CdAProcesar.getCdId ();
ld_ArtistasRelacionados.appendChild(frameworkWIF.queryRelated(
"Cd", "nobmre ,apellido", ls_CdId , "Artista"));





Libro ll_LibroAProcesar = (Libro) ld_LibroRelacionados.
getFirstChild ();
Document ld_AutoresRelacionados = null;
while (ll_LibroAProcesar != null){
String ls_LibroId = ll_LibroAProcesar.getLibroId ();
ld_AutoresRelacionados.appendChild(frameworkWIF.queryRelated("
Libro", "nombre ,apellido", ls_LibroId , "Autor"));
}
ld_recuperarProducto.appendChild(ld_AutoresRelacionados);
} catch(Exception e) { e.getMessage (); }
return cp_Producto; }
La operación indexarProductoIndex se implementa siguiendo el algorit-
mo 18. Para su implementación se utiliza la estrategia QP: QueryPopulation
para recuperar todas las instancias y la estrategia QP: QueryRelated para
recuperar las instancias relacionadas.
public Document indexarProductoIndex (){
//Esta operación provee un acceso indexado a la población de
productos por su nombre y precio.
Document ld_indexarProductoIndex = null;
try {
// PASO1
// Recupera toda la población para el ı́ndice definido
ld_indexarProductoIndex.appendChild(frameworkWIF.
queryPopulation("Producto", "titulo ,precio"));
} catch(Exception e) { e.getMessage (); }
return ld_indexarProductoIndex; }
La operación buscarProducto se implementa siguiendo el algoritmo 20.
Para su implementación se utilizan la estrategia QP: QueryPopulation pa-
sándole un filtro para recuperar todas las instancias que cumplen la condición
del filtro, y la estrategia QP: QueryRelated para recuperar las instancias
relacionadas.
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public Document buscarProducto(String ps_Filtro){
//Esta operación filtra el espacio de productos que recupera
por nombre.
Document ld_buscarProducto = null;
Document ld_Producto = null;
try {
// PASO1
// Recupera toda la población
ld_Producto.appendChild(frameworkWIF.queryPopulation("Producto




Producto lp_ProductoAProcesar = (Producto) ld_Producto.
getFirstChild ();
Document ld_DvdRelacionados = null;
Document ld_CdRelacionados = null;
Document ld_LibroRelacionados = null;
while (lp_ProductoAProcesar != null){
String ls_ProductoID = lp_ProductoAProcesar.getProductoId ();
//DVD
ld_DvdRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "artista ,duracion", ls_ProductoID , "Ddv"));
//CD
ld_CdRelacionados.appendChild(frameworkWIF.queryRelated("




, "edicion ,paginas", ls_ProductoID ,
"Libro"));








Cd lcd_CdAProcesar = (Cd) ld_CdRelacionados.getFirstChild ();
Document ld_ArtistasRelacionados = null;
while (lcd_CdAProcesar != null){
String ls_CdId = lcd_CdAProcesar.getCdId ();
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ld_ArtistasRelacionados.appendChild(frameworkWIF.queryRelated
("Cd", "nobmre ,apellido", ls_CdId , "Artista"));





Libro ll_LibroAProcesar = (Libro) ld_LibroRelacionados.
getFirstChild ();
Document ld_AutoresRelacionados = null;
while (ll_LibroAProcesar != null){
String ls_LibroId = ll_LibroAProcesar.getLibroId ();
ld_AutoresRelacionados.appendChild(frameworkWIF.queryRelated(
"Libro", "nombre ,apellido", ls_LibroId , "Autor"));




} catch(Exception e) { e.getMessage (); }
return ld_buscarProducto; }
6.3.4 Soporte a la Navegación
Como se ha comentado en el apartado 5.5, las operaciones del grupo Soporte
a la Navegación se obtienen del modelo de navegación (mapas y contextos
navegacionales). Al contrario que su diseño, la implementación de este grupo
depende de la aplicación a desarrollar, por lo que un cambio en el modelo
de navegación significa tener que volver a generar la implementación de este
servicio.
Reglas de transformación
En este apartado se presentan las reglas para la implementación de las opera-
ciones de este grupo. Estas operaciones son propias de OOWS y no se puede
utilizar ninguna de las estrategias presentadas al principio del apartado 6.3
por no estar presentes en la implementación de OlivaNOVA. La herramienta
OOWS Suite tampoco ofrece una implementación que pueda ser utilizada
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para estas operaciones, por lo tanto, se van implementar en las siguientes re-
glas.
La primera regla explica cómo implementar la operación que recupera todos
los enlaces de exploración.
REGLA IREE: Implementación de recuperarEnlaceExploracion
Entrada: Mapa navegacional
• Se recorren todos los contextos del mapa.
• Se devuelven los contextos cuya navegación sea de tipo Exploración.
Salida: Implementación de la operación recuperarEnlaceExploracion
Por ejemplo, para el caso de estudio del comercio electrónico, la operación
recuperarEnlacesExploracion devuelve los contextos Home, Categorı́as Pro-
ducto, Cesta Compra, Clientes y Vendedores.
A continuación, se presenta la regla para implementar la operación de re-
cuperación de enlaces de secuencia.
REGLA IRES: Implementación de recuperarEnlaceSecuencia
Entrada: Mapa navegacional
• Se recorren todos los contextos del mapa navegacional.
• Por cada par de contextos cuya navegación sea de tipo secuencia, se
devuelve el contexto origen y el destino.
Salida: Implementación de la operación recuperarEnlaceSecuencia
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Para el caso de estudio del comercio electrónico, la operación recuperar-
EnlaceSecuencia dado un contexto origen devuelve los siguientes contextos
(primero está el contexto origen y tras la flecha el/los contexto/s destino/s):
• Categoŕıas Productos ⇒ Producto
• Producto ⇒ Cesta Compra y Comentarios Clientes
• Clientes ⇒ Comentarios Clientes
Finalmente, se presenta la regla que implementa la operación de recu-
peración de enlaces de servicio.
REGLA IRESV: Implementación de recuperarEnlaceServicio
Entrada: Mapa navegacional
• Se recorren todos los contextos del mapa.
• Se busca cada contexto que tenga un enlace de servicio, se devuelve el
servicio y el contexto destino al que se llega tras su ejecución.
Salida: Implementación de la operación recuperarEnlaceServicio
Siguiendo con el caso de estudio, se encuentra un enlace de servicio en
la operación anyadirCesta que tras su ejecución redirige la navegación al
contexto Cesta Compra.
Implementación de las reglas de transformación
A continuación se muestran los algoritmos para generar el código de las reglas
anteriormente presentadas (reglas IREE, IRES y IRESV ).
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El algoritmo 21 implementa la regla IREE. Este algoritmo, junto con el
algoritmo 8, genera el código de las operaciones de tipo recuperarEnlaceEx-
ploracion. Devuelve en la lista ls EnlacesExploracion, todos los enlaces de
exploración que haya definidos en el modelo navegacional.
Algoritmo 21 Implementación de recuperarEnlaceExploracion
El segundo algoritmo implementa la regla IRES. Este algoritmo, junto con
el algoritmo 9, genera el código de las operaciones de tipo recuperarEnlace-
Secuencia. Dado un contexto, este algoritmo devuelve el enlace de secuencia
al cual se accede.
Algoritmo 22 Implementación de recuperarEnlaceSecuenciarecuperar-
EnlaceSecuencia
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Finalmente se presenta el algoritmo 23 que implementa la regla IRESV.
Este algoritmo, junto con el algoritmo 10, devuelve el enlace al cual se accede
después de la ejecución de un servicio.
Algoritmo 23 Implementación de recuperarEnlaceServicio
Ejemplo del caso de estudio
A continuación, para cada una de las operaciones identificadas en el apartado
5.5.2, se detalla el código Java que las implementa. Cabe recordar que este
grupo funcional no utiliza ninguna implementación generada por OlivaNO-
VA.
• recuperarEnlacesExploracion
public String recuperarEnlacesExploracion (){
return "Home ,Categorias Productos ,Cesta Compra ,Clientes , 
Vendedores";
}
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• recuperarEnlacesSecuencia
public String recuperarEnlaceSencuencia(String ps_contexto){
if (ps_contexto == "Categorias Productos") { return "producto
"; }
else { if (ps_contexto == "Producto") { return "cestaCompra , 
comentariosClientes"; }
else { if (ps_contexto == "clientes") { return "
comentariosClientes"; }
else { return "-1"; } } } }
• recuperarEnlaceServicio
public String recuperarEnlaceOperacion(String ps_servicio){
if (ps_servicio == "anyadirCesta") { return "cestaCompra"; }
else { return "-1"; } }
6.3.5 Soporte a la Presentación
Como se ha comentado en el apartado 5.6, las operaciones de este grupo se
obtienen de los contextos navegacionales del modelo de navegación y los mode-
los de presentación. Al igual que su identificación, su implementación también
depende de la aplicación a desarrollar.
Reglas de transformación
En este apartado se presentan las reglas para la implementación de las opera-
ciones del grupo Soporte a la Presentación. Estas operaciones, al igual que las
operaciones del grupo de Soporte a la Navegación, son propias de OOWS y por
lo tanto no se puede utilizar ninguna de las estrategias presentadas al inicio
del apartado (en el punto 6.3), al no estar presentes en la implementación de
OlivaNOVA. OOWS Suite tampoco ofrece una implementación que pueda
ser utilizada.
La primera regla presenta la estrategia de implementación de la operación
presentacionDeInformacion.
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REGLA IPIN: Implementación de presentacionDeInformacion
Entrada: Modelo de presentación, una operación de las diseñadas anteri-
ormente
• Se invoca una operación a través de presentacionDeInformacion.
• Se accede a la plantilla definida por la herramienta OOWS Suite a
partir del modelo de presentación.
• A continuación, presentacionDeInformacion llama a la operación y le
asocia, al resultado obtenido, la plantilla CSS.
• Finalmente, presentacionDeInformacion devuelve un documento html
con el XML y la plantilla CSS.
Salida: Implementación de la operación presentacionDeInformacion
La figura 6.12 muestra gráficamente esta estrategia.
Figura 6.12: Estrategia de la operación presentacionDeInformacion
También es posible que el consumidor de la operación presentacionDe-
Informacion indique las propiedades de presentación (paginación, ordenación
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y presentación de instancias) que desea sean aplicadas al resultado. Si es-
tas propiedades se indican, entonces no se tienen en cuenta las propiedades
definidas en el modelo de presentación. De esta forma, se facilita a los consu-
midores de los servicios Web, que adapten la presentación de las propiedades
a sus preferencias.
Un concepto importante para comprender la generación de la siguiente
regla (para las operaciones de tipo presentacionDeNombreContexto ), es que
una página Web se considera como una agregación de un conjunto de áreas
de contenido [119]. Las áreas que se utilizan para generar el código de esta
operación son:
• Área de Información (ver figura 6.13, zona 1): presenta los datos y la fun-
cionalidad a la que pueden acceder los usuarios. Esta área se implementa
usando las operaciones que dan soporte a la recuperación de información
(presentadas en el grupo Recuperación de Información).
• Área de Navegación (ver figura 6.13, zona 2): provee los enlaces a las
páginas Web que están disponibles a los usuarios. Esta área se implemen-
ta usando las operaciones que dan soporte a los enlaces navegacionales
(presentadas en el grupo Soporte a la Navegación).
• Área de Acceso estructurado (ver figura 6.13, zona 3): provee a los usua-
rios con los mecanismos de acceso a la información, como mecanismos de
búsqueda, los cuales facilitan el acceso de la información. Esta área se
implementa con las operaciones que soportan la búsqueda o los ı́ndices
(presentadas en el grupo Recuperación de Información).
De este modo, para generar las operaciones de presentacionDeNombre-
Contexto , como por ejemplo presentacionDeProducto, se han de generar las
operaciones que implementen las áreas comentadas. Cada área se implementa
llamando a las operaciones de los grupos funcionales Recuperación de Informa-
ción y Soporte a la Navegación. Por ejemplo, el Área de Información utiliza
las operaciones recuperarProducto y recuperarProductosSimilares.
La figura 6.13 muestra la página Web creada como resultado de la operación
presentacionDeProducto. La información recuperada desde la UAI Producto
se muestra como registros, en grupos de 4 y ordenada por nombre en orden
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ascendente. También se muestra la información de la UAI Productos Similares
y un campo para buscar por nombre. Además, se muestran los enlaces a las
páginas Web que se pueden alcanzar desde este contexto (a través de los enlaces
de exploración y de secuencia).
Figura 6.13: Zonas de la operación presentacionDeProducto
Por lo tanto, la operación presentacionDeProducto se implementa uti-
lizando diferentes operaciones que implementas cada una de las áreas (ver
figura 6.14):
• Área de Información, implementada utilizando las operaciones de Re-
cuperación de Información de cada una de las UAIs que conforman el
contexto Producto: recuperarProducto y recuperarProductosSimi-
lares.
• Área de Navegación, implementada utilizando las operaciones de So-
porte a la Navegación: recuperarEnlaceExploracion, recuperarEn-
laceSecuencia y recuperarEnlaceServicio.
• Área de Acceso Estructurado, implementada utilizando las operaciones
de Recuperación de Información que representan los filtros de búsquedas
y los ı́ndices: indexarProductoIndex y buscarProducto.
Esto se resume en la siguiente regla.
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Figura 6.14: Agregación de operaciones para presentacionDeProducto
REGLA IPNC: Implementación de presentacionNombreContexto
Entrada: Salida de la regla PNC Dado un contexto, se genera una op-
eración de tipo presentacionDeNombreContexto (ver regla PNC en la página
134). La implementación de este tipo de operaciones se realiza a través de sus
tres áreas:
• Área de Información:
– Se recorren los contextos del mapa navegacional.
– Para cada contexto, se recorren las UAI que lo forman y se llama a
la operación que las implementa.
• Área de Navegación:
– Se implementa la llamada a la operación recuperarEnlaceEx-
ploracion
– Se implementa la llamada a la operación recuperarEnlace-
Secuencia, pasándole como parámetro de entrada el nombre del
contexto.
– Si alguna de las UAIs tiene un enlace de servicio, se implementa
la llamada a la operación recuperarEnlaceServicio, pasándole
como parámetro de entrada el nombre del servicio.
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• Área de Acceso Estructurado:
– Para cada ı́ndice definido en el contexto, se realiza la llamada a la
operación que lo implementa.
– Para cada condición de población definida en el contexto, se realiza
la llamada a la operación que la implementa.
– Para cada filtro de búsqueda definido en el contexto, se realiza la
llamada a la operación que lo implementa.
Salida: Implementación de las operaciones del tipo
presentacionNombreContexto
Una vez vistas las reglas, a continuación se presentan los algoritmos que
las implementan.
Implementación de las reglas de transformación
El primer algoritmo implementa la regla IPIN (definida en la página 180). Este
algoritmo, junto con el algoritmo 11, implementa la operación presentacion-
DeInformacion.
Algoritmo 24 Implementación de presentacionDeInformacion
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El segundo algoritmo implementa la regla IPNC (definida en la página
183). Este algoritmo, junto con el algoritmo 11, implementa las operaciones
del tipo presentacionDeNombreContexto .
Algoritmo 25 Implementación de presentacionDeNombreContexto
Ejemplo del caso de estudio
A continuación, para cada uno de los algoritmos presentados, se muestra una de
las operaciones identificadas en el apartado 5.6. Cabe recordar que este grupo
funcional no utiliza ninguna implementación generada por OlivaNOVA.
La primera operación, presentacionDeInformacion, se implementa sigu-
iendo el algoritmo 24.
public HTMLDocument presentacionDeInformacion (String
ps_operacion , String [] ps_parametrosOperacion , String
ps_paginacion , String ps_orden , String ps_instancias){
// Devuelve los datos de un Servicio Web con formato
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Document ld_datos = ps_operacion(ps_parametrosOperacion);
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_presentacionDeInformacion.appendChild(lte_tabla);
lhd_presentacionDeInformacion.close ();
} catch(Exception e){ e.getMessage (); }
return lhd_presentacionDeInformacion; }
La operación presentacionDeProducto se implementa siguiendo el algo-
ritmo 25.
public HTMLDocument presentacionDeProducto(String ps_Filtro){
// Devuelve una página completa de un contexto
HTMLDocument lhd_Producto = null;
try {
lhd_Producto.open();
Document ld_datos = swRI.recuperarProducto(null);
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_Producto.appendChild(lte_tabla);




} catch(Exception e){ e.getMessage (); }
return lhd_Producto; }
6.4 Conclusiones
En este caṕıtulo se ha presentado un método para la generación automática
de código para los servicios Web a partir de los modelos conceptuales de OO-
Method / OOWS. Para ello se utilizan los métodos del framework WIF, desa-
rrollado como parte de la herramienta OOWS Suite, que da soporte a OOWS,
y la implementación generada por OlivaNOVA, herramienta que da soporte
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a OO-Method.
Para cada grupo funcional, se ha presentado la implementación de las ope-
raciones identificadas para el caso de estudio de comercio electrónico (una por
cada tipo de operación identificada. La generación de todas las operaciones se
encuentra en el caṕıtulo A).
Este método, junto con el presentado en el caṕıtulo 5, forman la estrategia
de diseño e implementación de servicios Web presentada en esta tesis. En el
siguiente caṕıtulo, se presenta DISWOOM (Diseño e Implementación de Servicios
Web para OO-Method / OOWS). DISWOOM es la herramienta que da soporte
a este método, cubriendo tanto el diseño como la implementación de todos los
grupos funcionales presentados.
Tabla 6.1: Implementación de los grupos funcionales
Grupo Método del Framework WIF
Funcional QP QBI QR ES ESGR
Lógica
Aplicación No No No Si Si
Gestión
Usuarios No No Si Si Si
Recuperación
Información Si Si Si No No
Soporte
Navegación No No No No No
Soporte
Presentación No No No No No
En la tabla 6.1 se puede ver un resumen de los métodos del framework WIF
que se utilizan en la implementación de cada uno de los grupos funcionales:
• QP: Implementación utilizando el método QueryPopulation.
• QBI: Implementación utilizando el método QueryById.
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• QR: Implementación utilizando el método QueryRelated.
• ES: Implementación utilizando el método ExecuteService.
• ESGR: Implementación utilizando los métodos ExecuteService y Get-
Response.
Caṕıtulo 7
DISWOOM: Herramienta para la
generación de servicios Web
Una de las contribuciones de esta tesis es DISWOOM (Diseño e Implementación
de Servicios Web para OO-Method), una herramienta que implementa las ideas
propuestas a lo largo de la tesis. En este caṕıtulo se presenta esta herramienta,
junto con las herramientas que le dan apoyo en el proceso de desarrollo de
servicios Web.
La generación de servicios Web, siguiendo la metodoloǵıa dirigida por mo-
delos, está soportada por la herramienta DISWOOM. De acuerdo con el proceso
de desarrollo descrito en el caṕıtulo 4 (página 78), el proceso se divide en dos
actividades: (1) la primera actividad se encarga de diseñar los servicios Web
(caṕıtulo 5); y (2) en la segunda se genera la implementación de las operaciones
que conforman el servicio Web (caṕıtulo 6).
El caṕıtulo comienza con una descripción general de la herramienta. A
continuación, se introducen las herramientas utilizadas en el proceso de desa-
rrollo de los servicios Web. En el tercer apartado se presentan, paso a paso,
los resultados de estas herramientas (utilizados por la herramienta DISWOOM
como entrada para generar los servicios Web). Finalmente, se presentan las
conclusiones.
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7.1 Introducción
Inicialmente, en la Ingenieŕıa del Software se utilizaban los modelos con el
único propósito de documentar la aplicación para los clientes. Posteriormente,
estos modelos fueron relegados a un plano secundario dentro del proceso de
desarrollo de software. Sin embargo, aproximaciones como el Desarrollo Di-
rigido por Modelos (MDD) han cambiado esta realidad. Esta aproximación
convierte a los modelos en ciudadanos de primera clase dentro del proceso
de desarrollo del software. La principal ventaja de esta aproximación es que
las aplicaciones software pueden ser generadas automáticamente a partir de
un conjunto de modelos. Además, la madurez alcanzada por las tecnoloǵıas y
estándares permite que MDD sea una realidad. Un ejemplo de la madurez de
estas herramientas es el Proyecto de Modelado de Eclipse (EMP).
El caṕıtulo presenta la herramienta DISWOOM, la cual ha sido desarrollada
haciendo uso del entorno Eclipse. Para su desarrollo se han utilizado un con-
junto de plugins para Eclipse (lenguajes para la transformación de modelos),
que han sido combinados para dar soporte al proceso de desarrollo presentado
en esta tesis.
Eclipse comenzó siendo el entorno para el desarrollo Java de IBM. Actual-
mente, Eclipse es la plataforma base para muchas otras tecnoloǵıas y proyectos
por su potente estructura modular y su naturaleza abierta. Muchos de los plug-
ins están relacionados con el desarrollo de software, pero no necesariamente
utilizando Java.
Eclipse está organizado en un conjunto de proyectos temáticos, que han
evolucionado en proyectos más concretos. El Proyecto de Modelado de Eclipse
(Eclipse Modeling Project) es el primero de estos proyectos, que unifica el mo-
delado relacionado con proyectos y los plug-ins que han sido desarrollados por
la comunidad Eclipse (otros plug-ins de modelado están siendo desarrollados
por terceras partes desde que Eclipse es una plataforma abierta). Para el de-
sarrollo de la herramienta DISWOOM ha sido utilizado uno de los proyectos que
se encuentran dentro del Proyecto de Modelado Eclipse: MOFScript [15].
Se ha utilizado MOFScript como lenguaje de transformaciones para im-
plementar las transformaciones de Modelo-A-Texto, vistas en los caṕıtulos 5 y
6. Las herramientas de MOFScript, que implementan el lenguaje MOFScript,
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están incluidas en el proyecto de Eclipse GMT.
MOFScript ha sido elegido por las siguientes razones:
• Es un lenguaje espećıficamente diseñado para la transformación de mo-
delos en ficheros de texto, que es la propuesta de esta tesis.
• Está estructurado usando transformaciones y reglas. En el trabajo se
proponen una serie de reglas para transformar los modelos a código.
• Trata directamente con descripciones de metamodelos (ficheros Ecore).
Tanto el metamodelo de OO-Method / OOWS como el de Requisitos se
encuentran en este formato.
• Las transformaciones de MOFScript pueden ser ejecutadas directamente
desde el entorno de Eclipse, lo cual simplifica mucho la herramienta.
7.2 Herramientas en el proceso de desarrollo
de servicios Web
La generación de servicios Web, siguiendo el método dirigido por modelos pre-
sentado en esta tesis, está soportado por la herramienta DISWOOM. De acuerdo
con el proceso de desarrollo descrito en el caṕıtulo 4, este proceso se divide en
cuatro fases: Especificación de Requisitos, Modelado Conceptual, Generación de
código y servicios Web. La figura 7.1 resume las actividades que se llevan a
cabo y las herramientas usadas en cada fase.
La primera actividad es la Especificación de Requisitos (apartado 4.2 en la
página 58). En esta actividad se construye el modelo de requisitos y está so-
portada por la herramienta RE Tool [82].
En la segunda actividad, el Modelado Conceptual (apartado 4.3 en la página
63), se construyen los modelos conceptuales OO-Method (estructural, dinámico
y funcional) y OOWS (usuario, navegacional y presentación). Esta actividad
está soportada por dos aplicaciones: OlivaNOVA [91] para los modelos OO-
Method y OOWS Suite para los modelos OOWS [12].
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Figura 7.1: Herramientas que dan soporte al proceso de desarrollo de servicios
Web
La tercera actividad, la Generación de Código (apartado 4.4 en la página
73), genera el código de la aplicación a través de las dos herramientas que dan
soporte a OO-Method [92] y a OOWS.
Finalmente, la actividad de servicios Web (apartado 4.5 en la página 78,
y en los caṕıtulos 5 y 6), diseña e implementa los servicios Web utilizando los
modelos y el código generado en las actividades anteriores (ver figura 7.2). La
herramienta que da soporte a esta última actividad es DISWOOM. Esta última
actividad, junto con la herramienta que le da soporte, son las contribuciones
de la presente tesis.
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Figura 7.2: Herramientas que dan soporte a DISWOOM
7.3 De modelos conceptuales a servicios Web
De acuerdo con el apartado 7.2, los diferentes pasos que se llevan a cabo para
generar servicios Web a partir de los modelos conceptuales son los siguientes:
1. Crear el modelo de requisitos. Para crearlo, se utiliza la herramienta RE
tool.
2. Crear el modelo conceptual de la aplicación y el código que la imple-
menta. Para ello se utilizan dos herramientas: OlivaNOVA y OOWS
Suite.
3. Generar los servicios Web. Para generarlos, se utiliza la herramienta
DISWOOM.
A continuación, se analizan los resultados obtenidos en cada paso cuando
se utiliza la herramienta correspondiente para el caso de estudio. Además, se
explica cómo el resultado obtenido en cada paso se utiliza como entrada para
el siguiente.
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7.3.1 Paso 1: Construcción del Modelo de Requisitos
En este paso se analizan y documentan las necesidades funcionales que deberán
ser soportadas por el sistema a desarrollar. El resultado obtenido del primer
paso es un modelo de requisitos (apartado 4.2 en la página 58). Este modelo
se ha creado en la herramienta RE tool.
Figura 7.3: Paso 1: creación del modelo de requisitos
Como se puede observar en la figura 7.3, la entrada de la herramienta
es la especificación de requisitos del usuario y la salida es el propio modelo
de requisitos, formado por el modelo de tareas y la descripción de las tareas
elementales.
7.3.2 Paso 2: Construcción del Modelo Conceptual y
Generación de Código
En este paso se modela el sistema siguiendo el proceso de desarrollo propuesto
en OO-Method / OOWS. Este paso se divide en dos:
2.1. Creación del modelo conceptual (apartado 4.3 en la página 63). Por un
lado, se define la estructura y comportamiento (modelos de OO-Method)
en la herramienta OlivaNOVA. Por otro, se definen la navegación y
presentación (modelos de OOWS) en la herramienta OOWS Suite.
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2.2. Generación de código (apartado 4.4 en la página 73). A partir de los
modelos generados en el paso 2.1, se genera el código de la aplicación.
Por un lado, se genera la capa de persistencia y lógica a partir de los
modelos OO-Method. Por otro, se genera la capa de presentación a partir
de los modelos OOWS.
Figura 7.4: Paso 2: creación del modelo conceptual y generación de código
Como se puede observar en la figura 7.4, la entrada de la herramienta es
el modelo de requisitos y la salida son el modelo conceptual y el código de la
aplicación.
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7.3.3 Paso 3: Generación de servicios Web
La herramienta DISWOOM permite identificar los servicios Web a publicar y la
generación automática de su implementación mediante un conjunto de trans-
formaciones.
Como se puede observar en la figura 7.5, la entrada de la herramienta es el
modelo de requisitos y el modelo conceptual, y la salida son los servicios Web
generados.
Figura 7.5: Paso 3: generación de los servicios Web
Como se ha comentado, las entradas para esta herramienta son dos (ver
figura 7.6):
• Un fichero .oows, con el modelo OO-Method / OOWS.
• Un fichero .tasksrequirements, con el modelo de la Especificación de Re-
quisitos.
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Figura 7.6: Ficheros de entrada
7.4 Conclusiones
En este caṕıtulo, se han presentado las diferentes herramientas utilizadas en el
proceso de desarrollo para diseñar e implementar servicios Web siguiendo una
aproximación dirigida por modelos. Se han detallado, para cada paso del pro-
ceso, las herramientas. Para estas herramientas se han indicado qué resultados
producen y cómo estos resultados son la entrada de las otras herramientas.
La herramienta que da soporte a esta tesis, DISWOOM, está formada por un
conjunto de transformaciones (utilizando MOFScript), para generar el código
que implementa los servicios Web a partir de modelos OO-Method / OOWS.
Las transformaciones han sido implementadas para (1) identificar las opera-




Conclusiones y Trabajos Futuros
En esta tesis se ha introducido un método para la generación automática de
servicios Web a partir de modelos conceptuales. Para alcanzar esta meta, se
ha desarrollado una solución dentro del campo de la Ingenieŕıa Web. Además,
la solución propuesta aplica el enfoque del Desarrollo de Software Dirigido por
Modelos (DSDM), donde la definición de transformaciones de modelos per-
mite transformar los modelos que define la aplicación en una implementación
espećıfica.
Este último caṕıtulo introduce las conclusiones del trabajo desarrollado
en esta tesis. Primero, se presentan las principales contribuciones a la comu-
nidad de Ingenieŕıa Web. A continuación, se comenta tanto el trabajo que se
está llevando a cabo, como el trabajo futuro que ha emergido de esta tesis.
Finalmente, se citan las publicaciones que han hecho posible el desarrollo de
este trabajo.
8.1 Contribuciones
Las principales contribuciones en el ámbito de la Ingenieŕıa Web son:
• Se ha definido un proceso completo para llevar a cabo el desarrollo de
199
200 Conclusiones y Trabajos Futuros
servicios Web. Este proceso comienza tras la fase de modelado (la fase
donde el sistema se representa en términos de un conjunto de modelos)
y se extiende hasta la fase de generación (la fase que aplica el conjunto
de reglas para obtener la implementación de los servicios Web).
• Se han definido un conjunto de reglas para obtener: (1) el diseño de los
servicios Web y (2) su implementación. Estas reglas gúıan al modelador
en el diseño e implementación de los servicios Web.
• A partir de estas reglas se han definido un conjunto de transformaciones
de modelos utilizando MOFScript. Estas transformaciones constituyen
la correspondencia entre los modelos de OO-Method / OOWS y su re-
presentación software basada en servicios Web.
• Se ha desarrollado la herramienta DISWOOM que implementa las ideas
presentadas en este trabajo. La herramienta ha sido desarrollada apli-
cando las últimas tendencias en el campo de MDA. DISWOOM ha sido
desarrollada usando herramientas incluidas en el entorno de desarrollo
de Eclipse, y se ha utilizado MOFScript para implementar las transfor-
maciones definidas en la propuesta.
8.2 Trabajo Futuro
El trabajo desarrollado tiene continuidad en varias áreas de trabajo dentro del
grupo de investigación, que se pueden abordar en el futuro. Estas áreas son:
• Operaciones independientes del dominio. Algunas de las opera-
ciones presentadas se pueden generalizar, de manera que no sean de-
pendientes del dominio. Estas operaciones son los cuatro tipos de op-
eración identificada en el grupo Recuperación de Información (recupe-
rarNombreUAI , indexarNombreIndice , recuperarPoblacionNombre-
Condicion y buscarNombreFiltro ), y las operaciones presentacion-
DeNombreContexto del Soporte a la presentación.
• Modelado de servicios Web. La propuesta presentada puede ampli-
arse generando, tras el diseño de los servicios Web y previo a su imple-
mentación, el modelado de estos servicios. Para ello, se pretende utilizar
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el Modelo de Servicios presentado en [45] e instanciar cada uno de los
servicios Web con sus operaciones en este nuevo modelo.
• Extensiones del código generado. Como se ha comentado en el caṕıtu-
lo 6, han habido 2 decisiones importantes a la hora de implementar los
servicios Web: Java y SOAP. Un trabajo interesante seŕıa extender la im-
plementación para cubrir otros lenguajes de implementación, como por
ejemplo C#, y también presentar una implementación de servicios Web
basados en REST. Actualmente se está trabajando en un metamodelo y
en la integración de servicios REST [120].
• Directorio centralizado de usuarios. Crear un directorio centralizado
de usuarios, donde distintas aplicaciones Web comparten un perfil de
usuario para poder realizar adaptatividad navegacional basada en este.
• Variabilidad en la composición de Servicios Web. Los procesos de
negocio definen el conjunto de tareas que permite conseguir los objetivos
de una organización. Aunque los objetivos de una organización suelen ser
estables, el cómo conseguirlos puede cambiar dependiendo del contexto
actual de la organización. Para dar soporte a esta naturaleza cambiante
de los procesos de negocio, se propone dar soporte tanto a nivel de mod-
elado como de ejecución siguiendo una estrategia dirigida por modelos.
Por un lado, a nivel de modelado se propone especificar la variabilidad
de los procesos de negocio (procesos especificados en BPMN) de forma
separada utilizando el lenguaje CVL (Common Variability Language).
Por otro lado, a nivel de ejecución, se generará de forma automática
(mediante transformaciones Modelo-A-Texto) especificaciones en BPEL
(o extensiones a ésta como VxBPEL) que recojan toda la variabilidad
especificada en los modelos.
Parte de esta tesis se está materializando en el trabajo diario realizado en
Indra Software Labs.
• Se están utilizando las operaciones del grupo Gestión de Usuarios para la
elaboración de la gestión de identidad en algunos proyectos como ITACA
(Innovación Tecnológica Administrativa para Centros y Alumnos) [121].
• Las gúıas utilizadas para el diseño de los servicios Web se están aplicando
en el d́ıa a d́ıa de este proyecto.
202 Conclusiones y Trabajos Futuros
• Se pretende reutilizar las reglas implementadas en DISWOOM para gene-
rar código siguiendo las reglas de negocio definidas para las aplicaciones
desarrolladas en Indra Software Labs.
Existen dos temas relacionados con los servicios Web que no han sido trata-
dos en la tesis y que son una buena ĺınea de continuación dentro de Indra
Software Labs:
• La evolución de los servicios Web [97], es un tema en el cual Indra Soft-
ware Labs está muy interesado.
• La seguridad de los servicios Web, es un tema que se está tratando ac-
tualmente y que seŕıa interesante profundizar en él.
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Caṕıtulos de libros
• Vicente Pelechano, Marta Ruiz, Joan Fons, Pedro Valderas. Desarrollo
de Aplicaciones WEB basadas en Servicios WEB XML. Un Caso Prácti-
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(ISBN 84-607-5827-3), volumen 7, 99 - 118 pp. (2002)
• Pedro J. Valderas Aranda, Marta Ruiz Server, Victoria Torres Bosch,
Vicente Pelechano Ferragud. Especificación de Requisitos en el Desarrollo
de Aplicaciones Web. Avalon Programming Solution. Tendencias en el
Desarrollo de Aplicaciones Web (ISBN 84-688-7872- 3), volumen 8, 101
- 118 pp. (2004)
La tabla 8.1 resume y clasifica las publicaciones de acuerdo a su lugar de
publicación.
Tabla 8.1: Resumen de Publicaciones
Categoŕıa Número Acrónimo
Congresos ICSOC (LNCS), CAiSE Forum,
internacionales 6 ICWE, COSS (LNCS),
WEWST, ECWEB (LNCS)
Congresos 3 JISBD, JSWEB (2)
nacionales
Caṕıtulos 2 Avalon Programming
de libro Solution (2)
Total 11
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En este apéndice se introduce un caso de estudio donde las contribuciones
de esta tesis se ponen en práctica. En este caso de estudio se desarrolla una
aplicación de comercio electrónico, como Amazon, mediante servicios Web. Se
ha escogido una aplicación de comercio electrónico porque este tipo de apli-
caciones se centran tanto en proveer una gran cantidad de información como
en proveer funcionalidad compleja para por ejemplo comprar productos. Estas
propiedades permiten mostrar las caracteŕısticas principales del método para
el diseño y la implementación de servicios Web. Se ha utilizado una aplicación
de comercio electrónico similar a Amazon para facilitar la comprensión del
método, y porque Amazon es una de las aplicaciones de comercio electrónico
más utilizadas y conocidas.
Las principales caracteŕısticas del caso de estudio son las siguientes:
El caso de estudio es una aplicación de comercio electrónico que so-
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porta la compra de productos en ĺınea. Esta aplicación de comercio
electrónico, permite a los usuarios (que se conectan inicialmente al
sistema como usuarios anónimos) acceder a la información sobre
los diferentes productos que existen en el catálogo.
Para cada producto, los usuarios pueden recuperar la información
relevante del producto como por ejemplo el nombre, precio y una
breve descripción (entre otras caracteŕısticas).
La aplicación de comercio electrónico debe proporcionar a los usuar-
ios, una cesta de la compra donde puedan añadir productos. Los
usuarios pueden añadir tantos productos como deseen. La cesta de
la compra debe estar siempre disponible a los usuarios para per-
mitirles su administración. Los usuarios deben poder acceder a la
cesta de la compra para recuperar los productos que han añadido.
Además deben poder eliminar o modificar la cantidad de productos
que han añadido.
Cuando un producto se añade a la cesta de la compra, el sistema
debe actualizar automáticamente las unidades del producto.
Una vez que los usuarios han seleccionado los productos a comprar
(añadiéndolos a la cesta de la compra), la aplicación de comercio
electrónico debe permitirles crear y enviar una orden de compra.
Para hacer esto, los usuarios deben identificarse como clientes reg-
istrados en el sistema. Para ser un cliente registrado, deben propor-
cionar al sistema la siguiente información: su nombre y apellidos,
dirección, ciudad donde viven aśı como el páıs y el código postal, su
teléfono y un nombre de usuario y contraseña. Cuando el sistema
pide los datos para autenticar al usuario, este debe introducir el
nombre de usuario y la contraseña.
Finalmente, toda la información sobre productos es administrada
por el usuario Administrador. Los administradores pueden intro-
ducir nuevos productos en el catálogo, modificar la información
o eliminar los productos existentes. Además, los administradores
pueden administrar la información de los clientes registrados. Tam-
bién pueden crear nuevos clientes, modificar su información e in-
cluso eliminarlos.
A continuación, se presenta cómo se aplica la transformación Modelo-A-
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Texto a los modelos OO-Method / OOWS que representan el caso de estudio.
Se muestra la traza que permite obtener las operaciones y la implementación
de los servicios Web.
A.2 Transformación de modelos a servicios Web
En este apartado se presenta la transformación de los servicios Web a partir
de los modelos OO-Method / OOWS del caso de estudio.
A.2.1 Lógica de la Aplicación
A continuación, se describe la aplicación del algoritmo propuesto (ver los al-
goritmos 1 y 2 en la página 98 y 99) sobre el caso de estudio. Este algoritmo
se aplica sobre el modelo de tareas de la figura 5.2, para identificar las ope-
raciones a publicar en el servicio Web siguiendo los pasos del algoritmo. Para
cada uno de los pasos descritos se enumera la ĺınea del algoritmo.
Figura A.1: Pasos 1, 2 y 3 del recorrido del modelo de tareas
Paso 1. Se comienza el recorrido por la ráız del modelo, cuyo nodo se
denomina Realizar Compra (ver el paso 1 de la figura A.1).
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3: No participa en una relación estructural
7: No es una tarea hoja
12: Recorre su subárbol izquierdo
Paso 2. Se selecciona el subárbol izquierdo de la tarea Realizar Compra
(ver el paso 2 de la figura A.1).
Paso 3. La siguiente tarea a analizar es Comprar Productos (ver el
paso 3 de la figura A.1).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: No es una tarea hoja, por lo tanto devuelve falso
12: Recorre su subárbol izquierdo
Figura A.2: Pasos 4, 5 y 6 del recorrido del modelo de tareas
Paso 4. A continuación, se analiza la tarea Llenar Cesta Compra (ver
el paso 4 de la figura A.2).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: No es una tarea hoja, por lo tanto devuelve falso
12: Recorre su subárbol izquierdo
Paso 5. La siguiente tarea seleccionada es Seleccionar Producto (ver
el paso 5 de la figura A.2).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
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7: Es una tarea hoja pero es la primera de una relación tem-
poral, por lo tanto devuelve falso
12: Finaliza el recorrido de este subárbol y vuelve a la tarea
Llenar Cesta Compra (Paso 4)
Paso 6. A continuación se pasa a analizar en el subárbol derecho la
tarea Llenar Cesta Compra, analizando la tarea A~nadir Pro-
ducto Cesta Compra (ver el paso 6 de la figura A.2).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: No es una tarea hoja, por lo tanto devuelve falso
12: Recorre su subárbol izquierdo
Figura A.3: Pasos 7, 8 y 9 del recorrido del modelo de tareas
Paso 7. La siguiente tarea a analizar es A~nadir CD (ver el paso 7 de
la figura A.3).
3: Participa en una relación estructural y es una tarea hoja,
por lo tanto devuelve verdadero
4: Se selecciona la tarea superior A~nadir Producto Cesta
Compra como operación a ser publicada en el servicio Web
12: Finaliza el recorrido de este subárbol y vuelve a la tarea
A~nadir Producto Cesta Compra. También se finaliza el
recorrido de esta tarea y por lo tanto se vuelve a la tarea
Comprar Productos (Paso 2)
Paso 8. A continuación se pasa a la tarea Administrar Cesta Compra
(ver el paso 9 de la figura A.3).
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3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: No es una tarea hoja, por lo tanto devuelve falso
12: Recorre su subárbol izquierdo
Paso 9. La siguiente tarea a analizar es la tarea Inspeccionar Cesta
Compra (ver el paso 9 de la figura A.3).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: Es una tarea hoja pero es la primera de una relación tem-
poral, por lo tanto devuelve falso
12: Finaliza el recorrido de este subárbol y vuelve a la tarea
Administrar Cesta Compra (Paso 8)
Figura A.4: Pasos 10, 11 y 12 del recorrido del modelo de tareas
Paso 10. En el siguiente paso se analiza la tarea Modificar Cesta
Compra (ver el paso 10 de la figura A.4).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: Es una tarea hoja y no es la primera de una relación
temporal, por lo tanto devuelve verdadero
8: Se selecciona la tarea Modificar Cesta Compra como
operación a ser publicada en el servicio Web
12: Finaliza el recorrido de este subárbol y vuelve a la tarea
Administrar Cesta Compra (Paso 8)
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Paso 11. A continuación se analiza la tarea Borrar Cesta Compra (ver
el paso 11 de la figura A.4).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: No es una tarea hoja, por lo tanto devuelve falso
12: Recorre su subárbol izquierdo
Paso 12. La tarea que se analiza en este paso es la tarea Borrar Todos
Productos (ver el paso 12 de la figura A.4).
3: Participa en una relación estructural y es una tarea hoja,
por lo tanto devuelve verdadero
7: Se selecciona la tarea superior Borrar Cesta Compra co-
mo operación a ser publicada en el servicio Web
12: Finaliza el recorrido de este subárbol y vuelve a la tarea
Borrar Cesta Compra. También se finaliza el recorrido
de esta tarea y vuelve a las tareas Administrar Cesta
Compra y Comprar Productos, las cuales también acaban
el recorrido y finalmente se vuelve a la tarea ráız Realizar
Compra (Paso 1)
Figura A.5: Paso 13 del recorrido del modelo de tareas
Paso 13. Una vez finalizado el subárbol izquierdo de la tarea Realizar
Compra a continuación se pasa a analizar su subárbol derecho
(ver el paso 13 de la figura A.5).
Paso 14. Se selecciona la tarea Finalizar Compra para ser analizada
(ver el paso 14 de la figura A.6).
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Figura A.6: Pasos 14, 15 y 16 del recorrido del modelo de tareas
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: No es una tarea hoja, por lo tanto devuelve falso
12: Recorre su subárbol izquierdo
Paso 15. La siguiente tarea a ser analizada es Iniciar Sesión(ver el
paso 15 de la figura A.6).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: Es una tarea hoja pero es la primera de una relación tem-
poral, por lo tanto devuelve falso
12: Finaliza el recorrido de este subárbol y vuelve a la tarea
Finalizar Compra (Paso 14)
Paso 16. Se analiza el último subárbol del modelo con la tarea Reali-
zar Pago (ver el paso 16 de la figura A.6).
3: No participa en una relación estructural, por lo tanto de-
vuelve falso
7: Es una tarea hoja y no es la primera de una relación
temporal, por lo tanto devuelve verdadero
8: Se selecciona la tarea Realizar Pago como operación a
ser publicada en el servicio Web
12: Finaliza el recorrido de este subárbol y vuelve a la tarea
Finalizar Compra. También se finaliza el recorrido de
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esta tarea y finalmente se vuelve a la tarea ráız Realizar
Compra y finaliza la ejecución del algoritmo.
27: Finaliza la ejecución y devuelve el conjunto de operaciones
identificadas
En la figura A.7 se muestran las operaciones y las tareas desde las que han
sido identificadas tras realizar la traza del algoritmo.
Figura A.7: Resumen de la identificación de operaciones para la Lógica de la
Aplicación
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Código de las operaciones
A continuación, para cada una de las operaciones identificadas, se detalla el




// Permite a~nadir un producto a la cesta de la compra. Los




} catch(Exception e) { e.getMessage (); }










} catch(Exception e) { e.getMessage (); }
return frameworkWIF.getResponse (); }
• borrarCestaCompra
public int borrarCestaCompra(Producto pp_productoABorrar){
// Permite eliminar un producto o todos los productos que se
encuentran en la cesta.




} catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
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• RealizarPago
public int realizarPago(CestaCompra pcc_CestaCompra){
// Permite administrar el pago de las compras realizadas.




} catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
A.2.2 Gestión de Usuarios
A continuación, se describe la aplicación del algoritmo propuesto (ver el algo-
ritmo 3 en la página 109) sobre el caso de estudio. Este algoritmo se aplica
para identificar, a partir del modelo de usuarios, las operaciones a publicar en
el servicio Web. Para cada uno de los pasos descritos se enumera la ĺınea del
algoritmo.
Figura A.8: Pasos 1 y 2 del recorrido del modelo de usuarios
Paso 1. Se comienza el recorrido por la ráız del modelo (ver el paso 1
de la figura A.8). La ráız corresponde con el tipo de usuario
Visitante.
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1: No es un usuario que necesita identificación, por lo tanto
devuelve falso
20: Recorre su subárbol izquierdo
Paso 2. El siguiente tipo de usuario a analizar es Cliente (ver el paso
2 de la figura A.8).
1: Es un usuario que necesita identificación, por lo tanto
devuelve verdadero
2-18: Se seleccionan las operaciones de gestión de usuarios para
ser publicadas en el servicio Web
24: Finaliza la ejecución y devuelve el conjunto de operaciones
identificadas
En la figura A.9 se muestran las operaciones y los usuarios desde las que
han sido identificadas tras realizar la traza del algoritmo.
Figura A.9: Resumen de la identificación de operaciones para la Gestión de
Usuarios
Código de las operaciones
A continuación, para cada una de las operaciones identificadas, se detalla el
código Java que las implementa:
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• iniciarSesion
public Document iniciarSesion(String ps_Rol , String ps_Usuario ,
String ps_Contrasenya){




} catch(Exception e) { e.getMessage (); }
return frameworkWIF.getResponse (); }
• cerrarSesion
public int cerrarSesion(String ps_Sesion){
// Permite cerrar la sesión de un usuario.




} catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
• recordarContrasenya
public int recordarContrasenya(String ps_Usuario , String
ps_Respuesta){
//Envia un correo al usuario para recordarle su contrasenya si
contesta correctamente a la pregunta secreta.




}catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
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• crearUsuario
public int crearUsuario(String ps_Rol , Usuario pu_DatosUsuario)
{
//Crea un nuevo usuario y le asigna un rol.





}catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
• eliminarUsuario
public int eliminarUsuario(String ps_UsuarioID){
// Elimina un usuario existente.




}catch(Exception e) { e.getMessage ();}
if (lb_token) {return 0;} else {return -1;} }
• modificarUsuario
public int modificarUsuario(Usuario pu_DatosUsuario){
// Modifica los datos de un usuario existente.




}catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
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• modificarContrasenya
public int modificarContrasenya(String ps_ContrasenyaAnt ,
String ps_ContrasenyaNue){
// Modifica la contrasenya de un usuario.





}catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
• asignarUsuarioARol
public int asignarUsuarioARol(String ps_Rol , String
ps_UsuarioID){
// Asigna un usuario a un rol.




}catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
• desasignarUsuarioDeRol
public int desasignarUsuarioDeRol(String ps_Rol , String
ps_UsuarioID){
// Desasigna un usuario a un rol.




}catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
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• buscarUsuariosDeRol
public Document buscarUsuariosDeRol(String ps_Rol , String
ps_RolID){
//Busca los usuarios de un rol.
return frameworkWIF.queryRelated(ps_Rol , "nombre", ps_RolID ,"
UsuariosAsignados"); }
• buscarRolesDeUsuario
public Document buscarRolesDeUsuario(Usuario pu_Usuario , String
ps_UsuarioID){
//Busca los usuarios de un rol.
return frameworkWIF.queryRelated(pu_Usuario.toString (), "
nombre", ps_UsuarioID , "UsuariosAsignados", ""); }
• asignarPermisosARol
public int asignarPermisosARol(String ps_Rol , String
ps_PermisoID){
// Asigna un usuario a un rol.




}catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
• desasignarPermisosDeRol
public int desasignarPermisosDeRol(String ps_Rol , String
ps_PermisoID){
// Desasigna un usuario a un rol.




}catch(Exception e) { e.getMessage (); }
if (lb_token) {return 0;} else {return -1;} }
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• buscarPermisosDeRol
public Document buscarPermisosDeRol(String ps_Rol , String
ps_RolID){
//Busca los usuarios de un rol.
return frameworkWIF.queryRelated(ps_Rol , "nombre", ps_RolID ,
"PermisosAsignados", ""); }
A.2.3 Recuperación de Información
A continuación, se describe la aplicación de los algoritmos propuestos (ver los
algoritmos: 4 en la página 119, 5 en la página 120, 6 en la página 120, 7 en la
página 121) sobre el caso de estudio. Este algoritmo se aplica para identificar,
a partir del contexto navegacional, las operaciones a publicar en el servicio
Web. Para cada uno de los pasos descritos se enumera la ĺınea del algoritmo.
Figura A.10: Pasos 1, 2, 3 y 5 del recorrido del contexto Producto
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Paso 1. Recorrer las UAIs del contexto. La primera UAI a ser anal-
izada es Producto (ver el paso 1 de la figura A.10).
1: Recorre la primera UAI
2: Se selecciona la operación recuperarProducto para ser
publicada en el servicio Web
4: Continúa recorriendo las UAI del contexto
Paso 2. La siguiente UAI a ser analizada es Productos Similares
(ver el paso 2 de la figura A.10).
1: Recorre la segunda UAI
2: Se selecciona la operación recuperarProductosSimilares
para ser publicada en el servicio Web
4: No existen más UAI en el contexto
Paso 3. Se recorren los ı́ndices. El primer ı́ndice a ser analizado es
ProductoIndex (ver el paso 3 en la figura A.10).
5: Recorre el primer ı́ndice
6: Se selecciona la operación indexarProductoIndex para
ser publicada en el servicio Web
8: No existen más ı́ndices en el contexto
Paso 4. Se recorren las condiciones de población.
9: Recorre las condiciones de población, no encuentra ningu-
na
Paso 5. Se recorren los filtros. El primer filtro a ser analizado es Producto
(ver el paso 5 en la figura A.10).
13: Recorre el primer filtro
14: Se selecciona la operación buscarProducto para ser pub-
licada en el servicio Web
16: No existen más filtros en el contexto
17: Finaliza la ejecución y devuelve el conjunto de operaciones
identificadas
En la figura A.11 se muestran las operaciones y de qué elementos del con-
texto han sido identificadas tras realizar la traza del algoritmo.
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Figura A.11: Resumen de la identificación de operaciones para la Recuperación
de Información
Código de las operaciones
A continuación, para cada una de las operaciones identificadas, se detalla el
código Java que las implementa.
• recuperarProducto
public Document recuperarProducto(String ps_productoId){
// Permite recuperar la información todos los productos (si no
se le pasa ningún parámetro) o de un producto en particular
(si se pasa su identificador como parámetro.
Document ld_recuperarProducto = null;
Document ld_Producto = null;
try {
//PASO1
if (ps_productoId.isEmpty ()){ // Recupera toda la población
ld_Producto.appendChild(frameworkWIF.queryPopulation("Producto
", "productoId ,titulo ,comentario ,precio"));
}
else{ // Recupera una instancia en concreto
ld_Producto.appendChild(frameworkWIF.queryById("Producto", "
titulo ,comentario ,precio", ps_productoId));
}
ld_recuperarProducto.appendChild(ld_Producto);
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//PASO 2
Producto lp_ProductoAProcesar = (Producto) ld_Producto.
getFirstChild ();
Document ld_DvdRelacionados = null;
Document ld_CdRelacionados = null;
Document ld_LibroRelacionados = null;
while (lp_ProductoAProcesar != null){
String ls_ProductoID = lp_ProductoAProcesar.getProductoId ();
//DVD
ld_DvdRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "artista ,duracion", ls_ProductoID , "Ddv"));
//CD
ld_CdRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "canciones", ls_ProductoID , "Cd"));
// Libro
ld_LibroRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "edicion ,paginas", ls_ProductoID , "Libro"));







Cd lcd_CdAProcesar = (Cd) ld_CdRelacionados.getFirstChild ();
Document ld_ArtistasRelacionados = null;
while (lcd_CdAProcesar != null){
String ls_CdId = lcd_CdAProcesar.getCdId ();
ld_ArtistasRelacionados.appendChild(frameworkWIF.queryRelated(
"Cd", "nobmre ,apellido", ls_CdId , "Artista"));





Libro ll_LibroAProcesar = (Libro) ld_LibroRelacionados.
getFirstChild ();
Document ld_AutoresRelacionados = null;
while (ll_LibroAProcesar != null){
String ls_LibroId = ll_LibroAProcesar.getLibroId ();
ld_AutoresRelacionados.appendChild(frameworkWIF.queryRelated("
Libro", "nombre ,apellido", ls_LibroId , "Autor"));
}
ld_recuperarProducto.appendChild(ld_AutoresRelacionados);
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//Esta operación permite recuperar la información de todos los
productos similares a otro producto o conjunto de productos
Document ld_recuperarProductosSimilares = null;














Producto lp_ProductoSimilarAProcesar = (Producto)
ld_ProductoSimilar.getFirstChild ();
Document ld_ProductosSimilaresRelacionados = null;
while (lp_ProductoSimilarAProcesar != null){
String ls_ProductoSimilarId = lp_ProductoSimilarAProcesar.
getProductoId ();
ld_ProductosSimilaresRelacionados.appendChild(frameworkWIF.
queryRelated("Producto", "titulo ,comentario ,precio",
ls_ProductoSimilarId , "ProductosSimilares"));





}catch(Exception e) { e.getMessage (); }
return ld_recuperarProductosSimilares; }




//Esta operación permite recuperar las categorı́as de los
productos existentes o la categorı́a de un producto en
particular.
Document ld_recuperarCategoriasProductos = null;













CategoriaProducto lp_CategoriaProductoAProcesar = (
CategoriaProducto) ld_CategoriasProductos.getFirstChild ();
Document ld_ProductosRelacionados = null;




queryRelated("CategoriaProducto", "titulo ,comentario ,
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//Esta operación permite recuperar los comentarios de los
clientes sobre ciertos productos o sobre un producto en
particular.
Document ld_recuperarComentariosClientes = null;















ComentarioCliente lcc_ComentarioClienteAProcesar = (
ComentarioCliente) ld_ComentariosClientes.getFirstChild ();
Document ld_ClientesRelacionados = null;
Document ld_ProductosRelacionados = null;




queryRelated("ComentarioCliente", "nombre ,apellidos ,












}catch(Exception e) { e.getMessage (); }
return ld_recuperarComentariosClientes; }
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• recuperarClientes
public Document recuperarClientes(String ps_clienteId){
//Esta operación permite recuperar los datos de todos los
clientes o de un cliente en particular
Document ld_recuperarClientes = null;





", "nombre ,apellidos ,ciudad ,pais"));
} else{
ld_Clientes.appendChild(frameworkWIF.queryById("Cliente", "




Cliente lp_ClienteAProcesar = (Cliente) ld_Clientes.
getFirstChild ();
Document ld_ComentariosClienteRelacionados = null;
while (lp_ClienteAProcesar != null){
String ls_ClienteId = lp_ClienteAProcesar.getClienteId ();
ld_ComentariosClienteRelacionados.appendChild(frameworkWIF.









ComentarioCliente lcc_ComentarioClienteAProcesar = (
ComentarioCliente) ld_ComentariosClienteRelacionados.
getFirstChild ();
Document ld_ProductosRelacionados = null;












}catch(Exception e) { e.getMessage (); }
return ld_recuperarClientes; }
• recuperarVendedores
public Document recuperarVendedores(String ps_vendedorId){
//Esta operación permite recuperar los datos de todos los
vendedores o de un vendedor en particular.
Document ld_recuperarVendedores = null;





Vendedor", "nombre ,ciudad ,pais"));
} else{
ld_Vendedores.appendChild(frameworkWIF.queryById("Vendedor",




Vendedor lp_VendedorAProcesar = (Vendedor) ld_Vendedores.
getFirstChild ();
Document ld_ProductosRelacionados = null;
while (lp_VendedorAProcesar != null){
String ls_VendedorId = lp_VendedorAProcesar.getVendedorId ();
ld_ProductosRelacionados.appendChild(frameworkWIF.
queryRelated("Vendedor", "titulo", ls_VendedorId , "
Productos"));




}catch(Exception e) { e.getMessage (); }
return ld_recuperarVendedores; }
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• indexarProductoIndex
public Document indexarProductoIndex (){
//Esta operación provee un acceso indexado a la población de
productos por su nombre y precio.
Document ld_indexarProductoIndex = null;
try {
// PASO1
// Recupera toda la población para el ı́ndice definido
ld_indexarProductoIndex.appendChild(frameworkWIF.
queryPopulation("Producto", "titulo ,precio"));
} catch(Exception e) { e.getMessage (); }
return ld_indexarProductoIndex; }
• buscarProducto
public Document buscarProducto(String ps_Filtro){
//Esta operación filtra el espacio de productos que recupera
por nombre.
Document ld_buscarProducto = null;
Document ld_Producto = null;
try {
// PASO1
// Recupera toda la población
ld_Producto.appendChild(frameworkWIF.queryPopulation("Producto




Producto lp_ProductoAProcesar = (Producto) ld_Producto.
getFirstChild ();
Document ld_DvdRelacionados = null;
Document ld_CdRelacionados = null;
Document ld_LibroRelacionados = null;
while (lp_ProductoAProcesar != null){
String ls_ProductoID = lp_ProductoAProcesar.getProductoId ();
//DVD
ld_DvdRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "artista ,duracion", ls_ProductoID , "Ddv"));
//CD
ld_CdRelacionados.appendChild(frameworkWIF.queryRelated("
Producto", "canciones", ls_ProductoID , "Cd"));




, "edicion ,paginas", ls_ProductoID ,
"Libro"));








Cd lcd_CdAProcesar = (Cd) ld_CdRelacionados.getFirstChild ();
Document ld_ArtistasRelacionados = null;
while (lcd_CdAProcesar != null){
String ls_CdId = lcd_CdAProcesar.getCdId ();
ld_ArtistasRelacionados.appendChild(frameworkWIF.queryRelated
("Cd", "nobmre ,apellido", ls_CdId , "Artista"));





Libro ll_LibroAProcesar = (Libro) ld_LibroRelacionados.
getFirstChild ();
Document ld_AutoresRelacionados = null;
while (ll_LibroAProcesar != null){
String ls_LibroId = ll_LibroAProcesar.getLibroId ();
ld_AutoresRelacionados.appendChild(frameworkWIF.queryRelated(
"Libro", "nombre ,apellido", ls_LibroId , "Autor"));




} catch(Exception e) { e.getMessage (); }
return ld_buscarProducto; }
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• buscarVendedores
public Document buscarVendedores(String ps_Filtro){
//Esta operación filtra el espacio de vendedores que recupera
por nombre.
Document ld_buscarVendedores = null;




Vendedor", "nombre ,ciudad ,pais","Vendedor = "+ps_Filtro));
ld_buscarVendedores.appendChild(ld_Vendedores);
//PASO 2
Vendedor lp_VendedorAProcesar = (Vendedor) ld_Vendedores.
getFirstChild ();
Document ld_ProductosRelacionados = null;
while (lp_VendedorAProcesar != null){
String ls_VendedorId = lp_VendedorAProcesar.getVendedorId ();
ld_ProductosRelacionados.appendChild(frameworkWIF.
queryRelated("Vendedor", "titulo", ls_VendedorId , "
Productos"));




}catch(Exception e) { e.getMessage (); }
return ld_buscarVendedores; }
A.2.4 Soporte a la Navegación
A continuación, se describe la aplicación de los algoritmos propuestos (ver los
algoritmos 8, 9 y 10 en las páginas 128, 128 y 129 respectivamente) sobre el
caso de estudio. Este algoritmo identifica, a partir del mapa y del contexto
navegacional, las operaciones a publicar en el servicio Web. Para cada uno de
los pasos descritos se enumera la ĺınea del algoritmo.
Paso 1. Se comienza el recorrido analizando si existen enlaces de Ex-
ploración en el mapa navegacional (ver el paso 1 en la figura
A.12).
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Figura A.12: Pasos 1, 2 y 5 del recorrido del mapa y del contexto navegacional
1: Existen enlaces de exploración en el mapa, por lo tanto
devuelve verdadero
2: Se selecciona la operación recuperarEnlacesExploracion
para ser publicada en el servicio Web
Paso 2. A continuación, se analiza si existen enlaces de Secuencia en
el mapa navegacional (ver el paso 2 en la figura A.12).
5: Existen enlaces de secuencia en el mapa, por lo tanto
devuelve verdadero
6: Se selecciona la operación recuperarEnlacesSecuencia
para ser publicada en el servicio Web
Paso 3. Se analiza si existen enlaces de Servicio en algún contexto del
mapa navegacional, para ello se recorren los contexto del mapa
navegacional.
9: Se recorre el primer contexto
10: El contexto Home no tiene definido ningún enlace de ser-
vicio, por lo que continúa recorriendo los siguientes con-
textos
Paso 4. Se continúa analizando el segundo contexto del mapa, el con-
texto Categorı́as Productos.
9: Se recorre el segundo contexto
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10: El contexto Categorı́as Productos no tiene definido ningún
enlace de servicio, por lo que continúa recorriendo los
siguientes contextos
Paso 5. Se continúa analizando el tercer contexto del mapa, el contex-
to Producto (ver el paso 5 en la figura A.12).
9: Se recorre el tercer contexto
10: El contexto Producto si que tiene definido un enlace de
servicio, por lo que devuelve verdadero
11: Se selecciona la operación recuperarEnlaceServicio para
ser publicada en el servicio Web
15: Finaliza la ejecución y devuelve el conjunto de operaciones
identificadas
En la figura A.13 se muestran las operaciones y desde qué elementos, de los
mapas navegacionales y contextos, han sido identificadas tras realizar la traza
del algoritmo.
Figura A.13: Operaciones para el soporte a la navegación
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Código de las operaciones
A continuación, para cada una de las operaciones identificadas , se detalla el
código Java que las implementa. Cabe recordar que este grupo funcional no
utiliza ninguna implementación generada por OlivaNOVA.
• recuperarEnlacesExploracion
public String recuperarEnlacesExploracion (){




public String recuperarEnlaceSencuencia(String ps_contexto){
if (ps_contexto == "Categorias Productos") { return "producto
"; }
else { if (ps_contexto == "Producto") { return "cestaCompra , 
comentariosClientes"; }
else { if (ps_contexto == "clientes") { return "
comentariosClientes"; }
else { return "-1"; } } } }
• recuperarEnlaceServicio
public String recuperarEnlaceOperacion(String ps_servicio){
if (ps_servicio == "anyadirCesta") { return "cestaCompra"; }
else { return "-1"; } }
A.2.5 Soporte a la Presentación
Finalmente, se describe la aplicación del algoritmo propuesto (ver el algoritmo
11 en la página 135) sobre el caso de estudio. Este algoritmo se aplica para
identificar, a partir del mapa navegacional, las operaciones a publicar en el
servicio Web. Para cada uno de los pasos descritos se enumera la ĺınea del
algoritmo.
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Paso 1. Comienza el algoritmo.
1: Existen operaciones en todos los grupos: Lógica de la apli-
cación, Gestión de Usuarios, Recuperación de Informa-
ción y Soporte a la Presentación, por lo tanto devuelve
verdadero
2: Se selecciona la operación presentacionDeInformacion
para ser publicada en el servicio Web
Paso 2. Se comienza el recorrido por el primer contexto del mapa nave-
gacional (ver el paso 2 en la figura A.14).
5: Se recorre el primer contexto del mapa navegacional, Home
6: Se selecciona la operación presentacionDeHome para ser
publicada en el servicio Web
Figura A.14: Pasos del 2 al 9 del recorrido del mapa navegacional
Paso 3. Se continúa analizando el segundo contexto del mapa, el con-
texto Categoŕıas Productos (ver el paso 3 en la figura A.14).
5: Se recorre el segundo contexto
6: Se selecciona la operación presentacionDeCategorias-
Productos para ser publicada en el servicio Web
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Paso 4. Se continúa analizando el tercer contexto del mapa, el contex-
to Producto (ver el paso 4 en la figura A.14).
5: Se recorre el tercer contexto
6: Se selecciona la operación presentacionDeProductos para
ser publicada en el servicio Web
Paso 5. Se continúa analizando el cuarto contexto del mapa, el con-
texto Cesta Compra (ver el paso 5 en la figura A.14).
5: Se recorre el cuarto contexto
6: Se selecciona la operación presentacionDeCestaCompra
para ser publicada en el servicio Web
Paso 6. Se continúa analizando el quinto contexto del mapa, el con-
texto Comentarios Clientes (ver el paso 6 en la figura A.14).
5: Se recorre el quinto contexto
6: Se selecciona la operación presentacionDeComentarios-
Clientes para ser publicada en el servicio Web
Paso 7. Se continúa analizando el sexto contexto del mapa, el contexto
Clientes (ver el paso 7 en la figura A.14).
5: Se recorre el sexto contexto
6: Se selecciona la operación presentacionDeClientes para
ser publicada en el servicio Web
Paso 8. Se continúa analizando el último contexto del mapa, el con-
texto Vendedores (ver el paso 8 en la figura A.14).
5: Se recorre el séptimo y último contexto
6: Se selecciona la operación presentacionDeVendedores
para ser publicada en el servicio Web
9: Finaliza la ejecución y devuelve el conjunto de operaciones
identificadas
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En la figura A.15 se muestran las operaciones y desde qué elementos, de
los mapas navegacionales, han sido identificadas tras realizar la traza del al-
goritmo.
Figura A.15: Operaciones para el Soporte a la Presentación
Código de las operaciones
A continuación, para cada una de las operaciones identificadas, se detalla el
código Java que las implementa. Cabe recordar que este grupo funcional no
utiliza ninguna implementación generada por OlivaNOVA.
• presentacionDeInformacion
public HTMLDocument presentacionDeInformacion (String
ps_operacion , String [] ps_parametrosOperacion , String
ps_paginacion , String ps_orden , String ps_instancias){
// Devuelve los datos de un Servicio Web con formato
HTMLDocument lhd_presentacionDeInformacion = null;
try {
lhd_presentacionDeInformacion.open();
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lhd_presentacionDeInformacion.setTitle(‘‘Generado con
DISWOOM ’’);
Document ld_datos = ps_operacion(ps_parametrosOperacion);
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_presentacionDeInformacion.appendChild(lte_tabla);
lhd_presentacionDeInformacion.close ();
} catch(Exception e){ e.getMessage (); }
return lhd_presentacionDeInformacion; }
• presentacionDeHome
public HTMLDocument presentacionDeHome (){
// Devuelve una pagina completa de un contexto
HTMLDocument lhd_Home = null;
try {
lhd_Home.open();
lhd_Home.setTitle(‘‘Generado con DISWOOM ’’);
Document ld_datos = swRI.recuperarHome(null);
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_Home.appendChild(lte_tabla);
String ls_Enlaces = swSN.recuperarEnlacesExploracion ();
lhd_Home.writeln(ls_Enlaces);
lhd_Home.close ();
} catch(Exception e){ e.getMessage (); }
return lhd_Home; }
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• presentacionDeCategoriasProductos
public HTMLDocument presentacionDeCategoriasProductos (){
// Devuelve una pagina completa de un contexto
HTMLDocument lhd_CategoriasProductos = null;
try {
lhd_CategoriasProductos.open();
lhd_CategoriasProductos.setTitle(‘‘Generado con DISWOOM ’’);
Document ld_datos = swRI.recuperarCategoriasProductos(null)
;
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_CategoriasProductos.appendChild(lte_tabla);
String ls_Enlaces = swSN.recuperarEnlacesExploracion ();
lhd_CategoriasProductos.writeln(ls_Enlaces);
lhd_CategoriasProductos.close();
} catch(Exception e){ e.getMessage (); }
return lhd_CategoriasProductos; }
• presentacionDeProducto
public HTMLDocument presentacionDeProducto(String ps_Filtro){
// Devuelve una página completa de un contexto
HTMLDocument lhd_Producto = null;
try {
lhd_Producto.open();
lhd_Producto.setTitle(‘‘Generado con DISWOOM ’’);
Document ld_datos = swRI.recuperarProducto(null);
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_Producto.appendChild(lte_tabla);
String ls_Enlaces = swSN.recuperarEnlacesExploracion ();
lhd_Producto.writeln(ls_Enlaces);
lhd_Producto.close();
} catch(Exception e){ e.getMessage (); }
return lhd_Producto; }
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• presentacionDeCestaCompra
public HTMLDocument presentacionDeCestaCompra (){
// Devuelve una pagina completa de un contexto
HTMLDocument lhd_CestaCompra = null;
try {
lhd_CestaCompra.open();
lhd_CestaCompra.setTitle(‘‘Generado con DISWOOM ’’);
Document ld_datos = swRI.recuperarCestaCompra(null);
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_CestaCompra.appendChild(lte_tabla);
String ls_Enlaces = swSN.recuperarEnlacesExploracion ();
lhd_CestaCompra.writeln(ls_Enlaces);
lhd_CestaCompra.close ();
} catch(Exception e){ e.getMessage (); }
return lhd_CestaCompra; }
• presentacionDeComentariosClientes
public HTMLDocument presentacionDeComentariosClientes (){
// Devuelve una pagina completa de un contexto
HTMLDocument lhd_ComentariosClientes = null;
try {
lhd_ComentariosClientes.open();
lhd_ComentariosClientes.setTitle(‘‘Generado con DISWOOM ’’);
Document ld_datos = swRI.recuperarComentariosClientes(null)
;
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_ComentariosClientes.appendChild(lte_tabla);
String ls_Enlaces = swSN.recuperarEnlacesExploracion ();
lhd_ComentariosClientes.writeln(ls_Enlaces);
lhd_ComentariosClientes.close();
} catch(Exception e){ e.getMessage (); }
return lhd_ComentariosClientes; }
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• presentacionDeClientes
public HTMLDocument presentacionDeClientes (){
// Devuelve una pagina completa de un contexto
HTMLDocument lhd_Clientes = null;
try {
lhd_Clientes.open();
lhd_Clientes.setTitle(‘‘Generado con DISWOOM ’’);
Document ld_datos = swRI.recuperarClientes(null);
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_Clientes.appendChild(lte_tabla);
String ls_Enlaces = swSN.recuperarEnlacesExploracion ();
lhd_Clientes.writeln(ls_Enlaces);
lhd_Clientes.close();
} catch(Exception e){ e.getMessage (); }
return lhd_Clientes; }
• presentacionDeVendedores
public HTMLDocument presentacionDeVendedores (){
// Devuelve una pagina completa de un contexto
HTMLDocument lhd_Vendedores = null;
try {
lhd_Vendedores.open();
lhd_Vendedores.setTitle(´´Generado con DISWOOM ’’);
Document ld_datos = swRI.recuperarVendedores(null);
HTMLTableElement lte_tabla = null;
Node ln_dato = ld_datos.getFirstChild ();
while (ln_dato != null){
lte_tabla.appendChild(ln_dato);
ln_dato = ld_datos.getNextSibling (); }
lhd_Vendedores.appendChild(lte_tabla);
String ls_Enlaces = swSN.recuperarEnlacesExploracion ();
lhd_Vendedores.writeln(ls_Enlaces);
lhd_Vendedores.close();




En este apéndice se presentan los dos metamodelos utilizados en el desarrollo
de esta tesis. Estos metamodelos están definidos de acuerdo a MOF (Meta
Object Facilities) [14]. Primero se presenta el metamodelo de la Especificación
de Requisitos y después el de OOWS.
B.1 Metamodelo de la Especificación de Re-
quisitos
En este metamodelo se encuentran representados los modelos que se han uti-
lizado en el desarrollo de esta tesis (ver figura B.1): modelo de tareas y de-
scripción de las mismas.
243
244 Metamodelos
Figura B.1: Metamodelo ecore de la Especificación de Requisitos
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B.2 Metamodelo de OOWS
En este metamodelo se encuentran representados los modelos que se han uti-
lizado en el desarrollo de esta tesis (ver figura B.2): modelo de objetos, modelo
de usuarios, modelo de navegación y modelo de presentación.




ADVs Abstract Data Views
API Application Program Interface
CERN Consejo Europeo para la Investigación Nuclear
CIM Computational Independet Model
CRBAC Core RBAC
CSS Cascading Style Sheets
CTT Concur Task Trees
DSL Domain Specific Language
DSDM Software Dirigido por Modelos
HCI Human-Computer Interaction
HRBAC Hierarchical RBAC
HTML Hypertext Markup Language
IEEE Institute of Electrical and Electronics Engineers
ISO International Organization for Standardization
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248 Abreviaturas
J2EE Java 2 Platform, Enterprise Edition
MDA Model Driven Architecture
MDD Model Driven Development
MDE Model Driven Engineering
MIDAS Metodoloǵıa para el Desarrollo de Aplicaciones Web
MVC Model View Controller
.NET Plataforma de desarrollo de software de Microsoft
NIST National Institute of Standards and Technology
OOAD Object-Oriented Analysis and Design
OASIS Organization for the Advancement of Structured Information Stan-
dards
OMG Object Management Group
OO Object Oriented - Orientado a Objetos
OO-H Object Oriented Hypermedia Method
OOHDM Object-Oriented Hypermedia Design Method
OO-Method Object-Oriented Method
OOWS Object Oriented Web Solution
PI Punto de Interacción
PIM Platform Independent Model
PSM Platform Specific Model
RBAC Role Based Access Control
SHDM Semantic Hypermedia Design Method
SOA Service Oriented Architecture
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SOAP Simple Access Protocol
SOC Service Oriented Computing
SPEM Software Process Engineering Metamodel
UAI Unidad Abstracta de Información
UDDI Universal, Description, Discovery and Integration
UML Unified Modeling Language
UWE UML Based Web Engineering
W3C World Wide Web Consortium
WebML Web Modeling Language
WSA Web Service Architecture
WSDL Web Service Description Language
XML Extender Mark up Language
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[59] Geert-Jan Houben, Kees van der Sluijs, Peter Barna, Jeen Broekstra,
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[Citado en las páginas 39, 54, 64 y 65.]
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[Citado en las páginas 43, 44, 45 y 85.]
[73] Vicente Pelechano, Marta Ruiz, Joan Fons, and Pedro Valderas. Avances
en Comercio Electrónico, chapter Desarrollo de Aplicaciones WEB
basadas en Servicios WEB XML, pages 99–117. Francisco J. Garćıa
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[Citado en las páginas 89 y 131.]
[103] Anant Jhingran. Enterprise information mashups: integrating informa-
tion, simply. In VLDB ’06: Proceedings of the 32nd international con-
ference on Very large data bases, pages 3–4. VLDB Endowment, 2006.
[Citado en las páginas 89 y 131.]
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2008. [Citado en las páginas 252, 257, 258 y 259.]
Sobre la autora
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