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ОРГАНІЗАЦІЯ ІНФОРМАЦІЙНОЇ ТЕХНОЛОГІЇ 
ІМІТАЦІЙНОГО МОДЕЛЮВАННЯ РОБОТИ 
АВТОМАТИЗОВАНИХ ЙМОВІРНІСНИХ 
ТОРГОВЕЛЬНИХ СИСТЕМ 
Описано архітектуру підсистеми імітаційного моделювання системи 
підтримки прийняття рішень, розробленої авторами. Підсистема 
призначена для оцінки ефективності моделі та обчислювальних схем, 
запропонованих авторами і реалізованих у складі системи підтримки 
прийняття рішень. 
Ключові слова: статистика, визначення розладнань, біржова торгівля, 
функція ризику, UML, програмний пакет. 
Описана архитектура подсистемы имитационного моделирования 
системы поддержки принятия решений, разработанной авторами. 
Подсистема предназначена для оценивания эффективности модели и 
вычислительных схем, предложенных авторами и реализованных в 
составе системы поддержки принятия решений. 
Ключевые слова: статистика, определение разладок, биржевая 
торговля, функция риска, UML, программный пакет.. 
The subsystem of imitation modeling of the decision making system 
developed by authors has been described. The subsystem’s purpose is the 
effectiveness assessing of model and computational schemes which was earlier 
proposed by authors and implemented in decision making system. 
Keywords: statistics, change-point detection, stock market, risk function, UML, 
program package. 
Вступ. У попередніх публікаціях, зокрема в [1], авторами було 
описано модель ймовірнісної оцінки стану валютної біржі, засновану 
на припущенні, що  векторна величина, утворена величинами часових 
інтервалів та прирощеннями котирувань від розладнання до 
розладнання є випадковою величиною, функція розподілу якої 
повільно змінюється в часі. Описано обчислювальні схеми оцінки 
функцій ризику розладнання на інтервалі часу в майбутньому, а також 
ризику перевищення заданого цінового рівня в момент розладнання. 
____________________ 
 Луценко О.П. 2015 
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В умовах наявності у користувача вибору з багатьох методів і 
програмних пакетів постає питання ефективності і 
конкурентоспроможності кожного з них. Згідно з працями вітчизняних 
і зарубіжних авторів, що займалися питанням розробки і ефективності 
торговельних систем [2–6], в рамках предметної області головним 
критерієм ефективності системи є прибутковість торгової системи. 
Збільшення показників прибутковості є метою всіх новітніх методів 
аналізу стану ринку, і запропоновані авторами [1] модель і 
обчислювальні схеми функцій ризиків не є винятком. Таким чином, 
актуальною задачею є визначення ефективних методик оцінки 
ефективності запропонованих авторами методик і створення 
відповідного механізму тестування. 
Аналіз літературних даних. Програмні продукти для роботи з 
ринком можна розділити на дві групи: 
1) програми-торговельні термінали. Призначення таких програм – 
забезпечувати можливість двосторонньої взаємодії трейдера з ринком, 
тобто отримання котирувань і укладення угод через інтернет. Зазвичай 
взаємодія здійснюється через дилінгові центри; 
2) програми для технічного аналізу валютних котирувань. 
Програмні пакети з даної категорії, у свою чергу, також можна умовно 
розділити на дві групи: такі, що здійснюють індикаторно-
осциляторний аналіз, і такі, які здійснюють технічний аналіз із 
застосуванням неіндикаторних методів: статистичного аналізу часових 
рядів, теорії циклів, теорії хвиль Еліота, нейронних мереж. Як 
правило, такі програмні пакети не є універсальними і орієнтовані на 
використання однієї або кількох специфічних методик.  
Термінали не здійснюють технічний аналіз ринку, тому інтересу в 
рамках даної роботи не представляють. Що стосується другої групи 
програмних продуктів, у ній представлено як системи для аналізу за 
допомогою широкого спектра індикаторних та осциляторних методів 
(Equis Metastock, Tradestation тощо), так і вузьконаправлені системи: 
підходи з використанням нейронних мереж, генетичних алгоритмів, 
технології розпізнавання візуальних образів тощо. На ринку 
програмного забезпечення досить широко представлено комерційні 
програмні продукти, що використовують технології нейромережевої 
побудови та оптимізації комплексних індикаторів на основі існуючих 
(Neuroshell Trader, BioComp Profit, Brain Maker Professional) і 
технології оптимізації торгових стратегій за допомогою генетичних 
алгоритмів (Neuroshell Trader, Wave59). 
Існує два способи тестування торговельних систем, не вдаючись до 
ризику реальними грошима: 
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1) тестування на демо-рахунку. Спосіб має суттєвий недолік: так як 
тестування зазвичай проводиться на відрізках часу порядку місяців, 
для отримання тестових даних потрібно багато часу; 
2) тестування на історії цін, на відміну від попереднього методу,  
проводиться практично моментально, час тестування залежить лише 
від потужності ЕОМ. Замість поточного стану цін у цьому випадку 
використовується архів історичних значень цін, а замість рахунку – 
віртуальні змінні величини. Саме цей метод є найбільш 
використовуваним при тестуванні ефективності торговельних систем. 
В системах Equis Metastock та Tradestation існує можливість 
проводити тестування обраної або створеної торговельної системи на 
історичних даних. Обидва пакети містять велику кількість 
індикаторів, осциляторів та підпрограм-експертів, а також вбудовану 
мову макрокоманд, що дозволяє створювати додаткові підпрограми, 
але упор в них зроблено на традиційні індикаторні та осциляторні 
моделі, і можливості вбудованих мов не дозволяють перенести 
реалізацію моделі імовірнісної оцінки стану ринку [1] у їхнє 
середовище програмування. З цієї причини для аналізу ефективності 
запропонованої авторами моделі необхідною стала розробка власного 
модуля тестування торговельних систем у складі раніше розробленої 
системи прийняття рішень Exchange Changepoint Estimator [7]. 
Постановка цілей статті. Мета даної статті – опис практичної 
реалізації системи імітаційного моделювання імовірнісних 
торговельних систем, включеної в систему підтримки прийняття 
рішень Exchange Changepoint Estimator.  
Основний матеріал. Для забезпечення достовірності 
обчислювального експерименту першочерговою задачею є 
забезпечення достовірних вихідних даних. З цією метою до складу 
системи прийняття рішень було включено підсистему завантаження як 
актуальних, так і історичних даних, що включає включає методи 
отримання даних, розпаковки архівів, читання текстових файлів та 
внесення даних до бази. UML-діаграму використання наведено на 
рис. 1. 
Дані котирувань можуть бути отримані: 
1) із вручну обраного файла формату Metastock ASCII; 
2) шляхом автоматичного завантаження архівів котирувань за 
заданий період (діаграму активності модуля зображено на рис. 2);  
3) в режимі реального часу по протоколу DDE. В даному режимі у 




Рисунок 1 – Діаграма використання підсистеми завантаження даних 
 
Рисунок 2 – Діаграма активності модуля завантаження історії 
підсистеми завантаження даних 
 
Клас Metastock містить статичний метод ReadASCII, що виконує 
парсинг текстового файла Metastock ASCII і заносить прочитані дані в 
базу через компонент sqlDataAdapter, посилання на який передається в 
якості параметра функції. 
Діаграму класів модуля зображено на рис. 3. 
 





+ name : String
+ url : String
Операции




- date1 : DateTime
- date2 : DateTime
- dlfolder : String
- filesToDownload : Queue<ArchFile>
- filesToRead : Queue<String>
- filesToUnpack : Queue<String>
- isnow : Boolean
- progressBar : ToolStripProgressBar
- sdadate : SqlDataAdapter
- sdaout : SqlDataAdapter
- statusText : ToolStripLabel
Операции
+ Downloader(destination : String, dateFrom : DateTime, dateTo : DateTime, isNow : Boolean, sda : SqlDataAdapter, sdaDate : …
- backgroundWorker_Completed(sender : Object, e : RunWorkerCompletedEventArgs)
- backgroundWorker_DoWork(sender : Object, e : DoWorkEventArgs)
- backgroundWorker_ProgressChanged(sender : Object, e : ProgressChangedEventArgs)
- bwread_Completed(sender : Object, e : RunWorkerCompletedEventArgs)
- bwread_DoWork(sender : Object, e : DoWorkEventArgs)
- bwread_ProgressChanged(sender : Object, e : ProgressChangedEventArgs)
- DateToName(date : String) : String[*]
- DownloadFile()
- ExtractFile()
 - FormFileQueue(extractOrRead : String) : Queue<String>
- FormUrlList()
- NameToDate(filename : String) : DateTime
- ReadFile()
- webClient_DownloadFileCompleted(sender : Object, e : AsyncCompletedEventArgs)












Рисунок 3 – Діаграма класів підсистеми завантаження даних 
 
Клас Downloader керує завантаженням, розпакуванням та читанням 
завантажених даних. Його ключові методи: 
1) FormUrlList: формує список посилань до файлів архівів історії 
котирувань між моментами часу date1 та date2; 
2) FormFileQueue: формує список повних шляхів до завантажених 
файлів архівів та розпакованих текстових файлів (залежно від 
значення булевого вхідного параметра); 
3) DownloadFile: методи завантаження файлів з інернету. Якщо у 
черзі завантаження залишилися файли, створює екземпляр 
стандартного класу WebClient бібліотеки WindowsForms, назначаючи 
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йому оброблювачі події DownloadFileCompleted та 
DownloadProgressChanged і запускаючи асинхронне завантаження 
файла. Подія DownloadFileCompleted видаляє файл з черги і виконує 
повторний виклик функції DownloadFile. Якщо файлів більше немає, 
перед завершенням DownloadFile формується черга файлів для 
розпакування і запускається розпаковка; 
4) ExtractFile, ReadFile: методи розпакування завантажених архівів 
та читання текстових файлів відповідно. Працюють аналогічно 
попередньому методу, за винятком того, що замість WebClient 
використовують інший стандартний компонент бібліотеки 
WindowsForms – BackgroundWorker. 
При всій різноманітності автоматизованих торговельних систем, 
можна виділити загальні частини, які характерні для будь-якої з них. 
Будь-яка торговельна система містить умови відкриття угод на 
купівлю і продаж та умови закриття цих угод. У більшості випадків 
торговельні системи включають механізм встановлення величин тейк-
профіт і стоп-лосс, а також умови спрацювання плаваючого стопу для 
угод, що відкриваються системою. 
Відкриття угод під час торгівлі здійснюється шляхом посилання 
ордерів – розпоряджень брокерській компанії купити або продати 
фінансовий інструмент. Результатом виконання ордера є здійснення 
угоди купівлі-продажу. 
Будь-який ордер, що відправляється брокеру, повинен містити 
наступну інформацію: 
– валютна пара, з якою здійснюється операція; 
– ціна виконання або підтвердження здійснення операції за 
поточною ціною; 
– обсяг операції. 
Як правило, вказуються: 
– тейк-профіт – ціна, на якій угода буде автоматично закрита з 
прибутком; 
– стоп-лосс – ціна, на якій угода буде автоматично закрита зі 
збитком. 
Зміст величин тейк-профіт і стоп-лосс наведено на рис. 4 на 
прикладі відкриття угоди купівлі активу. 
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Рисунок 4 – Величини тейк-профіт і стоп-лосс 
 
Названі особливості процесу біржової торгівлі враховані при 
створенні комплексу класів і алгоритмів, призначених для здійснення 
послідовного моделювання процесу торгівлі на історичних даних 
котирувань. Діаграму використання отриманої підсистеми наведено на 
рис. 5. 
 
Рисунок 5 – Діаграма використання підсистеми імітаційного 
моделювання 
 
Об'єкт класу TradingSystem керує набором об’єктів класу Order, 
відкриваючи і закриваючи їх у процесі послідовного аналізу вхідного 
ряду цін згідно з умовами, прописаними у торговельній стратегії, що 
тестується (рис. 6). 
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Торговельні стратегії містяться у класі в якості методів. Реалізовані 
стратегії підрозділяються за наявністю реалізації ймовірнісних 
методів, запропонованих авторами [1].  
Стратегії без розрахунку ризиків за алгоритмами є повністю 
ідентичними до реалізованих користувачами для пакету Metastock, за 
винятком небагатьох нюансів, обумовлених переходом на мову С# з 
внутрішньої мови Metastock. Вони використовуються як еталон для 
порівняння. Друга група стратегій схожа на першу алгоритмічно, але 
включає управління об’ємами угод і величинами TakeProfit і StopLoss. 
По закінченні роботи стратегії генерується колекція екземплярів 
класу EfficiencyData, що містять наступні кількісні показники 
ефективності: підсумковий прибуток, профіт-фактор (відношення 
суми всіх прибутків від прибуткових операцій до суми всіх збитків від 
збиткових операцій), середній прибуток на операцію, середній збиток 
на операцію, загальна кількість угод на заданому історичному 
проміжку, загальна кількість прибуткових та збиткових операцій.  
 
 
Рисунок 6 – Діаграма класів підсистеми імітаційного моделювання 
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Підсистема інтегрована до складу інформаційної системи 
підтримки прийняття рішень, призначеної для надання користувачу 
інформації щодо ризику розладнання процесу коливання валютних 
котирувань, у складі якої була використана для проведення серії тестів 
ефективності моделі оцінки функцій ризику на реальних даних історії 
котирувань. 
Дані, отримані в результаті тестів, показали збільшення 
ефективності отриманих торговельних систем згідно з набором 
критеріїв прибутковості (фактор прибутковості, фактор відновлення, 
максимальний наростаючий внутрішньоденний збиток, середній 
прибуток і збиток від угод, кількість прибуткових і збиткових угод, 
тощо), порівняно з цими самими системами, але без застосування 
ймовірнісної оптимізації кількісних показників угод. 
Деталізований аналіз показників ефективності показав, що 
зростання прибутку відбувається за рахунок покращення 
співвідношення між кількістю прибуткових і збиткових операцій. 
Залежно від методу і масштабу часу це прослідковується як у вигляді 
збільшення кількості прибуткових угод при зменшенні збиткових, так 
і у вигляді зменшення кількості як прибуткових, так і збиткових 
операцій, але при більш значному зменшенні кількості останніх. При 
цьому середній збиток від однієї угоди в частині випадків 
збільшувався, що, однак, не перевищувало позитивного ефекту від 
інших чинників. Результатом було збільшення фактора прибутку 
(profit factor), в тому числі аутентичного. 
В якості супроводжуючого ефекту в більшості випадків 
спостерігалося незначне, але закономірне зменшення кількості 
укладених угод, що пояснюється збільшенням часу дії частини угод 
при наявності ймовірнісної оптимізації за рахунок більш вдалої 
постановки межі тейк-профіт. 
Таким чином, було встановлено, що розроблена модель є 
адекватною, а запропоновані на її основі обчислювальні схеми 
функцій ризику здатні ефективно застосовуватися у процесі торгівлі 
на фінансовому ринку. 
Висновки. Розроблено підсистему оцінки ефективності інтеграції 
функцій ризику розладнання до складу торговельних систем. 
Підсистему інтегровано до складу інформаційної системи підтримки 
прийняття рішень, призначеної для надання користувачу інформації 
щодо ризику розладнання процесу коливання валютних котирувань.  
За допомогою розроблених алгоритмів імітаційного моделювання 
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