Introduction
Weiser's [1] "ubiquitous computing", which represented the vision of people and environments augmented with computational resources that provide information and services when and where desired, has excited many researchers. Stemming from this notion, context-aware computing demonstrates promise for making our interactions with services more seamless and less distractive from our everyday activities. As stated in [2] , a context-aware system can be seen as a human assistant given user's context to be responsible to make decisions in a proactive fashion, anticipating user needs while not disturbing the user, except for an emergency. The key point is how to better construct a context-aware system that could emulate such a human assistant.
On the other hand, the need for development of more complicated services that react with the network infrastructure has guided the researchers to transfer efficiency into the network nodes. Following this trend, the term "Active Technologies" has emerged, including paradigms that support computational models for the utilization of distributed computing resources inside the network. In this perspective, the IST project CONTEXT [3] is elaborating on the efficient provisioning of context-aware services making use of ANs on top of fixed and mobile infrastructure.
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CONTEXT represents a starting point for studying on the utilization of other Active Technologies in order to provide context-aware services. In these terms, MAs paradigm comprises a type of Active Technology and the exploitation of its utilization in the field of context-awareness can prove to be beneficial. This paper aims to examine the usage of Active Technologies for providing context-aware services. The explored technologies are ANs and MAs. The paper is organized as follows: Section 2 tackles the issue of context-aware service provisioning in terms of the classification and modeling of context information (section 2.1) and CONTEXT architecture for service provisioning (section 2.2). In Section 3, after identifying the benefits gained from active technologies, the implementation aspects of ANs (section 3.1) and MAs (section 3.2) are analyzed.
Section 4 presents an evaluation of these active technologies. Finally, Section 5 provides some conclusive remarks and future plans regarding the presented research.
Context -Aware Services Provisioning
As computer and network become more pervasive, the nature of services should change accordingly. Services must become more flexible in order to respond to highly dynamic computing environments, and become more autonomous to satisfy the growing and changing requirements from users. Therefore, the need for context-aware services becomes imperative. CONTEXT will provide context-aware services based on the following procedure: specifying what context an application needs, gathering the required context and performing the appropriate actions in order to ensure transparent adaptability to the changeable environment. Following, we deal with classification and modeling of context information in order to introduce an architectural view of our context-aware services provisioning system. In order to cope with context information handling, a special structure is used, named Context Entity (CE) that consists of information attributes featuring a specific type of context information and interfaces indicating the means to retrieve this information. Each such interface corresponds to a capability provided by the underlying network and in this case we refer to capabilities that return acquired information. The actions that will be performed are modeled through another structure, named Action Entity (AE) that consists of interfaces representing the means to invoke these actions and corresponding to capabilities that apply certain configuration actions on the network infrastructure, invoke other services, or notify users.
Classification and Modeling of Context Information

Architecture Design of CONTEXT
CONTEXT project is currently working on the definition of a middleware that aims to offer an automatic creation, delivery and management of context-aware services. The model of context-aware services is based on policies and the Policy Core Information Model (PCIM) [4] is used. Based on the pattern that CONTEXT proposes, a service developer is enabled to construct a context-aware service using as building blocks a set of predefined CEs and AEs. The developer, through a graphical environment, just picks the available entities in order to produce a complete description of the service and based on this description, the necessary mechanisms for deploying the service are created. Following, through the subscription phase, the customer enters the attributes that customize the service and finally, through a set of responsible components, the service logic corresponding to each customer is produced (Service Logic Object -SLO) and deployed on the execution environment. The execution environment of the produced context-aware services resides within the AN platform that CONTEXT is going to utilize.
During the operation phase of a context-aware service, context information is acquired, evaluation of policies is performed and the appropriate actions to be 
Utilization of Active Technologies
The development of context-aware services has been hampered by the need to develop a custom context infrastructure for each application. CONTEXT removes this obstacle by placing the context functionality in the network infrastructure in a form of active components. The development of middleware solutions for an efficient provisioning of context-aware services calls for distributed control and programmability inside the network. This will allow the dynamic adaptability of current and future context aware services for the benefit of the global consumer.
The need for distributed control derives from the fact that the various context sources are distributed among the network nodes. A centralized scheme for management control operations would hardly be scalable and would not allow efficient operation. On the other hand, the realization of the concept of management by delegation through the distribution of code to core network nodes will reduce the number of necessary network transactions by local processing.
Apart from distributed operation and control, programmability inside the network is another prerequisite. Building nodes that can conduct appropriate computations and thus gaining the ability to dynamically change network functionality would enable us to implement new network capabilities in a flexible way. These capabilities would be software-based allowing dynamic customization of network resources and thus, the services provided would adapt to context changes without any noticeable changes to the upper levels [5, 6] .
Our approach to develop an adaptive service and context execution environment for next-generation networks, which is inherently distributed and programmable, is based on using Active Technologies on top of fixed and mobile networks. We use the 6 term Active Technologies to include the recently developed paradigms of Active Networks (ANs), Programmable Networks (PNs), Mobile Agents (MAs) and Semantic Networks (SNs). Although these concepts were introduced by different research communities to address different problems, they have started overlapping in focus and applicability, as they are being developed further [7] . CONTEXT will make use of the Active Technology as the basic deployment, delivery and assurance mechanism that at the same time supports context information and high bandwidth requirements for future applications. The challenge such an infrastructure poses is to find the right balance among flexibility, performance, robustness and usability [6] .
Following this direction, we study two different Active Technology paradigms in order to provide context-aware services: ANs and MAs.
Active Networks
ANs is a framework where network elements, primarily routers and switches, are programmable. Programs that are injected into the network are executed by the network elements to achieve higher flexibility and to present new capabilities. ANs can work in two different ways: users can preprogram selected network nodes, such as routers, with customized code before running an application, or the y can program data packets, which then transport code to nodes along the way to their destination [5] .
CONTEXT utilizes Active Bell-Labs Engine (ABLE) [ 8] system developed in Lucent Technologies to exploit ANs. ABLE is a modular and scalable software architecture that enables the deployment, control and management of active services, usually called active sessions, over network entities such as routers, WLAN access points, media gateways and servers supporting such services in IP-based networks.
The active node is composed of a Forwarding Element (FE), namely router, WLAN access point, media gateway, etc. with an inherent diverter that detects and diverts active packets to the main separate component, the Active Engine (AE), and the AE, which executes the code of the active packet (see Fig.2 
OS API CLI
Fig. 2. ABLE Active Node Architecture
Each node can communicate with other active nodes in the following ways: the topology-blind addressing mode, which enables a node to send a packet to the nearest active node i n a certain direction, removing the need for having available full topology information for any specific node, and the explicit addressing mode, which enables a node to send a packet to a specific active node [9, 10] .
The testbed network infrastructure that will be used for the trial of the ContextAware Services is illustrated in Fig.3 . Specifically, it consists of two Linux-based active routers (PCs running Linux with the AE residing in the same machine with the router), two Cisco routers with adjunct active engines, and a non-active Cisco router.
Apart from the IP network capabilities, Wireless LAN along with GPRS capabilities will be controlled by active nodes through the corresponding wrappers that ABLE is going to accommodate. The end-users will be able to access context-aware services using personal computers, laptops, PDAs and mobile phones. 
Mobile Agents
The other approach that will be exploited in the framework of the Active
Technologies applicability is the MAs paradigm. The MA concept is a computational paradigm characterized by computer programs, called agents, migrating inside the network and executing on network nodes. In this sense, a MA that moves from one node to another can be interpreted as an active packet containing data and a program, which is sent from one node to another in an AN [7] .
Mobile agents can move around and execute tasks autonomously and in line with their goals which can dynamically change according to the changeable nature of context information. They can also be intelligent, and this makes them even more interesting for Active Technologies. An intelligent piece of code that moves around can be considered the most advanced form of active code. All other forms derive from this one by combining some but not all characteristics mentioned within the intelligent and mobile agent research domain [11] .
The architecture of the active node that will be able to host and execute the active code is depicted in Fig.4 . On the bottom, there is the hardware part of the node. Then, the operating system, Linux, will export an open interface that represents the abstraction of hardware resources. The Execution Environment is provided by the MA platform, Grasshopper [12] . This is the agency as described in Mobile Agent System
Interoperability Facility (MASIF) [13] 
Evaluation of Active Technologies
Although the motivations for proposing the MAs and ANs paradigms were quite different, coming from different research communities, these two technologies nowadays tend to share common ideas. They both overcome the traditional client/server network management model achieving better scalability through distribution and more efficient usage of resources.
However, these paradigms have some crucial differences. First of all, they are implemented at different layers of the OSI model. The MAs paradigm runs at the application layer while the ANs one at the network layer. Consequently, in the case of ANs no special treatment has been taken into account for the migration mechanism of the active code since the network elements contain sophisticated software to perform packet forwarding, and thus, the main concern is the active processing of the packets in the network infrastructure. Working at the network layer reveals the real potentiality of ANs to exploit network services more efficiently and perform fast deployment of distributed applications. On the other hand, the lowest layer of the OSI model that MAs consider programming for is the transport layer, simply making use of the communication capabilities of the environment (e.g., Java RMI). In this sense, working at the application layer, makes the MA paradigm outperform when application tasks are performed. This can be particularly interesting in the case of context-aware services since the retrieval of context information along with the actions applied do not merely imply i nteraction with network infrastructure but also with users, external systems or applications. This means that not only management of routers is required but also management of network servers that host applications providing context information, and in the latter case the MA paradigm is supposed to perform more efficiently [15, 16] .
Secondly, as also mentioned above, the ANs paradigm supports two communication modes: the topology-blind addressing mode, in which an active packet is executed on every active node in a certain direction, and the explicit one, in which a packet is executed only on the target active node, while it is just forwarded by the intermediate ones. On the contrary, an agent can only be sent explicitly to a specific node in order to be executed. The topology-blind addressing mode of ANs offers dynamic and thorough customization of network resources even if the application does not have knowledge of the current underlying network infrastructure.
However, there are applications that require the actions to be taken on specific nodes that are known a priori. In such cases, the MAs paradigm outperforms since it avoids executing the active code on every active node and eliminates the additional delay for diverting an active packet from the router to the AE, which appears in ANs.
Thirdly, the operation of ANs requires advanced router configuration in terms of special policies that enable the router to identify the active packets and treat them accordingly, namely forward them to the appropriate AE in order to be executed. In this sense, upgrading a node to an active one is more difficult in case of ANs than in MAs.
Last but not least, it is worth mentioning that while the payload of an active packet in case of ANs consists only of the program code and the data, a mobile agent transfers additionally its state while it traverses the network. On the grounds that an agent can make decisions based on this state, it migrates in the network under its own control, namely it can stop its execution in one node and continue in another with respect to the volatile nature of context information [17] .
Conclusions and Future Work
The fact that context may be acquired from multiple distributed and heterogeneous sources as well as the fact that it changes dynamically make it a really hard work to build context-aware services. Our approach to develop a middleware for efficient provisioning of context-aware services is based on using Active Technologies on top of fixed and mobile networks. The exploitation of ANs and MAs paradigms in the field of context-awareness has been examined, highlighting the different prospects of each one.
The motivation behind ANs comes from the emerging concern on how to best adapt the existing networks in order to accommodate new type of applications such as context-aware ones. On the other hand, MAs paradigm pays less attention to the communication model that is ultimately based on high-level abstractions, exploiting it to implement distributed applications. As a consequence, a combined approach that exploits both the ANs and MAs paradigms is considered to be most fruitful based on the concept that MAs paradigm could be inspired by the ANs communication model in order to access network resources more efficiently. Alternatively, each contextaware application could use for some tasks the one paradigm and for some others the other, depending on the estimated efficiency achieved in each case. A performance evaluation both from an application and network point of view will be regarded, in terms of time and communication complexity respectively. Finally, the idea of exploiting special navigation patterns for coping with navigation and synchronization aspects of an active process will be taken into account, as it is considered essential for performance improvement.
Being inspired by both technologies, in the long term, it may be appropriate to merge these two paradigms, to form an even stronger vision of how we can exploit the potential of netwo rks to the fullest [15] .
