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Actualmente, parte do fluxo de negócio das empresas centra-se no comércio 
realizado através da Internet, frequentemente denominado de Comércio Electrónico. 
Inicialmente as empresas necessitavam apenas de disponibilizar este canal para ganhar 
vantagem competitiva, mas actualmente é essencial ter a flexibilidade para ajustar os 
serviços oferecidos às exigências do mercado. A inovação e a capacidade de 
rapidamente introduzir novos serviços e funcionalidades são factores críticos para o 
sucesso. 
A realização deste projecto assentou na reestruturação de uma plataforma de 
comércio electrónico, acrescentando um novo conjunto de funcionalidades, com um 
reduzido tempo de entrega e capitalizando a experiência dos utilizadores actuais. Para o 
desenvolvimento do projecto foi adoptada a metodologia ágil Scrum em conjunto com 
conceitos do Extreme Programming (XP), procurando um enfoque na rápida entrega das 
funcionalidades que adicionam valor. Este projecto foi também usado para avaliar a 
adequação da metodologia aos projectos desenvolvidos pela Truewind. A nível 
tecnológico foi utilizada a plataforma Java Enterprise Edition (JEE), complementada 
com um conjunto de tecnologias de código-aberto (open-source). 
 O relatório descreve a experiência com os Scrum/XP, como estes se enquadram 
com o processo de desenvolvimento de um sítio de comércio electrónico, e com as 
tecnologias seleccionadas para a execução do projecto. São ainda apresentadas algumas 
das funcionalidades desenvolvidas que tiram partido das tecnologias seleccionadas, 
criando módulos reutilizáveis para projectos futuros. No final é apresentada uma análise 
crítica, realçando os pontos em que o Scrum/XP trouxe mais valor para o 
desenvolvimento do projecto, assim como quais os pontos a melhorar no futuro. Nesta 
análise é realizada uma comparação das estatísticas deste projecto com outras 
provenientes de projectos de dimensão e âmbito semelhantes, mas realizados através de 
outras metodologias. Desta forma pretende-se evidenciar as vantagens da utilização do 
Scrum, ao mesmo tempo que é gerado um conjunto de informação útil para a realização 
de planeamentos e estimativas futuras. 
 







Currently, part of enterprises business flow focuses on commerce conducted over 
the Internet, often referred to as Electronic Commerce. Initially companies only needed 
to make this channel available to gain competitive advantage, but it is now essential to 
have flexibility to adjust the services offered to market demands. Innovation and the 
ability to quickly introduce new services and features are critical factors for success. 
This project was based on the restructuring of an electronic trading platform, 
adding a new set of features at a reduced delivery time and capitalizing the experience 
of existing users. For the project development, Scrum agile methodology was adopted 
in conjunction with concepts of Extreme Programming (XP), focusing on rapid delivery 
of features that add value. This project was also used to assess the methodology 
adequacy for projects developed by Truewind. In terms of technology Java Enterprise 
Edition (JEE) was used, complemented with a set of open-source technologies. 
This report describes the experience with Scrum/XP, how it combines with the 
developing process of an e-commerce site, and the technologies selected for the project. 
It’s also presented some of the features developed that take advantage of selected 
technologies, creating reusable modules for future projects. At the end a critical analysis 
is presented, highlighting the points where Scrum/XP brought more value to the project, 
as well as which areas should be improved in the future. This analysis is performed 
comparing the project statistics with other projects of similar size and scope, but 
achieved by different methodology. Thus, it is intended to highlight the advantages of 
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Este documento descreve o projecto realizado no âmbito da disciplina de Projecto em 
Engenharia Informática. Esta disciplina corresponde ao segundo ano do Mestrado em 
Engenharia Informática da Faculdade de Ciências da Universidade de Lisboa (FCUL) e 
visa o desenvolvimento de uma especialização de carácter profissional em engenharia. 
O projecto decorreu na empresa Truewind – Tecnologias de Informação, S.A e teve 




A ascensão da Internet ao longo dos últimos anos permitiu às organizações que têm 
o seu negócio assente na prestação de serviços baseados em informação e conteúdos, 
uma oportunidade única de expansão. Estas deixaram de depender de meios de 
comunicação lentos e pouco fiáveis para entregar os seus produtos e serviços, passando 
a satisfazer as necessidades dos seus clientes imediatamente após a venda. 
É essencial dotar estas organizações de ferramentas que permitam a exposição dos 
seus produtos e serviços neste canal, e que actuem como facilitadoras do negócio e das 
transacções comerciais. Estas ferramentas de comércio electrónico devem estar 
alinhadas com o negócio, procurando o dinamismo necessário para as organizações se 
ajustarem à evolução do mercado. O desenvolvimento e a reengenharia destas 
ferramentas, são actividades cruciais para dar às organizações a vantagem estratégica 
necessária para se posicionarem à frente dos seus concorrentes e vingar no mercado. 
A consistência e qualidade das aplicações assim como a produtividade das equipas 
de desenvolvimento são preocupações da generalidade das metodologias clássicas de 
desenvolvimento de software (como as metodologias em espiral ou cascata). No 
entanto, a presença e comércio na Internet exigem um elevado nível de mudança, com 
alterações frequentes que implicam alterações às aplicações. As metodologias 
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tradicionais, estáticas e baseadas em controlo, têm dificuldade em acompanhar esta 
mudança constante. 
O Scrum é uma metodologia ágil que abraça a mudança, encarando os problemas 
do projecto e as modificações ao mesmo como algo normal no processo de 
desenvolvimento, centrando este processo no dono do produto e tendo como principal 
objectivo a produção constante de valor para o cliente. 
Este projecto surge assim de uma oportunidade comercial da Truewind em 
trabalhar com um cliente do mundo financeiro. Aqui as mudanças ocorrem 
frequentemente e é necessário que as ferramentas utilizadas para conduzir e realizar o 
negócio, alavanquem as oportunidades criadas por estas mudanças. Estas características 
implicam uma cooperação muito próxima entre todas as partes envolvidas e motivaram 
a consideração e posterior utilização do Scrum. 
 
1.2 Objectivos 
Este projecto tem os seguintes objectivos: 
 Desenvolver um sítio de comércio electrónico que responda às solicitações e 
expectativas dos utilizadores, às necessidades de negócio e à expansão da base 
de clientes.  
 Avaliar a aplicação da metodologia Scrum de forma a medir as vantagens que a 
adopção desta metodologia traz à Truewind e aos seus clientes, gerando dados 
para suportar a extensão da sua utilização a outros projectos e contratos. Através 
desta avaliação deve ainda ser realizado um estudo que permita encontrar falhas 
e oportunidades de melhoramentos na forma como são realizados os registos. 
 Implantar e documentar o modelo de desenvolvimento, especificando as 
tecnologias e fases envolvidas na obtenção de um processo de integração 
contínua. 
1.3 Integração Profissional 
Em Setembro de 2008 deu-se inicio ao estágio na Truewind, altura em que foi dada 
a conhecer a estrutura da empresa, as diferentes áreas orgânicas que a compõem, 
normas e métodos de trabalho. 
A Truewind foi uma empresa criada pela Práxia – Sistemas de Informação, S.A., e 
surgiu em 2008 da necessidade de fornecer serviços de desenvolvimento ágil de 
software e suporte baseado em níveis de serviço contratados. A Truewind possui 
equipas especializadas nas tecnologias Oracle, OutSystems, Microsoft e Java.  
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Após esta primeira fase houve a integração na equipa de desenvolvimento Java, a 
qual foi realizada através das seguintes fases: 
 Período de auto-formação onde foram realizados diversos tutoriais de forma a 
compreender a arquitectura da plataforma de desenvolvimento usada. 
 Programação a par com um dos elementos seniores da equipa.  
 
Uma vez concluído o processo de integração na equipa deu-se inicio ao 
desenvolvimento do projecto, o qual foi realizado pela Truewind para a Coface. A 
Coface é uma empresa especializada na recolha, tratamento, produção e fornecimento 
de informação de crédito. Dedica-se também a actividades de fornecimento de 
informação de marketing, informação financeira, informação de contencioso e à gestão 
de cobranças, acompanhando as necessidades específicas do ciclo de negócios de uma 
empresa: prospecção de clientes; decisão de crédito e cobrança de facturas. 
1.4 Organização do documento 
O relatório encontra-se estruturado em seis capítulos. O Capítulo 2 descreve as 
principais diferenças entre as metodologias tradicionais e as ágeis, indicando quais os 
problemas e desafios inerentes a cada uma delas, e finalizando com uma descrição do 
Scrum. O Capítulo 3 apresenta uma breve descrição funcional do sítio a desenvolver, 
assim como as tecnologias utilizadas para o seu desenvolvimento. O capítulo 4 descreve 
a arquitectura do sistema/aplicação, o processo de desenvolvimento utilizado, e algumas 
das funcionalidade desenvolvidas de maior relevo. No capítulo 5 é realizada uma 
avaliação da utilização do Scrum neste projecto, realizando também algumas 
comparações com dados provenientes de outros projectos. Finalmente no capítulo 6 são 
apresentadas as conclusões tanto do desenvolvimento do sítio como da metodologia 




Trabalho Relacionado e Metodologia 
O ambiente no qual o software é desenhado, especificado e desenvolvido encontra-
se numa fase de mudança. Os sistemas de software são cada vez mais complexos e de 
dimensão crescente e o ritmo a que os requisitos mudam é cada vez maior. Esta 
mudança deve-se em muito à globalização, que leva as organizações a competirem em 
mercados onde estão expostas a um grande número de concorrentes. Alguns dos quais 
com grande sofisticação tecnológica, que elevam as expectativas de usabilidade, 
desempenho, fiabilidade e disponibilidade. Este mercado global impõe um ritmo de 
mudança assinalável, fazendo do tempo que um novo produto de software leva a chegar 
ao mercado um factor crítico de sucesso, capaz de marcar a diferença entre o êxito e a 
falência de uma empresa. 
Esta mudança obriga a uma reflexão sobre se de facto os métodos de trabalho que 
utilizamos, definidos numa altura em que os requisitos e o mercado eram diferentes, 
continuarão a ser os mais indicados. 
2.1 Metodologias: Tradicionais Vs. Ágeis 
Apesar de ter escolhido o termo “metodologias tradicionais”, também vulgarmente 
intituladas de clássicas, isto não passa de uma forma de etiquetar o conjunto de 
metodologias que, até meio dos anos noventa, eram utilizadas para a quase totalidade de 
projectos. Estas metodologias baseiam-se numa atitude de controlo, encorajando a ideia 
que se um projecto for realizado passando por um conjunto de fases bem definidas e 
documentadas, é possível controlar o seu resultado final. De entre as diversas 
metodologias existentes uma das mais conhecidas é a do modelo em cascata [1]. 
Este modelo descreve uma evolução temporal do projecto de desenvolvimento, 
obrigando o mesmo a passar sempre por um conjunto de patamares (etapas) bem 
definidos. Este processo pressupõe que, desde o inicio, existe uma ideia bastante clara 
dos requisitos: espera-se que o cliente saiba aquilo que necessita e quer, assumindo-se 
também que esses requisitos não se alteram. 
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Este processo segue um fluxo unidireccional em que o resultado de cada uma das 
fases alimenta a fase seguinte colocando uma importância crítica sobre as fases iniciais 
do projecto e, em especial, sobre a análise de requisitos. Neste modelo o custo da 
correcção de um erro aumenta exponencialmente com a fase em que o mesmo é 
detectado, um erro que não seja detectado logo na fase inicial torna-se bastante 
dispendioso implicando refazer todas as fases anteriores. Prova disto é um estudo 
apresentado pelo Standish Group [2] onde se apura que cerca de 60 a 80% dos custos 
associados aos projectos se deve a actividades para refazer e corrigir o trabalho inicial.  
A irreversibilidade da passagem de patamar obriga, em caso de erro, a refazer todas 
as fases anteriores. Este é um processo moroso e dispendioso, dificilmente compatível 
com a exigência de tempos de execução reduzidos e uma grande capacidade para reagir 
à mudança. 
De forma mais genérica, não sendo aplicado somente a uma das metodologias 
clássicas, foi realizado um estudo [3] com o intuito de descobrir quais os factores que 
levavam a tantos insucessos em projectos realizados através destas metodologias. Deste 
estudo resultou a seguinte lista de factores de insucesso:  
 Os requisitos não são completamente compreendidos antes do início do projecto. 
 Muitas vezes o cliente apenas sabe o que deseja depois de ver uma versão inicial 
do software. 
 Os requisitos mudam com frequência durante o processo de desenvolvimento. 
 Novas ferramentas e tecnologias tornam o uso de planos imprevisível. 
Os autores desse estudo concluíram que estes problemas apenas podem ser 
resolvidos através de um modelo “tudo-em-um” (all-in-one), ou seja, um modelo em 
que todas as fases ocorram em simultâneo: requisitos; análise; desenho; codificação e 
testes. Desta forma a maneira mais simples de aplicar este modelo seria construir e 
entregar a aplicação do princípio ao fim, sendo que toda a informação residiria apenas 
numa pessoa. Numa outra aproximação, esta visão poderia ser aplicada a dois 
programadores através de “programação a pares”, proveniente do paradigma Extreme 
Programming [4]. No entanto esta solução continua a não ser escalável. É necessário 
aplicar esta visão a equipas maiores, conseguindo ao mesmo tempo que cada um dos 
elementos tenha diariamente uma visão global do produto [5]. 
Para fazer frente a este problema, começaram a surgir a meio dos anos noventa, um 
conjunto de metodologias chamadas “ágeis”. Estas são menos focadas no controlo 
global do projecto e menos burocráticas, preparando a equipa para as modificações e 
problemas que surgirão ao longo do projecto.  
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Um factor distintivo das metodologias ágeis é a forma de criação de valor para o 
cliente: todas as fases são realizadas em pequenos períodos, oferecendo ao cliente 
retorno frequente sobre o trabalho realizado, e permitindo alterar as prioridades do 
trabalho a realizar de acordo com o que lhe trará mais valor. Para além da gestão das 
prioridades, é facultada a possibilidade de remover tarefas inicialmente planeadas 
introduzindo outras, permitindo ajustar o produto em desenvolvimento á sua visão e às 
mudanças que o negócio impõe. 
As metodologias ágeis não podem ser encaradas como a solução para todos os 
problemas, não devendo as metodologias tradicionais ser alvo de exclusão. A escolha da 
metodologia adequada a determinado projecto, requer conhecimento sobre o tipo, a 
dimensão, o tempo e riscos envolvidos no trabalho a realizar. Se por um lado as 
metodologias ágeis são mais flexíveis e funcionam bem com equipas de dimensão 
reduzida, por outro lado não são as mais indicadas para projectos de matéria sensível, 
como por exemplo algum tipo de software que perante uma falha implique perda de 
vidas humanas [6]. 
Para a grande maioria dos casos é possível chegar a uma solução intermédia, 
tentando juntar o que existe de melhor em ambas. No entanto, para o caso especifico do 
projecto apresentado, é utilizada uma metodologia puramente ágil. Isto porque o 
projecto a realizar se adequa às características, não se tendo identificado riscos que, a 
verificarem-se, se traduzam em falhas catastróficas e porque se pretende ganhar para o 
projecto a flexibilidade descrita. 
2.2 Metodologias Ágeis 
As metodologias ágeis começaram a surgir a meio dos anos noventa como uma 
tentativa de dinamizar as equipas de trabalho, tendo combinado ideias herdadas de 
metodologias tradicionais com novas ideias. Surgiram várias metodologias ágeis de 
forma mais ou menos independentes, mas todas elas salientavam a importância das 
seguintes propriedades: colaboração próxima entre a equipa de desenvolvimento e os 
especialistas no negócio; comunicação frente-a-frente como sendo melhor do que a 
documentação escrita; entrega frequente de código funcional com valor para o negócio; 
equipas com capacidade de se auto-organizarem; e formas de reagir às inevitáveis 
alterações de requisitos, sem que isso gerasse qualquer tipo de “crise”. 
Em 2001 foi publicado o manifesto para o desenvolvimento ágil de software, onde 








“ Indivíduos e interacções sobre processos e ferramentas 
Software funcional sobre documentação compreensível 
Colaboração com o cliente sobre a negociação de contractos 
Resposta à mudança sobre o seguimento de planos ” [7]  
 
Este manifesto não pretende desprezar as propriedades à direita mas sim indicar 
que as da esquerda têm mais valor. 
Algumas das metodologias ágeis mais destacadas são as seguintes: Extreme 
Programming (XP), Scrum, Lean Software Development (Lean), Feature Driven 
Development (FDD), Agile Unified Process (AUP), Crystal e Dynamic Systems 
Development Method (DSDM) [8]. 
Todas estas metodologias se baseiam nos princípios descritos pelo manifesto, tendo 
cada uma delas uma visão diferente sobre como aplicar estes princípios. Algumas destas 
metodologias focam-se mais no nível técnico, outras no nível de gestão de projecto, 
outras ainda abarcam ambas as vertentes. O XP é uma metodologia centrada nos 
aspectos mais técnicos de desenvolvimento de software, enquanto que o Scrum e o Lean 
são focados unicamente na gestão de projecto, sendo aplicáveis genericamente a 
actividades de equipa e não apenas ao desenvolvimento de software. As restantes quatro 
abrangem tanto o campo técnico como o de gestão, sendo consideradas “menos ágeis” 
devido ao número de actividades, artefactos e papeis envolvidos. 
Tendo em conta estes factores foi necessário decidir qual a metodologia que 
melhor se enquadrava na organização da empresa, do projecto, e do cliente, e que ao 
mesmo tempo correspondesse aos requisitos de simplicidade impostos. Uma vez que a 
ideia era reduzir ao máximo a burocracia envolvida em todo o processo de 
desenvolvimento, optou-se por considerar apenas o Scrum e o Lean. No entanto, e tendo 
em conta os desafios envolvidos na utilização de uma metodologia ágil (ver Secção 2.3 
), era também necessária uma forma de comprovar a capacidade de gerir um projecto 
através da utilização deste tipo de metodologias. Sendo o Scrum a única que, à altura, 
oferece formação e certificação em Portugal, este acabou por ser o factor decisivo que 
motivou a adopção do Scrum como a metodologia ágil de eleição na Truewind. 
Apesar do Scrum ter sido escolhido para a gestão do projecto, foi decidido aplicar 
também algumas das práticas provenientes do XP. Estas práticas foram incluídas no 
desenvolvimento do projecto para dar agilidade ao desenvolvimento, e não apenas à 
gestão do projecto, tendo sido avaliada a necessidade, a vantagem e o custo, bem como 
a preparação da organização para desenvolver um projecto usando práticas do XP. A 
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inclusão de práticas do XP no Scrum foi controlada pelas propriedades de cada projecto, 
assim como da equipa destacada para o desenvolver (Secção 2.5). 
2.3 Desafios Inerentes 
A utilização das metodologias ágeis é algo que não depende somente da equipa de 
desenvolvimento mas também do cliente. Para que as metodologias ágeis possam 
vingar, é preciso também existir uma mudança na forma como é realizada a interacção 
com o cliente. Nestas, é essencial o envolvimento do cliente no projecto, estando 
disponível para responder a dúvidas sobre o produto a desenvolver, suprindo a ausência 
ou o sintetismo da documentação e especificação desenvolvida. Existem clientes que 
não estão disponíveis para participar neste processo. 
O enquadramento comercial de um projecto desenvolvido com a metodologia 
Scrum numa proposta de custo e funcionalidades fechados é um desafio considerável. O 
cliente, ao exigir uma proposta nos termos descritos, indicia desde o momento de 
incepção do projecto que poderá não estar preparado para abraçar um projecto usando 
Scrum, pois está a limitar à partida a flexibilidade que lhe permite direccionar o projecto 
para aquilo que mais valor acrescenta. Este problema agudiza-se quando o projecto é 
desenvolvido para organizações do sector público, em que os procedimentos de 
aquisição e a forma como os produtos são descritos nos pedidos de propostas, não 
deixam margem para a flexibilidade necessária para que este modelo possa ser 
operacionalizado. Para que estes aspectos possam ser ultrapassados, é necessário que o 
mercado ganhe experiência na utilização destas metodologias, apreendendo as suas 
vantagens através da apresentação de resultados que demonstrem o seu potencial. 
2.4 Scrum 
2.4.1 Contexto histórico 
O termo “Scrum” surgiu através de um estudo realizado por H. Takeuchi e I. 
Nonaka onde pequenas equipas multi-disciplinares e de alto desempenho foram 
comparadas à formação Scrum tipicamente utilizada pelas equipas de Rugby [9].  
Em 1993, já J. Sutherland utilizou o termo e formalizou o processo, mas foi apenas 
em 1995, juntamente com K. Schwaber, que formalmente se adaptou à indústria de 
software, tendo-se tornado numas das principais metodologias de desenvolvimento ágil. 
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2.4.2 Termos Utilizados 
Para que se possa compreender o ciclo de desenvolvimento do Scrum, é primeiro 
necessário conhecer os Papéis, Artefactos e Actividades envolvidos. São de seguida 
descritos os termos envolvidos: 
Papéis 
 Product Owner 
É o responsável pelo produto, tendo como tarefa preencher e manter o Product 
Backlog com todas as funcionalidades que o software deverá implementar, 
sendo que todas elas deverão estar devidamente prioritizadas e estimadas. Este é 
o representante dos interesses do cliente, define o produto, angaria suporte para 
o seu desenvolvimento e verifica a sua entrega participando nas reuniões de 
planeamento e demonstração. 
 Scrum Master 
É o responsável por garantir que não existem impedimentos para que a equipa 
consiga chegar aos objectivos do Sprint. Uma vez que as equipas são auto-
organizadas, este elemento não deve ser considerado como o líder da equipa mas 
sim a pessoa que assegura que os procedimentos do Scrum estão a ser 
correctamente aplicados. Caso existam diversas equipas este é ainda responsável 
por transmitir e defender os interesses da sua equipa nas reuniões com os 
restantes Scrum Masters. Representa a equipa e os seus interesses perante o 
Product Owner. 
 Equipa 
A equipa tem a responsabilidade de desenvolver e entregar o produto. Será 
tipicamente um grupo com um máximo de 8 pessoas com capacidades multi-
disciplinares adequadas aos objectivos do Sprint. As equipas auto organizam-se, 
encontrando a forma mais produtiva de realizar os objectivos do Sprint. 
Artefactos 
 Product backlog 
Enumera as funcionalidades do software a desenvolver. Pode ser acrescentado 
por qualquer pessoa envolvida no projecto. É responsabilidade do Product 
Owner construir e manter o Product Backlog, bem como alinhar a prioridade 
atribuída a cada funcionalidade com o valor da mesma no contexto do negócio. 
Cada uma destas tarefas deve ainda estar estimada em termos de esforço ou 
duração. 
 Sprint backlog 
Este artefacto criado em cada Scrum Planning Meeting e lista as tarefas a serem 
realizadas para que as funcionalidades sejam concretizadas. Estas tarefas são 
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inferidas das funcionalidades que foram seleccionadas do Product Backlog para 
realizar durante o Sprint em questão.  
Cada uma das tarefas deve ter uma duração estimada que não ultrapasse as 24 
horas de trabalho (3 dias). Uma tarefa que ultrapasse este valor deve ser 
repartida em subtarefas. Uma vez que as equipas de desenvolvimento se auto-
organizam, as tarefas presentes neste registo não estão adjudicadas a nenhum 
membro da equipa, cabendo a cada um seleccionar as tarefas que pretende 
realizar. 
 Burndown Chart 
Este gráfico (Figura 1) é uma ferramenta gerada a partir das estimativas do 
Sprint Backlog e tem como objectivo guiar a equipa ao longo da execução do 
Sprint de forma a que o mesmo seja concluído com sucesso: todas as tarefas 
realizadas dentro do prazo previsto. Este gráfico é iniciado com a soma das 
estimativas de todas as tarefas e, ao longo do Sprint, vão sendo assinaladas as 
horas de trabalho realizadas em cada uma delas, sendo também as estimativas 
iniciais afinadas em função do conhecimento adicional adquirido durante a sua 
implementação. 
Se no fim o gráfico se situar no zero (zero horas de tarefas por realizar) então 
quer dizer que o mesmo foi concluído com sucesso. Há no entanto que ter em 
conta alguns factores que podem influenciar o decorrer do Sprint e interpretação 
do gráfico: 
- Adição de novas tarefas: porque após o inicio do Sprint se adquiriu uma 
melhor percepção do que é pretendido, ou porque surgiram imprevistos 
que obrigam à realizam de tarefas adicionais para se implementar as 
Figura 1 - Burndown Chart 
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funcionalidades escaladas para o Sprint. Esta situação é visível entre os 
dias 5 e 6 da Figura 1, onde a linha tracejada, que indica as horas 
restantes para o término das tarefas sobe ligeiramente. 
 - Erros nas estimativas. 
Actividades 
 Scrum Planning Meeting 
Reunião realizada no inicio de cada Sprint onde a Equipa, representada pelo 
Scrum Master, negoceia com o Product Owner quais as funcionalidades a retirar 
do Product Backlog para construir o Sprint Backlog. Depois a seleccionados os 
objectivos para o Sprint, a Equipa reúne-se e reparte as funcionalidades em 
pequenas tarefas a realizar. 
 Sprint 
Período em que um conjunto de funcionalidades do Product Backlog são 
desenvolvidas. Este período será tipicamente entre duas e quatro semanas. 
 Scrum Daily Meeting 
Reunião diária onde cada um dos elementos fala sobre o progresso do seu 
trabalho, indicando o que fez desde a última reunião, o que pretende realizar até 
à próxima e se existem alguns impedimentos ao seu progresso. Esta reunião não 
deverá demorar mais de quinze minutos e tem como objectivo obter uma ideia 
geral da forma como o projecto está a decorrer, descobrir quaisquer novas 
dependências e adaptar o plano de trabalho às necessidades do dia. 
 Scrum Sprint Retrospective 
No final de cada Sprint a equipa efectua uma reflexão sobre a forma como o 
mesmo decorreu, o que correu bem, o que correu mal e quais as alterações que 
se podem realizar com vista à melhoria contínua do processo de 
desenvolvimento. 
 Demo Meeting 
Apresentação que ocorre no final de cada Sprint de forma a demonstrar o 
trabalho desenvolvido durante o mesmo. Esta permite ao Product Owner ter 
uma visão cada vez mais real do produto final. 
2.4.3 Descrição 
O Scrum é uma metodologia de desenvolvimento ágil que reconhece como natural 
a existência de alterações e problemas inesperados durante o processo de 
desenvolvimento de software. A sua principal característica é centrar-se no valor para o 
cliente, procurando sempre a realização em primeiro lugar das tarefas que mais valor 
aportam.  
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A metodologia Scrum encontra-se estruturada em ciclos PDCA (Plan-Do-Check-
Act). Em cada um destes ciclos pretende-se que seja realizado um conjunto de tarefas 
que levará a um incremento funcional do produto final, proporcionando um ponto de 
controlo e acompanhamento do produto a desenvolver. Esta é uma forma de se detectar 
prematuramente problemas que ao longo do projecto teriam tendência a agravar-se. 
Outra das características do Scrum é o facto de existir pouca ou mesmo nenhuma 
documentação, tendo esta sido preterida em favor do aumento da transparência 
implementada através do aumento da interacção com o cliente. A criação de 
documentação para a realização de um projecto é um processo moroso e dispendioso, e 
nem sempre expressa correctamente as necessidades de ambas as partes. Por um lado a 
equipa de desenvolvimento precisa de bastante tempo para expressar correctamente em 
documentos todos os requisitos, por outro o dono do produto nem sempre tem a 
disponibilidade e/ou as competências necessárias para apreciar e interpretar toda a 
documentação produzida, assim como para avaliar se a mesma especifica correctamente 
o produto desejado. O Scrum incentiva o envolvimento do cliente no projecto, 
minimizando a documentação em favor da realização de software que implemente a 
interpretação da equipa dos requisitos enunciados pelo cliente e o posterior ajuste dos 
mesmos. Em determinados ambientes (especificamente em ambientes altamente 
regulados como a saúde ou em empresas cotadas) a existência de documentação não 
pode ser descurada. Nestes casos a própria documentação é uma das características do 
produto e deve ser encarada como tal, especificamente a sua produção deve ser 
prioritizada em função do valor que aporta ao produto. 
O ciclo de desenvolvimento Scrum encontra-se ilustrado na Figura 2 e inicia-se 
com a prioritização das funcionalidades a serem desenvolvidas (Product Backlog).  
No início de cada Sprint é realizada uma reunião de planeamento (Sprint Planning 
Meeting) onde as funcionalidades a desenvolver durante o Sprint são retiradas do 
Product Backlog e transpostas para o Sprint Backlog. Esta reunião é tipicamente 
realizada entre o Product Owner e o Scrum Master. A ordem pela qual as 
funcionalidades serão retiradas respeitará as prioridades estabelecidas pelo Product 
Owner. Cada funcionalidade é repartida num conjunto de tarefas que passa a integrar o 
Sprint Backlog. 
Estando definidas as tarefas a realizar inicia-se o Sprint durante o qual Equipa irá 
desenvolver as funcionalidades. Este pode durar duas a quatro semanas, dependendo do 
estabelecido na Sprint Planning Meeting, e engloba simultaneamente as seguintes partes 
de desenvolvimento: análise; desenho; codificação e testes. 
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Diariamente é realizada uma reunião (Scrum Daily Meeting) com uma duração 
extremamente reduzida (tipicamente não mais de 15 minutos) para todos os elementos 
exporem a situação em que o seu trabalho se encontra: o que desenvolveram desde a 
última reunião, o que vão desenvolver até à próxima, e se existem impedimentos para o 
seu progresso. Também diariamente, a Equipa procede à actualização do Sprint 
Backlog, introduzindo as horas dispendidas em cada uma das tarefas e actualizando a 
estimativa global para a realização da tarefa. Através destes registos e do número de 
total de horas estimado para a concretização de todas as tarefas, é gerado o Burn Down 
Chart. Este serve de indicador sobre o estado actual do Sprint, indicando se o progresso 
respeita as estimativas. 
No final do Sprint é realizada uma reunião (Demo Meeting) com o Product Owner 
onde são demonstradas as funcionalidades implementadas, dando assim origem a um 
incremento do produto final. Depois a Equipa realiza uma retrospectiva (Scrum Sprint 
Retrospective) para identificar problemas que tenham surgido durante o Sprint, resolve-
los e evitá-los no próximo Sprint. Uma vez concluída a retrospectiva, inicia-se 
novamente o processo procedendo ao planeamento do próximo Sprint. 
Este ciclo irá manter-se até que todas a funcionalidades tenham sido desenvolvidas 
ou até que o dono do produto decida que as funcionalidades ainda não desenvolvidas 
não aportam valor suficiente para justificar o investimento na sua construção. 
Figura 2 - Ciclo Scrum 
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O processo aqui descrito pode ainda ser estendido a mais do que uma Equipa, 
sendo que cada uma delas realiza este mesmo processo de forma independente e 
paralela. O ponto de intersecção entre cada uma das equipas será uma nova Daily 
Meeting mas desta vez realizada somente entre os Scrum Masters. Aqui, cada um dos 
Scrum Masters indica o estado do desenvolvimento da sua Equipa, tentando resolver em 
conjunto qualquer tipo de impedimentos que possam surgir ao progresso de uma das 
Equipas. Em média o número total de equipas não deverá ultrapassar as cinco. 
2.5 Extreme Programming 
O facto de o Scrum ser uma metodologia ágil orientada à gestão permite-nos 
combiná-la com outro tipo de metodologias ágeis que sejam orientadas à engenharia 
software, como por exemplo o Extreme Programming (XP) [10] . 
Esta metodologia é uma das mais conhecidas, e tal como o seu nome sugere, é 
centrada na programação. O seu objectivo é pegar nas técnicas e práticas usuais e levá-
las ao extremo, encorajando desenhos simples, efectivos e orientados de forma a 
optimizar o valor para o negócio. Dos seus quatro valores nucleares – comunicação, 
simplicidade, feedback e coragem - é derivado um conjunto de práticas bastantes vasto, 
no entanto, a aplicação simultânea de todas estas práticas é um processo bastante 
complexo e com necessidades organizacionais muito específicas. Tendo em conta a 
estrutura organizacional da Truewind, âmbito do projecto e equipa de desenvolvimento, 
foi decido aplicar um subconjunto das práticas preconizadas por esta metodologia, 
descrevendo-se aqui apenas as que foram adoptadas para o projecto. 
 
 Planeamento Iterativo – Planeamento realizado apenas no inicio de cada uma 
das iterações. 
 Entregas frequentes – Realizadas entregas no final de cada iteração. 
 Desenho simples – Deve ser usado o desenho mais simples que sirva a 
funcionalidade em questão. Não devem ser realizados desenhos a pensar em 
coisas que poderão nunca surgir. 
 Testar – Testar tudo e se possível tentar automatizar o processo. 
 Refazer – Em vez de desenhar todo o sistema no inicio, deve-se ir desenhando 
ao longo do processo de desenvolvimento, realizando melhoramentos se 
necessário. Tentar alterar a implementação sem alterar o interface da 
funcionalidade, e utilizar a automatização dos testes para determinar o impacto 
das alterações. 
 Detenção colectiva do código – Qualquer elemento pode realizar alterações a 
qualquer parte do código em qualquer altura. 
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 Integração contínua – Todo o código é constantemente reconstruído e testado de 
forma automática. 
 Equipa em bloco – A equipa funciona como um todo. Os membros que a 
constituem são encorajados a serem mais generalistas do que especialistas, 
aprendendo sobre todas as tecnologias e requisitos. 
 Standards de codificação – De forma a maximizar a comunicação, a equipa 
estabelece padrões de codificação, assegurando assim práticas de codificação 
consistentes. 
 Cliente disponível – Tendo acesso directo e constante com o cliente permite à 
equipa trabalhar o mais rápido possível. 
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Capítulo 3 
Descrição Funcional e Tecnológica 
Este capítulo descreve de forma sucinta os requisitos funcionais do produto, 
apresentando de seguida as tecnologias utilizadas para o seu desenvolvimento. Como a 
metodologia utilizada foi o Scrum, os requisitos foram expostos na forma de uma lista 
de alimentou o Product Backlog. Esta listagem apenas apresenta o conjunto de 
funcionalidades que devem ser implementadas, mas não fornece grande detalhe sobre as 
mesmas. O detalhe de cada uma das funcionalidades foi obtido no planeamento de cada 
um dos Sprints, onde o cliente explicava como pretendia ver concretizada cada uma das 
funcionalidades. 
3.1 Descrição Geral 
O produto a desenvolver é um sítio de comércio electrónico que, por oposição 
aquilo que é mais usual, não vende produtos físicos mas sim informação. 
A Coface actua num vasto conjunto de países e realiza diversos tipos de análise 
financeira e de crédito a entidades, sejam elas particulares ou empresas. Desta análise 
resultam diversos tipos de produtos de informação que se pretendem vender através 
deste sítio de comércio electrónico. Disponibilizam-se produtos de informação sobre 
entidades portuguesas (produzidos em Portugal) e produtos de informação sobre 
entidades de outros países (produzidos por sucursais e empresas associadas da Coface 
nesses países) com especial destaque para a Espanha que, através de um suporte 
tecnológico avançado, permite a apresentação de produtos de informação bastante 
avançados. 
3.2 Principais Operações 
Independentemente do conjunto de páginas que componham o sítio, existe um 
conjunto de operações que podem ser consideradas nucleares. Estas são as principais 
operações que um utilizador pode realizar e as que mais influenciam o negócio do 
cliente. 
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3.2.1 Autenticação e Controlo de Acessos 
Esta é uma operação fundamental para qualquer tipo de sítio que permita manipular 
o património de determinada organização. Tal como o nome indica, é necessário 
autenticar um cliente, neste caso implementada através de um par <nome de utilizador, 
palavra-chave>, que em caso de sucesso, permitirá acesso aos conteúdos do sítio. 
Depois de realizado o processo de autenticação é necessário ainda proceder a um 
controlo de acessos. Existem diversos factores que podem influenciar o acesso do 
utilizador a determinado conteúdo, sendo que todos se enquadram em duas categorias: 
tipo de utilizador e tipo/estado do contracto. 
As interdições ao nível do tipo de utilizador apenas restringem a quantidade de 
informação apresentada, seguindo os utilizadores uma hierarquia pré-definida, onde um 
utilizador de um determinado nível visualiza a sua informação e a de todos os níveis 
hierarquicamente inferiores.  
Já o contracto permite restringir o acesso de acordo com as suas propriedades da 
relação contratual instituída entre a Coface e o cliente, especificando este contrato o tipo 
de produtos a que o utilizador tem acesso e a quantidade de produtos que pode adquirir. 
3.2.2 Pesquisa 
 Esta funcionalidade permite a pesquisa de entidades por um conjunto de 
parâmetros, fornecendo uma forma de encontrar, na vasta base de dados da Coface, 
determinada entidade sobre a qual se pretende informação. As informações disponíveis 
sobre as entidades pesquisadas variam de acordo com o país onde as mesmas residem, 
variando também os critérios de pesquisa disponíveis. Exemplos destes critérios são o 
nome da entidade e o número de identificação fiscal. 
O desempenho das pesquisas varia também por exemplo em função da distância da 
fonte de informação (que se pode encontrar noutro país), pela tecnologia utilizada, ou 
pela quantidade de informação disponível. Com a existência destas variantes surge 
também a necessidade de soluções que as contemplem caso a caso, tratando cada uma 
delas de forma independente e optimizada.  
3.2.3 Compra 
Depois de encontrar a entidade sobre a qual se pretende a informação, e de 
seleccionar e configurar o produto pretendido, o utilizador pode adquirir esse produto. 
Quando comparado com a generalidade dos sítios de comercio electrónico este 
apresenta algumas especificidades: tratando-se de produtos de informação estes são 
imediatamente entregues ao cliente (quando disponíveis), não existindo a necessidade 
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de enviar fisicamente artigos ao cliente; para além disto, este sítio é de acesso reservado 
a clientes com um contrato previamente firmado com a Coface, pelo que a aquisição de 
um produto e o pagamento estão desfasados, sendo os pagamentos processados por 
outros sistemas e processos. 
A selecção de produtos e as quantidades disponíveis, assim como as entidades 
sobre as quais os produtos podem ser adquiridos variam em função do contrato 
estabelecido entre a Coface e o cliente, impondo uma flexibilidade e dinamismo ao 
sistema para disponibilizar ao cliente uma oferta personalizada, mantendo uma 
uniformidade de tratamento e aspecto que permita aos utilizadores identificarem o sítio 
com a marca Coface. 
3.3 Secções/Páginas 
São aqui apresentadas as principais secções do sítio e o conjunto de páginas que 
lhes estão associadas, descrevendo-se sucintamente o conjunto de acções e informação 
contida em cada uma. Apresenta-se aqui apenas o nível de detalhe estritamente 
necessário para compreender o funcionamento e o objectivo de cada página. 
3.3.1 Página de Pesquisa 
Esta página permite pesquisar entidades registadas em diversos países, navegar nos 
resultados e seleccionar entidades sobre as quais se pretendem adquirir produtos. 
Os critérios de pesquisa disponíveis variam consoante o país que se pretende 
pesquisar, sendo a variação de critérios de pesquisa implementada usando Ajax e 
mantendo a funcionalidade e o aspecto tão uniformes quanto possível. 
Após a realização de uma pesquisa, o utilizador pode seleccionar uma entidade, 
sendo redireccionado para a página de Selecção de Produto para poder personalizar o 
seu pedido antes de realizar a compra. 
3.3.2 Selecção de Produto 
Nesta página (Figura 3) são apresentadas todas as opções de configuração do 
produto a adquirir. O acesso a esta página é realizado através da selecção de uma 
entidade na lista de resultados da pesquisa, permitindo assim uma selecção prévia das 
configurações a apresentar.  
A disposição da informação nesta página é realizada através de três secções: 
 Identificação da entidade – Informação detalhada sobre a entidade seleccionada, 
permitindo ao utilizador confirmar se esta é a entidade que procura. 
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  Lista de produtos – Lista de produtos disponíveis para compra sobre a entidade 
seleccionada. 
Figura 3 - Página de Selecção de Produto 
Capítulo 3. Descrição Funcional e Tecnológica 
 
21 
 Opções do produto – Configuração do produto que se vai adquirir, como por 
exemplo a língua do produto ou meio de expedição do mesmo. Esta 
configuração é dinâmica, ajustando-se ao tipo de produto seleccionado, ao perfil, 
e contrato sob o qual opera o utilizador. 
Depois de realizadas todas as configurações, o utilizador poderá realizar a compra, 
sendo posteriormente redireccionado novamente para a página de pesquisa, local onde 
devem ser apresentadas quaisquer mensagens indicadoras do estado da compra 
realizada. 
3.3.3 Listagens com Filtros, Ordenação e Navegação 
Existe um grupo de páginas que partilham um conjunto de requisitos. São primeiro 
enumeradas as características comuns, realizando-se de seguida uma descrição das 
funcionalidades disponibilizadas por cada uma delas: 
 Listagem – As listagens são apresentadas em forma de tabela com as entradas 
correspondentes ao tema da página. 
 Ordenação – As listagens permitem a ordenação por um conjunto de campos 
(colunas), bastando para isso clicar no cabeçalho das mesmas. Caso a listagem 
não esteja já ordenada pela coluna tocada pelo utilizador, ordena-se a listagem 
por ordem descendente dessa coluna; inverte-se a ordem no caso contrário. 
 Paginação – Podendo as listagens conter mais dados do que os acomodados pela 
tabela, é possível ao utilizador navegar na lista através de um esquema de 
páginas. A navegação é realizada através do seguinte conjunto de botões: 
anterior, seguinte, e conjunto de hiperligações para as cinco páginas que 
antecedem e sucedem a página actual. 
 Filtros – É possível restringir o conteúdo das listagens aplicando um conjunto de 
filtros. Estes filtros variam com a informação disponível em cada listagem, e, 
mesmo depois de aplicados, mantém-se todas as funcionalidades de ordenação e 
paginação/navegação atrás descritas.  
Estas funcionalidades são implementadas minimizando o impacto para os 
utilizadores e aumentando a responsividade, minimizando o recarregamento integral das 
páginas através do seguinte conjunto de acções: refrescar apenas as zonas e 
componentes afectadas pela operação solicitada pelo utilizador; fornecer textos para 
completarem automaticamente as entradas que o utilizador começou a escrever; e 
permitir a navegação nas diversas páginas de uma listagem sem que o contexto visual 
seja perdido. A Figura 4 apresenta uma das páginas que disponibilizam este tipo de 
funcionalidades, os Movimentos. 




A Mailbox é uma caixa de entrada de produtos adquiridos, funcionando como um 
dos meios de expedição. Esta página consiste numa listagem onde cada uma das 
entradas corresponde a um produto adquirido, existindo uma hiperligação que permite a 
visualização e carregamento do ficheiro associado. É também possível seleccionar 
diversos produtos e realizar o carregamento de um ficheiro no formato ZIP que agrega 
os ficheiros associados. Os produtos presentes na Mailbox estão no formato PDF. 
Portefólio/Carteira 
É apresentada uma listagem de todas as entidades sobre as quais foi adquirido 
algum produto. Cada entrada representa uma entidade, e caso o utilizador seleccione 
uma delas, deve ser apresentado um painel extensível adjacente ao local da entrada. 
Neste painel é apresentada uma listagem dos produtos adquiridos daquela entidade, 
indicado a data em que cada um deles foi adquirido e fornecendo uma hiperligação para 
aquisição de mais produtos dessa entidade. O utilizador pode ainda seleccionar diversas 
entidades e descarregar um ficheiro no formato XLS com respectiva listagem. 
No inicio da página são apresentados três gráficos representando indicadores 
calculados sobre as entidades do portefólio, nomeadamente o risco, a dimensão e a 
forma jurídica.  
Figura 4 - Página de Movimentos (Filtrável com Ordenação e Paginação) 




Nesta página (Figura 4) é apresentada a listagem dos movimentos realizados sobre 
a conta, nomeando-se quais o produtos que foram adquiridos, quando e por quem foram 
pedidos e quando foi recebida a resposta. Caso o utilizador seleccione uma entidade, são 
disponibilizados no mesmo local, através de um painel extensível, dois tipos de 
interacção: enviar um pedido de esclarecimento ou realizar um pedido de segunda via. 
Aqui é também possível seleccionar diversas entradas para realizar o descarregamento 
de um ficheiro XLS com a listagem respectiva. 
Carteira InfoVigilância 
A InfoVigilância é um produto que permite ao utilizador receber periodicamente 
novas versões do relatório que pediu sobre uma determinada entidade. Durante o 
período contratado, tipicamente doze meses, sempre que houver nova informação sobre 
essa entidade, a Coface envia uma nova versão desse relatório para todos os clientes que 
tenham contratado esse serviço, indicando ainda qual a secção do relatório actualizada. 
Assim, nesta secção, é possível gerir as entidades em InfoVigilância, disponibilizando-
se acções para remover a entidade, renovar o serviço ou ainda seleccionar várias 
entidades e descarregar um ficheiro XLS com a listagem respectiva. 
Relatórios InfoVigilância 
Esta página é funcionalmente idêntica à da Mailbox, diferenciando-se apenas em 
dois pontos: funciona como o meio de expedição dos produtos recebidos através da 
subscrição da InfoVigilância; e adicionalmente indica qual a secção do produto que foi 
alvo de actualizações. 
3.3.4 Perfil 
Esta página permite actualizar o perfil do utilizador, definindo um conjunto de 
características que personalizam a experiência no sítio Web às preferências do 
utilizador. As principais secções são: 
 Dados Pessoais – Definição de dados pessoais e de contacto do utilizador. 
 Configuração da página de inicio – Selecção das secções a incluir na página de 
inicio do sítio. 
 Dados por omissão – Definição da configuração por omissão a utilizar 
principalmente no processo de pesquisa e compra. 
 Dados dos extractos – Informação não editável sobre as configurações actuais de 
emissão dos extractos. 




Esta página é apresentada quando o utilizador inicia a sessão e apresenta um 
resumo da conta do utilizador, fornecendo o suporte para passar mensagens genéricas de 
funcionamento, específicas do contrato ou promocionais ao utilizador (Figura 5). É 
apresentada informação resumida dos dados do utilizador e do respectivo contracto, os 
contactos gerais da Coface e do gestor de conta do utilizador em causa. 
É também apresentada uma secção que permite realizar uma pesquisa rápida, a qual 
disponibiliza um conjunto mais reduzido de opções, navegando para a página real de 
pesquisa onde serão apresentados os resultados. 
São ainda apresentadas três outras secções opcionais: últimas três entradas da 
Mailbox (permitindo o acesso rápido aos últimos produtos adquiridos), gráficos 
relativos às entidades presentes no Portefólio e lista de entidades que estão em 
Figura 5 - Dashboard 
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InfoVigilância. Estas secções são consideradas opcionais pois dependem da 
configuração existente Perfil (Secção 3.3.4 ). 
3.4 Acções em Bloco 
Esta funcionalidade consiste na realização do conjunto de passos associado ao 
processo de pesquisa e compra mas em blocos de entidades. Este tipo de operação pode 
ser de três tipos: InfoVigilância, Qualificação e Pedido de Relatórios. O primeiro 
permite activar ou desactivar o serviço de InfoVigilância de um conjunto de entidades. 
O segundo permite obter um pequeno conjunto de informação sobre cada uma das 
entidades, semelhante à informação sobre a entidade apresentada na página de Selecção 
de Produto (Secção 3.3.2 ). O último tipo será o mais complexo pois permite 
seleccionar e comprar um relatório específico para cada uma das entidades. Este 
processo deve ser iniciado com o carregamento de um ficheiro no formato XLS e 
baseado num modelo fornecido pela Coface, o qual deve conter em cada linha 
informação que identifique uma entidade.  
3.5 Desempenho 
Em termos de desempenho não foram quantificados requisitos, tendo-se afirmado 
que é imperativo que a utilização do sítio seja agradável e apelativa, por forma a que 
este possa ser a principal ferramenta de trabalho dos utilizadores.  
Foram identificadas funcionalidades específicas que lidam com grandes 
quantidades de informação, tendendo a prejudicar a navegação no sítio. De forma a 
mitigar este problema, recorreu-se a técnicas que reduzem a quantidade de informação a 
carregar. 
As funcionalidades de acções em bloco, uma vez que consomem bastantes 
recursos, são as que necessitam de um desenho mais cuidado. Tendo estas, uma menor 
taxa de utilização no sítio, foram implementadas de forma a não prejudicar as 
funcionalidades gerais do sítio. 
3.6 Tecnologia 
Após ter sido realizada uma breve descrição funcional do sítio, são apresentadas de 
seguida as tecnologias utilizadas no desenvolvimento do projecto. Para explicitar o 
papel de cada uma delas no processo de desenvolvimento, assim como a sua 
contribuição para a aplicação final, agruparam-se as diversas tecnologias em três 
categorias distintas: nucleares, validação e de construção.  
Consideraram-se tecnologias nucleares aquelas estritamente necessárias para a 
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operação da aplicação. Consideraram-se tecnologias de validação aquelas que foram 
utilizadas para verificar e monitorizar o código da aplicação desenvolvida, contribuindo 
assim para a qualidade final da mesma. Finalmente consideraram-se tecnologias de 
construção aquelas que permitem uma uniformização do processo de construção, 
evitando discrepâncias entre os diversos elementos da equipa. 
3.6.1 Tecnologias nucleares 
Para a construção do sítio de comércio electrónico, foi usada a plataforma Java 
Enterprise Edition (JEE) [11] sobre o servidor aplicacional Oracle WebLogic 10.3 [12], 
tendo estas tecnologias sido impostas pelo cliente, alavancando a experiência e os 
conhecimentos desenvolvidos pelo cliente, rentabilizando investimentos anteriores em 
infra-estrutura e formação, e potenciando a integração com outros sistemas 
desenvolvidos na mesma tecnologia 
A plataforma JEE é composta por um conjunto muito diversificado de tecnologias, 
especificando o funcionamento dos diversos componentes e disponibilizando 
implementações de referência. No resto desta secção apresentam-se os componentes da 
plataforma JEE usados na construção do sítio. 
Enterprise Java Beans 3.0 (EJB) 
Os EJBs [13] são classes Java que, respeitando determinado interface, são 
executadas no âmbito de um contentor aplicacional, que completa a funcionalidade 
implementada nessas classes com um conjunto de características exigidas pelas 
aplicações de negócio como escalabilidade ou gestão transaccional. 
Permitem a fácil implementação de regras de negócio, permitindo ao programador 
focar-se na funcionalidade que deseja implementar e libertando-se de questões que pode 
relegar para o contentor de EJBs, como por exemplo a gestão transaccional. Estas 
funcionalidades oferecidas pelo contentor aplicacional representam uma mais-valia 
significativa no processo de desenvolvimento, pois permitem aos programadores 
beneficiarem de implementações de grande qualidade, fortemente testadas e certificadas 
para problemas de difícil solução, e cuja correcta codificação não está ao alcance do 
programador comum. 
O acesso a funcionalidades implementadas em EJBs realiza-se através da 
instanciação do EJB em causa, bastando para isso apor sobre a variável que se pretende 
que venha a representar um ponto de acesso à funcionalidade disponibilizada, uma 
anotação que permite ao contentor aplicacional saber qual o EJB que o programador 
pretende referenciar (Exemplo 1). Ao executar esta classe o servidor aplicacional 
injecta nesta variável uma referência remota para o EJB, podendo o programador usá-lo 
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como qualquer outra classe. Alternativamente a configuração pode ser realizada num 
ficheiro de XML.  
 @EJB(mappedName="corbaname:iiop:REMOTE-HOST:3700#RemoteObjectType")) 
  RemoteObjectType remoteBank; 
Exemplo1 – Anotação utilizada para instanciar um EJB. 
Os EJBs podem ser de dois tipos: Session Beans ou Message-Driven Beans. 
Os Session Beans implementam funcionalidades síncronas. Para aceder às 
funcionalidades implementadas por este tipo de EJBs, as aplicações cliente invocam os 
métodos disponibilizados pelos mesmos, abstraindo a complexidade das regras de 
negócio executadas. Existem dois tipos de Session Beans: sem estado (Stateless) e com 
estado (Statefull). O primeiro não guarda qualquer tipo de informação relacionada com 
o cliente que o invoca e como tal permite maior escalabilidade, tendo o cliente de ficar 
responsável (caso seja necessário) por manter o estado da interacção com os Beans. O 
segundo tipo consegue guardar informação sobre o cliente que o invoca, 
disponibilizando assim uma forma transparente de gerir o estado do cliente no lado do 
servidor. 
Um Message-Driven Bean (MDB) é um Bean que permite às aplicações processar 
mensagens assincronamente. Normalmente são invocados quando o serviço de 
mensagens do Java (Java Message System – JMS) recebe uma mensagem e esta 
corresponde ao tipo para o qual o Bean se registou. Os clientes utilizam um interface 
genérico para criar mensagens e estas são processadas assincronamente pelo MDB. Este 
tipo de Beans partilha também muitas das propriedades dos Stateless Session Beans: 
não guardam qualquer tipo de informação sobre um cliente; todos os Beans são 
considerados iguais, o que permite atribuir a mensagem a qualquer uma das instâncias; e 
uma única instância pode processar mensagens de diversos clientes. 
Java Persistence API (JPA) 
O JPA [13] disponibiliza uma projecção objecto-relacional que facilita a gestão de 
informação relacional nas aplicações Java por parte dos programadores, dispensando os 
programadores da actividade (trabalhosa e tendente a erros) de codificarem os seus 
próprios comandos de SQL para escreverem ou recuperarem informação da base de 
dados.  
A entidade é um conceito central na projecção objecto-relacional: uma entidade é 
uma representação persistente de um objecto do domínio. O principal artefacto de 
programação neste componente é a Entity Class. Esta é uma classe Java anotada para 
associar a classe a uma tabela na base de dados relacional e os atributos da classe aos 
campos da tabela.  
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O mapeamento objecto-relacional oferecido pelo JPA é bastante rico permitindo 
mapear automaticamente vários tipos de relações entre objectos, bem como a herança, 
permitindo simultaneamente aproveitar algumas características chave das bases de 
dados relacionais, como a integridade referencial ou a atribuição automática de 
identificadores aos objectos criados. 
 A realização de interrogações à base de dados pode ser realizada de duas formas: 
usando Java Persistence Query Language (JPQL) [13] ou SQL nativo. O JPQL é uma 
linguagem de interrogação ao nível da orientação a objectos, em que o programador 
exprime as suas interrogações usando construções da linguagem Java, como nomes de 
classes. O SQL é a linguagem de interrogação implementada pelo sistema relacional de 
suporte. 
A implementação utilizada para este componente foi o Oracle TopLink Essentials 
[14], a qual respeita a especificação JPA 1.0. 
Java Server Faces (JSF) 
Para que se consiga descrever esta tecnologia é necessário compreender as noções 
de Servlet e Java Server Pages. 
Uma Servlet é uma classe Java utilizada para estender a capacidade que um 
servidor tem de ser acedido, processando a informação dinamicamente através de um 
modelo de pedido-resposta. As Servlets podem responder a diversos tipos de pedidos, 
no entanto atendendo à sua elevada taxa de utilização em aplicações Web, é ainda 
disponibilizado um conjunto específico de classes Servlet que visam apenas tratar 
pedidos HTTP.  
Java Server Pages (JSP) é uma tecnologia Java disponibilizada pelos servidores 
aplicacionais e que permite a criação de páginas Web, disponibilizando um conjunto 
alargado de etiquetas que permitem incluir conteúdo estático, dinâmico ou mesmo 
código Java. As JSPs podem ser consideradas uma abstracção das Servlets. 
Apesar do JSP permitir criar páginas de forma mais simples, continua a misturar 
muito do código de apresentação com o código de tratamento de dados. Este problema 
acabou por dar origem ao desenvolvimento da tecnologia Java Server Faces (JSF). 
O JSF [15] é uma plataforma de componentes de interface do utilizador que actuam 
no lado do servidor. Esta tecnologia é composta por dois componentes: uma API que 
representa e gere o estado dos componentes do interface, realiza o tratamento de 
eventos, validações, conversão de dados, navegação e internacionalização; e um 
conjunto de etiquetas de JSP que permitem projectar os componentes numa página JSP, 
e associar esses mesmos componentes aos objectos presentes no lado do servidor. 
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Esta tecnologia conduz à separação clara entre a apresentação, o código de 
tratamento de dados, e o controlo da navegação. O JSF é baseado no modelo Model 
View Controler (MVC) [16]: 
 A vista é materializada através de um conjunto de páginas JSP que apresentam 
ao utilizador o interface da aplicação; 
 O modelo é construído com classes Java que representam os dados apresentados 
e tratam a informação em função dos eventos enviados pelo utilizador através da 
vista; 
 O controlador é especificado através de um ficheiro de configuração que 
parametriza a navegação possível entre as várias vistas com base no resultado do 
tratamento de eventos realizado pelo modelo. 
 
Tipicamente uma aplicação JSF é composta pelas seguintes partes: 
 Um conjunto de páginas JSP (apesar de não ser obrigatório usar esta tecnologia 
como camada de apresentação). 
 Um conjunto de “backing beans”, que são Java Beans que definem as 
propriedades e funções para os componentes de cada uma das páginas. 
 Um ficheiro de configuração da aplicação, no qual são definidas as regras de 
navegação e validação, assim como os backing beans que suportam a aplicação. 
 Um descritor de implantação (deploy). 
 Possivelmente um conjunto de objectos personalizados criados pelo 
programador. Estes objectos podem incluir desde componentes personalizados 
até validadores ou conversores. 
 Um conjunto de etiquetas personalizadas que representam os objectos criados 
pelo utilizador.  
ICEfaces 
O ICEfaces [17] é uma implementação do JSF e plataforma para criação de 
aplicações integradas Ajax/Java. Esta permite aos programadores criar facilmente 
interfaces leves, ou seja, interfaces que recorrem à tecnologia Ajax, diminuindo 
drasticamente a quantidade de dados carregados, e aumentando a capacidade de 
utilização por parte dos utilizadores. Com esta plataforma a programação é efectuada 
unicamente em Java, isolando a necessidade de desenvolver qualquer tipo de código em 
JavaScript [18]. Outra das grandes vantagens desta plataforma é suportar Ajax Push, 
uma tecnologia que permite actualizar as páginas através de comunicação iniciada por 
parte do servidor, sem que seja necessária a intervenção do utilizador para que o 
interface da aplicação seja alterado. 
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Para a construção da aplicação foram utilizadas duas implementações da 
especificação JSF 1.0: a implementação de referência disponibilizada pela Sun e o 
ICEfaces (1.7). Estas duas implementações foram combinadas para usar os melhores 
componentes (gráficos, interactividade, validadores e conversores) disponibilizados por 
cada uma destas plataformas. 
Java Message System API (JMS) 
O JMS [15] consiste num sistema que permite às aplicações criar, enviar, receber e 
ler mensagens de forma assíncrona e fiável. Foi utilizada a implementação 
disponibilizada pelo servidor aplicacional Oracle WebLogic 3.0. 
A JMS API disponibiliza e define os interfaces e semântica necessários para que as 
aplicações escritas em Java consigam interagir com os diversos tipos de 
implementações de serviços de mensagens existentes. Usando a JMS API consegue-se 
minimizar a quantidade de conceitos que o programador necessita de compreender, 
maximizando a portabilidade do código entre os sistemas de mensagens oferecidos por 
distintos fornecedores. 
Spring Security 
O Spring Security é uma plataforma desenvolvida para JEE, que faz a gestão do 
processo de autenticação e controlo de acessos em aplicações JEE para a Web. Esta 
plataforma permite a definição declarativa de políticas de protecção, sendo usada uma 
linguagem bastante expressiva que permite controlar facilmente os acessos à aplicação. 
Esta plataforma é reconhecida por ser bastante eficiente no seu propósito, sendo hoje em 
dia utilizada em agências governamentais, operações militares e bancos. [19]. 
Log4J 
O Log4j é uma biblioteca para a criação e gestão de diários (logs). Disponibiliza 
múltiplas funcionalidades interessantes como diário eficaz, gestão de níveis de relato, 
tanto ao nível do lançamento de eventos de relato como ao nível do registo dos mesmos, 
configuração dos formatos de saída, e reconfiguração dinâmica [20]. 
3.6.2 Tecnologias de Validação 
O código produzido foi sujeito a uma vasta bateria de testes. Para a realização 
destes testes foram usadas várias ferramentas de automatização e análise estática de 
código que se apresentam nesta secção. 




O JUnit [21] é uma plataforma de código-aberto que simplifica a criação de testes e 
automatiza a sua execução. Permite desenvolver rapidamente testes isolados a 
componentes do sistema, sem que seja necessário criar programas específicos. 
Usando o JUnit o programador pode testar individualmente cada método e 
submete-lo a um conjunto de estímulos, indicando o programador quais os dados de 
entrada a passar a cada método e especificando qual o comportamento que espera do 
método, indicando quais os valores de saída esperados, quais as excepções, ou mesmo o 
estado do objecto após a sua execução. Depois de configurada, a plataforma encarrega-
se de executar os testes especificados, podendo esta execução ser invocada directamente 
pelo programador no ambiente integrado de desenvolvimento, através de guiões 
automatizados de teste (executados em lote a pedido do programador) ou executados 
automaticamente pelo servidor de integração, validando os incrementos de 
funcionalidade submetidos pelos programadores. 
A utilização de testes unitários diminui o tempo dispendido a depurar o código, 
permitindo a sua execução regular sem interromper o processo de desenvolvimento, 
possibilitando detectar se alguma peça de código desenvolvida violou a sua 
especificação ou quebrou algum do restante código. 
Shale 
O Shale [22] é uma plataforma que permite simular o ambiente JSF. O JSF é uma 
infra-estrutura complexa, preparada para correr no ambiente providenciado por um 
servidor aplicacional JEE; o seu funcionamento depende da articulação de um conjunto 
de eventos, propriedades, bibliotecas, que apenas estão disponíveis quando se trata de 
uma aplicação Web. Os testes unitários não são realizados no âmbito de uma aplicação 
desse género, tornando-se complexo desenvolver todo o código necessário para 
conseguir esse ambiente.  
O Shale fornece este ambiente, proporcionando uma fácil integração com o JUnit. 
Para se criar uma nova classe de testes simulando o ambiente providenciado por um 
servidor aplicacional, basta estender uma classe oferecida pelo Shale, passando a estar 
disponíveis as propriedades e eventos do JSF. 
JMock 
O JMock [23] é uma biblioteca que permite a criação de objectos simulados para 
suporte ao desenvolvimento orientado por testes. 
O teste unitário de objectos implica a disponibilização ao objecto que se pretende 
testar, do ambiente que este objecto enfrentará quando integrado no sistema. Em 
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particular, quando o funcionamento de determinado objecto depende de outros 
componentes é difícil testá-lo sem lhe disponibilizar todos esses componentes; no 
entanto, para a realização de testes unitários pretende-se separar o mais possível cada 
um destes componentes, isolando tão cedo quanto possível (idealmente na fase de 
desenvolvimento) todos os possíveis defeitos. 
Os objectos simulados são objectos que se fornecem ao objecto que se pretende 
testar e que têm o mesmo interface dos componentes de que este depende e que espera 
encontrar quando em produção. O JMock gera automaticamente estes objectos partindo 
de uma especificação do seu interface dada pelo programador; pode também ser 
especificado o comportamento que se pretende dos objectos simulados, indicando as 
mensagens que este interface deve fornecer quando vier a ser invocado pelo objecto que 
se pretende testar. Por exemplo: uma aplicação dividida em dois módulos, um módulo 
com funções de negócio e acesso a dados e outro de apresentação. Para testar o módulo 
de apresentação pretende-se isolá-lo do módulo de negócio, simulando os casos em que 
existem dados, os casos em que não existem ou ainda os casos em que ocorre algum 
tipo de excepção. O JMock permite criar uma instância simulada do objecto que 
disponibiliza as funções de negócio, especificando-se o que o objecto deve devolver 
quando for invocado um método dessa instância com um determinado conjunto de 
parâmetros.  
TruewindEjb3Unit 
Esta é uma biblioteca desenvolvida pela Truewind que visa auxiliar a realização de 
testes para EJB 3.0. Os EJBs utilizam recursos que são injectados pelo servidor 
aplicacional. Realizar os testes fora desse contexto requer que a plataforma de testes se 
substitua ao servidor aplicacional, inicializando estes recursos e injectando-os nos EJBs. 
Esta biblioteca analisa o EJB que se pretende testar, inicializa os recursos requeridos e 
injecta-os no EJB, simplificando a realização dos testes. 
Esta biblioteca substitui-se também à geração transaccional oferecida pelo servidor 
aplicacional tratando as transacções de teste. Sempre que é iniciado um teste é criada 
uma nova transacção, o teste é executado e aferem-se as expectativas contra os 
resultados apurados; caso o teste tenha alterado dados (por exemplo alterando ou 
inserindo valores numa base de dados ou registando uma mensagem numa fila) reverte 
todas as alterações realizadas, repondo o estado original do ambiente antes da execução 
do teste, preservando a informação armazenada nas diversas fontes de informação. 
São também disponibilizados nesta biblioteca utilitários para inspeccionar e 
manipular os objectos que se pretendem testar (por exemplo inspeccionando os valores 
de atributos privados ou invocando métodos privados), permitindo validar o 
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funcionamento dos objectos e reduzir a granularidade das unidades testadas sem alterar 
o interface dos objectos. 
Ferramentas de Análise Estática 
Para validar a qualidade do código desenvolvido e dos testes realizados, foi 
utilizado um conjunto de ferramentas de análise estática que detectam erros comuns, os 
quais podem deteriorar o desempenho da aplicação, dificultar a manutenção da mesma, 
induzir os programadores em erro ou até mesmo causar problemas de segurança. As 
ferramentas utilizadas foram seleccionadas tendo em vista a obtenção de um equilíbrio 
entre a qualidade do produto final e o custo do seu desenvolvimento. 
As ferramentas descritas de seguida foram integradas com as ferramentas de 
construção, analisando o código à medida que o mesmo era produzido e oferecendo ao 
programador uma vista para a qualidade do código que produz. 
PMD 
O PMD [24] é uma ferramenta de análise de código Java, que rastreia o código 
fonte na tentativa de encontrar potenciais problemas, tais como: 
 Declarações try/catch/finally/switch vazias. 
 Código não utilizado como, por exemplo, variáveis, parâmetros, métodos 
privados e importação de classes. 
 Código sub-optimizado, como por exemplo uso desnecessário de 
String/StringBuffer. 
 Expressões complicadas desnecessariamente, como por exemplo ciclo for com 
um if, quando podem ser realizadas com um simples while. 
 Código duplicado, tipicamente com origem em acções de copiar/colar. Este tem 
uma designação própria e pode ser referenciado como um indicador de CPD 
(Copy/Paste detector). 
Para além de poder ser integrada nas ferramentas de construção, esta pode também 
ser integrada com editores (IDEs) possibilitando uma primeira triagem dos erros. 
FindBugs 
O FindBugs [25] é uma ferramenta de análise estática que permite detectar erros no 
código, detectando também possíveis problemas de segurança. 
O código é comparado contra uma lista de erros típicos bastante extensa, sendo os 
problemas detectados catalogados de acordo com um conjunto de categorias de 
relevância para a aplicação como por exemplo: má prática, vulnerabilidade no código, e 
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desempenho. Esta catalogação permite prioritizar tarefas de correcção, garantindo assim 
que os problemas de maior importância serão resolvidos primeiro. 
Cobertura 
O Cobertura [26] é uma ferramenta que permite avaliar qual o código da aplicação 
percorrido por testes unitários: começa por instrumentar o código a testar, executa os 
testes unitários e regista os resultados, produzindo um sítio em HTML com o relatório 
da cobertura. Este relatório indica quais as zonas de código testadas, quais as zonas de 
código não testadas, e quais as zonas de código parcialmente testadas; indica também 
qual a percentagem de linhas de código e de ramos de código exercitadas pelos testes. 
Esta ferramenta é muito útil para o programador, pois mostra claramente qual a 
qualidade dos testes unitários desenvolvidos para determinado objecto, evidenciando 
ramos que podem não ser óbvios, mas que podem não ter sido exercitados por qualquer 
teste. 
O desenvolvimento de testes unitários tem um custo significativo. Esta ferramenta 
é também muito útil para a gestão de projecto, pois permite balancear o equilíbrio entre 
o custo do projecto e a qualidade do código, quantificando objectivamente a garantia de 
qualidade. A análise de risco realizada a um projecto de software resulta tipicamente em 
vários níveis de risco, por exemplo: um projecto que implemente lógica de 
movimentação de fundos e também lógica de definição de opções de apresentação, pode 
ser considerado como tendo risco elevado nas funcionalidades relacionadas com fundos, 
e risco baixo nas funcionalidades relacionadas com as opções de apresentação. A 
quantificação da cobertura dos testes unitários sobre o código permite estipular 
objectivos diferentes, especificando uma cobertura muito elevada para as zonas de risco 
elevado e cobertura mais reduzida para as zonas de menor risco, permitindo reduzir 
custos de projecto realizando menos testes unitários, mas apenas em funções que não 
ameaçam a qualidade do projecto nos seus pontos sensíveis. 
3.6.3 Tecnologias de Construção 
As tecnologias de construção visam desenvolver a aplicação gerindo as diversas 
dependências envolvidas, construindo aplicações coerentes, garantindo que o produto 
do trabalho dos diversos membros da equipa se integra perfeitamente, permitindo gerir a 
construção da aplicação para múltiplos ambientes (por exemplo: desenvolvimento, 
testes e produção) e providenciando informação acerca do projecto e do estado do 
desenvolvimento. 
Apresentam-se de seguida as tecnologias usadas para construir o projecto. 




O Maven [27] é uma ferramenta para a construção e gestão de projectos em Java. 
Permite construir aplicações obtendo as configurações a partir de um ou mais ficheiros 
de XML, aos quais é dado o nome de Project Object Model (POM), sendo colocado(s) 
na raiz da aplicação. O POM especifica um modelo que define o projecto, 
especificando, por exemplo, quais as dependências do mesmo ou qual a versão do 
projecto que se está a produzir. 
O Maven simplifica significativamente o processo de gestão de dependências, 
mantendo através da análise dos POMs do projecto e de todas as bibliotecas incluídas, 
um grafo de dependências. 
O Maven foi usado por: 
 Simplificar o processo de construção de aplicações complexas com 
múltiplos componentes. 
 Disponibilizar um sistema de construção uniforme para todos os 
programadores e ambientes. 
 Disponibilizar informação sobre a qualidade de um projecto. 
 Disponibilizar guias para melhores práticas de desenvolvimento. 
 Permitir migração transparente de recursos. 
Apresenta-se no Exemplo 2 uma configuração simples de um projecto Maven, 
onde é indicado um identificador único para o projecto (groupId), o nome base da 
aplicação (artifactId), a versão da aplicação (version) e a versão do modelo (POM) em 
que a configuração se encontra descrita. Neste exemplo encontra-se também presente a 
forma como é descrita uma dependência, que neste caso é a biblioteca de testes JUnit. 
No momento que é adicionada uma dependência é indicado o nome, grupo e versão, 
assim como a fase do processo de construção em que esta deve ser adicionada (scope), 











 <name>Maven Quick Start Archetype</name> 
 <url>http://maven.apache.org</url> 
 <dependencies> 
   <dependency> 
     <groupId>junit</groupId> 
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     <artifactId>junit</artifactId> 
     <version>3.8.1</version> 
     <scope>test</scope> 
   </dependency> 
 </dependencies> 
</project> 
Exemplo 2 – Configuração simples de um projecto em Maven. 
O Maven permite a instalação automática de dependências, carregando 
automaticamente a partir de repositórios públicos e bem conhecidos os componentes de 
que o projecto depende e que ainda não estão disponíveis localmente. É também 
possível integrar de forma simples outras ferramentas, como por exemplo a 
generalidade das ferramentas de análise estática. 
Hudson 
O Hudson [28] é um sistema de integração contínua desenvolvido em Java que 
permite monitorizar e configurar a execução de trabalhos repetitivos tais como a 
construção de projectos de software. Além disto o Hudson, através dos seus registos, 
facilita a integração de mudanças no projecto assim como a realização de testes e 
aplicação de ferramentas de análise. Permite assim obter, de forma automatizada, novas 
versões do projecto e manter simultaneamente um registo da evolução e qualidade do 
código. 
A utilização do Hudson permite a construção automática e periódica do software 
num local independente, separado do ambiente de desenvolvimento dos programadores. 
O software construído pelo servidor de integração, por ser construído num ambiente 




Arquitectura, Processo de Desenvolvimento e 
Trabalho Realizado 
Na primeira parte deste capítulo é descrita a arquitectura do sistema e da aplicação, 
contextualizando o leitor com os sistemas envolventes e padrões de desenvolvimento. 
Na segunda parte é apresentado o processo de desenvolvimento usado, quais as fases 
existentes e quais os processos/objectivos inerentes a cada uma delas. Finalmente será 
descrito o trabalho realizado para o desenvolvimento da aplicação, sendo destacadas as 
tarefas que mais contribuíram tanto para a qualidade do produto final como para o 
desempenho da equipa. 
4.1 Arquitectura 
Nesta secção descreve-se a arquitectura do sistema, enquadrando a aplicação, 
indicando os sistemas com que interage, quais as formas de acesso utilizadas, bem como 
os principais módulos, os padrões de desenho utilizados e uma breve apresentação da 
estruturação do código.  
4.1.1 Sistema 
Para a concretização da aplicação foi necessário interagir com um conjunto de 
serviços, ilustrados na Figura 6. Os tipos de interacção utilizados podem ser divididos 
em três tipos distintos: locais (mesmo servidor aplicacional), intranet (localizados 
noutras máquinas mas na rede interna) e extranet (chamada a serviços externos à rede da 
Coface Portugal). 
Localmente são utilizados dois serviços aos quais se acede através de versões 
diferentes da mesma tecnologia: o acesso ao Serviço de Detalhes de Entidades realiza-
se através de EJB 3.0 e ao Serviço de Clientes através de EJB 2.1. O uso da versão 2.1 
deve-se ao facto de a aplicação que os disponibiliza ter sido desenvolvida nessa versão. 
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O Serviço de Detalhes de Entidades é utilizado para obter informações sobre 
entidades nacionais no momento em que é realizada a transição para o painel de 
Selecção de Produto. Para entidades de outras nacionalidades a informação necessária 
provém dos resultados da pesquisa. O Serviço de Clientes é utilizado para realizar a 
autenticação dos utilizadores, e caso esse processo seja efectuado com sucesso é 
retornado um conjunto de informação, o qual indica os papéis que o utilizador pode 
desempenhar bem como alguns dados pessoais. Este serviço fornece ainda um conjunto 
de interfaces que permitem obter e actualizar dados do utilizador, suportando a 
implementação da página do Perfil. 
A aplicação comunica com quatro serviços diferentes disponibilizados na intranet: 
Serviço de Contractos (via WebServices), Servidor FTP (via FTP), Base de Dados (via 
JBDC) e Serviço Internacional (via WebServices/DLL). 
O Serviço de Contractos é o local onde são criados e geridos os contractos dos 
clientes incluindo, os produtos a que podem aceder e as quantidades dos mesmos que 
podem ser consumidas. Este sistema disponibiliza um interface uniforme para aceder a 
informação de diversos contratos, realizados em diversas alturas e eventualmente 
suportados por sistemas diferentes.  
Figura 6 - Arquitectura do Sistema 
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O Serviço Internacional apoia-se numa biblioteca proprietária da Coface que 
realiza a comunicação entre as sucursais dos vários países. Esta biblioteca foi instalada 
num servidor separado e oferece os seus serviços sob a forma de WebServices, 
providenciando funcionalidades inicialmente indisponíveis, como por exemplo acessos 
concorrentes. 
O Serviço de FTP serve para dois propósitos: albergar os relatórios e extractos que 
os utilizadores podem consultar, e guardar os ficheiros carregados pelos mesmos, desde 
os formulários até aos pedidos em bloco (Lotes).  
A Base de dados é o principal suporte de persistência da aplicação e armazena 
informação acerca dos produtos e opções de compra disponíveis, informação sobre as 
entidades nacionais (alvo principal das pesquisas), bem como toda a informação para 
alimentar as páginas com listagens. 
O Serviço de Espanha é realizado através de WebServices e serve as pesquisas ou 
aquisição de produtos sobre entidades espanholas. Através da utilização deste suporte 
tecnológico, distinto do utilizado no Serviço Internacional, consegue-se disponibilizar 
um serviço mais completo e eficiente do que os dos restantes países. Esta distinção 
apenas é possível devido à relação estreita que existe entre as sucursais Portuguesa e 
Espanhola. 
4.1.2 Aplicação 
A arquitectura da aplicação desenvolvida encontra-se ilustrada na Figura 7 e é 
composta pelos seguintes módulos: 
 Negócio – Implementa as regras de negócio usando EJBs, realizando 
também toda a manipulação de dados necessária. 
 Apresentação – Código da camada de apresentação e interacção com os 
utilizadores. Gere o estado da sessão do utilizador e invoca os serviços 
disponibilizados pela camada de negócio, tanto para carregamento de dados 
como para registo de acções do utilizador. 
 Modelo/Comuns – Este módulo surgiu na união de dois módulos distintos, 
o modelo e um que continha todas as classes partilhadas entre as camadas 
de negócio e apresentação. Como ambos eram visíveis a ambas as camadas 
foi decidido manter apenas um módulo, criando um pacote (package) 
dentro deste exclusivamente para guardar classes do modelo. Assim, este 
módulo contém todas as classes comuns, tipicamente classes utilizadas para 
transportar dados entre a apresentação e negócio, e todas as classes do 
modelo utilizadas pela camada de negócio para representar os objectos 
persistentes na base de dados. 
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 XSLT – Este módulo é utilizado para albergar todos os ficheiros relativos à 
transformação de ficheiros de XML em PDF. 
 WebServices – Módulo utilizado unicamente para comunicar com os 
serviços externos através de WebServices. 
Negócio 
Este módulo foi desenvolvido partindo do padrão de desenho Facade. Este padrão 
baseia-se na criação de fachadas de acesso, escondendo as restantes operações (muitas 
vezes complexas e invocando vários subsistemas) inerentes à invocação realizada. Para 
uniformizar a forma de invocar o negócio, criou-se uma Facade para cada uma das 
funcionalidades disponibilizadas no sítio. Cada uma destas classes é disponibilizada em 
forma de EJB e utilizada pela classe correspondente no lado da apresentação.  
Dentro deste módulo existe ainda uma Facade que é usada unicamente de forma 
interna e que é o único ponto de interacção com a Base de Dados. Esta é denominada de 
DataFacade e é utilizada por todas as outras para realizar operações com a Base de 
Dados, encapsulando os detalhes do acesso à base de dados do resto do negócio. 
A arquitectura implementada permite, em tempo de execução, configurar cada um 
dos elementos de acordo com as necessidades de utilização, alavancando as 
potencialidades oferecidas pelo servidor aplicacional aos EJBs, permitindo a 
Figura 7 - Arquitectura da Aplicação 
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configuração de diversos parâmetros que afectam a execução, como o número de 
instâncias de cada objecto a criar. 
Camada de Apresentação 
Esta camada foi desenvolvida usando o padrão MVC disponibilizado pelo JSF, que 
se encontra ilustrado pela Figura 8, implementado em três componentes: o Modelo 
(Model), a Vista (View) e o Controlador (Controller). Na tecnologia JSF: 
 O Controlador é implementado pela própria plataforma a partir de um 
ficheiro de configuração especificado em XML denominado de faces-
config.xml. 
 A Vista é exposta através de ficheiros JSPX, criando um novo ficheiro para 
cada página do sítio. Caso existam ficheiros com secções comuns, estas 
podem ser expostas num ficheiro único e depois importadas para os 
restantes, reaproveitando o desenvolvimento realizado para áreas comuns. 
Esta técnica foi aplicada a secções como o cabeçalho, menu e rodapé. Estes 
ficheiros são desenvolvidos através um conjunto de etiquetas que estão 
associadas a componentes, como por exemplo uma caixa de dados ou um 
botão para submissão dos mesmos. Cada um destes componentes é 
associado a determinada variável ou método do Modelo, especificando-se 
desta forma qual o elemento do modelo onde o componente vai buscar os 
Figura 8 - Modelo MVC (JSF) 
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dados para exibir ou qual o método do modelo que o componente deve 
invocar para reagir a determinado evento provocado pelo utilizador. 
 O Modelo é implementado através de um conjunto de POJOs (objectos 
Java simples, não estendem qualquer tipo de modelos ou convenções 
existentes) que contêm as variáveis e métodos que podem ser associados 
aos componentes. Estes métodos e variáveis podem respeitar apenas ao 
interface ou podem comandar a interacção com a camada de negócio. 
Quando um utilizador realiza uma acção sobre a página HTML gerada, essa acção 
é encaminhada para o Controlador (JSF), e este sabe qual é o Bean que está associado 
ao componente sobre o qual foi realizada a acção e verifica se o Bean existe. Esta 
verificação é realizada porque estes Beans podem ter diferentes raios de acção, podendo 
manter-se activos durante a vida da aplicação, da sessão do utilizador ou até mesmo 
apenas durante o carregamento da página. Se o Bean não existir, ele cria-o e de seguida 
invoca o método adequado ou actualiza as variáveis necessárias. Depois de realizadas as 
actualizações ao nível do Modelo, este comunica à Vista que terminou a sua execução. 
Quando a Vista recebe a notificação consulta o Modelo e actualiza os valores dos seus 
componentes com os agora presentes no Modelo. 
4.2 Fluxo de Desenvolvimento 
Para garantir a realização de todos os passos de desenvolvimento assim como os 
critérios de qualidade estabelecidos para a aplicação, todo o desenvolvimento foi 
realizado seguindo um fluxo pré-estabelecido. 
Esse fluxo, ilustrado na Figura 9, e enquadrado no âmbito dos Sprints de Scrum, 
tem os seguintes passos:  
1. Cada elemento da equipa escolhe uma das funcionalidades a realizar e depois 
de esclarecidas todas as questões quanto ao seu desenho, implementa-a.  
2. Implementa os testes unitários respectivos. 
3. Executa os testes unitários, analisando os seus resultados. Caso o resultado 
dos testes não seja o esperado volta à fase de codificação e/ou de testes 
unitários para resolver o problema. Este processo leva a tarefas de depuração 
guiada pela execução dos testes, tornando-se possível encontrar mais 
rapidamente a origem do problema, seja no código da funcionalidade seja 
nos próprios testes unitários. 
4. Execução das ferramentas de análise. Tipicamente este processo é realizado 
em duas fases, em que numa primeira fase são verificados os valores 
somente para o código desenvolvido, verificando numa segunda fase os 
resultados para a totalidade do código. Esta verificação a nível global do 
Capítulo 4. Arquitectura, Processo de Desenvolvimento e Trabalho Realizado 
 
43 
código deve-se ao facto de nos resultados surgir também informação sobre 
os resultados dos restantes testes unitários. Por vezes durante a codificação 
são alteradas classes previamente testadas e é assim necessário garantir que 
nenhum desses testes se tornou inválido. 
5.  Avaliam-se os resultados da análise estática, esperando-se nomeadamente 
que: 
 Todos os testes desenvolvidos encontram-se válidos. 
 Todos os testes anteriormente desenvolvimentos mantêm-se válidos. 
 Não foram detectados problemas de segurança. 
 Não foram indicadas zonas de código repetido. 
 Não existem variáveis ou importações de classes desnecessárias. 
 A cobertura por linha dos testes unitários é igual ou superior a 
determinado nível, previamente estabelecido de acordo com o nível 
de risco da zona testada (por exemplo 80%). 
 A cobertura por ramo dos testes unitários é igual ou superior a 
determinado nível, previamente estabelecido de acordo com o nível 
de risco da zona testada. 
 Outros indicadores que possam acusar problemas devem ser tratados 
de acordo com o nível de severidade que apresentam. 
Figura 9 - Fluxo de Desenvolvimento 
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6. Se todos os indicadores apresentarem sucesso então pode-se passar à 
submissão do código para o controlador de versões. Tipicamente, quando 
estes indicadores acusam valores inválidos deve-se a problemas com os 
testes realizados (por exemplo, a cobertura), devendo assim voltar à fase de 
codificação dos testes. Quando existem problemas relacionados com o 
código da funcionalidade deve-se voltar à fase inicial e repetir novamente 
todo o processo. 
4.3 Trabalho Realizado 
Este projecto foi realizado no âmbito de uma equipa de desenvolvimento, composta 
por um arquitecto responsável pelo desenho da aplicação e por vários programadores 
responsáveis por desenvolver o software e proporem ao arquitecto os melhores 
desenhos para a sua implementação. As decisões críticas de desenho foram discutidas 
em equipa, tendo-se enriquecido significativamente o desenho com o contributo de 
todos os elementos. 
As minhas funções na equipa centraram-se no desenvolvimento da camada de 
apresentação, composta pela construção das páginas, aplicação do esquema de 
apresentação e uniformização do processo de carregamento de dados. Contribuí também 
para o desenvolvimento das acções em bloco e para algumas tarefas referentes à 
implementação das regras de negócio. Dei um contributo decisivo na fase de 
melhoramento de desempenho bem como na detecção e resolução de erros. 
4.3.1 Camada de Apresentação 
A camada de apresentação, juntamente com a camada de negócio, é uma das mais 
importantes da aplicação. Ao longo do projecto a minha contribuição para esta camada 
foi passando por diversas fases, aumentado de complexidade ao longo do 
desenvolvimento e à medida que aprofundava os meus conhecimentos a respeito da 
aplicação e das tecnologias usadas. 
Descrevem-se de seguida as principais áreas em que colaborei, descrevendo em 
cada uma delas as dificuldades e soluções encontradas, assim como o impacto que essas 
tiveram no trabalho dos restantes elementos da equipa e na qualidade da aplicação final. 
Aplicação do Esquema de Apresentação 
Fui integrado na equipa de desenvolvimento na fase inicial do projecto, quando 
estavam implementadas apenas um pequeno conjunto de páginas, completamente 
desligadas umas das outras e apresentando o esquema de apresentação por omissão do 
IceFaces. Potenciaram-se os meus conhecimentos anteriores de CSS e HTML na tarefa 
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de integração do design fornecido para a aplicação, tendo criado uma página modelo a 
utilizar na construção de novas páginas. Contribui desde logo activamente para o 
desenvolvimento do projecto, ao mesmo tempo que adquiri os conhecimentos de JSF. 
A tarefa incluía a conversão do esquema de apresentação fornecido, construído a 
partir de um modelo baseado em tabelas, num esquema de apresentação líquido, cuja 
organização do conteúdo se adaptasse consoante o espaço que a janela do browser 
disponibiliza, eliminando ao mesmo tempo a relação entre o conteúdo e a organização 
do mesmo imposta pelas tabelas. Esta tarefa englobou alguns desafios significativos, 
nomeadamente a nível dos componentes utilizados, os quais não permitem obter um 
controlo total sobre a forma como o código de apresentação é gerado. A disposição e 
dinamismo desejados não eram concretizáveis através dos componentes existentes, e foi 
necessário idealizar soluções intermédias que pudessem cumprir os requisitos impostos.  
A melhor solução para estes desafios foi encontrada após considerar os requisitos 
impostos pelo cliente, os requisitos visuais impostos pelo designer, os custos para o 
projecto, tendo-me obrigado a apresentar o problema a vários intervenientes e a 
negociar com estes para encontrar a solução com maior valor acrescentado. 
A solução encontrada acabou por ser híbrida. Como as tabelas, quando não têm 
associado qualquer tipo de estilo, não passam de contentores de informação, decidiu-se 
mantê-las apenas para fins de organização, movendo os estilos inicialmente associados 
para os componentes. A partir deste momento passou a ser possível controlar 
visualmente os conteúdos apresentados, replicando os mesmos pelos diferentes pontos 
onde poderão surgir (de acordo com uma estruturação previamente estabelecida), e 
controlando através do JSF quais devem ser apresentados em cada uma das situações. 
Modelo genérico para criação de páginas filtráveis  
Na Secção 4.1.2  foi descrito o modelo utilizado pelo JSF para criação e gestão de 
páginas, e foi também dito que a camada de apresentação era totalmente baseada nesse 
modelo. Aqui, os componentes com maior relevância são os Managed Beans (MBeans). 
Os MBeans são POJOs, que uma vez inseridos no contexto do JSF, disponibilizam os 
dados que irão alimentar os componentes das páginas. 
O processo de desenho do modelo descrito nesta secção retrata de forma evidente 
uma das propriedades do XP. Esta encontra-se descrita na secção 3.2 e baseia-se na 
ideia de que o desenho da aplicação deve ser realizado à medida das necessidades e não 
a pensar em casos que puderam nunca vir a ocorrer.  
Na Secção 3.3.3  foi descrito um grupo de páginas que partilham um conjunto de 
funcionalidades, desde a ordenação à filtragem de resultados, no entanto esta visão não 
foi clara desde o início do projecto. Quando foram realizados os primeiros Sprints 
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surgiu a necessidade de criar uma dessas páginas. Essa primeira página foi desenvolvida 
de raiz de forma a servir o seu propósito. Quando foi dado por concluído o processo de 
desenvolvimento desta página, surgiu a necessidade de desenvolver uma nova, a qual 
indicava ter algumas funcionalidades em comum com a primeira. Dado isto utilizou-se a 
primeira página como modelo para a segunda, realizando somente as alterações 
necessárias de forma a responder ao novo propósito. Quando surgiu a necessidade de 
uma terceira página reparou-se novamente que existiam pontos que se intersectavam e 
começou-se a pensar se de facto esta forma de desenvolvimento seria sustentável. Foi 
então necessário optar por uma de duas alternativas, ou se continuava a adaptar o código 
das páginas já existentes de forma a cumprir os requisitos das novas, ou teria de ser 
realizado um novo desenho onde existisse uma forma simples de disponibilizar todas as 
funcionalidades comuns entre elas, sem que para isso fosse necessário replicar código. 
Durante o processo de análise desta situação surgiu uma nova necessidade, o 
carregamento das listagens teria de ser alterado de forma a contemplar somente as 
entradas da página da tabela em que o utilizador de encontrava em cada momento. Este 
novo requisito surgiu de dois problemas: alguns dos utilizadores têm listagens muito 
extensas, o que provoca um carregamento lento; devido ao número crescente de páginas 
deste tipo, e tendo em conta que os dados ficam em memória durante o tempo de sessão 
do utilizador, existia um consumo de memória excessivo e desnecessário. Tendo em 
conta estes factores foi então decidido redesenhar este esquema de páginas tendo agora 
também em conta o carregamento parcial das listagens. Como este conjunto de páginas 
é composto por uma parte de listagem de dados e uma parte com filtros, passou-se a 
denominá-lo de Páginas Filtráveis. 
Modelo base com carregamento por pedido. 
O componente JSF através do qual são apresentadas as listagens é o dataTable, o 
qual pode ter ainda associado um dataPaginator que fornece a funcionalidade de 
paginação. Este componente possui diversas propriedades que permitem a sua 
configuração, no entanto existe um chamado value que é de preenchimento obrigatório 
e deve ser mapeado numa variável do MBean correspondente. Este campo pode ser de 
dois tipos, uma Collection ou um DataModel. O primeiro tipo não permite qualquer 
tipo de alteração na forma como é realizada a interacção com os dados, simplesmente 
carrega os dados todos para memória e a paginação é gerida através do mecanismo por 
omissão. Já o segundo permite redefinir o conjunto de métodos e acções que são 
chamados ou despoletados com o processo de carregamento e navegação. Pretendendo-
se alterar a forma como a informação é carregada durante a navegação foi usada uma 
implementação do DataModel, o LazyDataModel que contemplava já a opção de 
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carregamento por página. Esta implementação consiste somente numa classe Java, a 
qual necessita de ser estendida e dessa forma implementar os três métodos seguintes: 
 public abstract int getRowsPerPage(); 
 public abstract int countRows(); 
 public abstract List<DTO> findRows(int startRow, int finishRow); 
O primeiro deve retornar o número de entradas a apresentar na página em que o 
utilizador se encontra, o segundo deve indicar o número de entradas total, o qual é 
utilizado para saber quantas páginas vão existir, e finalmente o último deve retornar 
uma lista com as entradas existentes no intervalo fornecido. 
Como esta implementação teria de ser disponibilizada no nosso modelo base na 
forma de uma variável, foi necessário desenvolver uma classe intermédia que se 
adaptasse ao modelo de dados específico de cada MBean. Foi assim desenvolvida a 
classe PaginaFiltravelLazyDataModel que estende a implementação LazyDataModel e 
centra a responsabilidade de carregamento dos dados no MBean que se pretende criar. 
Após isto, foi desenvolvido um modelo base para a criação dos MBeans que 
suportam este tipo de páginas a partir de uma análise de quais os atributos e 
funcionalidades comuns a todas as páginas deste tipo, tendo-se incluído neste modelo os 
seguintes componentes: 
 Um conjunto de variáveis específicas para cada um dos filtros. 
 Um conjunto de variáveis para gestão da ordenação das listagens. 
 Validadores para os intervalos temporais inseridos pelos utilizadores. 
 Um método abstracto para o carregamento das listagens. 
 Um método abstracto para a aplicação de filtros. 
 Um método abstracto para cálculo do número total de entradas. 
 Um objecto PaginaFiltravelLazyDataModel a utilizar durante a navegação. 
Para além destes componentes, esta classe requer ainda que no momento da sua 
extensão seja indicado qual o modelo de dados (classe utilizada para mapear os dados a 
carregar da BD) utilizado para a página em questão. Este modelo irá definir qual o tipo 
de dados da lista que será retornada no carregamento das listagens. Esta classe foi 
denominada de PaginaFiltravelMBean. 
A Figura 10 ilustra o modelo criado assim como as relações existentes entre cada 
uma das classes. A partir deste modelo, para criar um MBean de uma nova página, 
bastava seguir os passos: 
1. Deve ser criado um novo MBean, estendendo a classe 
PaginaFiltravelMBean, e implementando os dois métodos assinalados: 
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devolver uma lista com as entradas respectivas a um determinado intervalo e 
indicar qual o número total de entradas existente. 
2. Registar o MBean no ficheiro de configuração do JSF de forma a poder ser 
utilizado nos componentes do interface.  
3. Criar o código de apresentação e associar a variável dataModel à tabela que 
apresenta os resultados. 
Este modelo foi idealizado tendo em conta os requisitos e o contexto do projecto, 
no entanto este tipo de páginas têm características bastantes usuais na grande maioria 
das aplicações Web, tendo-se realizado a implementação da forma mais genérica 
possível, garantindo assim a possibilidade da sua utilização em projectos futuros. 
Modelo Genérico para Aplicação de Filtros 
Na secção anterior foi descrito o modelo genérico para criação de páginas 
filtráveis, no entanto este acaba por utilizar uma arquitectura desenvolvida em paralelo 
para simplificar a forma como os filtros são aplicados. Até aqui os filtros são apenas um 
conjunto de variáveis geridas na apresentação, sem qualquer tipo de significado no 
negócio da aplicação, nem perante o modelo de dados existente. Passou assim a ser 
necessário obter uma forma de transmitir os filtros entre a camada de apresentação e 
negócio, e posteriormente traduzir os mesmos para que o JPA realize as interrogações 
Figura 10 - Modelo genérico para criação de MBeans de Páginas Filtráveis. 
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pretendidas. Uma vez que o número de campos sobre o qual vão ser aplicadas restrições 
e os respectivos operadores são variáveis, foi necessário implementar um mecanismo de 
tradução que permitisse reflectir em JPQL ou SQL os filtros aplicados. 
Uma das opções seria passar um número abusivo de argumentos entre camadas e 
posteriormente desenvolver código à medida das necessidades de cada um dos casos. 
No entanto essa solução estava longe de ser elegante e eficiente. Decidiu-se então criar 
uma classe Filtro que iria conter os valores de todas as variáveis envolvidas no processo 
de filtragem, o que por um lado aglomerava a informação mas mantinha-se ainda 
incapaz de conter toda a informação necessária. Continuava a faltar uma forma de 
associar a cada uma dessas variáveis informação sobre qual o campo a que 
correspondem, assim como o operador através do qual deve ser realizada a comparação. 
Foram então utilizadas anotações para estabelecer essa correspondência, tendo sido 
criada uma anotação @ColumnToFilter destinado a guardar a informação necessária 
para saber a forma como este deve ser utilizado pelo JPA. Estas anotações passaram a 
ser colocadas nas variáveis de cada um dos filtros, indicando qual o nome da entidade 
JPA a que está associado e qual o operador a ser utilizado. Foi também criado um 
interface (IFiltro) que passou a ser de implementação obrigatória em todos os filtros.  
A Figura 11 apresenta a forma encontrada para representar a informação. Para 
transformar essa informação numa interrogação à base de dados, e disponibilizar esta 
Figura 11 - Modelo de Filtros 
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transformação a cada um dos Facades do negócio que devem implementar filtros, foi 
desenvolvida uma classe chamada HelperFiltros, que disponibiliza um método estático 
que recebe um IFiltro e devolve uma String com a parte condicional da interrogação em 
formato JPQL. 
Esta solução resolveu a grande maioria das necessidades em termos de filtragem, 
mas teve que ser complementada nalgumas situações muito específicas em que se 
revelou imperativo desenvolver algumas interrogações em SQL nativo. Foi adicionado 
um novo campo à anotação @ColumnToFilter de forma a conter informação sobre o 
nome real do campo na BD, bem como um novo método estático à classe HelperFiltros, 
em tudo idêntico ao primeiro mas que em vez de JPQL devolve a interrogação em 
formato SQL. 
4.3.2 Acções em Bloco 
Esta secção descreve a solução encontrada para a realização de acções em bloco em 
que se pretende dar ao utilizador a possibilidade de introduzir um lote de entidades 
através de um ficheiro no formato XLS, permitindo depois de carregado o ficheiro, 
seleccionar quais as acções que pretende realizar com essas entidades, dando inicio a 
um processo de tratamento de dados em bloco.  
Como este tipo de acção envolve a quase totalidade de funcionalidades do sítio e 
um conjunto de dados de dimensão elevada, foi necessário realizar um desenho cuidado 
da arquitectura.  
Arquitectura 
Na análise realizada detectaram-se os seguintes pontos críticos: quantidade de 
memória necessária, percentagem de processador consumida, duração de todo o 
processo. Concluiu-se também que esta era uma funcionalidade que não deve prejudicar 
o normal funcionamento da restante aplicação, não sendo aceitável sobrecarregar a 
navegação nas páginas do sítio pelo facto de se estar a processar um lote. Decidiu-se 
realizar todo o processo de forma assíncrona, faseada e com limitação de recursos, 
mitigando assim os factores problemáticos encontrados inicialmente. 
O assincronismo foi implementado recorrendo-se a filas de mensagens, sendo a 
limitação de recursos implementada através da configuração do número de Message 
Driven Beans que consomem estas mensagens.  
Os lotes podem ser de três tipos: Qualificação, Relatórios e InfoVigilância. Os 
lotes de Qualificação podem ser executados numa só fase. Os lotes de Relatórios e 
InfoVigilância são realizados em duas fases, uma de pesquisa e uma segunda de 
compra.  
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Em cada uma das fases um lote é processado da forma ilustrada pela Figura 8. 
Quando o utilizador inicia uma nova fase, é colocado na fila de mensagens um objecto 
com informação sobre o lote, o qual contém um vasto conjunto de informação mas do 
qual aqui é apresentada somente a informação com maior relevância. A partir deste 
momento a fila de mensagens fica responsável por entregar o objecto ao Bean 
adequado, neste caso o ConsumerBean. O ConsumerBean é um Message-Driven Bean 
desenvolvido com o intuito de processar uma mensagem de lotes. Implementa o 
interface MessageListener e decide o tipo de tratamento a dar à mensagem, realizando o 
processamento tendo como base o Tipo, Fase e Estado da Mensagem. De cada vez é 
processada somente uma entidade, ou seja, a entrada do ficheiro XLS com índice igual 
ao indicado. Uma vez finalizado o processamento da entrada em questão, é verificado se 
esta é a última entidade presente no ficheiro. Caso se trate da última entrada, é 
actualizado o Estado na BD e o processo é dado por finalizado. Se ainda existirem mais 
entradas o índice presente na mensagem é incrementado, sendo a mesma colocada 
novamente na Fila de Mensagens. A partir deste momento o processo repete-se até que 
todas as entradas do Lote estejam processadas. 
Existe uma única instância do ConsumerBean a consumir mensagens da Fila. Esta 
configuração é realizada ao nível do servidor aplicacional e, em conjunto com o 
processamento linha a linha (uma entidade de cada vez), garante que um lote não 
ocupará mais recursos do que um utilizador regular do sítio.  
No final do processamento é enviada uma cópia do ficheiro com os resultados para 
um servidor FTP, eliminando de seguida a cópia local, salvaguardando os resultados e 
disponibilizando-os para consulta ao mesmo tempo que é libertado o espaço local 
essencial para o correcto funcionamento do servidor. Também durante o processamento, 
sempre que é realizada alguma alteração referente ao seu estado, essa informação é 
guardada, possibilitando assim ao utilizador acompanhar o estado do processamento. 
Interface 
O processamento de um lote é realizado em duas fases, o que se deve por um lado a 
questões de desempenho, mas também a questões de usabilidade. Quando um utilizador 
submete um lote, este possuí um conjunto vasto de entidades, para as quais é ainda 
necessário seleccionar os produtos a adquirir. Inicialmente o utilizador não sabe se os 
dados que inseriu são válidos perante o sistema, isto é, se estão correctamente 
preenchidos e se as entidades existem, requisito necessário para que se possa adquirir 
produtos sobre as mesmas. 
O processo inicialmente requerido passava por carregar um ficheiro XLS com os 
dados iniciais, o qual após o primeiro processamento (pesquisa/validação) poderia ser 
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descarregado, manipulado localmente e de seguida submetido para a segunda fase 
(compra). No entanto esta não seria a solução mais correcta, pois poderia originar 
problemas de desempenho ou fiabilidade na aplicação. Como o ficheiro seria alterado 
novamente pelo utilizador, este poderia estar corrompido, originando uma de duas 
situações: a aplicação tinha de executar novamente a primeira fase, o que é um 
desperdício de recursos; ou executava o ficheiro tal como foi fornecido, podendo levar a 
maus resultados e dando origem a um baixo nível de fiabilidade. Após se ter 
sensibilizado os responsáveis dos riscos envolvidos, decidiu-se que a melhor solução 
passaria então pelo desenvolvimento de um conjunto de painéis de edição online, 
salvaguardando assim o correcto funcionamento da aplicação. 
Tendo como ideia inicial o facto de existirem duas fases foi decidido desenvolver 
dois painéis, um para submissão do pedido inicial e um segundo para configuração dos 
dados de compra e respectiva submissão que deve permitir configurar os relatórios e 
activar/desactivar as entidades em InfoVigilância. O painel de configuração de 
relatórios envolveu alguns desafios de usabilidade pois deve disponibilizar um conjunto 
de opções semelhante ao apresentado na página de Selecção de Produto, acrescentando 
ainda um conjunto de filtros e acções de selecção em massa de forma a simplificar o 
processo de associação de relatórios/produtos a entidades.  
4.3.3 Optimizações de Desempenho 
Após a entrada em produção da primeira fase do projecto (sem as acções em 
bloco), surgiram um conjunto de problemas de desempenho, não detectados em 
ambiente de testes, apesar de terem sido realizados testes de carga sobre o mesmo. Estes 
problemas não foram detectados em testes devido a um problema de representatividade 
dos dados de teste, tendo-se verificado em ambiente de produção que as permissões dos 
utilizadores em produção são bastante mais abrangentes e permitem ver muito mais 
dados do que as permissões dos utilizadores configurados nos dados de teste. 
Quando o sítio entrou em produção o número de entradas de cada utilizador 
aumentou exponencialmente, originando utilizadores com milhares de entradas. Esta 
situação acabou por originar dois problemas: as interrogações à base de dados ficaram 
com tempos execução demasiado elevados, e o consumo de memória atingiu valores 
exageradamente elevados. 
Interrogações à base de dados 
Uma vez detectadas as interrogações problemáticas (tendo sido criada uma réplica 
da aplicação e analisados os registos de utilização gerados pelos utilizadores com 
maiores problemas de desempenho), realizou-se um processo de melhoria das mesmas, 
conseguindo melhoramentos significativos.  
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Este processo consistiu numa análise a pares (com o administrador de base de 
dados) onde o meu papel se focou em três pontos:  
 Fornecer toda a informação necessária sobre os pontos críticos e indicar 
alternativas (caso existissem) à forma como dados são obtidos. 
 Garantir que no final todos os dados necessários eram fornecidos de forma 
consistente (não adulteravam o correcto funcionamento do sítio). 
 Realizar testes de desempenho de forma regular e constante, analisando as 
alterações realizadas e fornecendo retorno indicando se as mesmas 
apresentavam já resultados satisfatórios. 
Ao longo deste processo foram realizadas diversas alterações intrínsecas á estrutura das 
tabelas e vistas, desde a criação/modificação de índices até à remoção de campos 
desnecessários. 
Alterações no carregamento de dados 
Após o processo de melhoria das interrogações à base de dados, constatou-se que 
as operações que causavam maior lentidão eram a utilização da função SQL count, da 
condição exists e do operador like, utilizadas massivamente devido ao tipo de interface 
pretendido. Parte significativa do sítio é composto por um conjunto de páginas com 
listagens e filtros, com dois requisitos introduzidos com a intenção de auxiliar o 
utilizador: apresentar somente filtros que tenham associada pelo menos uma entrada na 
listagem; e permitir a navegação através de paginação. Para o primeiro requisito é 
necessário garantir a existência da entrada (exists) e para o segundo é necessário saber 
quantas entradas existem (count). 
A solução adoptada foi um compromisso entre os requisitos e o desempenho:  
 Passou-se a apresentar todas as hipóteses de filtragem, mesmo que a selecção 
de uma delas não venha a devolver qualquer resultado.  
 A pesquisa textual deixou de apresentar sugestões, tendo o utilizador de 
realizar a pesquisa para saber se de facto existem resultados.  
 A paginação foi alterada modificando o modelo base com carregamento de 
dados a pedido para não necessitar de saber o número total de entradas, 
implicando algumas pequenas alterações a nível de interface. 
Modificação do modelo base com carregamento de dados por pedido 
Na Secção 4.3.1  foi explicada a arquitectura deste modelo, o qual obrigava à 
implementação do método countRows(); que indicava o número total de entradas da 
listagem. Este método era sempre utilizado antes de chamar o método findRows(); de 
forma a saber o intervalo de dados que este devia obter, no entanto, como cada página 
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possui o mesmo número de resultados, o valor total acaba apenas por ser útil quando se 
atinge a última página, local onde o valor pode variar. No fundo, se excluirmos a 
necessidade de ter as hiperligações intermédias, este apenas serve como cláusula de 
paragem e para conseguir navegar novamente para o inicio da lista. No entanto para o 
segundo caso basta ir somando o número de resultados obtidos ao longo na navegação 
para conseguir voltar ao início. 
Este modelo, tendo sido inicialmente desenhado para funcionar com arrays, 
apenas necessita de saber o índice do último elemento; tendo sido posteriormente 
adaptado para funcionar com carregamentos a partir de base de dados, os índices 
passaram a ser utilizados somente como limitadores de resultados, não existindo 
qualquer problema em pedir mais valores do que o total porque apenas são retornados 
os dados que efectivamente existem. 
O modelo foi redesenhado, chegando à solução ilustrada pela Figura 12. O 
funcionamento deste algoritmo baseia-se na evolução dos valores de três variáveis, o 
startIndex, que indica o limite inferior dos dados a obter, o endIndex, que é o limite 
superior, e finalmente o total, o qual contém o número total de entradas existentes. 
Quando uma página com uma listagem é carregada, dá-se inicio à execução do 
algoritmo. Como, por omissão, o utilizador situa-se na página 1 da listagem, o 
startIndex é iniciado a 0. O endIndex é inicializado com o valor do número de entradas 
a apresentar por página (nPerPage) acrescentado de uma unidade. Não sabendo quantos 
resultados existem pede-se em cada página mais um elemento, verificando assim se irá 
existir uma página seguinte. O total, para além do número total de entradas, é também a 
Figura 12 – Algoritmo para paginação sem funções de contagem. 
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variável que indica que não existem mais resultados. No máximo, quando chegarmos à 
última página, teremos um número de entradas igual ao número total de páginas 
multiplicado pelo número de resultados por página. Desta forma, para detectar se 
existem mais páginas ou não, o total encontra-se sempre sobrestimado em uma unidade 
(a que é pedida a mais em cada carregamento), necessitando assim de ser inicializado a 
1. Uma vez configurados os parâmetros procede-se ao carregamento dos dados, o que é 
realizado pelo método findRows(); e devolve o conjunto de entradas associado ao 
intervalo fornecido. Após o carregamento procede-se à actualização do valor total de 
entradas. Se o número de resultados obtido for igual ao número de entradas pedido, o 
total é incrementado no valor de uma página totalmente preenchida. Caso esta igualdade 
não aconteça, significa que não existem mais páginas e o total é incrementado no valor 
do número de entradas obtidas menos uma unidade (em excesso). Após esta 
actualização o carregamento de dados é dado como concluído. Como os dados dos 
elementos de paginação apenas são actualizados após o carregamento dos dados, o 
sistema apenas permitirá a navegação para uma nova página caso o total tenha uma 
unidade em excesso, garantindo assim que o processo de cálculo das páginas não é 





Depois de terminado o desenvolvimento da aplicação procedeu-se a uma análise 
e avaliação dos resultados obtidos. Numa primeira fase serão discutidas algumas 
estatísticas do projecto, apresentando de seguida um conjunto de observações sobre a 
qualidade e consistência dos dados, e finalmente é realizada uma comparação sobre o 
planeamento realizado e o calendário final. 
5.1 Análise 
Inicialmente foi idealizado um conjunto de estatísticas e comparações a realizar 
perante conjuntos de dados provenientes de outros projectos. No entanto, para que a 
análise pudesse resultar em resultados interessantes, os projectos teriam de ser de 
âmbito e dimensão comparável, mas realizados através de outras metodologias. 
Observa-se a impossibilidade de obter dados suficientes que permitam fazer esta análise 
comparativa, realizando-se aqui apenas uma análise a este projecto, tentando identificar 
oportunidades de melhorar o processo de desenvolvimento actual, bem como dados que 
permitam aumentar a competitividade da Truewind, permitindo-lhe fazer propostas mais 
competitivas conservando a rentabilidade. 
5.1.1 Distribuição Temporal de Tarefas 
Uma das vantagens do Scrum é a forma como o processo cria valor para o cliente: 
é o cliente que prioritiza as tarefas do projecto, e fá-lo de forma regular, o que permite 
concluir primeiro as funcionalidades que mais valor criam para o seu negócio; durante a 
execução do projecto o cliente tem a possibilidade de renegociar, possibilitando a 
substituição das tarefas iniciais por outras que aportem mais valor.  
Esta flexibilidade pode ser avaliada comparando as horas gastas em tarefas 
previstas inicialmente (no momento da proposta) contra as horas gastas em tarefas 
detectadas ou incluídas durante a execução do projecto.  
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Considerando os dados recolhidos, a melhor forma de calcular esta percentagem foi 
intersectando as tarefas dos Sprint Backlogs com as do Product Backlog através dos 
seus identificadores, existindo um número significativo de horas associadas a tarefas 
com identificadores inválidos, reduzindo a fiabilidade do estudo. Após uma análise das 
tarefas em questão, houve a percepção de que grande parte dessas horas pertencia a 
tarefas de gestão e formação, o que possibilitou a correcção de algumas dessas 
inconsistências  
Na Figura 13 é apresentado um gráfico com os resultados obtidos. Apesar de se 
manter um conjunto de 14% de dados inconsistentes, é possível ter a percepção que foi 
gasta uma percentagem significativa de horas em tarefas introduzidas depois do 
arranque do projecto. Este acaba por ser um factor interessante, pois prova que o cliente 
decidiu renegociar de forma considerável o conjunto de tarefas a realizar. 
5.1.2 Estimativas 
A capacidade de saber estimar bem uma tarefa é um factor muito importante em 
qualquer projecto, independentemente da metodologia utilizada. No Scrum esta 
capacidade é testada por duas vezes, no momento da proposta e no inicio de cada Sprint 
(pela Equipa). Foram assim realizadas duas comparações de forma a tirar conclusões 
sobre a qualidade das estimativas em cada um dos casos. 
No primeiro caso decidiu-se intersectar as tarefas do Product Backlog com as 
tarefas do Sprint Backlog. Com esta intersecção pretende-se comparar a estimativa da 
tarefa antes de ser repartida, com o total de horas dispendido em cada uma das suas 
subtarefas até que esta ficasse concluída. O resultado obtido está exposto no gráfico da 
Figura 14, onde se pode ver que grande parte das tarefas tem um desvio muito 






Figura 13 – Gráfico com a percentagem de horas gasta por tipo de tarefa. 
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Perante estes resultados tentou-se quantificar o desvio entre o valor estimado e o 
valor real, tentando saber em média qual é o engano na estimativa. Para chegar a esse 
valor, foi calculada a percentagem de consumo das horas estimadas, valor através do 
qual é possível retirar um factor de ajuste, corrigindo assim este tipo de erros. O 
consumo das horas estimadas por tarefa é em média de 266%, o que indica que em 
média cada tarefa foi subestimada em 166% do tempo necessário para a concluir. 
À medida que o projecto de desenvolvimento de software avança, o domínio do 
problema passa a ser conhecido da equipa, pelo que se espera que as estimativas 
realizadas por esta quando passa determinada funcionalidade do Product Backlog para o 
Sprint Backlog, sejam mais certeiras do que as realizadas em sede de proposta. Para 
avaliar esta expectativa comparou-se o número de horas estimado para uma tarefa do 
Sprint Backlog contra o número total de horas gasto na sua concretização. De forma a 
obter um conjunto de resultados mais fidedigno, apenas se tiveram em conta as tarefas 
que foram dadas por concluídas nesse mesmo Sprint. Idealmente este tipo de tarefas 
teriam de se ter em conta e possivelmente teriam alguma influência no resultado, no 
entanto como os identificadores das tarefas de um Sprint não são transportáveis para o 
seguinte, é perdida a referência da tarefa, impossibilitando saber quando a mesma foi 
efectivamente concluída.  
Devido ao número de tarefas envolvido, não é possível gerar uma representação 
gráfica tarefa a tarefa que seja legível. Procedeu-se assim a uma análise Sprint a Sprint, 
tentando apurar o desvio entre as estimativas da equipa e o tempo que as tarefas 
efectivamente demoraram a executar. A Figura 15 apresenta evolução da relação entre 
as horas consumidas e as horas estimadas pela equipa. A média é de 117%, verificando-
se que as estimativas ultrapassam a realidade em apenas 17%, o que revela que as 
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estimativas realizadas pela própria equipa são bastante mais fidedignas do que as 
realizadas em sede de proposta.  
Analisando a evolução da estimativa ao longo do projecto observa-se uma primeira 
fase em que a equipa ainda não tem grande conhecimento acerca do domínio do 
projecto, na qual subestima significativamente as tarefas. Segue-se uma segunda fase 
em que já existe um conhecimento aprofundado e em que a equipa consegue estimar 
correctamente o trabalho. Numa última fase, coincidente com a entrada em produção da 
aplicação, foram detectados problemas que tiveram que ser corrigidos e que se 
revelaram mais complexos do que o estimado, o que acabou por surpreender a equipa. 
Ainda assim, nesta última fase, observa-se que o desvio tem tendência a reduzir-se à 
medida que a equipa se adapta a estas novas circunstâncias. 
5.1.3 Erros e Pedidos de Alteração por Linha de Código 
A concretização da metodologia adoptada exigiu a realização de um grande 
investimento numa bateria de testes unitários completa que se espera produza resultados 
significativos ao nível da qualidade do código, mas também ao nível da redução da 
quantidade de erros entregues com o produto. 
Para tentar quantificar os erros detectados relacionou-se o número erros detectados 
após a entrada em produção do produto com o número de linhas de código 























































Percentagem de horas consumidas
Figura 15 - Gráfico com as percentagens do consumo por Sprint das estimativas. 
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resultado desta contagem é apresentado na Tabela 1, tendo-se apurado que o projecto 
contém 35890 linhas de código. 
 
Tipo Ficheiros Linhas 
Em branco Comentários Código 
Código-Fonte 429 11531 12568 35890 
Testes 189 9362 9003 28921 
 
Tabela 1 - Resultados da contagem de linhas de código. 
A contagem de linhas de código é um processo em parte ambíguo, pois é 
necessário realizar uma triagem de acordo com o conteúdo das linhas e o padrão de 
codificação utilizado. Na realização desta triagem é usual não contar as linhas em 
branco, assim como as que possuam somente comentários, em ambos os casos não 
existe qualquer tipo de lógica associada. Já quanto ao padrão de codificação não existe 
uma forma exacta e automática de o analisar, no entanto este factor não é relevante para 
esta análise, pois os resultados obtidos serão comparados com outro projecto 
desenvolvido por uma equipa muito semelhante, e com as mesmas práticas de 
codificação. 
Para contar o número de erros detectados considerou-se o sistema de rastreio de 
problemas em uso, que permite o registo de pedidos e erros em de diversas categorias. 
No total foram realizadas 130 notificações, as quais se distribuem pelos vários tipos da 
forma ilustrada na Figura 16. 
Para efeitos de cálculo apenas serão tidos em conta os registos da categoria Bug de 
Software, pois são estes que espelham as falhas na codificação ou interpretação dos 
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requisitos. Apurou-se então que, neste projecto, foram introduzidos cerca de 3 erros por 
cada mil linhas de código. 
Estes resultados foram comparados com outro projecto semelhante, desenvolvido 
sobre a mesma tecnologia, para o mesmo cliente e com uma equipa semelhante. A 
principal diferença entre estes dois projectos foi a metodologia: enquanto um dos 
projectos foi desenvolvido usando Scrum/XP ou outro foi desenvolvido usando uma 
metodologia em cascata, tendo sido desenvolvido antes do arranque da codificação do 
projecto um documento de requisitos bastante completo que descrevia 
pormenorizadamente o comportamento que se esperava do sistema. 
A contagem de número de linhas de código foi realizada usando a mesma 
ferramenta e apresenta-se na Tabela 2. O registo de pedidos e erros encontra-se 
representado na Figura 17 e foi também realizado através do mesmo sistema, 
permitindo assim, uma vez que as categorias são as mesmas, obter uma comparação 
entre a distribuição dos registos. Para efeitos de comparação este segundo projecto será 
denominado de B e o descrito neste relatório será o projecto A. 
 
Tipo Ficheiros Linhas 
Em branco Comentários Código 
Código-Fonte 332 12242 8948 42545 
Testes 99 1676 1367 8965 
 









Figura 17 - Distribuição dos pedidos/erros por categorias (Projecto B). 
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No projecto B, utilizando o mesmo método de contagem, foram codificadas 42545 
linhas de código referentes à aplicação, e 8965 referentes à codificação de testes. 
Relativamente aos erros e pedidos, foram realizados 427 registos, sendo que destes 339 
eram referentes a erros. Através destes dados obtém-se o valor de 8 erros por cada mil 
linhas de código. 
A Tabela 3 apresenta a comparação entre os dois projectos: 
 
 Projecto A Projecto B 
Linhas de Código 35890 42545 
Linhas de Testes 28921 8965 
Erros 112 339 
Pedidos de Alteração 11 61 
Linhas de Teste/Linhas de Código 0,8 0,21 
Erros/Cada 1000 Linhas de Código 3 8 




Tabela 3 - Comparação de indicadores entre o Projecto A e B. 
Comparando a relação entre o número de linhas de teste e o número de linhas de 
código podemos quantificar o investimento adicional realizado no desenvolvimento de 
testes a que a metodologia obrigou. 
Comparando o número de erros por linha de código pode concluir-se que o 
investimento adicional realizado teve um impacto significativo na qualidade do produto 
final, tendo permitido entregar um produto com muito menos defeitos. 
Comparando o número de pedidos de alteração por linha de código pode concluir-
se que o projecto desenvolvido usando metodologia ágil teve muito menos pedidos de 
alteração do que o projecto desenvolvido usando uma metodologia tradicional; este 
resultado é algo contra-intuitivo: esperar-se-ia que o projecto desenvolvido usando 
metodologia ágil, sem haver um documento detalhado de requisitos aprovado 
previamente pelo cliente tivesse um maior número de pedidos de alteração, pois neste 
caso os programadores desenvolvem as funcionalidades apenas tendo por base aquilo 
que julgam que o cliente pretende. No entanto observa-se que as práticas recomendadas 
pela metodologia Scrum, nomeadamente o envolvimento contínuo do cliente ao longo 
do processo de desenvolvimento são suficientes para colmatar a ausência de 
Capítulo 5. Avaliação 
 
64 
documentação detalhada; por outro lado (e apesar disto desta conclusão não se poder 
extrapolar directamente dos dados) observa-se também que, nas metodologias 
tradicionais, no tempo que medeia entre a aprovação dos requisitos e a entrega do 
produto as expectativas e o negócio do cliente evoluem, sendo essa diferença de 
expectativas a causa de parte significativa dos pedidos de alteração; nas metodologias 
ágeis, estando o cliente permanentemente em contacto com o projecto e passando do 
projecto continuamente esse evoluir de expectativas não resta espaço para essa 
divergência de expectativas. 
Comparando os valores resultantes da análise de ambos os projectos, consegue-se 
concluir que através processo de desenvolvimento apresentado neste relatório, e 
utilizado na execução do presente projecto, se conseguiu obter um produto com bastante 
mais qualidade e que vai mais ao encontro das expectativas do cliente 
5.1.4 Análise Estática 
Para além da análise realizada ao rácio entre o número de linhas de teste e o 
número de linhas de código é relevante apreciar se os testes desenvolvidos são eficazes, 
ou seja, se o código está a ser devidamente testado e se os ramos de código, e 
especificamente os ramos mais críticos estão a ser completamente testados. 
No inicio do projecto estabeleceu-se como objectivo 85% de cobertura total do 
código desenvolvido, tanto em número de linhas como em número de ramos; o 
resultado final é apresentado na Figura 18 e Figura 19. 
 
Figura 18 - Cobertura do módulo de negócio. 
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As figuras apresentadas apenas contêm as percentagens por package, e não por 
classe, no entanto esta é suficiente para dar uma visão geral do estado da cobertura. 
Calculando a média, o valor final do módulo de negócio ficou em 82.3% em número de 
linhas e 68.2% de número de ramos, e o de apresentação em 88% em número de linhas 
e 71.3% em número de ramos; estes números ficam abaixo do objectivo porque a 
ferramenta analisa a totalidade do código, incluindo métodos muito básicos como 
getters e setters, sem lógica associada, e que se decidiu não testar, mas que contribui 
para degradar a cobertura calculada, especialmente a cobertura em termos de ramos de 
código.  
Daqui tiram-se algumas conclusões interessantes: será interessante estabelecer 
objectivos de cobertura diferenciados para o módulo de negócio e para o módulo de 
apresentação; será também interessante tentar afinar a ferramenta de análise para 
considerar apenas métodos acima de determinada complexidade, nomeadamente 
excluindo da análise os getters e setters. 
5.2 Qualidade dos Dados e Recomendações 
Da análise realizada resultou um conjunto de conclusões sobre o impacto do Scrum 
no processo de desenvolvimento da Truewind, no entanto esta análise está condicionada 
pela qualidade dos dados existente. A informação utilizada para os cálculos foi retirada 
dos dois principais artefactos envolvidos no Scrum, o Product Backlog e os Sprint 
Backlogs. 
O Scrum não especifica qual o formato ou tecnologia a utilizar na criação e gestão 
destes artefactos, em vez disso indica apenas qual o conjunto de informação 
estritamente necessário para dar suporte ao processo de desenvolvimento. A Truewind 
criou modelos para estes dois artefactos, sendo estes realizados através de folhas de 
cálculo. Estes modelos indicam um conjunto de campos de preenchimento regular e 
obrigatório, geram indicadores do estado do desenvolvimento, e estão acessíveis a todos 
os elementos envolvidos. No entanto estes modelos têm um conjunto de problemas, 
Figura 19 - Cobertura do módulo de apresentação. 
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sendo que os dois mais relevantes são o facto não existir forma de garantir a integridade 
dos dados, e de não ser possível intersectar dados nem entre artefactos, nem entre 
projectos. 
Após a preparação e análise dos dados, detectou-se o conjunto de problemas 
descrito de seguida, e para os quais é realizada uma sugestão sobre como poderiam ser 
resolvidos. 
 Não é possível saber o sucesso real de um Sprint - Isto deve-se ao facto de 
durante o Sprint ser possível inserir novas tarefas. O planeamento do Sprint é 
realizado de forma a consumir a totalidade da capacidade (número total de 
horas disponível) da equipa, mas podem existir tarefas sobrestimadas. Nesse 
caso irão sobrar horas, as quais acabam por ser tipicamente preenchidas com 
a entrada de novas tarefas, que podem não ser concluídas uma vez que não 
estavam planeadas. A análise posterior dos registos apenas indica que a 
equipa não concluiu o número total de tarefas, pois não existe rastreio entre 
as tarefas iniciais e as tarefas entretanto adicionadas ao Sprint. Este problema 
poderá ser resolvido acrescentando um novo campo no modelo de forma a 
registar quais as tarefas não inicialmente planeadas. 
 Não é possível saber quando uma tarefa do Product Backlog foi concluída - 
Quando uma tarefa é transportada para um Sprint, é repartida por um número 
indeterminado de subtarefas, as quais podem ocorrer ao longo de diversos 
Sprints. Quando se pretender saber quando é que efectivamente a tarefa em 
questão ficou concluída, não existem registos para esse efeito. Seria assim 
interessante adicionar uma nova coluna no modelo do Product Backlog, onde 
se registaria o dia em que a tarefa foi dada como concluída, correspondendo 
esta à data da Demo Meeting em que foi apresentada. 
 Não é possível saber a duração real de uma tarefa – Quando uma tarefa é 
adicionada ao Sprint Backlog é realizada uma estimativa para a sua 
conclusão, no entanto se a mesma não for concluída nesse mesmo Sprint será 
transportada para o próximo. Uma vez que não existe qualquer tipo de 
identificador de tarefa, perde-se a relação temporal entre ambas. Seria assim 
interessante atribuir um identificador único a cada uma das tarefas dos Sprint 
Backlogs de cada projecto, permitindo assim identificar se uma mesma tarefa 
se arrastou de um Sprint para o seguinte. Desta forma passaria a ser possível 
calcular a duração total de cada tarefa. 
 Não é possível obter o esforço aplicado na codificação de testes – Devido ao 
processo de desenvolvimento utilizado, é realizada uma grande bateria de 
testes. Esta, muito devido às diferentes tecnologias envolvidas, tende a 
representar grande parte do tempo de desenvolvimento. Uma forma de gerar 
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estes registos passaria por separar das principais tarefas o processo de 
codificação de testes, sendo este colocado numa nova subtarefa. 
 O worktype é demasiado genérico e não se encontra especificado – Os 
registos deste campo são apenas de três tipos: erro, funcionalidade e tax 
(tarefas de administração/gestão). Através apenas destes três tipos não é 
possível retirar estatísticas interessantes. Uma forma de retirar partido deste 
campo passaria por estabelecer uma lista mais extensa e detalhada, 
previamente definida e descrita. Desta forma os diversos elementos 
envolvidos poderiam preencher os registos de forma mais adequada. 
Relacionando este campo com o número de horas dispendido, seria possível 
obter valores para futura utilização em estimativas. 
 Existem dados por preencher e outros estão inconsistentes – Este foi o ponto 
que mais condicionou a análise. Parte dos dados estava incorrectamente 
preenchida ou não existia, nomeadamente a referência das tarefas entre o 
Sprint Backlog e o Product Backlog, bem como as estimativas das tarefas do 
Product Backlog. Infelizmente este é também o ponto onde é mais difícil de 
arranjar uma solução, uma vez que esta solução passaria por ter uma 
aplicação que imponha a validação destas referências entre artefactos. 
 As estimativas do Product Backlog estão no formato errado – As estimativas 
existentes no Product Backlog encontram-se em horas, o que é incorrecto. 
Apesar de este formato ter auxiliado a comparação com os registos reais, este 
campo deveria ter a estimativa através de uma sigla que represente o esforço 
de execução. Apenas posteriormente deveria ser criada uma tabela de 
correspondência entre a sigla e um intervalo temporal (por exemplo: S – 2 
dias, M – 5 dias, L – 1/2 Semanas). 
5.3 Planeamento 
Em termos de comparação entre o planeamento inicial (Apêndice A.1) e o 
calendário final (Apêndice A.2) verifica-se que existiu um atraso na conclusão do 
produto. Inicialmente estava agendado realizar somente uma entrega em Janeiro, no 
entanto durante a realização do projecto obteve-se uma noção mais clara de todo o 
trabalho envolvido, tendo-se concluindo que, não havendo a possibilidade de prescindir 
de funcionalidades, esta data teria que ser revista. Decidiu-se então publicar o produto 
de forma faseada, deixando para um segundo momento a publicação da versão 




Este Projecto em Engenharia Informática foi desenvolvido com dois objectivos: a 
concretização de um sítio de comércio electrónico, composto por uma componente mais 
técnica, e a avaliação da metodologia de desenvolvimento ágil Scrum, com uma maior 
vertente de análise. Apresentam-se as conclusões referentes a cada uma destas vertentes. 
6.1 Aplicação 
O desenvolvimento do sítio de comércio electrónico descrito neste relatório foi um 
sucesso. Encontra-se neste momento em pleno funcionamento e sobre o qual não são 
reportados qualquer tipo de erros à cerca de dois meses. Em termos de estatísticas de 
utilização verifica-se que a aplicação está a ser usada aproximadamente pelo dobro dos 
utilizadores simultâneos para que foi planeada.  
Em termos técnicos o desenvolvimento desta aplicação proporcionou o contacto 
com um conjunto bastante elevado de tecnologias, exigindo uma grande capacidade de 
aprendizagem e autonomia, sendo necessário dedicar especial atenção à integração entre 
todas elas.  
O facto de o projecto ter decorrido dentro das instalações do cliente e numa área de 
negócio desconhecida foi também uma mais-valia pois gerou um contacto constante 
com todos os intervenientes, estimulando as capacidades de relacionamento interpessoal 
e análise. No momento em que entrou em produção a última fase do projecto, e foi dado 
como concluído o desenvolvimento, deixou de ser necessário estar presente a totalidade 
dos elementos da equipa, cabendo-me assim a responsabilidade de dar suporte à 
aplicação. Esta foi também uma experiência bastante enriquecedora, uma vez que 
apelou à responsabilidade e capacidade de tomar decisões de forma autónoma. 
6.2 Metodologia e Processo de Desenvolvimento 
No inicio deste projecto a Truewind estava a iniciar-se na utilização das 
metodologias ágeis, mais especificamente o Scrum. Foi então proposto utilizar o 
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desenvolvimento do sítio de comércio electrónico como objecto de estudo de forma a 
avaliar as vantagens e desvantagens que esta trazia. Esta proposta foi aceite com 
bastante entusiasmo, e, apesar de os dados existentes não serem os melhores, é agora 
possível tirar algumas conclusões sobre a sua utilização. 
Concluiu-se que o cliente tirou partido do Scrum para, ao longo do projecto, 
actualizar a sua visão do que pretendia, tendo obtido uma aplicação mais coincidente 
com as suas expectativas e com mais qualidade. O cliente revelou bastante satisfação 
com o produto desenvolvido.  
Concluiu-se a existência de uma grande divergência entre o planeamento do 
projecto e a sua concretização, nomeadamente no que respeita ao esforço empregue para 
concluir o projecto e no calendário de entrega do mesmo. Este desvio deveu-se acima de 
tudo à fraca qualidade das estimativas iniciais 
Em termos pessoais, o estudo realizado foi também bastante produtivo. Este 
permitiu ter contacto com uma nova metodologia, tanto como participante (ao longo do 
projecto), como depois, analisando os resultados obtidos. Deste foi possível retirar um 
conjunto de conclusões sobre os factores que influenciam a qualidade de um produto, e 
as diferentes formas que existem para os mitigar. Outro dos ganhos do uso desta 
metodologia foi a interacção com outras pessoas que esta proporciona, tanto com o 
cliente como dentro da própria equipa. 
6.3 Trabalho Futuro 
Deste trabalho resultam dados muito importantes para a Truewind melhorar a 
sua actividade, tanto no método de desenvolvimento de software como nas suas práticas 
comerciais. 
A Truewind deverá rever a forma como colecciona e armazena as estatísticas de 
desenvolvimento de projecto, permitindo-lhe criar uma base de conhecimento que possa 
potenciar para o desenvolvimento de novos projectos. Poderá ser interessante 
desenvolver ou adoptar uma aplicação baseada na Web que substitua os artefactos de 
colecção de dados. Sendo esta aplicação desenvolvida apenas com o objectivo de 
recolha de dados, seria ainda necessário disponibilizar um módulo que permita realizar 
a análise. Neste momento encontra-se a decorrer na Truewind outro Projecto em 
Engenharia Informática que tem como objectivo desenvolver uma aplicação que permite 
a extracção de indicadores, o TrueKPI. Esta, com um processo de configuração simples, 
permite obter indicadores e estatísticas dos dados existentes e criar representações 
gráficas dos mesmos, permitindo ainda a criação de indicadores inicialmente não 
planeadas através de uma metalinguagem. Seria assim interessante e vantajoso integrar 
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a aplicação a desenvolver como o TrueKPI, deixando de ser necessário o 
desenvolvimento de um módulo de análise. 
A Truewind tem vindo a melhorar as suas práticas de desenvolvimento de 




Ajax – Tecnologia que consiste na transferência de dados de forma assíncrona através 
de JavaScript e XML. Como a grande maioria dos navegadores existentes possuí 
suporte para JavaScript, esta tecnologia permite optimizar o carregamento de dados das 
páginas Web, permitindo o refrescamento parcial de uma página sem que seja 
necessária qualquer acção por parte do utilizador. 
Ciclo PDCA – Um desenvolvimento baseado em ciclos PDCA (Plan-Do-Check-Act), 
significa que é realizado através do seguinte fluxo de tarefas: planear, concretizar, 
verificar e agir. 
 
Acrónimos 
DBA – Database Administrator 
DLL – Dynamic Link Library 
EJB – Enterprise Java Beans 
FTP – File Transfer Protocol 
HTML – Hyper Text Markup Language 
HTTP - Hipertext Transfer Protocol 
IDE – Integrated Development Environment 
JEE – Java Enterprise Edition 
JMS – Java Message System 
JPA – Java Persistence API 
JPQL – Java Persistence Query Language 
JSF – Java Server Faces 
JSP – Java Server Pages 
MDB – Message-Driven Bean 




POJO – Plain Old Java Object 
PDF – Portable Document Format 
POM – Project Object Model 
SQL – Structured Query Language 
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