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10.でご く簡単にjobとtaskの 説 明を したが,最 近のOSの 機 能を理解
す るためにはtaskとい う概念 の 明瞭な把握が どう して も 必要 なので,OS
の種 々のmanagement機能を のべ るのに 先立 って,ま ず,こ こで はtask
とい う概 念を もっ と あ き らかに して お くことに しよう 。 最初 にjobの 説 明
か らは じめ るのが適当であ る。jobは内容的 には,計 算機systemに処理 さ
せ る論理的に独立 な仕事 の単位であ る と定義す る ことがで きる。 ここで,論
理的に独立 とい うことが重要であ って,こ の ことはjobを 行なわせ るuser
の側 か らみた とき,個 々のjobが 計算機systemによって 独立に取 り扱わ
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れて もかまわない ことをいみす る。 しか し,jobはもっと形式的 に考え るこ
とが で きる。jobは何 らかの媒体 を通 じて計算機8ystemに指定 され る。た
とえば,入 力媒 体がcardで あれば,適 当なjob制 御 文に よって 区切 られ
たcarddeckがひ とつ のjobを 指定す る。多 くのOSで そ の役 目をはたす
job制御文 はjob文 とjob終 了文の2つ である。 すなわち,こ の2つ の
job制御文 によって区切 られたcarddeckをOSは ひ とつ のjobを 指定す
るもの とみなす ので ある。job文はjobの 開始を示すばか りでな く,job全
体の性格 を きめ るた めに つ ぎの よ うな 情報をparameterとして指定す るこ
とが で きるのが普通 であ る。
登録番号
利用者名
会計番 号
会計用追加情報
合言葉
messagelevel(どの程度のmessageを出力するかについての情報)
job開始時刻
job優先権
実行優先権
主記憶優先権
CPU使 用時間
主記憶 占有時間
印刷page数,印 刷 行数,出 力card枚 数
主記憶 占有語数
job処理 の実行継続 に関す る判定条 件
なお,job文であ ることを示すためにJOBと い うstringが所定 の場所 にお
かれなけれ ばな らない。た とえば,OS/360ではjob名 の うしろにJOBと
い うst血gが あ って各種 のparameterがそれにつづ くものをjob文 とい っ
ている。一 方,job終了文には通常parameterがな くJENDと い うstring
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とかjob制 御文 のmarkだ けか らな る。OS/360のjob終了文 はjob制 御
文であ ることを 示す2つ のslantだけか らな っている。 この よ うにjob文
か ら終 了文 までのcarddeckが形式的 には そ の内容に かかわ らずjobを
指定す るもの とな る。 身近 なjobの 例 と して,つ ぎの よ うな ものをあげ る
ことがで きる。FORTRAN語 でかかれたsourceprogramをFORTRAN
compilerでobjectmoduleに変 換 し,そ れ を1inkageeditorでload
moduleに結合編集 し,最 後にその10admoduleを主記憶装置 にloadし
て実行す る。 このjobを 指定す るcarddeckはjob文か ら始 ま りjob終
了文で終 るが,job制 御文 と して通常 このほかにさ らに実 行文 といわれ るも
のが必要になる(他 にも必要なj・b制御文があるが ここではふれない)。実行文は
ひ とつ のjobを い くつかの処理 の 集 ま りか らなるよ うに 区切 った 場合に,
そ のひ とつの 処 理の始 ま りを あ らわす と共 に,そ の ときに 使用 され る処 理
programが何 であ るか を示す。実行文のそのほか のparameterにはつ ぎの
よ うなものが あ る。
処 理programに対す るparameter情報
実行優先権
主記憶優 先権
CPU使 用時間
主記憶 占有 時間
主記憶 占有 語数
会計用追加情報
実 行 とmemorydumpに 関す る判定条件
これ らのparameterの指定はjob文 のparame七erの指定 とは 矛盾 しては
な らない。 指定が なければjob文 の 指定が 採用 され る。 うえのjobで は
compile,結合編集,実 行 のそれぞれを 指定す るために3つ の 実行文が必要
にな る。 一般にjobは その論理的 内容か らさ らに細分化 され うる。 これを
jobs七epとい う。 そ こで,jobstepの始 ま りは 実行文に よって指定 され る
とい うことが で きる。jobstepはjobの論理的 内容か らきまって くるばか
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りでな く,用 意 されてい る処理programにも依 存 してお り,ひ とつ のjob
中で どの ような処 理programが,どの よ うに動 作す るか とい うことが,job
が どんなjobstepにわけ られ るかをきめ る大 きな要因で あ る。 このいみで,
jobstepは必ず しも固定 した ものでない とい うことがで きる。 また,ひ とつ
のjobを 構成す るい くつかのjobstePはjobの論理的内容か ら何 らか の
順 序関係をもってい る。 た とえば,compileは必ず実行に先立たなければ な
らない。 そ こで,jobは利用者 の実行文 の指定 に したが って,そ の順序通 り
にjobstep単位で処理が行 なわれ る。jobstepでは必ず何 らか のprogram
が動作す るが,そ のほか に;CPU,主 記憶装置,2次 記憶装置,入 出力装
置,dataset(file)などが 必要 とされ る。 これ らのものがすべ て 必要 とさ
れ るだけ確保 されては じめてひ とつのjobs七epの処 理は 実 行 され るのであ
る。 この ように,jobstepの処理 で 利用 され るhardware,software類は
10。でのべた よ うに 資源 といわれ るが,も しも,計 算機 の制御 の流れが ひ と
つであれば,こ うした 資源 の確保はそれ ほ ど 問題 にはな らない。 なぜ な ら
ば,こ の ときは全資源がひ とつのjobstepの処 理 のみに 利 用 され ることに
な るか らである。 この場 合,ひ とつのjobstepで動作す る処理program
がい くつあっても同 じことであ る。 あ るprogramが他 のprogramを引用
して も引用 されたprogramはやは り全資源 を 利用す る ことがで きる。 この
こ とは,た とえば,FORTRAN語 のprogramを考 えてみれば容易 にわか
る。FORTRAN語 のprogramでsubroutineを引用 す る と 制御 はsub-
routineに移 って しまい,subroutineの実行が 終 って 制御が 再び 引用 した
programにも どるまでは引用 したprogramのつぎの文 は実行 されない。 こ
れが計算機 の ご く普通 の制御 の流れ であって,決 して引用 したprogramと
subroutineが同期を とることな く勝手 に 動作す るよ うな ことはない。 とこ
ろが,taskとい う概 念は この よ うな 普通 の制御 の 流れか らだけでは 理解ず
る ことがで きないのであ る。 まず,つ ぎの例をあげ よう。 い ま,PL/1語 の
programで
CALLSUBREVENT(E);
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とか けば,計 算機 は手続 きSUBRを もとのprogramとは無関係に実行す
る。逆にいえば,SUBRの 実行 の完 了をまたず に もとのprogramが実行 さ
れ る。 これはFORTRANに はないPL/1の 新 しい機能であ るが,こ の よ う
に並行 した複数個 の制御 の流れに よる複数個 の動 作の ことを非 同期動作 とい
う。 これはい くつかの制御 の流れが本来的に は他 と同期 を とる ことな く勝手
に流れ る ところか らつけ られた名前であろ う。 なお,こ の場 合,必 ず しも異
なったprogramが動作す るとは限 らず,programの構造 に よっては同一 の
programが非 同期に動作す ることもあ りうるが,こ の点に関連 したprogram
の概念については後述す る。 また,非 同期動作 といって も,同 時に複数個 の
処理が複数個 のCPUで 進行す るのではな く,い くつかの理 由に よってひ と
つの処理 の実行が中断 され るので,そ の間 に別 の処理 が進行す るとい う形 を
とる。 この点については12.でふれ る。 ところで,こ うした非 同期動作が行
なわれ るとい うことになれば,も はや,全 資源がひ とつ の処 理 のみに奉仕す
るとい うわけにはいかない。 い くつかの処理が 同期並行 して進行す るのであ
るか ら,.当然,そ こで資源を どの よ うに,い くつか の処理 の間に配分 した らよ
いか とい う問題 がお こって くる。いいかえれば,各 処理 は互 いに資源を求め
て競 合す る。 この点に注 目 してtaskを定義す る とつぎの よ うになる。task
とは互いに資源を求めて競合 し,か つ,他 と非同期に実行 され る処理単位 で
あ る。 しか し,こ れだけではtaskとい う概念 は少 しもあ き らかではないの
で,さ らに説明をつづけ よう。taskは計算機 の制御 の流れ を分岐 させ ると
い う形で新 しいtaskを生成す ることが できる。 この とき,taskを生成 した
taskを親(主)task,生成 され たtaskを子taskとい う。親taskは子task
を い くつ も生成 しうる し,そ の子task自 体が,さ らに,子 七ask(親task
からみれぽ孫task)を生成 しうる。 こ うしてひ とつの親taskか ら始 まってつ
ぎつ ぎに生成 され るtaskの全 体を同一 系列にあるtask(または,task群)と
よぶ。
jobとtaskはつ ぎの よ うな関係にあ る。jobは,す でにのべ た よ うに,
jobs七ep単位で処理 され るが,そ れはtaskと して実行 され る。 これをjob
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stePtaskとい う。 す な わ ち,jobstepは実 際 に 処 理 が 行 な わ れ る と き は,
そ れ が ひ とつ の処 理 単 位 と な り他 のtaskと 競 合 しつ つ 資 源 を 要 求 して,job
steptaskとして 実 行 さ れ る。 しか し,こ の こ とは ひ とつ のjobstepが た
だ ひ と つ のtaskを 生 成 す る と い う こ と で な い こ とに 注 意 しな け れ ば な らな
い 。taskはtaskを 生 成 す る こ とが で き る か ら,ひ とつ のjobstepの 中 で
並 行 処 理 が 可 能 な 部 分 を い くつ か のtaskに よ っ て 並 行 して 実 行 す る こ と も
で き る の で あ る 。 親taskと して のjobsteptaskはjob制 御 文 で あ る実
行 交 に よ っ て 生 成 され る と 考 え る こ と が で き る。 うえ で 実 行 文 はjobstep
の 開 始 を 指 示 す る と の べ た が,jobstepは 必 ずjobsteptaskと して 実 行
さ れ るか ら こ の よ うに 考 え て も よ い 。 子taskの 生 成 の た め に はmacro命
令 が 用 意 さ れ て い る こ とが 多 い 。 た と え ば,OS/360で は,あ る場 合 に 限 ら
れ て い る け れ ど も,ATTACHと い うmacro命 令 に よ っ て 新 しいtaskを
生 成 す る こ とが で き る 。 以 上 はuserのjobか ら生 成 さ れ るtaskを 問 題 に
した も の で あ るが,こ う した 観 点 か らはtaskと は あ らゆ る 処 理 実 行 の ひ と
つ の 単 位 とみ な す こ とが で き る。 す な わ ち,計 算 機systemにuserが どん
な 処 理 を 依 頼 して もす べ てtaskと い う単 位 で 実 行 さ れ る の で あ る。 そ の さ
い,具 体的 にtaskと い う単 位 を 形 成 す る も の が,jobstePtaskであ り,ま
た,そ のtaskか ら 生 成 さ れ る子taskで あ る と理 解 す る こ と が で き る で あ
ろ う。 した が っ て,こ の 場 合,taskの 内 容 は ま え も っ て 不 定 で あ っ て,user
のjobの 内 容 に よ っ て さ ま ざ ま なtaskが 生 成 さ れ う る こ とに な る 。
と こ ろ が,一 般 にtaskと い っ た と き に は,こ の よ うなuserjobのjob
stepに関 連 す るtaskば か りで は な い 。 こ の ほ か に 制 御 用 のtaskが 存 在 す
る の で あ る。 これ を 区 別 す る た め に,以 下 で はuserのjobstePtaskと そ
れ か ら生 成 され るtaskをusertaskと よび,そ れ 以 外 のtaskをcontrol
taskとよぶ こ とに し よ う。user七askは上 述 の よ うに あ らか じめ処 理 内 容 が
き め られ て い な い の に 反 してcontroltaskはほ ぼ 処 理 内 容 が き ま っ て い る 。
と え ば,system入 出 力 を 行 な うt?・skとか,jobstePをinitiateさせ た り
terminateさせ た りす るtaskはcontroltaskの例 で あ る。 こ う したcontrOl
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taskはOSの 始動 時に 生成 されて,OSが 動作 してい るあいだ中sys七em
の中につ くりつけにな ってお り,必 要に応 じて起動 されて種 々のserviceを
行な う。 したが って,controltaskを特定のserviceを行な う処理 単位 とみ
なす ことがで きる。usertaskはprogramの実行が終了すれ ばtaskとして
消滅す るが,controltaskはOSが動作 していれば決 して 消滅す ることは
な く,systemの停止に よっては じめて消滅す ると考 え られ る。 さて,時 間
を限 って計算機isystemの中を眺めてみればusertaskとcontroltaskが
入 り混 って多数 のtaskが存在 して,そ れ らは互いに非同期 に動 作 している
が,完 全に非同期に 動 いてい るわけではない。 この ことは つ ぎの例でわか
る。 い ま,あ るtaskがcontroltaskにserviceを依頼 した とす る。 しか
し,controlta8kは必ず しも直ちにそのserviceを果 たせ る とは限 らない。
なぜ な ら,多 数 のtaskがCPUに よる実行 を要求 して競 合 していれば,一一
定 のruleに基づ いて順次にtaskを実行す るほかないか らであ る。具体的に
は,実 行優 先権 に よってtaskの待 ち行列をつ くるな どの 方法が と られ る こ
とが 多い。 さ らに,taskの実 行終 了までには一般に時間経過 を必要 とす る。
そ こで,も し,controltaskにserviceを要 求 したtaskはそ のserviceが
終了 しなければ先に進 めない性質 のものであれば,要 求元のtaskはcontrol
taskのservice終了を待たなければな らない。 すなわ ち,要 求元taskは
同期 を と らざるをえない。 この ように して,taskは非同期 に 動作 してい る
がゆえに 同期 を とる 必要性 が お こって くるのであ る。taskの進行が 何 ら
かの事象の生起 を条件 と してい るとき,条 件にな っている 事象 をeventと
よんでい る。dataの読み込 み とその処理が別 々のtaskで あれば,dataの
読み込みが終 了 しなければ 処理 七askを実 行す ることがで きないな どは この
例 である。 そ こで,taskの状態 を3つ に分類 して考え ることが で きる。 ま
ず,第1は 実 行状態(EXECUTE)にあ る 七askであ る。 これは現にCPUに
よって処 理が 行 なわれ てい るtaskである。 ただ し,そ の処理 の 中にそ の
七askが要 求 を 出 して 行なわせ ている,taskと しては 動作 しないcontrol
programの処理(こ の点は後述する)を 含めて考え ることにす る。第2に 実行
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待 ち状態(READY)にあ るtaskであ る。 これ はいつで もCPUに よって処
ノ
理 が開始 されて もか まわな いtaskで,処 理 の順番が まわ って くるのを待 っ
てい る。 うえでふれた ように,多 くの場 合はtask実行の優 先権 と実 行待ち
状態 になった順序に したが って これ らのtaskは 待ち行列をつ くってい る。
第3は 待 ち状態(WAIT)に あるtaskで,こ れはeventの発生を まってい
るtaskである。 したが って,CPUが あいて もこの状態のtaskは決 して
実 行されない。実 行待 ち状態にあ るtaskはCPUさ えあけば待ち行列 の先
頭 か ら実行状態にな る。あ るいは,状 況に よっては逆に待 ち状態に な ること
もあ る。実 行状態にあ る 七askは一定 のruleにしたが って 実 行待 ち状態に
な ると共にeventを待つた めに 待 ち状態に入 ることもあ る。 待ち状態 にあ
るtaskはeventが発生す る と実行待 ち状態にな る。taskは必ず この3種
類の状態 のいずれかに属 しなが らしか も状態をたえずか えつつ計算機 の中に
存在 してい るのであ る。
実行状態にあ るtaskの実行 中断は 大別 して2通 りの方法 で行なわれ る。
ひ とつは,う えで のべた よ うにeventの発 生を まつ ために 待ち状態 にな る
場 合であ る。 この ときは中断の原 因がtaskの 中にあ ることになる。 も うひ
とつは まった く実行 中のtaskとは無関係に実行中断が お こる場 合である。
これは後述す るexternalinterruption(外部割 り込み)に よってお こる。 いず
れ の場合 もtaskの実行中断時 のCPUのregis七er類の 状態 を 待避 させな
ければな らない。 も し,中 断時のCPUの 状態が保存 されていなければ,つ
ぎにそのtaskが実 行状態にな った ときに 正 しく実行 を再 開で きな い ことに
なって しま う。 このために,taskはtaskcontrolblock(TCB)といわれ る
制御表を もっている。TCBに 格納 され る情報は 大略つ ぎの ような ものであ
る。
実行待ちにあるつ ぎのtaskのTCBの 所 在
taskの状態
taskの優 先権(実 行優先権)
taSkの種類(usertaskかcontroltaskか)
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regiSterやtimerの値(退 避領域)
taskで使われ ている資源の情報
他 の制御表の所在
taskの実行が中断 され るとCPUの 状態がTCBの 退避領域に 格納 され,
逆 に 七askが実行状態にな るとTCBか ら中断時 のCPUの 状態が 回復 され
る。 この ような観 点に立 ってtaskを定i義づければつ ぎの ようにな る。task
とはeventの発 生を待つために一時実 行を中断 した り,外 部割 り込 みに よっ
て まった く非 同期に実行が 中断 させ られた りす る 処理 単位で,こ のた めに
taskは実行中断後 の再開にそなえてCPUの 状態を 退 避 させ るTCBを も
つ。そ こで,OSの 内部構造に即 して簡単 にいえば,taskはTCBを もつ処
理単位で あるとい うことが できる。taskをそ の属 性か らみた この よ うな 定
義が おそ らくtaskの定義 としては もっ とも適当な ものであ ろ う。 ここで最
初にあげたtaskの定義を振 りかえってみれば,資 源を もとめて競合 し,か
つ,非 同期 に実行 され る処理単位 とい ういみが 明瞭に理解 され るであ ろ う。
そ こで,taskを複数個の計算機systemが必要に応 じてcommunicateしあ
いなが ら独 立に仕事を進 めて行 く状態 をひ とつの計算機systemでsimulate
す るために 考え 出された 概 念で あ ると 考 える ことも で きる。 この いみで
taskのことをvirtualmachineとい うことがあ る。最近 のOSは すべ て こ
う したtaskと い う概 念を基礎 に構成 されてい るが,必 ず しもtaskとい う
呼び方が つねに 使われ ている わけではない。 七askとい うのはos/360の
呼び方で あって,MITのMULTICSで はprocess,THEではsequential
processなどとい ってい るよ うであ る。 そ して,名 前が違 うのに応 じて,そ
の概 念に も微妙な違 いが あ るが,う えで大ざ っぱ にtaskの性質 として説 明
した ことは,ほ ぼ共通 しているよ うに思われ る。
ところで,計 算機の中の処理はOSの もとでは,す べてtaskと して行な
われ るのか といえば,実 はtaskでない処理 も存在す るのであ る。 ここでは
taskであ るかいなかを もっぱ らTCBの 存在の有無に よって判定 して いる。
た とえば,あ るOSで はtaskの生成,消 滅,同 期 な どを制御す るprogram
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の 実 行 はta8kと して 行 な わ れ な い よ うに な っ て い る。 す な わ ち,こ れ らの
処 理 に 対 応 す るTCBは 存 在 しな い の で あ る 。 した が っ て,こ れ らの 処 理 が
行 な わ れ て い る と き は,externalinterruptionもevent待ち も お こ らな い
よ うに な っ て い る。 も ち ろ ん,taskで は な い 処 理 は す べ てcontrolProgram
に よ る も の で あ っ て,userのjobのjobstepがtaskと して 実 行 さ れ る
と い う こ とに 例 外 は ひ とつ も な い 。controlProgramの実 行 が す べ てtask
と して 行 な わ れ る と は 限 らな い と い う こ と は,つ ぎ の 例 に よ っ て あ き らか で
あ ろ う。 実 行 状 態 の 七askが待 ち 状 態 のtaskに な る と き に は,そ の こ とを
switchを用 い て 表 示 す るが,そ の 表 示 の 前 にeventが 発 生 して い る か ど う
か を 確 認 す る。 も しeventが発 生 して い た ら直 ち に も とのtask}Cもど るが,
eventが発 生 して い な け れ ばswitchをONに して,そ のtaskを 待 ち 状 態
に す る 。 一 方,eventが 発 生 す れ ば,そ のeven七 の 発 生 を 待 っ て い るtask
が あ る か ど うか をswitchを み て 調 べ,も しあ れ ば,待 ち 状 態 のtaskを 実
行 待 ち 状 態 に す るが,な け れ ば,や は りeventの 発 生 を 示 す 別 のswitchを
ONに して 終 る 。 こ こ で も し割 り込 み が 許 され て い れ ば つ ぎ の よ うな 困 っ お
事 態 が お こ りか ね な い 。 い ま,event待 ち の 七askに対 してeventが 発 生
して い な い こ と を 確 認 した 瞬 間 にevent発 生 に よ っ てexternalinterruption
が お こ っ た とす れ ば,ま だ,even七発 生 を 待 っ て い る こ と を 表 示 す る8witch
がONに な っ て い な い の で,event発 生 を 示 すswitchがONに さ れ る だ
け で あ る。 一 方,こ の 処 理 が 終 っ た あ と 中 断 が 再 開 され た 方 のprogramは
eventが発 生 して い な い こ と を 確 認 した あ と の 処 理 を 続 行 す る。 す な わ ち,
event待ち を 示 すswitchをONに して 七askを 待 ち 状 態 に す る。 こ う し
て,こ のtaskは 実 際 に はeven七 が 発 生 して い る に も か か わ らず 永 久 に 待
ち 状 態 を つ づ け る こ とに な る の で あ る 。 これ はtask間 の 同 期 を と る た め の
controlprogramがtaSkとして 動 作 す る た め に 起 る 矛 盾 で あ る か ら,こ れ
を 防 止 す る に は このprogramをtaskと して 動 作 さ せ な い こ とに す れ ば よ
い 。 こ の よ うに して,controlprogramの中 に はtaskと して 動 作 して は な
らな い も の が あ る 。 しか し,controlprogramの中 で 何 がtaskと して 動 作
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し,何 がtaskと して動作 しないか は必ず しも一意に きまってい るわけでは
ない。現状 ではOSを 設 計す る者 の判断が ひ とつ の処理 をtaskにす るか,
しないかのkeyを にぎ っている場合が 多い よ うである。 もちろん,設 計者
は判断にあた って能 率性な どを考え るわけであ るが,そ れに しても,control
taskが個 々のOSの 設計 と緊密に 結びついてい ることは 否定 しえないであ
ろ う。 この段階にな るとtaskは概 念上は ともか く実際上はかな りあいまい
にな って くるよ うに思われ る。 これはOSの 評価 に もつなが る問題 であるの
で簡単には論 じられ ない。
以上でほぼtaskと い う概 念があ き らかに なった と考 え られ る。 ここでは
task制御のalgori七hmにつ いてはほ とん どふれ なかったが,そ れ らにつ い
てはtaskmanagementとして後述す る。
12.Multiprograrnming
10.で現在 のOSの もっとも 大 きな特 微は1n・ultiprogrammingである と
のべ たが,こ れは具体的 にいえば,複 数個 のtaskを並行的に実行す ること
がその内容 とな る。 このためにmultiprogrammingeilまたmu titaskingと
もよばれ ている。 それではmultiprogrammingはどの ように して 行 なわれ
るのであろ うか。 ここではtask間 の制御 の転移が どんな仕方でな され るの
かを,controlprogramの内部構造に も多 少ふれなが ら素描 してみ ることに
しよう。 まず,multiprogrammingが可能で あるためにはhardwareの方 も
い くつか の機能をそ なえていなければ な らない。 第1に 入 出力動作 とCPU
の処理動作が並 行 して 行なわれ る とい う機能があ る。CPUは 入出力命令の
解読 と実行をchannel制御装置 にまかせて それ 自身 は ただちに つ ぎの命令
に進む。 ところが,こ れ では入 出力動作が いつ終 了 したかを知 ることがで き
ないので,第2にhardwareは割 り込み とい う機 能を もってい る。 これは一
定 の原因に よって,そ の とき実 行 しているprogramを一時 中断 して他 のあ
らか じめ定め られた場所 に 自動的に(す なわち,飛 び越 し命令なしに)制 御 を転
移 させ る とい う機 能である。その さい,割 り込 み原因 と しては通常つぎの よ
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うな も の が 考 え られ て い る 。
(1)機械 の 誤 動 作
(2)programの誤 り
(3)controlProgramが呼 をfれた と き
(4)演 算 結 果 の 異 常
(5)externalinterruption
(2)は使 用 して は な らな い 命 令 を 使 用 した と き な ど で あ るが,こ れ は つ ぎ の よ
うな こ と で あ る 。 最 近 の 計 算 機 は 命 令 の う ち の い くつ か の もの(特 権 命令)の
使 用 を 禁 止 した り,特 定 の 記 億 域 へ の か き込 み を 禁 止 した り した 状 態 で 動 作
し うる よ うに な っ て い る も の が 多 い 。 これ をusermodeと かslavemode
な ど と呼 び,禁 止 事 項 の な い 状 態 をmastermodeと い っ て い る。 そ こで,
userInodeのと き に 禁 止 事 項 を 侵 犯 す る と 割 り込 み が お こ る の で あ る。(3)
はcontrolprogramにserviceを要 求 す る た め 実 行 中 のprogramがcontrol
ゆ
programを呼ぶ ことである。(4)はoverflowがお こった とか0で 割算が行な
われた とか の場合であ る。(5)は入 出力動作 の終 了,時 間切れ,複 数個 のCPU
があ る場 合には,他 のCPUか らの信号,入 力電源異常 な どである。(1)から
(4)までは現在実 行中 のprogramの中に原 因が あるので,と くに割 り出 しと
かinternaltrapとい うことがあ る。 これに対 して(5)は実行 中のprogram
とは無関係に生起す るので,こ れ だけを さ して割 り込み とい うことがあ る。
この よ うな(ω ～(5)の原因による)割 り込み の 機能を利用すれば,割 り込 みを
お こ した 原因を解析 して それに対 して 適当な処理を 行 な うことが で きるの
で,後 述す る ようにcontrolprogramはこの割 り込み機能を 中心 に組み立
て られ ている。multiprogrammingを可能にす るhardwareの第3の 機能は
上述 した記憶 域の保護機能で ある。一一般にOSの 制御 のも とでは主記憶装置
の中には多数 の独立 したprogramが格納 され るが,ひ とつのtaskの実行
中に他 のtaskで使われ るprogramが破壊 される ような ことがあっては困
る し,ま た,controlprogramがこわ され るよ うな ことで もあれぽ』計算機は
暴走 した り停止 した りして,以 後,計 算 の続行が不可能にな って しま う。 こ
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れを さけ るた めに一定 の記憶域にuse■modeで は,か き込みを禁止す る こ
とが で きるよ うに なってい る。 これ らの3つ の 機能がmultiprogrammin9
を 可能に して いるのであ るが,以 下 では(3)を原 因 とす る 割 り込 み 機 能が
controlProgramによって どの ように利用 され てい るか を概観す ることに し
よう。
11.でのべた よ うに,実 行状態に あるtaskはexternalinterruptiohと
event発生を まつために 待 ち状態にな ることに よって 実行が 一時中断 され
る。後者 は さ らに2つ にわけ て考 え られ る。 ひ とつは実行 中のtaskが 自 ら
待 ち状態に入 る場 合で あ り,他 は実行中のtaskがcontrolprogramに何 ら
か のserviceを依頼 した結果,強 制的 に待 ち状態に させ られ る場 合である。
自 ら待ち状態に 入 る場合 もそ のため のserviceをcon七rolprogramに依頼
しなければな らないか ら,結 局,待 ち状態に入 ることは 自発 的か強制的かの
区別は あって もcontrolprogramにserviceを依頼す る ことに よってお こ
ると考えて よい。 そ して,こ れ は実 は(3)を原因 とす る 割 り込み に よって処
理 され るのである。 したが って,taskの実行中断 は中断原因がtaskの中に
あるか外にあ るか の区別はあ って も,す べ て割 り込みに よってお こるよ うに
統一 され ている ことになる。 さて,⑧ に よって割 り込み をお こす場合には,
controlprogramにどんなserviceを要求 をす るか と い うことを 明示 して
お く。controlpregramは要求 され るservice毎にそれぞれ のservicepro-
gramを用意 していて,後 述す るよ うに,要 求に したがって適 当なservice
programを動作 させ るのであ る。 実行中のtaskが 待 ち状態になるために
は,実 行再 開にそな えてCPUのregister類の 内容をTCBに 退避 させ る
ばか りでな く,ど んなeventを待つか とい うことを 適当な制御表 に用いて
表示す ると共に,七askが 待ち状態に あるとい うことを あ き らかに しなけれ
ばな らない。 いいかえればtaskが実行状態にあ るとい う表示 をや めなけれ
ばな らない(実 際は実行待ち状態のtaskの待ち行列からそのtaskをはずすという処
理などがなされるようである)。これ らのことはすべて 専用 のserviceprogram
が行 な う。
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割 り込 み が お こ る と割 り込 み 原 因 別 に そ れ ぞ れ の 割 り込 み 受 付 けprogram
に 制 御 が 移 る よ うに な っ て い る の が 普 通 で あ る 。 こ の 段 階 でusermodeは
mastermodeにか わ り,さ らに,つ ぎ に 七askに制 御 が 移 る ま でexternal
interruptionを保 留 に して し ま う。 な お,い くつ か の 割 り込 み が 同 時 に 発 生
した と き に 備 え て 割 り込 み に も優 先 権 が あ た え られ て い る 。 通 常,external
interruptionはinternaltrapより優 先 権 が 低 い 。 割 り込 み 受 付 けprogram
に 制 御 が 移 る とTCBの 退 避 領 域 にregi8terなどの 内 容 を 格 納 して,つ ぎ に
割 り込 み 処 理programに 制 御 を 移 す 。 このprogramも,ま た 割 り込 み 原
因 別 に つ く られ て い て,た と え ば,何 らか のserviceが要 求 され て い る場 合
で あ る と,適 当 なserviceprogramをえ らん で そ れ に 制 御 を わ た す と い う
処 理 を 行 な う。serviceprogramにはtaskと して 動 作 す る も の と そ うで な
も の が あ る が,event待 ち を 制 御 す るserviceprogramは11.での べ た よ
い う な 理 由 か らtaskと して は 動 作 しな い 。serviceprogramの呼 び 出 しに
は,あ らか じめcontrolprogramの中 に つ く りつ け に な っ て い るservice
programの一 覧 表 と 呼 び 出 しprogramが 使 わ れ る こ と も あ る 。external
interruptionの割 り込 み 処 理programは これ と は 少 し違 うば か りで な く,
入 出 力 動 作 終 了 の 場 合 とそ れ 以 外 の 場 合 で も処 理 の 仕 方 が 異 な る が,い ず れ
もserviceprogramを呼 び 出 してserviceさせ る点 で は 同 じで あ る。 た だ
し,入 出 力 動 作 の 終 了 はeventの 発 生 で あ る か ら,そ のeventを ま っ て い る
taskがあ るか ど うか を 制 御 表 を 調 べ て 確 認 し,も しあ れ ば そ のtaskを 実 行
待 ち 状 態 に しな け れ ば な らな い 。 な け れ ぽevent発生 の 表 示 だ け を す る 。 し
た が っ て,そ の よ うな 処 理 を 行 な うserviceprogramがよば れ る こ と に な
る。 この よ うに して,と も か く割 り込 み 処 理programがserviceprogram
にserviceさせ た あ と制 御 はtaskへ の 復 帰 を 行 な わ せ るcontrolprogram
に 移 る。 こ のcontrolprogramでは ど の 七askに制 御 が 移 る か が きめ られ る。
通 常,実 行 待 ち 状 態 に あ るtaskは 実 行 状 態 のtaskが あ れ ば そ れ を 先 頭 に
優 先 権 と実 行 待 ち に な っ た 順 番 に した が っ て 待 ち 行 列 を つ く っ て い る が,割
り込 み に よ っ てcontrolprogramが処 理 を 行 な え ば こ の 待 ち 行 列 は 変 化 す
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る可能性があ る。taskへの復帰 を行 なわせ るprogramはつね に この行列の
先頭 のtaskに制御 をわたす。 したが って,も し待ち行列に まった く変化が
なければ,割 り込 みに よって 中断 され ていたtaskの実行が再開 され るが,
も し待ち行列の先頭 のtaskがか わっていれば,新 しいtaskに制御が 移 る。
そ して,い ずれ の場 合 もTCBに 格 納 してあるregister類の内容 が回復 され
る。要す るに,い つで も実 行待ち状態 のtaskの待 ち行列の先頭のtaskが
つ ぎに実行 され る 七askとな るのであ る。 も し実 行待 ち状態のtaskがひ と
つ もなければ,特 別 につ くりつけにな ってい る割 り込み待ち のidle七askに
制御がわた って,計 算機が停止す る ことを防 く・。 なお,taskとして動作す る
serviceprogramへの要求 の発生は その前 にそ のprogramへの要求が待ち
に なっていなければeven七の発生 となるか ら,こ のtaskは実行待 ち状態の
taskの待ち行列 の適当な場所に おかれ る。 も し,serviceprogramへの要
求が複数個あればそれは到着順 に 待 ち行列をつ くる。 したが って,taskと
して 動作す るserviceProgramにserviceを依 頼 して も た だちにservice
が え られ るとは限 らない。 これがserviceを依頼 したtaskが時 には強 制的
に待 ち状態 に させ られ るひ とつ の理 由であ ることは前述 した。 また,う えで
,の べた割 り込み受付け,割 り込み処理,task復帰の各controlprogramは
す べてtaskと して 動作 しない ことはい うまで もない(externalinterruption
が保留される)。
以上がtaskの実 行中断に と もな うtask間の制御 の転移 の 大 体の様相で
あ る。(未 完)
(1971.8.30)
