Abstract. Argumentation is becoming increasingly important in the design and implementation of autonomous software agents. In this paper we discuss our current work on a prototype lightweight Java-based argumentation engine that can be used to implement a non-monotonic reasoning component in Internet or agent-based applications. As far as possible we are aiming towards implementing a general purpose argumentation engine that can be configured to conform to one of a range of semantics.
Introduction
Argumentation is becoming increasingly important in the design and implementation of autonomous software agents. In particular, it has been proposed that argumentation will facilitate agent-based systems that engage in cooperative problem solving, such as automated negotiation [1] and reasoning over proposals for action [2] . In these situations classical logic-based approaches are often unsuitable. Pertinent information may be insufficient or in contrast there may be too much relevant, but partially incoherent information, and in the case of multi-agent systems, conflicts of interest are inevitable [3] .
In this paper we discuss our current work on a prototype lightweight Javabased argumentation engine that can be used to implement a non-monotonic reasoning component in Internet or agent-based applications. The core engine has been built using tuProlog [4] [5] , an existing open-source Prolog engine, as its foundation. Although our ultimate goal is to create a general purpose argumentation engine that can be configured to conform to one of a range of semantics, the current version of the engine implements the argumentation-based framework presented in [3] (allowing our engine to determine the acceptability of arguments and construct proofs using an argument game approach to constructing proofs of acceptance [6] ), and also standard Prolog inference (allowing us to prototype a variety of metainterpretters that support other forms of argumentation). This paper is structured as follows: In Section 2 we provide motivation for our work and introduce tuProlog. Section 3 introduces the ASPIC argumentation framework, and in Section 4 we discuss how we have implemented this in our engine. We conclude the paper with an overview of planned future work.
There has been much recent work on argumentation-based engines, for example, Vreeswijk's IACAS [7] , and García and Simari's DeLP [8] (and later an extension to this work, P-DeLP, by Chesñevar and colleagues [9] ). However, to our knowledge none of these engines implement support for more than one form of argumentation semantics. It is our belief that agents engaged in reasoning should have access to a general purpose argumentation engine that can be configured to conform to one of a range of semantics.
Our prototype argumentation engine has been built using tuProlog [5] as its foundation. tuProlog is a Java-based Prolog engine which has been designed from the ground up as a thin and lightweight engine that is easily deployable, dynamically configurable and easily integrated into Internet or agent applications [4] . Utilising the Prolog inference provided by the tuProlog engine we can implement a series of metainterpretters for a variety of forms of argumentation. However, this way of implementing an argumentation engine has both a serious performance overhead and a less than ideal interface. In order to avoid these problems and produce an argumentation engine that fully conforms to the spirit of a lightweight Internet enabled tool, we are re-engineering tuProlog by implementing a series of core argumentation algorithms in Java. The first algorithm we have implemented in our engine is presented in [3] .
The Acceptability of Arguments
In [3] a framework for argument games is presented that is concerned with establishing the acceptability of arguments. Argument games between two players, a proponent (PRO) and opponent (OPP), can be interpreted as constructing proofs of acceptance utilising a dialectical structure [6] . The proponent and opponent share the same (possibly inconsistent) knowledge base and the proponent starts with a a main claim to be "proved". The proponent attempts to build an admissible set to support the claim and endeavors to defend any argument against any attack coming from the opponent. The proponent wins the game (proving acceptability of the claim) if all the attacking arguments have been defeated, and the opponent wins if they can find an attacking argument that cannot be defeated. In [3] a prototype web-based implementation (coded in RUBY) of the framework algorithms, entitled "Argumentation System" (AS), is also presented.
The Implementation of our Engine
As with AS, AtuP accepts formulas in an extended first-order language and returns answers on the basis of the semantics of credulously preferred sets (as defined in [3] ). Facts and beliefs can be expressed in AtuP using standard Prolog syntax with an additional numerical qualifier e.g. london(raining) 0.8. and rules can be expressed in a similar way, for example, flies(X) :-bird(X) 0.8.
In both of these cases the numerical value is a number in (0,1] that acts as the degree of belief (DOB), or the credibility, of a proposition [3] . As stated in [3] , the DOB is currently provided to allow experimentation with different methods of argument evaluation and is not intended to express probabilities or represent values from other numerical theories to reason with uncertain or incomplete information. However, in future work we plan to enhance arguments with possibilities as discussed in, for example, Krause [10] , Amgoud [11] or Chesñevar and colleagues [9] . Queries for the support for a claim are expressed using the standard syntax, for example, ?-flies(tweety).
When AtuP has finished determining the support for a claim the engine generates a trace of the argument game dialogue, an example of which can be seen in Figure 1 . In addition to providing an application programmers interface (API) to allow agent developers to utilise our engine, we have also modified the existing tuProlog graphical user interface to facilitate off-line experimentation with the engine (see Figure 1) . 
Conclusion and Future Work
In this paper we have presented our current work on a lightweight Java-based argumentation engine. We have also discussed the integration of an argumentationbased framework for determining the acceptability of arguments, as presented in [3] , into the engine. The end result is a flexible inference engine that is suitable for deployment into Internet and agent applications, and can be utilised to facilitate automated reasoning and decision-making. As far as possible we are aiming towards implementing a general purpose argumentation engine that can be configured to conform to one of a range of semantics. Our basic position is that we have no prior disposition towards any one model of argumentation. Instead, our plan is to explore a range of models to provide an independent evaluation of their expressive power, performance and scalability.
