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Abstract. This paper presents an intuitive Framework for Genetic Algorithms
(GA) using graphical interface, called GAlib-IDE. The framework uses the Qt li-
brary for the graphical interface and the GAlib for the Genetic Algorithms. Here
are presented the reasons for the choice of GAlib and the model for the software
development. The GAlib-IDE provides five genetic representations and the stan-
dart genetic algorithm available in the GAlib. Two experiments are performed
covering the following codifications: binary with decimal encoders/decoders
and list representation with operators to solve combinatorial problems.
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Resumo. Este artigo apresenta um Famework para Algoritmos Gene´ticos (AG)
utilizando interface gra´fica, chamado GAlib-IDE. O framework utiliza a bi-
blioteca Qt para a interface gra´fica e a GAlib para os Algoritmos Gene´ticos.
Aqui sa˜o apresentados as razo˜es da escolha da GAlib e o modelo para o de-
senvolvimento do software. A GAlib-IDE disponibiliza cinco representac¸o˜es
gene´ticas dentro de um algoritmo gene´tico padra˜o. Dois experimentos sa˜o reali-
zados cobrindo as seguintes representac¸o˜es gene´ticas: bina´ria com codificado-
res/decodificadores para decimal e a em lista com operadores para a resoluc¸a˜o
de problemas combinatoriais.
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1. Introduc¸a˜o
Neste trabalho foram pesquisadas bibliotecas para a implementac¸a˜o de Algorit-
mos Gene´ticos (AG). Dentre as bibliotecas pesquisadas escolheu-se a GAlib1 para
que, partindo-se dela, construı´sse um framework visual para o desenvolvimento e
experimentac¸a˜o com AGs. Descreve-se aqui como foi construı´do o framework, chamado
de GAlib-IDE, e sa˜o apresentados exemplos de uso deste sistema na resoluc¸a˜o de dois
problemas.
Na modelagem e desenvolvimento de AGs, e´ interessante que se adquira conhe-
cimento a respeito do domı´nio do problema sendo solucionado e que se compreenda a
influeˆncia dos operadores e paraˆmetros do AG sobre os resultados obtidos. Por isso e´
muito interessante que o tempo do ciclo “implementar - testar - analisar resultados” seja
1GAlib: http://lancet.mit.edu/ga/
curto. Desta maneira, e´ possı´vel obter rapidamente um entendimento do comportamento
do AG sendo desenvolvido.
Este trabalho tem como objetivo reduzir o tempo deste ciclo de desenvolvimento,
agilizando as etapas de implementac¸a˜o e testes. No modelo proposto, integra-se em uma
so´ ferramenta a implementac¸a˜o e os testes, utilizando-se ainda uma interface visual que
permite alterar rapidamente paraˆmetros e operadores do AG sendo modelado.
O trabalho esta´ organizado da seguinte maneira: Na Sec¸a˜o 2 sa˜o apresentados os
conceitos ba´sicos de Algoritmos Gene´ticos (AG), na Sec¸a˜o 3 sa˜o apresentadas as ferra-
mentas pesquisadas para o desenvolvimento deste trabalho, na Sec¸a˜o 4 e´ apresentado o
modelo a partir do qual o software foi desenvolvido, na Sec¸a˜o 5 sa˜o apresentados exem-
plos de uso do software desenvolvido e ao final, na Sec¸a˜o 6, sa˜o apresentadas as con-
cluso˜es.
2. Algoritmos Gene´ticos
Um Algoritmo Gene´tico (AG) e´ um me´todo probabilı´stico inspirado na teo-
ria evoluciona´ria de Darwin, para otimizac¸a˜o de problemas [Michalevicz 1996,
Baeck and Fogel 2000].
Com o uso dos processos de selec¸a˜o, reproduc¸a˜o e mutac¸a˜o, ana´logos aos que
ocorrem com os seres vivos, o AG leva a indivı´duos gradualmente mais adaptados ao seu
ambiente com o passar das gerac¸o˜es [Goldberg 1989].
De acordo com estruturas que se inspiram nos cromossomos, os AGs codificam
as possı´veis soluc¸o˜es para o problema. Os indivı´duos sa˜o definidos por estas estruturas
e gerados inicialmente de forma aleato´ria, formando uma populac¸a˜o onde cada indivı´duo
representa uma possı´vel soluc¸a˜o para o problema.
Um valor de adaptabilidade (fitness) mede o grau de aptida˜o do cromossomo para
solucionar o problema.
Com base no fitness e´ selecionada uma frac¸a˜o da populac¸a˜o para reproduc¸a˜o, e´
feita uma recombinac¸a˜o (crossover) entre os cromossomos dos indivı´duos selecionados e
e´ criada uma nova populac¸a˜o. Tambe´m podem ocorrer alterac¸o˜es aleato´rias nos cromos-
somos (mutac¸a˜o).
Com este processo va˜o sendo criadas, com o passar das gerac¸o˜es, soluc¸o˜es pro-
vavelmente boas para o problema e depois de gerac¸o˜es sucessivas ha´ uma probabi-
lidade grande de que se chegue a soluc¸o˜es o´timas ou pro´ximas desta. Neste ponto
evidencia-se a evoluc¸a˜o das espe´cies segundo Darwin e a otimizac¸a˜o do problema abor-
dado [Michalevicz 1996, Baeck and Fogel 2000].
3. Ferramentas para Algoritmos Gene´ticos
Foram pesquisadas diversas ferramentas para o desenvolvimento de AGs que sa˜o listadas
na sequ¨eˆncia:
• EO2: Biblioteca C++ baseada em templates.
2EO: http://eodev.sourceforge.net/
• GAGS3: Biblioteca com classes em C++ para implementar todos os elementos de
um AG.
• GAJIT4: GAGS convertido para Java.
• GA Playground5: Framework Java, permite definic¸a˜o dos problemas usando ar-
quivos de configurac¸a˜o.
• PGAPack6: Biblioteca em C para implementac¸a˜o de AG em arquiteturas parale-
las.
• GAUL7: Biblioteca para auxiliar no desenvolvimento de programas que utilizam
AG.
• GALOPPS8: Framework para a implementac¸a˜o de AG onde o usua´rio imple-
menta suas func¸o˜es e paraˆmetros usando a linguagem C, completando func¸o˜es
e estruturas pre´-definidas pelo framework (func¸a˜o objetivo, crite´rios de parada,
etc). Uma vez feito isso o usua´rio compila o programa, resultando no programa
que executa o AG.
• GAlib9: Em desenvolvimento desde 1996, orientada a objetos, bem escrita e
bem documentada, por isso fa´cil de extender. Implementa diversos tipos de
representac¸a˜o de cromossomos.
Nenhuma destas ferramentas citadas possuem uma interface intuitiva para a modelagem
de AGs. Ale´m destas foi encontrado o projeto EASEA [Collet 2002] com propo´sitos
semelhantes a este, ou seja, criar um ambiente visual para a construc¸a˜o de AGs.
Todas estas possuem usabilidade semelhante (sa˜o bibliotecas). Pore´m a GAlib e´
a que possui maior quantidade de representac¸o˜es gene´ticas e operadores, e´ a mais bem
escrita e a que vem sendo desenvolvida a mais tempo (desde 1996) por isso acredita-se
que seja a mais esta´vel. Por estes motivos a GAlib foi escolhida para uso neste trabalho.
4. Modelo Proposto
Nesta sec¸a˜o e´ descrito o modelo proposto para o desenvolvimento do software, chamado
de GAlib-IDE, que deve permitir ao usua´rio modelar e executar um AG utilizando uma
interface gra´fica.
Assim, existe o grupo dos objetos responsa´veis pela interface com o usua´rio (in-
terface gra´fica utilizando a bibliote´ca Qt10) e o dos responsa´veis pela execuc¸a˜o do AG
(objetos de AG da GAlib). Para que estes dois grupos se comuniquem e´ adicionado um
terceiro grupo responsa´vel pela comunicac¸a˜o entre os dois primeiros. Este modelo e´
o Design Pattern [Gamma et al. 1995] Model-View-Controller [Krasner and Pope 1988]
descrito na Sec¸a˜o 4.1. Os Design Patterns sa˜o modelos gene´ricos de soluc¸o˜es para pro-
blemas comuns no desenvolvimento de software e sa˜o descritos de forma que se possa
reutiliza´-los diversas vezes [Gamma et al. 1995].
3GAGS: http://kal-el.ugr.es/GAGS/
4GAJIT: http://www.micropraxis.com/gajit/index.html
5GAPlay: http://www.aridolan.com/ga/gaa/gaa.html
6PGAPack: http://www-fp.mcs.anl.gov/CCST/
7GAUL: http://gaul.sourceforge.net/
8Galopps: http://garage.cse.msu.edu/software/galopps/
9GAlib: http://lancet.mit.edu/ga/
10Qt 4.3: http://doc.trolltech.com/4.3/index.html
Figura 1. Model-View-Controller (MVC) [Krasner and Pope 1988]
Essa comunicac¸a˜o, entre interface gra´fica e o AG (objetos da GAlib), permite
que o usua´rio tenha acesso ao AG utilizando interface gra´fica, proporcionando uma boa
usabilidade para o sistema.
Utilizando o framework o usua´rio pode modelar um AG, executa´-lo e verificar
seus resultados. Para a modelagem do AG sa˜o necessa´rias treˆs etapas: definic¸a˜o da
representac¸a˜o, definic¸a˜o da estrate´gia geracional e definic¸a˜o da func¸a˜o de fitness. Apo´s
estas definic¸o˜es o AG pode ser executado e os resultados sa˜o apresentados ao usua´rio.
4.1. Model-View-Controller (MVC)
Objetos da biblioteca Qt sa˜o usados para criar os componentes de tela, aqui chamados
de widgets, enquanto que a execuc¸a˜o do AG e´ responsabilidade de objetos da biblioteca
GAlib.
Na Figura 1 e´ apresentado o Design Pattern [Gamma et al. 1995] Model-View-
Controller (MVC) [Krasner and Pope 1988], cujos componentes e suas responsabilidades
sa˜o apresentada nas sec¸o˜es seguintes.
Percebe-se uma divisa˜o dos objetos em dois grupos bem definidos, chamados aqui
de componentes: um conte´m os objetos que definem o AG, enquanto que o outro conte´m
os objetos que apresentam o AG ao usua´rio e permitem que este os manipule.
Para comunicar entre estes dois grupos de objetos foi inserido um terceiro (Con-
troller), responsa´vel por selecionar as telas (Views) apresentadas ao usua´rio, receber os
eventos disparados pelo usua´rio e, conforme o caso, apresentar uma nova tela (View) ou
atualizar o AG (Model).
O componente Model notifica a View indiretamente, atrave´s de eventos, quando
ocorrem alterac¸o˜es em seu estado.
Ha´ na GAlib-IDE um Model que recebe a representac¸a˜o da modelagem feita pelo
usua´rio. Este modelo se comunica com a GAlib para executar o AG e notificar as Views
quando houverem modificac¸o˜es no Model (por exemplo: notifica quando o AG chegou a
um resultado).
As Views buscam dados do Model para apresentar informac¸o˜es u´teis ao usua´rio e
permitir que este as manipule. Elas notificam as ac¸o˜es do usua´rio ao Controller indireta-
mente, atrave´s de eventos.
Na GAlib-IDE existem quatro grupos de Views que sa˜o descritos a seguir:
Figura 2. Galib-IDE: Definic¸a˜o da codificac¸a˜o e operadores gene´ticos
• GenomeView: Representa a visa˜o do genoma (representac¸a˜o). Os elementos de
tela (widgets) usados para definir a representac¸a˜o dos indivı´duos derivam desta
classe. Sa˜o disponibilizadas cinco formas de codificac¸a˜o: bina´ria; bina´ria com
codificadores/decodificadores; real; lista de inteiros; e definic¸a˜o de alelos.
• AlgorithmView: Representa a visa˜o do algoritmo (estrate´gia). Os widgets usados
para definir a estrate´gia do algoritmo derivam desta classe.
• ControlsView: Representa a visa˜o dos controles do aplicativo (bota˜o de
“Evolve!” por exemplo).
• ResultsView: Representa a visa˜o dos resultados do AG.
O componente Controller responde a`s ac¸o˜es do usua´rio. Ele recebe as notificac¸o˜es
(eventos) das Views e como resposta pode alterar o Model e/ou a View apresentada ao
usua´rio, de acordo com o evento recebido.
O Controller tem a responsabilidade de selecionar a View apropriada e/ou atualizar
o Model em resposta a`s ac¸o˜es do usua´rio. Um exemplo de ac¸a˜o disparada pelo usua´rio e´
clicar em “Evolve!”, que faz o Controller buscar os paraˆmetros do AG, atualizar o Model
com estes paraˆmetros e criar uma instaˆncia de ResultsView para apresentar os resultados
ao usua´rio.
Na Figura 2 definem-se a forma de codificac¸a˜o dos indivı´duos e os operadores
gene´ticos que ira˜o atuar.
Na Figura 3 definem-se as varia´veis globais do AG, o me´todo de selec¸a˜o que ira´
atuar, o crite´rio de parada, o me´todo de escalonamento, as estatı´sticas e probabilidades.
Nas partes inferiores das Figuras 2 e 3 se destacam os comandos para edic¸a˜o e
compilac¸a˜o da func¸a˜o de fitness, bem como a execuc¸a˜o do AG em Evolve.
Figura 3. Galib-IDE: Definic¸a˜o do me´todo de selec¸a˜o, me´todo de escalonamento,
varia´veis globais, crite´rio de parada, estatı´sticas e probabilidades
4.2. Func¸a˜o de Fitness
A func¸a˜o de fitness e´ definida pelo usua´rio utilizando a linguagem C/C++ ou outra capaz
de ser compilada e “linkada dinamicamente” ao framework, ou seja, o enderec¸o da func¸a˜o
na˜o e´ resolvido no carregamento do programa pelo sistema operacional, mas durante a
execuc¸a˜o do programa[Stallings 1998].
No momento em que o Model precisar passar a func¸a˜o de fitness ao AG, esta sera´
“linkada dinamicamente”, isto e´, ligada ao framework em tempo de execuc¸a˜o. Dessa
forma e´ possı´vel executar o AG dentro do ambiente do framework.
5. Experimentos
Os experimentos realizados sa˜o para comprovar as hipo´teses levantadas na definic¸a˜o do
modelo do software e exemplificar a utilizac¸a˜o do framework desenvolvido. Dois experi-
mentos sa˜o realizados e descritos nas pro´ximas sec¸o˜es.
5.1. Problema dos Ra´dios
Este experimento demonstra a resoluc¸a˜o de um problema ba´sico da a´rea de Pesquisa Ope-
racional. A codificac¸a˜o utilizada para os cromossomos e´ do tipo bina´ria com decodifica-
dores.
O problema abordado e´ o de uma fa´brica de ra´dios que possui duas linhas de
produc¸a˜o e 40 funciona´rios que podem ser alocados em uma das duas linhas para gerar o
maior lucro possı´vel para a fa´brica. Os dados das linhas de produc¸a˜o sa˜o listados a seguir:
• Linha Standard (ST): Produz ra´dios que da˜o um lucro de R$ 30,00, precisa de 1
funciona´rio/dia para produzir cada ra´dio e tem um limite de 24 funciona´rios.
Figura 4. Problema dos ra´dios: paraˆmetros do genoma
• Linha Luxo (LX): Produz ra´dios que da˜o um lucro de R$ 40,00, precisa de 2
funciona´rios/dia para produzir cada ra´dio e tem um limite de 32 funciona´rios.
Modelagem matema´tica:
F c¸Obj = 30ST +
(
40 · LX
2
)
restric¸a˜o : ST + LX ≤ 40
Para a modelagem do problema foi definido o tamanho do cromossomo em 11
bits. Os 5 primeiros representando o nu´mero de funciona´rios (0 a 24) alocados para a
linha ST e os outros 6 representando o numero de funciona´rios (0 a 32) alocados para a
linha LX. Ao utilizar a representac¸a˜o Bin to Dec o nu´mero de bits necessa´rios e´ calculada
pelo framework, bastando ao usua´rio informar os limites mı´nimos e ma´ximos e a precisa˜o,
em nu´mero de casas decimais, necessa´ria.
Na Figura 4 e´ demonstrada a tela de definic¸a˜o do genoma para a representac¸a˜o Bin
to Dec. Nela e´ definido que o problema usa duas varia´veis, x0 com valores entre 0 e 24 e
com 0 casas decimais, e x1 com valores entre 0 e 32 e 0 casas decimais.
Para a definic¸a˜o da func¸a˜o de fitness e´ utilizado um editor de textos externo que
e´ automaticamente inicializado quando se aciona a edic¸a˜o do arquivo fonte da aplicac¸a˜o
(parte inferior da Figura 4). A func¸a˜o “float objectiveFunction(GAGenome&)” e´ a utili-
zada pelo framework como func¸a˜o de avaliac¸a˜o dos indivı´duos. Esta func¸a˜o pode chamar
outras func¸o˜es, tambe´m definidas pelo usua´rio e de arquivos de inclusa˜o.
A func¸a˜o de fitness e´ compilada como uma biblioteca dinaˆmica e linkada ao fra-
mework. Isto ocorre quando o usua´rio clica em “compile” e apo´s seleciona o arquivo
compilado nos controles do campo Shared Object File Name.
Apo´s a execuc¸a˜o do AG, que ocorre quando o usua´rio pressiona o bota˜o “evolve!”,
o framework apresenta a tela da Figura 5, com o melhor indivı´duo encontrado pelo AG.
Os dı´gitos decimais devem ser desconsiderados, pois definimos o uso de 0 casas decimais
Figura 5. Problema dos ra´dios: resultados
e por isso o AG garante apenas a precisa˜o inteira. Como visto na Figura 5, o lucro obtido
pelo AG e´ de 1.040 com os valores ST = 24 e LX = 16 (valores o´timos para este
problema).
5.2. Problema das Oito Damas
Para exemplificar o uso da representac¸a˜o gene´tica em lista para a resoluc¸a˜o de problemas
combinatoriais, foi resolvido o problema das Oito Damas.
No xadrez a Dama pode se movimentar qualquer nu´mero de casas nos sentidos
horizontal, vertical e nas diagonais. Quando uma pec¸a se encontra em uma casa que pode
ser alcanc¸ada por outra pec¸a com um movimento, capturando-a, se diz que a pec¸a se
encontra ameac¸ada.
Para resolver o problema das Oito Damas deve-se dispor oito damas em um ta-
buleiro de xadrez, que tem dimenso˜es 8x8, de uma forma em que nenhuma das pec¸as se
encontre ameac¸ada.
Este problema pode ser modelado na forma de um problema combinatorial. Aqui
enumeramos as colunas de 0 a 7 e as linhas tambe´m de 0 a 7. Assim no nosso cromossomo
a primeira coluna e´ representada pelo gene 0, a segunda pelo 1, e assim por diante ate´ a
oitava coluna. Os valores dos genes tambe´m variam de 0 a 7, indicando a linha que se
encontra uma dama.
Definindo que os valores na˜o se repetem, e o cromossomo de tamanho 8 (de 0 a 7)
eliminamos os casos onde as damas se ameac¸ariam na vertical e horizontal e garantimos
8 damas no tabuleiro. Assim e´ necessa´rio apenas verificar as diagonais e o problema
assume uma forma de problema combinatorial.
Vemos na Figura 6 a definic¸a˜o do genoma para representar um problema combi-
natorial com uma lista de 8 elementos que sera˜o enumerados de 0 a 7.
Figura 6. Problema das Oito Damas: definic¸a˜o do genoma
Dos paraˆmetros do algoritmo destaca-se o paraˆmetro minimaxi, que foi alterado
para mini, indicando ser um problema de minimizac¸a˜o. A func¸a˜o de fitness implementada
verifica as diagonais de cada uma das damas incrementando o valor retornado a cada
“colisa˜o” encontrada, ou seja, a cada vez que encontrar uma dama em uma das diagonais
de outra.
Depois de compilada a func¸a˜o objetivo e executado o AG temos o resultado da
Figura 7. Verificamos que a melhor soluc¸a˜o encontrada foi uma com score 0, ou seja, sem
“coliso˜es” entre as damas, e indicando as posic¸o˜es das damas, para cada coluna.
6. Conclusa˜o
Neste trabalho se desenvolveu um framework com interface gra´fica para a modelagem e
execuc¸a˜o de Algoritmos Gene´ticos: GAlib-IDE.
A principal vantagem em disponibilizar o software com o co´digo aberto e´ a pos-
sibilidade de o usua´rio acrescentar funcionalidades que na˜o foram previstas na criac¸a˜o, e
o design orientado a objetos visa facilitar essa tarefa.
Cinco representac¸o˜es gene´ticas foram implementadas: a bina´ria, a bina´ria com
codificadores/decodificadores para decimal, em lista para a resoluc¸a˜o de problemas com-
binatoriais, em nu´meros reais e com a definic¸a˜o do alfabeto (alelos). Dos experimentos
realizados verificou-se o dinamismo e versatilidade na modelagem e execuc¸a˜o do AG.
O software desenvolvido esta´ disponı´vel em um projeto no sourceforge <http:
//sourceforge.net/projects/galib-ide>.
Este trabalho apresenta contribuic¸o˜es te´cnicas que vem a auxiliar na
experimentac¸a˜o com AGs e tambe´m no aprendizado desta te´cnica de Inteligeˆncia Com-
putacional. Isto pela reduc¸a˜o no tempo de feedback do ciclo de experimentac¸a˜o com os
AGs que se evidencia na utilizac¸a˜o da GAlib-IDE.
Figura 7. Problema das Oito Damas: resultado
A GAlib-IDE ainda se encontra em um esta´gio beta (na˜o-esta´vel), pore´m ja´ usa´vel
e bastante promissora. Existem ainda muitos recursos da biblioteca GAlib que podem ser
disponibilizados por ela e recursos particulares a ela que podem contribuir significati-
vamente no campo das tecnologias para a implementac¸a˜o de AG. Como trabalho futuro
pode-se citar a visualizac¸a˜o dinaˆmica e gra´fica das estatı´sticas da evoluc¸a˜o e o desenvol-
vimento de arquiteturas gene´ticas paralelas para a GAlib-IDE.
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