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Abstrakt 
Hlavním cílem této bakalářské práce bylo vytvoření jednoduchého grafického výpočetního editoru, ve 
kterém je možné snadno a rychle vytvářet kvalitní návrhy schémat elektrických obvodů. Následně je 
aplikace schopna automaticky vygenerovat soustavu rovnic popisujících navržený obvod, které 
mohou být použity v simulačním systému TKSL pro zobrazení řešení. Aplikace je navržena tak, aby 
mohla být využita studenty pro podporu výuky předmětu Teorie obvodů.  V práci je dále rozebrána 
problematika řešení diferenciálních rovnic numerickou integrační metodou s přímých využitím 
Taylorovy řady. Na příkladech je ukázána složitost analytického a numerického výpočtu 





The aim of this bachelor’s thesis was the design of elementary graphic computational editor in which 
quality schema designs of electrical circuits can be created easily and fast. The application is further 
able to automatically generate the system of equations describing the designed circuit which can be 
used in the TKSL simulation system for displaying of the solutions. The application is designed for 
student’s use in order to support the teaching of the Circuit Theory. The bachelor’s thesis further 
deals with the problem solving of differential equations by the way of numerical integration methods 
with direct use of the Taylor series. The complexity of the analytical and numerical algorithm of the 
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Informační technologie v současné době zasahují do mnoha odvětví vědních oborů. Jedním z nich je 
i obor elektrotechniky a oblast teorie obvodů. Návrh elektrických obvodů a jejich řešení si můžeme 
v dnešní době usnadnit pomocí výpočetní techniky. Pro řadu studentů, kteří navrhují elektrické 
obvody, zpracovávají projekty a vytvářejí protokoly do elektrotechnických předmětů, je mnohdy 
problematické vytvořit kvalitní tiskové znázornění elektrických obvodů a jejich popis s 
odpovídajícími vztahy. Často se tato situace řeší prací ve vektorově orientovaných programech nebo 
pomocí sady předdefinovaných objektů určených pro kreslení, např. v MS Word. Je zřejmé, že ani 
jedno z řešení není právě optimální a neposkytuje ani komfort ani potřebnou kvalitu. Nejlepším 
pomocníkem jsou nástroje, které tvorbu takovýchto schémat umožňují a ještě navíc zvládají jejich 
kontrolu, znázornění vztahů popisujících obvod a simulaci. Zároveň si lze vyzkoušet, jak bude 
zapojení vypadat a kde je možné udělat chybu. Význam takových programů je tedy nejen 
estetický, ale také naučný. 
Návrh a řešení elektrických obvodů je i obsahem této práce. Text je rozdělen do jedenácti 
kapitol. První kapitola je samotným úvodem. Druhá kapitola se zabývá úvodem do elektrických 
obvodů, kde jsou rozvedeny jednotlivé prvky obvodu a základní elektrotechnické zákony. Ve třetí 
kapitole je rozepsána problematika diferenciálních rovnic, analytický a numerický výpočet, dále je 
zde pojednáno o Taylorově řadě. Parazitními kapacitami a jejich vlivem na modelované obvody se 
zabývá kapitola čtvrtá. Pátá kapitola se zaobírá popisem simulačního systému TKSL. V šesté kapitole 
je představen jeden ze světových standardů Matlab/Simulink. Návrh, implementace a popis 
grafického výpočetního editoru, které spadají do praktické části a patří mezi hlavní cíle této práce, 
jsou náplní sedmé, osmé a deváté kapitoly. V desáté kapitole je stručné porovnání s vybranými 
profesionálními programy a v jedenácté kapitole je shrnuta celá práce i s možnými rozšířeními a 
možností použití implementované aplikace. 
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2 Úvod do lineárních elektrických 
obvodů 
Tato bakalářská práce se zabývá popisem a řešením lineárních elektrických obvodů. Lineárním 
obvodem rozumíme takový obvod, který je sestaven výhradně z lineárních prvků. Těmito prvky jsou 
pasivní součástky, v obvodech zastoupeny rezistorem, cívkou a kondenzátorem. Prvky mají 
přímkovou voltampérovou charakteristiku. Při modelování elektrických obvodů považujeme tyto 
prvky za ideální a k vlastnostem, kterými disponují v reálných obvodech, nepřihlížíme. Reálné prvky 
v obvodu nahrazujeme ideálními, jinak bychom při popisu obvodů dostávaly velmi složité 
diferenciální rovnice. V případě ideálního prvku počítáme s jeho základními vlastnostmi 
a s chováním v elektrickém obvodu. Elektrický obvod nezahrnuje jen pasivní, ale také aktivní prvky, 
kterými jsou např. zdroje elektrické energie. 
2.1 Součástky elektrických obvodů 
Rezistor (odpor R) 
 
Obrázek č.1: Schématická značka rezistoru 
Rezistor je pasivní elektrotechnická součástka, která se v elektrickém obvodu v ideálním případě 
projevuje jen elektrickým odporem. Rezistory se do obvodu zapojují proto, aby snížily velikost 
elektrického proudu, nebo pro získání určitého úbytku napětí. Je to prvek obvodu s definovanou 
hodnotou rezistivity. Pokud bereme v úvahu reálný rezistor v obvodu střídavého proudu, musíme 
počítat s indukčností vývodů a vzniklou indukční reaktancí, jež roste s frekvencí. Výsledné vlastnosti 
reálného rezistoru odpovídají sériovému spojení ideálního rezistoru a ideální cívky s indukčností, 
která koresponduje s indukčností vývodů reálného rezistoru. Užijeme-li ideální, frekvenčně nezávislý 
rezistor, pak počítáme jen s jeho odporem. 
 
Odpor vodiče lze vyjádřit vztahem: 
 





kde    je měrný odpor vodiče, l je délka vodiče a S značí obsah průřezu vodiče. 
 
Cívka (indukčnost L) 
 
Obrázek č.2: Schématická značka cívky 
Cívka slouží v elektrickém obvodu k vytvoření magnetického pole elektrického proudu, které se dále 
využívá k působení magnetickou silou a k indukci elektrického proudu proměnným magnetickým 
polem. Cívka je prvkem obvodu s definovanou hodnotou indukčnosti L. Ideální cívka se 
ve stejnosměrných obvodech po odeznění přechodového jevu chová jako vodič. Uvažujeme-li reálnou 
cívku, pak počítáme s její indukčností, kde se projevuje odpor vinutí. Výsledné vlastnosti reálné cívky 
odpovídají sériovému spojení ideální cívky a ideálního rezistoru s rezistivitou, odpovídající rezistivitě 
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vinutí reálné cívky. Proud, který prochází cívkou v obvodu se střídavým napětím, se zpožďuje o 90° 
za napětím na cívce. V případě ideální cívky v obvodu střídavého proudu vzniká indukční reaktance, 
která roste s frekvencí. Tento jev vyjádříme vztahem: 
 
            (2.2) 
   
XL nám udává reaktanci, kde základní jednotkou je ohm [ ], f vyjadřuje frekvenci se základní 




Vlastní indukčnost je dána vztahem: 
 
 
   
 
 
  (2.3) 
 
kde   je magnetická permeabilita, N je počet závitů , l značí délku cívky, S je obsah průřezu cívky. 
 
Kondenzátor (kapacita C) 
 
Obrázek č.3: Schématická značka kondenzátoru 
Kondenzátor se v elektrických obvodech používá k dočasnému uchování elektrického náboje a tím 
i k uchování potenciální elektrické energie. Kondenzátor je prvkem obvodu s definovanou hodnotou 
kapacity elektrického náboje C. Ve stejnosměrných obvodech se ideální kondenzátor po odeznění 
přechodového jevu, v jehož průběhu se pozvolna nabíjí na hodnotu přiloženého napětí a prochází jím 
proud, chová jako rozepnutý spínač. U reálného kondenzátoru se projevuje vodivost dielektrika. 
Výsledné vlastnosti reálného kondenzátoru odpovídají paralelnímu spojení ideálního kondenzátoru 
a ideálního rezistoru s rezistivitou i rezistivitě dielektrika. Proud, který prochází kondenzátorem 
v obvodu střídavého proudu, předbíhá napětí na kondenzátoru o 90°. U ideálního kondenzátoru 




   
 




  (2.4) 
 
XC udává reaktanci se základní jednotkou ohm [ ], f vyjadřuje frekvenci se základní jednotkou hertz 
[Hz], C představuje kapacitu, kde základní jednotka je farad [F], ω je úhlová frekvence [s-1]. 
 
Střídavé napětí připojené na sériové spojení ideálních kondenzátorů se na jednotlivé 
kondenzátory rozdělí přímo úměrně kapacitní reaktanci vzniklé v jednotlivých kondenzátorech. 
Stejnosměrné napětí připojené na sériové spojení ideálních kondenzátorů se rozdělí na jednotlivé 
kondenzátory nepřímo úměrně kapacitě každého z nich. 
Velikost kapacity je dána vztahem: 
 
 




kde S je plocha desek a d je jejich vzdálenost. [2][5] 
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2.2 Přechodný děj a ustálený stav 
V elektrických obvodech můžou nastat dva stavy, buď přechodný děj, nebo ustálený stav. 
Přechodným dějem nazýváme fyzikální děj, který vzniká při přechodu elektrického obvodu z jednoho 
ustáleného stavu do druhého ustáleného stavu. Přechodné děje vznikají v elektrických obvodech 
připojováním nebo odpojováním zdrojů, změnou topologie obvodu nebo změnou parametrů 
obvodových prvků. Přechodný děj vzniká v obvodech, které obsahují prvky schopné akumulovat 
energii a poté ji odevzdat zpět do zdroje. Takovými prvky jsou cívka a kondenzátor. Energie 
v akumulačních prvcích se při přechodném ději mění spojitě, což vede na jejich popis obyčejnými 
diferenciálními rovnicemi včetně použití Ohmova zákona a Kirchhoffových zákonů. Pro řešení 
přechodových dějů je třeba znát počáteční podmínky, neboť časové průběhy napětí a proudů závisí na 
předchozím ustáleném stavu. Napětí a proud se při přechodovém jevu mění v určitých mezích a jejich 
průběh se blíží exponenciále, jak je znázorněno na obrázku č.4 v prostředí TKSL/386. Pokud 
nedochází po dobu přechodného děje k dalším změnám parametrů a částí obvodu, tak se přechodný 
děj po určitém čase ustálí. Pod ustáleným stavem rozumíme stav, kdy jsou napětí a proudy na všech 
součástkách konstantní (v daném časovém intervalu se nemění). Cívka se v tomto stavu chová jako 
zkrat, není na ní napětí, je možné naměřit jen proud. Kondenzátor se chová jako přerušení obvodu. 
Naměříme na něm napětí, neprochází jím proud. Obvody v ustáleném stavu je možné popsat pomocí 




Obrázek č.4: Přechodný děj – TKSL/386 
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2.3 Základní teorémy elektrotechniky 
Při popisu a modelování elektrických obvodů je nutno vycházet ze základních elektrotechnických 
zákonů, jež jsou rozvedeny níže. 
2.3.1 Ohmův zákon 
Ohmův zákon popisuje chování elektrické energie u lineárních prvků elektrického obvodu. Vyjadřuje 
vztah mezi elektrickým odporem, napětím a proudem. Zákon říká, že elektrický proud procházející 
vodičem z jednoho jeho konce do druhého, je přímo úměrný rozdílu elektrických potenciálů na 
uvažovaných koncích vodiče a nepřímo úměrný rezistivitě mezi uvažovanými konci vodiče. Základní 






           (2.6) 
 
R udává rezistivitu, základní jednotkou je ohm [ ], U vyjadřuje elektrické napětí, základní 
jednotkou je volt [V] a I vyjadřuje elektrický proud a základní jednotkou je ampér [A]. Alternativním 
způsobem zápisu Ohmova zákona je tzv. diferenciální tvar: 
 
       (2.7) 
 
kde j je hustota elektrického proudu, σ je měrná elektrická vodivost a E je intenzita 
elektrického pole. [3] 
2.3.2 První Kirchhoffův zákon 
První Kirchhoffův zákon vychází z vlastností proudu, definovaného jako celkový elektrický náboj, 
který projde průřezem vodiče za jednu sekundu. Někdy také bývá označován jako zákon o zachování 
elektrických nábojů, které ve vodiči nemohou samovolně vznikat ani se hromadit. Místo, ve kterém 
dochází k dělení vodiče, označujeme jako uzel a Kirchhoffův zákon nám říká, že součet proudů 
vstupujících do uzlu se rovná součtu proudů vystupujících z uzlu, neboli algebraický součet proudů 





   
   (2.8) 
 
K formulaci Kirchhoffova zákona, znázorněného na obrázku č.5, je nutné dodat správné 
označení jednotlivých proudů znaménky. Zpravidla proudům přicházejícím do uzlu přiřadíme kladná 




Obrázek č.5: Znázornění prvního Kirchhoffova zákona 
 
               (2.9) 
   
2.3.3 Druhý Kirchhoffův zákon 
Druhý Kirchhoffův zákon, znázorněný na obrázku č.6, vychází z vlastností napětí definovaného jako 
práce, potřebná pro přemístění elektrického náboje mezi dvěma potenciály v elektrickém obvodu. 
Označujeme ho jako zákon o zachování energie, která musí být nulová, pokud náboj prošel po 
uzavřené dráze do místa se stejným potenciálem. Platí, že součet úbytků napětí na spotřebičích se 
v uzavřené smyčce rovná součtu elektromotorických napětí zdrojů v této části obvodu. Algebraický 
součet napětí ve smyčce je roven nule podle vztahu: 
 
 ∑  
 
   
   (2.10) 
 
 
Obrázek č.6: Znázornění druhého Kirchhoffova zákona 
 
2.3.4 Théveninova věta 
Théveninova věta je dalším důležitým pravidlem. Řeší zjednodušení složitých elektrických obvodů 
s několika zdroji napětí tak, že původní zdroje jsou nahrazeny zdrojem jediným, jednodušším, ale 
z hlediska zátěže se stejnými vlastnostmi. Théveninova věta řeší náhradní zdroj napětí. Použitím 
Ohmova zákona a Kirchhoffových zákonů se libovolně složitý obvod nahradí obvodem skutečného 
zdroje napětí. Bývá někdy nazývána jako věta o náhradním obvodu zdroje. [3] 
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3 Úvod do diferenciálních rovnic 
Diferenciální rovnice mají široký rozsah praktického využití ve většině vědeckých oborů. Nejvíce 
jsou uplatněny v matematice a fyzice, kde je pomocí nich definována většina fyzikálních zákonů. 
Diferenciální rovnice jsou také jednou z možností, jak popsat a řešit elektronické obvody. V této práci 
bude využito diferenciálního počtu k řešení a popisu elektrických obvodů.  
Diferenciální rovnici definujeme jako rovnici, ve které se neznámá funkce nachází v derivaci. 
Můžeme ji popsat jako matematickou rovnici derivací funkcí jedné, nebo více proměnných. Z toho 
vychází dělení diferenciálních rovnic na obyčejné diferenciální rovnice a parciální diferenciální 
rovnice. Pokud funkce, kterou hledáme, je funkcí jedné proměnné, jedná se obyčejnou diferenciální 
rovnici. V případě, že je funkce, jíž hledáme, funkcí více proměnných, nazýváme ji parciální 
diferenciální rovnicí. Řád diferenciální rovnice je řád nejvyšší derivace v ní obsažené. Za řád 
soustavy diferenciálních rovnic považujeme hodnotu nejvyšší derivace, která se v soustavě vyskytuje. 
Podle řádu bývají diferenciální rovnice rozděleny na diferenciální rovnice prvního řádu 
a diferenciální rovnice vyšších řádů.  
 
Obyčejnou diferenciální rovnicí n-tého řádu rozumíme rovnici: 
 
  (            )    (3.1) 
 
Je-li diferenciální rovnice rozřešena vzhledem k nejvyšší derivaci, vyjádříme ji ve tvaru: 
 
                         (3.2) 
 
Například diferenciální rovnice prvního řádu: 
 
             (3.3) 
 
je rozřešena vzhledem k první derivaci: 
 
           (3.4) 
 
Chceme-li nalézt řešení diferenciální rovnice, musíme nalézt funkci v daném oboru čísel, 
která má příslušné derivace a vyhovuje zadané diferenciální rovnici. Řešení diferenciální rovnice 
znázorníme pomocí integrální křivky a můžeme ho rozdělit na obecné nebo partikulární. Obecné 
řešení chápeme jako řešení, jež obsahuje libovolnou integrační konstantu. Partikulární řešení je 
takové řešení, kdy každé integrační konstantě obecného řešení přidělíme určitě číselné hodnoty. 
Partikulární řešení je možné získat analytickou metodou nebo numerickou metodou řešení 
diferenciálních rovnic. Řešení, která nemůžeme získat z obecného řešení a jež se vyskytují pouze 
v některých bodech oboru, nazýváme pak řešením singulárním. [1][4] 
3.1 Cauchyho počáteční úloha 
Cauchyovou úlohou nazýváme úlohu, při které hledáme řešení diferenciální rovnice se zadanými 
počátečními podmínkami. Jako příklad Cauchyho problému v oblasti obyčejných diferenciálních 
rovnic je nalézt řešení rovnice           při počátečních podmínkách         . 
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Mějme diferenciální rovnici       (               ), kde pravá strana je funkce     
proměnných definována na nějaké oblasti Ω, a dále máme [        
      
     ]    je libovolný 
bod v této oblasti. Cauchyho počáteční úloha, znamená najít partikulární řešení      této rovnice, 
které je definováno na nějakém intervalu   a splňuje Cauchyho počáteční 
podmínky             
         
         
      
     
  
 
Pokud je funkce f spojitá na otevřené množině Ω, potom pro každé (x0, y0)   Ω má úloha    
                 alespoň jedno řešení (existenční podmínka). O funkci f řekneme, že splňuje 
v bodě (x0, y0) Lipschitzovu podmínku, existuje-li konstanta L a okolí U (x0, y0)   Ω tak, že pro každé 
dva body (x, y1), (x, y2)   U (x0, y0) je: 
 
                           
 
Diferenciální rovnice           má pro každý bod (x0, y0)   Ω jediné řešení procházející 
bodem  (x0, y0) pokud jsou splněny následující podmínky: 
 
 Funkce f je spojitá na Ω 
 Funkce f je ohraničená na Ω 
 Splňuje Lipschitzovu podmínku na Ω [1][4] 
 
3.2 Prvky lineárního obvodu popsané 
algebraickými a diferenciálními rovnicemi 
V lineárním elektrickém obvodu modelujeme jednotlivé prvky, které popisujeme pomocí 
algebraických a diferenciálních rovnic. Rovnice nám definují základní veličiny, elektrické napětí 
a elektrický proud. Rezistor, jako pasivní součástku elektrického obvodu, popisujeme pomocí 
algebraických rovnic. Cívky a kondenzátory, jakožto akumulační prvky elektrického obvodu, 
popisujeme pomocí diferenciálních rovnic. U akumulačních prvků je nezbytné definovat počáteční 
podmínky. Pokud nemá prvek naakumulovanou žádnou energii, jsou počáteční podmínky nulové. 
Následující vztahy nám vyjadřují napětí a proud na jednotlivých prvcích elektrického obvodu. [1] 
Rezistor (odpor R) 
 výpočet napětí:              
 výpočet proudu: 
     




Cívka (indukčnost L) 
 výpočet napětí:               
 výpočet proudu: 
     
 
 
∫       
 
Kondenzátor (kapacita C) 
 výpočet napětí: 
     
 
 
∫       
 
 výpočet proudu:               
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3.3 Analytický výpočet diferenciálních rovnic 
Jednou z variant výpočtu diferenciální rovnice je analytické řešení. Výsledkem tohoto řešení je 
funkce času, která se získá dosazením daného času do vypočítané rovnice. V jakémkoliv bodě, 
v němž je funkce definovaná, můžeme určit konkrétní hodnotu. Jedná se tedy z jednoho pohledu 
o velmi přesnou metodu. Z jiného úhlu pohledu můžeme u mnohých úloh zjistit, že není možné úlohu 
vyřešit, či se jedná o velmi časově náročný výpočet. V technické praxi se pro svoji složitost příliš 
nevyužívají, vzhledem k možnostem dnešní výpočetní techniky jsou upřednostňovány numerické 
metody, kterými můžeme řešit širší okruh daných úloh. Analyticky řešíme obyčejné diferenciální 
rovnice pomocí obecných pravidel, které platí pro dané typy diferenciálních rovnic. Snažíme se nalézt 
řešení ve známém tvaru. Různé typy rovnic se snažíme převést na lineární rovnice s konstantními 
koeficienty. Nelineární rovnice převádíme na lineární nebo je řešíme pomocí přímé integrace.  
Pro představu složitosti výpočtu analytického řešení diferenciálních rovnic si analyzujeme 
příklad jednoduchého elektrického obvodu RL a provedeme porovnání s numerickým řešením. 
 
Příklad: Mějme jednoduchý RL obvod 
 






       
(3.5) 
Vytvoříme charakteristickou rovnici: 
         (3.6a) 
 








Očekávané řešení je ve tvaru: 







               (3.8b) 
               (3.8c) 
       (3.8d) 
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Výsledný vztah analytického řešení: 
 
     
 
 
      
 
     (3.9) 
 
Numerický výpočet 
Vztah pro výpočet proudu: 
 
     
  
  
             
 
 
    (3.10) 
 
Obvod tvoří jedna smyčka, můžeme použít druhý Kirchhoffův zákon: 
 ∑    (3.10a) 
                (3.10b) 
Napěťová rovnice: 
           (3.11) 
Dosadíme indukční a Ohmův zákon: 
 
        
  
  
   (3.12a) 
 





Nyní máme matematický model jednoduchého elektrického obvodu. Součin     nám značí 
úbytek napětí na odporu, který je způsobený průtokem proudu  . Součin   
  
  
 označuje úbytek napětí 
na cívce, způsobený časovou změnou proudu na cívce.   značí konstantní napětí zdroje. 
 





       (3.13a) 
 
  
     
  
       (3.14b) 
 
      
  
 




Výsledný vztah, který již můžeme odsimulovat: 
 
     
  
 
         (3.15) 
 
 
Obrázek č.8: Průběh simulace RL obvodu 
3.4 Numerický výpočet diferenciálních rovnic 
Při modelování elektrických obvodů s využitím diferenciálního počtu je mnohdy možné použít jen 
jediné řešení. Daným řešením je využití numerického výpočtu diferenciálních rovnic popisujících 
jednotlivé prvky elektrického obvodu. Numerickými metodami diferenciálních rovnic můžeme získat 
přibližné řešení obyčejných diferenciálních rovnic. Tyto metody jsou většinou rychlejší a jednodušší 
než analytické. Pokud použijeme numerickou metodu výpočtu, musíme ověřit, zda existuje 
jednoznačné řešení. Výsledkem numerického řešení je posloupnost hodnot v určených bodech 
a daném definičním oboru funkce f(x). Hodnoty mezi určenými body můžeme vypočítat opakovaným 
použitím zvolené metody se zmenšujícím se krokem výpočtu, popřípadě interpolací z okolních bodů, 
které jsme vypočítali. Při řešení nám může dojít k velké chybě výpočtu, pokud nevhodně zvolíme 
krok vybrané metody. 
U numerického řešení diferenciálních rovnic vycházíme z bodu   , kde máme určenou 
počáteční podmínku. Další postup spočívá v nalezení řešení v dalších bodech   . 
 
Máme soustavu n obyčejných diferenciálních rovnic: 
 
  
                  
  
                  
. 
   . (3.16) 
. 
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kde jsou počáteční podmínky: 
              
             
. 
(3.17) 
 .  
                  
 
            
 
Základem většiny numerických metod pro řešení počátečních úloh na intervalu <a,b> je 
diskretizace proměnné. Množinu bodů ti,         z intervalu <a, b>, kde 
 
                        (3.18) 
 
nazýváme síť a její prvky uzly sítě. Výraz           nazýváme integračním krokem sítě 
v uzlu xi. Je-li navíc hi = h = konst., mluvíme o pravidelné síti.  
Numerickým řešením soustavy (3.16) rozumíme posloupnost yi hodnot y(t0), y(t1), … y(tk), které 
odpovídají příslušným hodnotám uzlů sítě. Hodnoty y(ti) numerického řešení budeme značit yi, 
hodnoty exaktního řešení, získané dosazením do analytického řešení rovnice, následně označíme jako 
Yi=Y(ti). 
Pro použitelnost numerické metody je nutnou podmínkou existence limity posloupnosti yi pro 
   ,    , kde hi = t je pevné, tj. posloupnost yi musí konvergovat pro     k exaktnímu řešení 
Y(t). 
 
V závislosti na skutečnosti, kolik potřebujeme k výpočtu nové hodnoty předchozích bodů, 
rozdělujeme metody numerického výpočtu diferenciálních rovnic na: 
 
1. Metody, které zjišťují hodnoty funkce f(t, y) mezi jednotlivými uzly sítě (ti, yi). Jsou 
zastoupené jednokrokovými metodami Runge-Kutta.  
2. Metody, které počítají hodnoty funkce f(t, y) jen v bodech (ti, yi), kde yi je hodnota 
numerického řešení v bodě t = ti. Jedná se o vícekrokové metody. [15] 
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3.4.1 Jednokrokové metody 
U jednokrokových metod počítáme hodnotu řešení v bodě      pouze na základě hodnoty řešení 
v předchozím uzlu   . Základem jednokrokových metod je Taylorova řada: 
 




     
   
  
  
     
      (3.19) 
Mezi nejznámější jednokrokové metody patří Eulerova metoda, Runge-Kuttovy metody 
a metoda Taylorova řádu. 
 
Eulerova metoda 
Jedná se o nejjednoduššího představitele jednokrokových metod. K výpočtu používá jen první dva 
členy Taylorovy řady. Metoda je velmi jednoduchá a hrubá. S rostoucím krokem h její přesnost velmi 
rychle klesá a v řadě praktických aplikací nedává dostatečně přesné výsledky. Je-li hodnota kroku h 
dostatečně malá, můžeme v Taylorově rozvoji zanedbat všechny členy pravé strany počínaje třetím 
a zapsat: 
                     (3.20) 
V prvním kroku tak dostaneme: 
 
          
                    (3.21) 
 
Metody Runge-Kutta 
Nejpoužívanější pro numerické řešení diferenciálních rovnic jsou metody Runge-Kutta. Tyto metody 
se vyznačují čtvrtým řádem přesnosti a v každém kroku musíme vypočítat čtyři pomocné veličiny. 
Metoda vypadá na první pohled jako velmi složitá, ale zároveň se jedná o jednoduchou metodu 
a programování příslušných formulí je velmi snadné. Algoritmus pro i+1: 
 
                (3.22a) 
       (   
 
 
    
  
 
)  (3.22b) 
       (   
 
 
    
  
 
)  (3.22c) 
                     (3.22d) 
            (3.22e) 
         
 
 
                 (3.22f) 
 
Metody Runge-Kutta jsou numericky stabilní. Teoreticky existuje několik variant podobných 
algoritmů, které se vyznačují přesností čtvrtého řádu. Uvedená varianta patří mezi velmi oblíbené. [9] 
3.4.2 Vícekrokové metody 
Vícekrokové metody používají k vyjádření nového stavu systému znalost n předcházejících stavů. 
Obecně nemůžeme říci, že vícekroková metoda je nutně efektivnější než jednokroková. Pokud 
budeme předpokládat spojitý systém, který se nevyvíjí příliš dramaticky, je pravděpodobné, že odhad 
nového stavu bude přesnější. Vícekrokové metody používají při startu výpočtu některé jednokrokové 
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metody. Pomocí jednokrokových metod vypočítáme prvních n hodnot, které jsou potřebné k výpočtu 
první hodnoty. 
 
Obecně vypadá lineární k-kroková metoda takto: 
 
                                                       (3.23) 
 
kde k je přirozené číslo a alespoň jedna z konstant ak, bk je různá od nuly. Zřejmou 
nevýhodou k-krokové metody je, že řešení v prvních k uzlových bodech x0, …, xk-1 musíme získat 
nějakým jiným způsobem. K tomuto účelu se zpravidla používá jednokroková metoda stejného řádu 
přesnosti, jaký má dále použitá vícekroková metoda. [9] 
3.5 Taylorova řada 
Metoda Taylorovy řady patří mezi jednokrokové metody. Pro výsledné řešení, které je závislé na 
požadované přesnosti používá metoda vyšší počet členů Taylorovy řady. Pokud zvolíme integrační 
krok   a porovnáme výsledné hodnoty vypočítané Eulerovou nebo Runge Kuttovou metodou, 
dosahujeme přesnějších hodnot. Taylorovu řadu definujeme jako nekonečnou mocninou řadu: 
                   
  
  
       
  
  
          (3.24) 
 
Přesnost výpočtu ovlivňujeme zvolením počtu členů Taylorovy řady a velikostí integračního 
kroku, který nemusí být konstantní a pro jednotlivé kroky výpočtu se může měnit. Rychlost výpočtu 
se výrazně zvyšuje za zvětšování integračního kroku při klesající přesnosti. Opačný jev pozorujeme, 
pokud použijeme větší počet členů Taylorovy řady, kdy dosahujeme vyšší přesnosti, ale snižuje se 
rychlost výpočtu. Při výpočtu každého dalšího členu Taylorovy řady využíváme vyšší derivace 
funkce f(x), které můžeme vypočítat z předchozích členů a tím se vyhnout přímému a náročnému 
výpočtu. 
Máme funkci f(x), která má v bodě x = a derivace až do n-tého řádu. Hledáme polynom p(x) stupně n 
ve tvaru: 
 
                       
         
           
  (3.25) 
 
se středem v bodě a takový, aby byly splněné následující podmínky: 
 
                                          (3.26) 
 
S použitím rovnice (3.25) dostaneme: 
 
           [                  
   ]       (3.27a) 
             [                      
   ]       (3.27b) 
               [                  ]         (3.27c) 
 
 
Vyjádříme koeficienty c0, c1, c2,… cn 
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         (3.28a) 
          (3.28b) 
 
   





   







   
 
  
        
(3.29) 
 
Z toho vyplývá zápis Taylorova řádu [1][4]: 
 
 
           
     
  
      
      
  
         
     
  




Příklad: Výpočet elektrického obvodu RC s využitím diferenciálního počtu a Taylorovy řady. 
 
 
Obrázek č.9: Obvod RC 
V obvodu RC nám platí vztah pro derivaci napětí na kondenzátoru: 




   (3.31) 
Podle Ohmova zákona platí: 
    








        (3.33) 
 
Pokud zvolíme parametry pro RC = 1s, u = 1V a uc(0) = 0 dostaneme: 
 
   
                        (3.34) 
 
Diferenciální rovnice: 
          




Hodnotu      v čase      vypočítáme pomocí Taylorovy řady po dosazení ze vztahu (3.34) 
 
                 
     
  
  
   
      
  
  
   
         (3.36) 
 
Musíme zvolit vyšší derivace a poté stavíme        
 
   
      
  (3.37a) 
   
          (3.37b) 
   
        
    (3.37c) 
takže   
   
       (3.37d) 
   
           (3.37e) 
   
           (3.37f) 
   
             (3.37g) 
 
Protože uC(0) a  h = 1 je nová hodnota podle rovnice podle rovnice (3.34): 
 












  (3.38) 
   
Podle toho kolik členů zahrneme do výpočtu, určíme řád metody. Např. pokud uvažujeme ORD = 4 
(ekvivalent metody 4 řádu) se určí uC(1) = 0.625. Pokud budeme uvažovat ORD = 20, bude 
uC(1) = 0.6321205588. Tento výsledek odpovídá hodnotě výrazu řešeného kalkulačkou: 
 
          
   (3.39) 
 
Pokud tedy známe vyšší derivace, je metoda Taylorovy řady velmi přesná. [6]  
 
 
Obrázek č.10: Přechodový jev v obvodu RC 
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3.5.1 Využití metody Taylorovy řady 
Řešení diferenciálních rovnic metodou Taylorovy řady se vyznačuje vysokou přesností a stabilitou. 
Při provádění experimentálních výpočtů bylo zjištěno, že tato metoda dosahuje daleko rychlejších 
a přesnějších výpočtů, než u běžně v praxi používaných metod numerického řešení diferenciálních 
rovnic. Metoda Taylorovy řady je moderní metodou a mnoho výpočtů, které jsou pomocí metody 
realizovány, mohou být prováděny nezávisle na sobě v paralelně oddělených procesech. Nedílnou 
součástí Taylorovy řady je automatizované nastavení řádu integrační metody. Podle požadované 
přesnosti výpočtu je použito tolik členů Taylorovy řady, kolik je potřeba k dané přesnosti. Stabilitu 
a rychlost lze ovlivnit úpravou délky užitého integračního kroku pro daný řád. Soustava nelineárních 
diferenciálních rovnic, kterou zadáme, je automaticky převedena na tvar, z něhož lze snadno pomocí 
rekurze vypočítat jednotlivé členy Taylorovy řady. Metodu Taylorovy řady navrhl a vyvinul na 
Ústavu informatiky a výpočetní techniky FEI VUT v Brně Doc. Kunovský. Můžeme pomocí ní řešit 
nejen obyčejné diferenciální rovnice, ale i soustavy diferenciálních rovnic, parciální diferenciální 
rovnice a nespojité systémy. [7]  
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4 Parazitní kapacity v elektrických 
obvodech 
Parazitní kapacity a indukčnosti jsou v elektrických obvodech nežádoucí. Musíme však s nimi počítat 
jako s jednou z vlastností reálných obvodů. V různých případech mají vliv na požadovanou funkčnost 
elektrického obvodu a ovlivňují jeho chování. Hodnoty parametrů parazitních prvků v obvodu by 
měly být zvoleny o několik řádů nižší oproti funkčním prvkům obvodu, aby co nejméně ovlivňovaly 
jeho chování. Při modelování elektrických obvodů se existence parazitních kapacit promítne 
v navýšení počtu diferenciálních rovnic. Při přidání kapacit, které mají hodnoty časových konstant 
o několik řádů nižší než zbývající akumulační prvky obvodu, dosáhneme malého vlivu na přechodové 
děje v obvodu a potenciálně se zbavíme algebraických smyček. 
4.1 Stiff systémy 
Při použití parazitních kapacit nastávají i určité problémy. Pokud chceme připojit k obvodu parazitní 
kondenzátor, tak bychom měli uvažovat s dostatečně malou hodnotou kapacity. Hodnota by měla být 
o několik řádů nižší, než ostatní prvky, které se vyskytují v obvodu. Hlavním důvodem tohoto 
počínání je, aby se minimálně změnilo chování obvodu, které by se dalo zanedbat. Problémem při 
řešení diferenciálních rovnic v obvodu, ve kterém jsou nelineární prvky, je skutečnost, že se velikost 
parametrů prvků liší v několika řádech. Takové rovnice potřebují při řešení prvků s nízkou hodnotou 
velmi malý krok při řešení pomocí Taylorova řádu. V obvodě jsou ale obsaženy prvky, které mají 
vysokou hodnotu a budou mít dlouhý simulační čas.  Z těchto skutečností vyplývá, že simulace bude 
trvat velmi dlouhou dobu. Proto takové systémy nazýváme tuhými systémy - stiff systémy. 
4.2 Modelované obvody a vliv parazitních 
kapacit 
Příklad: Nejdříve si uvedeme přímé modelování elektrických obvodů a využití Kirchhoffových 




Obrázek č.11: Obvod s dvěma kondenzátory 
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Modelem obvodu je soustava rovnic: 
 
      
 
  
     (4.1a) 
      
 
  
    (4.1b) 
    
      
  
 (4.1c) 
    




Nyní jsou stanoveny dvě požadované diferenciální rovnice. Pomocné napětí v bodě UA se 
stanoví algebraickými úpravami: 
 
V obvodu platí:  
          (4.2) 
Takže:  
 
    
 
  
      
  
 




Po úpravě dostaneme: 
    
                         
               
 (4.4) 
 
Model elektrického obvodu graficky znázorníme v prostředí TKSL/386 a zobrazíme výsledný 
přechodný děj na obrázku č.12. Pro tento obvod byly zvoleny hodnoty U = 10V, R = 80Ω, R1 = 10Ω, 




Obrázek č.12: Výsledný přechodný děj 
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Nyní nahradíme úpravu algebraickými operacemi parazitní kapacitou. Zapojíme parazitní 
kapacitu CP do uzlu A (UA). Schéma obvodu, které bude odpovídat zapojení parazitní kapacity je 
znázorněno na obrázku č.13. 
 
Obrázek č.13: Obvod s parazitní kapacitou 
 
Modelem obvodu je upravená soustava rovnic: 
 
      
 
  
    (4.5a) 
      
 
  
    (4.5b) 
      
 
  
    (4.5c) 
    
       
  
 (4.5d) 
    
       
  
 (4.5e) 
             (4.5f) 
   




Nyní určeme hodnotu parazitní kapacity CP = 0.1F. Na obrázku č.14 je znázorněno porovnání 
časového průběhu napětí UCP v obvodu s parazitní kapacitou s detailem časového průběhu UA obvodu 
bez parazitní kapacity pro tmax = 100s.  
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Obrázek č.14: Přechodný děj pro Cp = 0.1F 
 
Na dalším obrázku č.15 můžeme pozorovat průběh UA a UCP ve stejném čase, ale se sníženou 




Obrázek č.15: Přechodný děj pro Cp = 0.01F 
Z výše uvedených obrázků vyplývá skutečnost, že pokud budeme v obvodu snižovat parazitní 
kapacitu, dochází ke zkrácení přechodového děje a řešení se téměř shoduje s řešením bez parazitní 
kapacity. Použití parazitních kapacit má i svoje negativní stránky. Časové konstanty prvků narůstají 
rozdílem několika řádů a zároveň hodnoty parazitních kapacit jsou snižovány. Z elektrického obvodu 
se tak stává tzv. tuhý systém - stiff systém. Na řešení tuhým systémů můžeme použít numerické 
metody. Ty na řešení takových obvodů nejsou připravené a dochází k nestabilnímu výpočtu, nebo 
k velmi časově náročnému výpočtu. [8] 
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5 Simulační systém TKSL 
K řešení systémů diferenciálních rovnic využívající Taylorovu řadu byl navrhnut a vyvinut simulační 
systém TKSL. V systému TKSL je možné řešit simulační úlohy z teorie obvodů (elektromagnetismu, 
elektrostatiky apod.) TKSL bylo vyvinuto ve dvou verzích, TKSL/386 a TKSL/C. 
5.1 TKSL/386 
Tento systém byl vytvořen v prostředí TurboVision v jazyku Pascal. Původně byl vyvinut 
k experimentům a ověření moderní numerické metody Taylorovy řady. Všechny výpočty 
v simulačním systému TKSL se zakládají na numerickém řešení obyčejných diferenciálních rovnic 
prvního řádu. Vstupem programu je soustava diferenciálních rovnic, které popisují simulovanou 
soustavu. Aplikace využívá hlavní myšlenku moderní metody Taylorovy řady, kterou je automatické 
nastavení řádu metody. K dosažení požadované přesnosti využíváme adekvátní počet členů 
Taylorovy řady. Výpočet je realizován s proměnným integračním krokem a přesně nám specifikuje 
nespojitosti. Přesnost numerického řešení se pohybuje kolem hodnoty      . Metoda je velice přesná 
a velmi rychlá. Pokud při výpočtu použijeme jen jeden člen Taylorovy řady, je tento výpočet přímo 
úměrný výpočtu Eulerovou metodou. Další velkou výhodou systému je vestavěný editor zdrojového 
kódu pro implementovaný překladač jazyka vhodně popisující systém diferenciálních rovnic, kterým 
aplikace také disponuje. Překladač je case-insensitiv a tudíž nedělá rozdíly mezi malými a velkými 
písmeny. Pokud je zdrojový kód úspěšně přeložen, můžeme zahájit simulaci. V přehledném grafu 
jsou zobrazeny všechny požadované průběhy řešení a je možné pomocí kurzoru zobrazit řešení 
v konkrétních bodech. Aplikace byla vyvinuta pro operační systém MS-DOS, a proto je nenáročná na 
hardware. Aplikace je přehledná a snadno srozumitelná, a proto je využívána při výuce. Pro své 
mimořádné přednosti se používá dokonce na mezinárodní úrovni. 
 
Vytvoření programu v TKSL/386 
Zápis diferenciálních rovnic pro překlad a simulaci v prostředí TKSL/386 je velmi snadný.  
Nejdříve musíme provést deklaraci proměnných: 
 
var id1, id2,…; 
 
Blok začíná klíčovým slovem var a hned za ním jsou uvedeny identifikátory proměnných, 
které jsou odděleny čárkou a za posledním z nich musí být uveden středník. 
V dalším bodě, musíme nadefinovat konstanty: 
 
const x1 = 1, x2 = 2,…; 
 
Při definici konstant musíme uvést klíčové slovo const a hned za ním následuje výčet definic, 
které jsou ve tvaru identifikátor = číslo. Definice konstant musí být od sebe odděleny čárkami a za 
poslední z nich je opět středník. Nesmíme definovat názvy konstant, které jsou v programu 
rezervované a těmi jsou tmax pro určení simulačního času, DT je určení integračního kroku a EPS pro 
stanovení požadované přesnosti výpočtu. 
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Samotné tělo programu 
 system  
 zápis diferenciální rovnice &výraz 
 sysend;  
 
Tělo programu je ohraničeno klíčovými slovy system a sysend. Mezi klíčová slova 
zapisujeme soustavu rovnic, které oddělujeme středníkem. Diferenciální rovnici uvádíme ve tvaru 
proměnná = tvar diferenciální rovnice. Pokud je proměnná derivovaná musíme za ní uvést apostrof. 
Nezbytnou součástí zápisu je i uvedení počátečních podmínek ve tvaru &výraz. Výrazem může být 
číslo, proměnná, konstanta, nebo hodnota funkce. 
 
Konec programu 
Celý zápis programu v prostředí TKSL/386 je ukončen tečkou za posledním příkazem, např. sysend. 
 
Příklad programu v prostředí TKSL/386 
Uvedeným příkladem v prostředí TKSL/386 je obvod RLC popsaný rovnicemi: 
 
 
    
 
 
           
(5.1a) 
 
    
 
 
    
(5.2b) 
         (5.3c) 
 
Rovnice přepsané do TKSL/386: 
 
var u, uR, uc, iL;      {deklarace proměnných} 
const dt=0.1, tmax=10, eps=1e-20, R=1, c=1, L=1;  {definice konstant} 
systém 
iL’=(1/L)*(u-uR-uc) &0; 









Obrázek č.16: Příklad simulace v prostředí TKSL 
5.2 TKSL/C 
TKSL/C je nejnovější verzí simulačního nástroje založeného na metodě Taylorova řádu. Je 
implementován v jazyku C++. Od verze TKSL/386 je rozdílný v ovládání z příkazového řádku 
množstvím parametrů. Nedisponuje grafickým uživatelským rozhraním a možností přímého 
grafického výstupu simulace. Grafický výstup je nahrazen možností formátovat výsledky do tvaru, 
který je vhodný pro nástroj gnuplot, který umí vytvářet kvalitní grafické výstupy. V nástroji TKSL/C 
je implementována řada vylepšení. Je odstraněn závazný limit počtu řešených rovnic. Oproti 
TKSL/386 je přenositelné, má zjednodušenou syntax vstupu a umožňuje použití víceslovní 
aritmetiky. Systém TKSL/C řeší soustavy diferenciálních rovnic následujícím způsobem: 
1. Pro vhodnější a rychlejší řešení přeloží zdrojový text do mezikódu programem deqc. 
2. Pro numerické řešení soustavy rovnic programem deqs. 
Struktura programu v TKSL/C 
Rovnice zapisujeme shodným způsobem jako v prostředí TKSL/386. Parametry výpočtu uvedené 
v samostatném zdrojovém kódu, jsou zadávané jako parametry příkazového řádku z důvodu 
chybějícího grafického uživatelského rozhraní. Deklarace proměnných se v TKSL/C neprovádí 
a odvozuje se ze zadaných rovnic. Pro čas je rezervovaná proměnná t. Konstanty jsou číselně 
zadávané do konkrétních rovnic, nebo jsou definované rovnicí. Text, který zadáváme, tak tvoří 
několik rovnic, které jsou odděleny středníkem. Vždy je nutné u rovnic uvést počáteční podmínky. 
Pokud podmínku neuvedeme, je brána jako nulová.  Další možností je uložit rovnice do textového 
souboru a ten pak zadat při spouštění programu jako poslední parametr [7]. 
 
Příklad zápisu diferenciálních rovnic v TKSL/C 
 
b0 = 3; b1 = 2; b2 = 2; b3 = 3; a0 = 1; a1 = 1; a2 = 2; 
A’ = b0 *z – a0*y  &0; 
B’= b1*z – a1*y + A  &0; 
C’= b2*z - a2*y + B   &0; 
y = b3*z + C;    z = 1; 
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6 Světové standardy 
6.1 Matlab/Simulink 
Simulink je nadstavba Matlabu pro simulaci a modelování dynamických systémů, který využívá 
algoritmy Matlabu pro numerické řešení lineárních a nelineárních diferenciálních rovnic. Poskytuje 
uživateli možnost rychle a snadno vytvářet modely dynamických soustav ve formě blokových 
schémat a rovnic. Kromě standardních úloh dovoluje Simulink rychle a přesně simulovat i rozsáhlé 
“stiff“ systémy s efektivním využitím paměti počítače. Simulink obsahuje velké množství 
předdefinovaných bloků pro lineární a nelineární analýzu systémů. Vzhledem k tomu, že je Simulink 
součástí Matlabu, je jednoduché přecházet z jednoho prostředí do druhého a využívat výhod obou 
dvou. Pomocí Simulinku a jeho grafického editoru lze vytvářet modely lineárních, nelineárních, 
v čase diskrétních nebo spojitých systémů pouhým přesouváním funkčních bloků myší. Simulink také 
umožňuje spouštět určité části simulačního schématu na základě výsledku logické podmínky. Tyto 
spouštěné a povolované subsystémy umožňují použití programu v náročných simulačních 
experimentech. Samozřejmostí je otevřená architektura, která dovoluje uživateli vytvářet si vlastní 
funkční bloky a rozšiřovat již tak bohatou knihovnu Simulinku. Hierarchická struktura modelů 
umožňuje koncipovat i velmi složité systémy do přehledné soustavy subsystémů prakticky bez 
omezení počtu bloků. Simulink, stejně jako Matlab, dovoluje připojovat funkce napsané uživateli 
v jazyce C. [11] 
6.1.1 Přechodný děj v obvodu RC prvního řádu v simulinku 
Příklad: Uvažujme elektrický obvod podle obrázku: 
 
Obrázek č.17: Obvod RC 
RC obvod je tvořen zdrojem napětí a sériovým zapojením ideálního odporu a ideálního 
kondenzátoru. Po připojení zdroje napětí bude obvodem procházet nejvyšší možný proud, který bude 
omezen pouze rezistorem   
 
 
 . Nenabitý kondenzátor se tak bude zpočátku chovat jako zkrat. Čím 
více se však bude kondenzátor nabíjet a poroste jeho napětí UC, tím menší proud bude procházet 
obvodem. Napětí na kondenzátoru je stavová veličina, bude se tedy měnit spojitě. Jeho průběh je 
popsán diferenciální rovnicí: 
 
   
   
  





Proud obvodem je dán vztahem: 





Po úpravě dostaneme diferenciální rovnici s počáteční podmínkou uc(0)=10V ve tvaru: 
 
 
   
  
 




Na obrázku č.18 vidíme obvod v simulinku sestavený z bloků: 
 
 
Obrázek č.18: Obvod RC - Simulink 
Výstupní veličinou y je napětí na kondenzátoru uc. Výstupní veličinu uc vynásobenou 
konstantou -1/RC přivedeme na vstup integrátoru. Je nutné nastavit počáteční podmínku integrátoru, 
tedy napětí na kondenzátoru v čase t = 0. Tímto způsobem můžeme namodelovat libovolně složitou 
soustavu diferenciálních rovnic prvního řádu.  




Obrázek č.19: Závislost napětí Uc na čase 
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7 Návrh aplikace 
Hlavním cílem praktické části této práce je implementace grafického výpočetního editoru, který by 
měl umožnit snadno a rychle navrhnout elektrický obvod a následně automaticky vygenerovat 
soustavu diferenciálních rovnic, které ho budou vhodným způsobem popisovat. Výpočetní modul 
bude grafickou nadstavbou nad simulačním systémem TKSL.  
Při návrhu aplikace jsem kladl důraz na přehledné, jednoduché a intuitivní ovládání 
s uživatelsky příjemným grafickým rozhraním. Uživatel by se měl co nejrychleji zorientovat v tom, 
jak s daným programem pracovat a pochopit jeho možnosti i omezení. Při tvorbě editoru jsem 
se inspiroval některými prvky podobných aplikací. 
7.1 Použité technologie 
7.1.1 Jazyk C# 
Jazyk C# vyvinula společnost Microsoft. Oficiálně byl uveden na trh počátkem roku 2002 jako 
součást Visual Studia .NET. Programovací jazyk byl speciálně navržen a určen k použití s platformou 
.NET Framework společnosti Microsoft. Jde o jazyk, založený na moderní metodice objektově 
orientovaného návrhu. Jazyk C# je samostatným jazykem, je sice navržen tak, aby generoval kód 
určený pro prostředí .NET, ale není sám o sobě součástí platformy .NET. Platforma .NET poskytuje 
některé funkce, které jazyk C# nepodporuje, a naopak jisté funkce jazyka C# nejsou podporovány 
platformou .NET. Pomocí jazyka C# můžeme například napsat dynamickou webovou stránku, 
webovou službu XML, komponentu distribuované aplikace, komponentu pro přístup k databázi, 
klasickou aplikaci pro pracovní plochu systému Windows, nebo dokonce novou inteligentní 
klientskou aplikaci s podporou režimů online i offline. Jazyk C# neslouží pouze k psaní internetových 
nebo síťových aplikací. Nabízí možnosti pro tvorbu téměř libovolných typů programů nebo 
komponent, které můžeme v systému Windows požadovat. Jazyk C# spolu s technologií .NET 
zásadně mění způsob psaní programů a usnadňují programování v systému Windows. 
7.1.2 Platforma .NET 
Nezbytnou podmínkou pro programování v jazyce C# a pro spouštění programů v něm vytvořených 
je instalace prostředí .NET Framework. Jádrem platformy .NET Framework je její běhové prostředí, 
které se označuje jako modul CLR (Common Language Runtime) nebo-li běhový systém .NET. Toto 
prostředí zajišťuje běh programů přeložených z různých programovacích jazyků nejen z C# do mezi 
jazyka MSIL. CLR umožňuje jejich vzájemnou spolupráci, různé součásti mohou být napsány 
v různých programovacích jazycích. Stará se také o automatickou správu paměti, o řízení doby života 
objektů a o další věci nezbytné pro běh programů v tomto prostředí. Další důležitou součástí prostředí 
.NET Framework je knihovna tříd, nazývána souhrnně BCL (Basic Class Library) neboli základní 
knihovna tříd. Pokrývá všechny vstupní a výstupní operace, kontejnery (třídy sloužící pro ukládání 
různých druhů dat). Vzhledem k tomu jazyk C# prakticky nepotřebuje své vlastní knihovny. Nad 
knihovnou BCL jsou dále knihovny pro tvorbu grafického uživatelského rozhraní programů 
a knihovny webové služby. Nejvyšší vrstvu prostředí .NET Framework tvoří překladače z různých 
programovacích jazyků. [10]  
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7.2 Koncepce editoru 
Koncepci editoru jsem si rozdělil na jednotlivé části tak, aby následná implementace 
v programovacím jazyku byla více přehledná a jednotlivé části na sebe navazovaly. 
7.2.1 Elektrotechnické součástky 
Aby bylo vůbec realizovatelné navrhnout elektrický obvod, musí být v editoru implementovány 
základní elektrotechnické součástky, kterými jsou v případě mého editoru rezistor, cívka, kondenzátor 
a zdroj napětí, znázorněné na obrázku č.20. Pro efektivní práci v editoru je důležité elektrotechnicky 
přesné znázornění zmíněných součástek s jednoduchou manipulací při návrhu elektrických obvodů. 
Použité schematické značky je nutné navrhnout dle daných elektrotechnických pravidel. Každá 
součástka vložená na kreslící plochu musí být znázorněna s kontakty, ke kterým bude možné připojit 
vodiče. U všech prvků v obvodu je třeba znázornit označení a hodnotu se základní jednotkou. 
Výjimku představují parazitní kondenzátory, jejichž schematickou značku bude v obvodu zastupovat 
již jen název. Abychom mohli součástky snadno umístit do svislých i vodorovných větví obvodu, 
bude možné v editoru jednotlivými prvky rotovat v rozmezí od 0° do 270°. Během návrhu prochází 
elektrické schéma celou řadou úprav, a tak vložené součástky musí být možné snadno přemístit 
po panelu kreslící plochy nebo je z něho zcela odstranit. 
 
 
Obrázek č.20: Elektrotechnické součástky z editoru 
7.2.2 Vodiče 
Aby mohl vzniknout kompletní návrh elektrického obvodu, je nezbytné součástky propojit vodiči. Pro 
plnohodnotné fungování editoru je nutné, aby bylo realizováno kreslení vodičů pod libovolným 
úhlem, při jednoduchém a rychlém ovládání. Vodič by mělo být možné snadno napojit na kontakty 
součástek, uzel nebo jiný již vložený vodič. Dále bylo potřeba vyřešit možnosti připojení vodiče 
doprostřed již existujícího vodiče, nebo spojení více konců vodičů a s tím související automatické 
vytvoření uzlu. Pro jednodušší a přesnější kreslení vodičů bude potřebné navrhnout kreslící plochu 
v podobě mřížky, která usnadní uživateli vkládat prvky obvodu a propojit je v jedné rovině. 
Při posunu součástek po kreslící ploše, které již byly propojeny vodiči, je nezbytné, aby se délka 
i sklon vodiče přizpůsobily a vodiče zůstaly propojené se součástkou. 
7.2.3 Vytvoření uzlu 
Při návrhu paralelních elektrických obvodů vzniká další nárok na editor, kterým je implementace 
automatického vytvoření uzlu při spojení nejméně dvou vodičů. Uzel vznikne při umístění konce 
nového vodiče na libovolnou část vodiče, vyjma konců již existujícího vodiče. Další podmínkou 
pro vytvoření uzlu je spojení minimálně tří konců jednotlivých vodičů. V místě, kde je vytvořen uzel, 
dojde k rozdělení vodiče na více nových vodičů. Prvky dosud spojené jen jedním vodičem budou 
nyní spojeny s uzlem. 
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7.2.4 Mřížka kreslící plochy 
Výše zmíněné prvky elektrického obvodu se při návrhu schématu vkládají na kreslící plochu, která 
byla navržena formou mřížky. Mřížku kreslící plochy bylo nutné navrhnout pro pohodlnější práci při 
návrhu elektrického schématu a pro přesnější umístění všech prvků obvodu. Mřížka usnadňuje 
uživateli při kreslení obvodu, umístění prvku na větší množinu pixelů sjednocených do jednoho 
nejbližšího bodu na mřížce, ke kterému je následně přichycen, jak je znázorněno na obrázku č.21 
v případě vodiče. 
 
Obrázek č.21: Přichycení vodiče na mřížku kreslící plochy 
 
7.2.5 Generování rovnic popisujících elektrický obvod 
Další důležitou funkcí editoru má být generování rovnic, které popíší elektrický obvod navržený 
pomocí výše zmíněných prvků. Editor je navržen takovým způsobem, aby generoval rovnice pro 
validní obvod. Bude-li navržen validní elektrický obvod, který projde kontrolou, program 
automaticky vygeneruje soustavu rovnic. Podrobný popis kontroly obvodu a generování jednotlivých 
rovnic je uveden v kapitole (8) „Implementace“. 
  Rovnice jsou generovány metodou přímého modelování, která vede na sestavení rovnic 
matematickým popisem pro všechny součásti obvodu (uzly, větve, součástky). Pro každý člen obvodu 
je sestavena rovnice. Pro složitější obvody dostáváme vyšší počet jednodušších rovnic, které je možné 
upravit a použít pro výpočet elektrického obvodu. 
 
Výčet generovaných rovnic popisujících obvod: 
 
 Rovnice pro proudy budou generovány podle prvního Kirchhoffova zákona. Proudy, které do 
uzlu vstupují jsou kladné a které vystupují jsou záporné. Pro jednotlivé uzly, které se 
v obvodu nacházejí  určíme součty proudů. Proudy jsou přiřazené větvím mezi uzly obvodu a 
v mém editoru budou vyznačené modrou šipkou s možností invertovat jejich směr. 
 Rovnice pro napětí jsou vytvořeny pro všechny větve v obvodu. Levá část rovnice nám bude 
vyjadřovat rozdíly napětí koncových uzlů jednotlivých větví a pravá část rovnice součet 
napětí prvků v dané větvi. 
 Rovnice pro součástky v obvodu budou vyjádřené vztahy z podkapitoly (3.2). Bude se jednat 




Kapitola implementace popisuje jednotlivé implementační detaily vycházející z požadavků na 
aplikaci. V prvních dvou podkapitolách jsou popsány jednotlivé třídy, které jsou využívány pro 
základní funkční bloky. Další dvě podkapitoly popisují formuláře aplikace – GUI aplikace, včetně 
ostatních formulářů a komponenty aplikace obsahující popis komponenty PictureBoxEx s uvedením 
jednotlivých vrstev. Poslední podkapitola se věnuje ostatním třídám, které aplikace využívá, včetně 
jejich popisů. 
8.1 Třídy pro vytváření a editaci schémat 
Na obrázku č.22 je znázorněn strom jednotlivých tříd, které jsou využívány pro vytváření a editaci 
schémat. Základní třída je znázorněna zcela vedle a na ní jsou postupně navázány jednotlivé vrstvy 




Obrázek č.22: Třídy pro vytváření a editaci schématu 
Bázová třída Component slouží pro všechny objekty, které se vyskytují ve schématu. Zmíněnými 
objekty jsou součástky, vodiče, uzly, kontakty a popisky. 
 
Třída obsahuje: 
 jedinečné identifikační číslo ID 
 typ konkrétní instance, který je vyjádřený pomocí výčtového typu, kterého je 
následně využito pro zobrazení textové identifikace objektu v komponentě 
PropertyGrid 
 souřadnice středu každého prvku 
 opisující obdélník objektu zobrazený při označení prvku obvodu 
 příznak, který určuje, jestli je daný objekt možné označit kliknutím myši či nikoliv 
(jsou prvky, které jsou neoznačitelné např. kontakty součástek) 
 
Ve třídě jsou definovány: 
 rozhraní pro vykreslovací metodu Draw. Metoda přebírá referenci na objekt 
Graphics, tj. instanci třídy, do které bude „kresleno“. Dalším parametrem je barva, 
kterou bude objekt vykreslen. 
 virtuální metoda pro posun objektu Move a pro relativní posun MoveRel. 
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 virtuální metoda pro otestování, je-li testovaný bod umístěný v oblasti dané 
komponenty. 
 
Třída BasePin  
Jedná se o bázovou třídu, která sjednocuje základní chování kontaktů součástek a jednotlivých uzlů. 
Definuje rozhraní pro přidávání nebo odebrání vodiče v daném kontaktu či uzlu. 
 
Třída Node 
Třída dědí ze třídy BasePin a umožňuje připojit více vodičů. Při spojení více než dvou vodičů je 
vykreslen černý bod (uzel), který se jinak nevykresluje. 
 
Třída Pin 
Třída dědí z bázové třídy BasePin. Nastavuje hodnotu výčtovému typu, který je zděděn ze třídy 
Component. Umožňuje připojit jen jeden vodič na jeden kontakt. Třída Pin je obsažena v objektu 
součástky Part, kde každá součástka obsahuje právě dva kontakty. 
 
Třída Wire 
Obsahuje referenci na koncové objekty vodiče, instance objektu BasePin (Pin, Node). Modifikuje 
metodu pro ověření, jestli se bod nachází v oblasti vodiče. Tato metoda je použita pro označování 
prvků pomocí kurzoru myši. Vodič totiž nelze jednoduše popsat pomocí ohraničení obdélníkem, jako 
tomu je u všech ostatních objektů ve schématu. 
 
Třída Label 
Je popisek objektu, který se zobrazuje ke každému prvku v obvodu. Jedná se objekt, který není možné 
označit kliknutím myši. Nastavuje hodnotu výčtového typu děděného ze třídy Component. 
 
Třída Part 
Jedná se o obecnou součástku, která obsahuje instanci tříd:  
 2x Label (název, hodnota) 
 2x Pin (kontakty) 
Definuje vlastnosti:  
 natočení součástky  
 název a hodnotu  
 
Třída Part o sobě nese informaci, kde se nachází, pozici má zděděnou ze třídy Component. 
Dále obsahuje metodu pro snadnou rotaci součástky. Jedná se o přetíženou metodu pro posun 
komponent, protože obsahuje ještě dva kontakty a ty je také nutné posunout nebo otočit s objektem. 
 
Třídy Rezistor, Capacitor, Coil a Source  
Třídy pro rezistor, kondenzátor, cívku a zdroj dědí ze třídy Part. Modifikují popisek u vlastnosti 
Value, který se zobrazuje v komponentě PropertyGrid.  
 
Třída Scheme 
Třída Scheme obsahuje celý elektrický obvod a generuje jeho obrázek, který se následně zobrazuje 
v grafickém uživatelském rozhraní. Komunikuje s třídou Canvas pomocí mechanizmu událostí. 
Obsahuje metody pro uložení a načtení schématu z XML souboru. Pro XML načítání a ukládání je 
využito XMLSerializeru s přetíženými metodami. Třída využívá algoritmus MD5 checksum pro 
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zjištění, zda došlo od posledního uložení projektu k nějaké změně. Umožňuje označovat jednotlivé 
komponenty a toto označení následně zobrazit v obrázku schématu. Dále obsahuje metody pro 




Generuje na základě předaných parametrů obrázek mřížky, který je zobrazen v PictureBoxEx jako 
základní vrstva kreslící plochy. Mřížka je tvořena body pro snadné přichycení součástek a je zde 
realizován celý návrh elektrického obvodu. 
 
Třída Canvas 
Třída tvoří rozhraní mezi „schématem“ a grafickým uživatelským rozhraním GUI. 
Obsahuje: 
 Instanci třídy Grid  
 Instanci třídy Scheme 
 Aktuální vybranou součástku, která bude vložena do schématu 
 
S grafickým uživatelským rozhraním aplikace komunikuje pomocí mechanizmu událostí. 
Implementuje základní metody pro obsluhu myši OnMouseDown/Move/Leave/Up, tyto metody ale 
musí být volány z GUI ručně, podle potřeby uživatele. Třída Canvas se stará o editaci vodičů, 
propojování součástek s vodiči a obecně se stará o kompletní logiku pro editaci nad aktuálním 
schématem. 
8.2 Třídy pro generování rovnic 
Všechny metody pro generování rovnic zvládnou vygenerovat jak rovnice obecné (hodnoty součástek 
jsou zastoupeny jejich názvy), tak i rovnice s konkrétními hodnotami součástek. Před samotným 
generováním rovnic prochází obvod řadou testů a kontroluje se, zda byl správně navržen. Chybové 
zprávy nejsou hlášeny okamžitě, ale až po zkontrolování dílčích testů. Toto řešení je z důvodu 
omezení počtu chybových hlášení. Navíc je seznam všech chybných součástek (obecně seznam všech 
zjištěných chyb), které neprošly kontrolní metodou, vypsán v jednom dialogu. Tento seznam 
s chybovými hláškami je omezen na maximálně 10 položek (stanoveno konstantou) a to z toho 
důvodu, aby chybový dialog nenabyl rozměrů tak velkých, že by zasahoval mimo obrazovku a navíc 
pro uživatele stejně nemá dlouhý seznam chyb žádný pozitivní přínos, jelikož musí zkontrolovat 
téměř celý obvod. 
 
Třída EquCommon 
Statická třída, která obsahuje 4 kategorie metod. 
 
1. Kontrolní metoda CheckScheme před spuštěním EquationGen okna (okno ve kterém je 
možné invertovat směry proudů a vložit parazitní kondenzátory) provádí: 
 Kontrolu validních hodnot (> 0) 
 Prochází se přes všechny součástky ve schématu a kontrolují se jejich hodnoty, které 
musí být větší než 0.0. 
 Součástky musí mít smysluplné hodnoty, které se uvádějí v základních jednotkách. 
 Kontrolu zapojení všech svorek a osamocených uzlů 
 Prochází se přes všechny prvky schématu. 
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 V případě, že kontrolovaným prvkem je součástka, potomek třídy Part, kontrolují se 
oba kontakty, které musí být napojeny na instanci třídy Wire. 
 V případě, že kontrolujeme uzel, musí daný uzel obsahovat nejméně dva vodiče, 
které spojuje. 
 Osamocený uzel nebo nezapojený kontakt značí, že daný obvod není zcela zapojen. 
 Kontrolu validity zapojení zdrojů, pokud se jedná o schéma, které obsahuje více než jeden 
zdroj 
 Kontrolují se polarity zapojení, tj. nemůže být připojena kladná svorka zdroje ke 
kladné svorce jiného zdroje a naopak. 
 V jedné větvi nemůže být mezi zdroji žádná jiná součástka. 
 Kontrola se provádí tak, že pro každou větev ve schématu se provádí následující test: 
o Pokud testovaná větev neobsahuje žádný zdroj, pokračujeme další větví. 
o Zjistí se počet zdrojů v testované větvi. 
o Vybere se náhodný zdroj v této větvi, tento zdroj bude výchozím bodem 
o Od tohoto zdroje postupujeme ve směru záporné svorky dále po větvi tak 
dlouho, dokud se na ni nachází jen další zdroje (hledáme první zdroj 
v sériovém zapojení). Dále je u tohoto průchodu zároveň kontrolovaná 
polarita procházených zdrojů. Vycházíme ze záporné svorky (-) a musíme 
tudíž vstupovat do svorky kladné (+) následujícího zdroje v opačném 
průchodu po větvi. 
o V tomto bodě máme nalezen první zdroj této větve. 
o Hledáme poslední zdroj této větve, tudíž postupujeme z prvního zdroje po 
kladné svorce (+) dále, až k poslednímu zdroji. Při tomto průchodu zároveň 
počítáme počet navštívených zdrojů. Souběžně je kontrolována správnost 
polarit procházených zdrojů (podobně jako při hledání prvního zdroje). 
V případě, že při průchodu narazíme na součástku jinou než je zdroj, bereme 
poslední zpracovávaný zdroj za zdroj poslední v této testované větvi. 
o Na závěr zkontrolujeme, jestli počet navštívených zdrojů odpovídá počtu 
zdrojů v celé větvi. Pokud ne, nalezli jsme chybu a větev obsahuje zdroje 
proložené jinými součástkami. 
 Pokud nějaký z výše uvedených testů neprošel, nemáme validní obvod, pro který bychom 
byli schopni vygenerovat validní rovnice. 
 
2. Kontrolní metoda CheckAllNamesValidity před procesem generování rovnic 
 Metoda kontroluje všechna jména v obvodu. Kontroluje se, zda obvod neobsahuje duplicitu 
jmen a jestli není nějaké jméno nedefinované tj. prázdný řetězec. 
 Kontrolují se názvy u všech uzlů, případně do nich zapojených parazitních kapacit. 
 Při nalezené duplicitě nebo chybě v názvech je zobrazen informující dialog a vrácen chybový 
stav „false“. Nemělo by být přistoupeno k dalšímu kroku, tj. generování rovnic, protože by 
v nich došlo ke kolizi jmen. 
 
3. Metody pro generování rovnic jednotlivých součástek  
 Metody generují rovnice součástek kromě napěťového zdroje, jehož rovnice jsou generovány 
ve třídě EquScheme, protože pro jejich vygenerování je potřeba více znalostí o schématu. 
 Obecná funkce GenPart(), která podle konkrétního typu součástky zavolá jednu 
z následujících vhodných metod pro vygenerování příslušné rovnice, které jsou popsané 
v podkapitole (3.2) v RichText formátu: 
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 Metoda GenResistor() generuje rovnice pro rezistory v obvodu 
 Metoda GenCapacitor() generuje rovnice pro kondenzátory. Jedná se navíc ještě 
o metodu pro parazitní kondenzátory s jiným rozhraním. 
 Metoda GenCoil() generuje rovnice pro cívky v obvodu. 
 
4. Další pomocné metody pro průchod schématem 
 Metoda MoveAlongWireFrom2WiresNode() – průchod přes uzel, který má připojené právě 
dva vodiče. Jedná se v podstatě o průchod přes vodič, který nevede přímo z bodu A do 
bodu B, ale obsahuje ještě pomocný bod ve své cestě. 
 Metoda MoveAlongWire() – průchod přes vodič, případně uzly s právě dvěma vodiči, 
k následující součástce nebo uzlu  





Obrázek č.23: Třídy EquComponent 
 
Jedná se o bázovou třídu pro EquNode a EquBranch. Ve třídě je uchováván jedinečný identifikátor 
mezi objekty, které jsou potomky třídy EquComponent a typ konkrétního objektu jako hodnota 
výčtového typu. Obsahuje rozhraní abstraktní metody pro vykreslování objektu a pro otestování, jestli 
předaný bod leží v oblasti objektu. Zmíněné rozhraní je nutné kvůli interakci s grafickým 
uživatelským rozhraním.  
Všechny objekty založené na této třídě, slouží pro generování rovnic a pro grafické 
znázornění schématu včetně všech procházejících proudů a popisků uzlů. 
 
Třída EquNode 
Zapouzdřuje třídu Node ze schématu a definuje vlastní metodu pro vykreslování Draw a pro testování 
bodu v oblasti uzlu - PointInArea. Tato poslední jmenovaná metoda je využívána při testování 
objektu, který uživatel označil kliknutím myši. 
 
Obsahuje: 
 Seznam všech větví, které do uzlu vstupují nebo z něho vystupují 
 Data pro volitelné připojení parazitní kapacity z tohoto uzlu do vybraného jiného uzlu. Pokud 
je připojena parazitní kapacita, bude uzel vykreslen jinou barvou a bude u něho vypsán 
dodatečný popisek s názvem parazitní kapacity 
 
Metoda pro vygenerování rovnice proudů v uzlu: 
 Vytvoří si seznam větví (EquBranch), jejichž proudy vstupují do daného uzlu a seznam větví, 
jejichž proudy vycházejí z tohoto uzlu. Směr proudu je uložen v datech větve, proud prochází 
od StartNode do EndNode. 
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 Na základě těchto dvou seznamů, jsou vygenerovány rovnice podle I. Kirchhoffova zákona. 
Levá strana obsahuje součet proudů do uzlu vstupujících, následuje znak „=“ a pravá strana 
obsahuje součet proudů z uzlu vystupujících 
 
Třída EquBranch 
Jedná se o jednu větev elektrického obvodu tj. stejný proud v celé větvi. Definuje vlastní metodu pro 
vykreslování Draw a pro testování bodu v oblasti celé větve (PointInArea), kterého je využíváno při 
interakci s uživatelem, kdy je testováno na který objekt uživatel klikl myší. 
 
Obsahuje: 
 Seznam všech součástek a komponent ze základního schématu 
 Počáteční a cílový uzel. 
 Název proudu protékajícího touto větví. Směr proudu je od počátečního uzlu do uzlu 
koncového. 
 
Dále obsahuje metodu InvertBranch, která slouží pro snadné invertování směru proudu a pro 
vygenerování rovnic součástek dané větve s názvem proudu této větve 
 Rovnice jsou generovány pro jednotlivé součástky zpracovávané větve, každá součástka na 
vlastní řádek. 
 Ke generování rovnic součástek je využita metoda GenPart z EquCommon. 
 
Třída EquScheme 
Zapouzdřuje třídu Scheme. Počítá s tím, že na vstupu má validní obvod, který je nutné před zavoláním 
konstruktoru EquScheme zkontrolovat pomocí metody CheckScheme ze třídy EquCommon. Interně si 
rozloží schéma na větve a uzly a pokusí se inteligentně rozpoznat směry proudů v závislosti na 
připojených zdrojích: 
 Určeno jen pro schémata, která obsahují alespoň jeden uzel. 
 Pro každý zdroj najdeme větev, ve které se nachází. 
 Na opravu směru proudu ve zpracovávané větvi dle polarity zdroje/ů slouží metoda 
SetCorrectCurrentDirection(). 
 Cílem je nastavení všech proudů jako vstupních směrem do počátečního uzlu dané větve. 
Toto pravidlo platí i pro uzly, které jsou z tohoto uzlu spojeny prázdnou větví, tedy větví bez 
součástek. Toto řeší metoda SetCorrectCurrentDirection_BranchOut(). 
 Cílem je nastavení všech proudů jako výstupních směrem z koncového uzlu dané větve. 
Stejné pravidlo platí i pro uzly, které jsou z tohoto uzlu spojeny prázdnou větví tedy větví bez 
součástek. O to se stará metoda SetCorrectCurrentDirection_BranchIn(). 
 
Metoda Draw vykreslí stejné schéma, jako vykreslila třída Scheme, ale navíc jej doplní i 
o znázornění šipek proudů, popisků proudů a uzlů. Tento obrázek se hodí pro pozdější porozumění 
k vygenerovaným rovnicím, protože je zde vidět, kudy protékají konkrétní proudy a k jakému uzlu se 
vztahuje dané napětí. Vykreslování probíhá zavoláním metody Draw na všechny komponenty 
obvodu. 
Třída EquScheme umožňuje exportovat obrázek aktuálního schématu s vykreslenými proudy. 
Podporuje označování větví a uzlů (EquBranch, EquNode) a editaci jejich parametrů pomocí GUI. 
 
Metody pro generování dílčích TKSL rovnic (rovnice pro napětí a parazitní kapacity) 
 Rovnice zdrojů a obecně všech uzlových napětí 
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 Generují se pro všechny větve 
 Pokud je větev prázdná, proloží se názvy obou uzlů znakem „=“, tj. napětí na prvním 
uzlu = napětí na druhém uzlu. 
 Pokud větev obsahuje alespoň jeden zdroj: 
 Nalezneme první a poslední zdroj ve větvi 
 Složíme řetězec součtu všech napětí zdrojů (např. „U1+U2“): 
 Pokud větev neobsahuje žádné součástky mimo zdrojů, položíme levou 
stranu rovno rozdílu napětí koncového uzlu a počátečního uzlu větve např. 
„U1 + U2 = Ux2 – Ux1“. 
 Pokud větev neobsahuje žádné součástky mezi zápornou svorkou 
a počátečním uzlem větve a obsahuje alespoň jednu součástku mezi kladnou 
svorkou posledního zdroje a koncového uzlu větve, odečteme od součtu 
napětí na zdrojích napětí na koncovém uzlu např. „U1 + U2 – Ux2 =“. 
 V případě, že po obou stranách od zdrojů jsou nějaké součástky, odečteme od 
součtu napětí zdrojů rozdíl napětí na koncovém a počátečním uzlu větve 
např. „U1 + U2 – (Ux2 – Ux1) =“. 
 Generování pravé strany rovnice se skládá z ostatních součástek 
(ne napěťových zdrojů), v podstatě se jedná o součet napětí na jednotlivých 
součástkách větve např. „ UR1 + UC1 + UL1“. 
 Nakonec se tyto dvě větve (dva vygenerované řetězce) spojí do výsledného, 
který představuje rovnici pro celou větev. 
 Pokud větev obsahuje součástky a žádný zdroj: 
 Na levé straně rovnice bude vygenerován rozdíl napětí na koncovém 
a počátečním uzlu např. „Ux2 – Ux1 =“. 
 Na pravé straně bude součet napětí jednotlivých součástek větve např. 
„UR1 + UC1 + UL1“. 
 Nakonec se tyto dvě větve spojí v jeden výsledný řetězec, který představuje 
rovnici pro celou větev. 
 Rovnice parazitních kapacit 
 Pokud je připojena v daném uzlu parazitní kapacita, volá metodu GetCapacitor ze 
třídy EquCommon, která předává potřebné hodnoty parazitní kapacity. 
 Rovnice pro parazitní kapacitu je stejná, jako pro jakýkoliv jiný kondenzátor. 
 
Metoda GenEquations pro vygenerování rovnic celého schématu, volá postupně dílčí metody pro 
generování: 
 Rovnic uzlů a proudů 
 Rovnic napětí 
 Rovnic větví (jejich součástek při definovaném protékajícím proudu) 
 Rovnic parazitních kapacit 
 
Výsledkem jsou naplněné řetězcové proměnné equation a equationGeneral, které obsahují 
víceřádkovou reprezentaci všech rovnic ve tvaru s hodnotami, resp. v obecném tvaru. Rovnice 
obsahují speciální formátovací tagy (<norm>, <sup>, <sub>  tj. normální text, horní index, dolní 
index), které slouží k usnadnění při generování rovnic v textovém tvaru. Tyto tagy je nutné před 
transformací do RTF převést na příslušné RTF formátovací tagy (@\super, @\sub, @\nosupersub) 
nebo je při exportu do souboru úplně odstranit. Tyto proměnné lze poté použít pro export do souboru 




Jedná se o formulář hlavního okna aplikace zobrazeného na obrázku č.24, který zprostředkovává GUI 
pro vytváření a editaci schémat (Menu, Toolbar, Status Bar). Dále zprostředkovává vstupně/výstupní 
operace, tj. načítání a ukládání schémat do XML souborů (pouze zprostředkování interakce, 
o samotný proces načítání a ukládání se stará samotná třída Scheme). Pomocí instance třídy 
RecentFiles uchovává historii naposledy editovaných schémat pro snadnější přístup k nedávným 
projektům. Umožňuje export schématu jako obrázek nebo vygenerování odpovídajících validních 
rovnic a jejich export do souboru, případně do paměti. 
 
FormAbout 
Formulář „O aplikaci“. Obsahuje základní data o aplikaci tj. autor, verze a popis aplikace. Data 
formuláře jsou získávána dynamicky z Assembly Informations = metadata programu, která jsou 
uložena v souboru „.exe“. 
 
FormGridSize 
Dialog se dvěma posuvníky (TrackBary) pro snadnou změnu velikosti plátna. Lze jej zavolat přes 
nabídku menu z hlavního okna aplikace nebo kliknutím do políčka zobrazujícího aktuální velikost 
plátna ve Status Baru. 
 
FormEquationGen 
Formulář průvodce pro snadné vygenerování rovnic popisujících obvod. Proces obsahuje dva kroky: 
1. Správnou definici směru proudů v jednotlivých větvích a případné připojení parazitních 
kapacit do vybraných uzlů, okno je znázorněno na obrázku č.29 




Rozšířená komponenta PictureBox, která podporuje přiblížení a rolování pomocí stisku prostředního 
tlačítka a tahu myši. Je napsaná jako samostatná knihovna „dll“, psaná přímo pro editor, ale po 
vyloučení několika specifik by mohla být použita i v jiných aplikacích. Je nutné přeložit nejprve 
projekt této knihovny, jinak nepůjde přeložit aplikace ElSchemeEditor. 
 
Komponenta obsahuje více vrstev: 
 Mřížku 
 Schéma 
 Obrázek nástroje 
 Různé geometrické objekty pro zvýraznění právě označeného objektu (obdélníky, přímky) 
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8.5 Ostatní třídy 
Constants 
Jedná se o globální konstanty. Všechny konstanty jsou definované jako public static. Vše je rozděleno 
do regionů podle toho, ke které části programu se konstanty vztahují. 
 
 RecentFiles – XML soubor s historií + statická metoda pro získání celé cesty. Maximální 
počet uchovávaných položek 
 PictureBoxEx – minimální a maximální zoom, transparent color - platí obecně pro 
komponentu, tudíž pro obě okna ve kterých je využita 
 Grid – barva pozadí a mřížky, rozteč mezi jednotlivými body na mřížce. Výchozí velikost 
plochy (v počtech políček) 
 Scheme – výchozí název schématu (projektu) 
 Help – soubor „.chm“ s nápovědou, statická metoda pro získání celé cesty 
 
 Classes 
 Label – písmo pro vykreslování popisků 
 Node – průměr velikosti uzlu při vykreslování 
 Pin – průměr velikosti kontaktu 
 Wire - maximální vzdálenost bodu od vodiče při označování kliknutím 
 Part – velikost oblasti součástky, pro detekci kliknutí na součástku 
 Default names and values – výchozí jméno součástek a jejich hodnota 
 EquationGen – sufix pro exportované obrázky schématu, včetně směrů proudů, maximální 
počet chybových hlášek na dialog (při delším výčtu chyb, bude po tomto počtu následovat 
řetězec ‘…’) 
 EquNode – výchozí jména pro uzel a parazitní kapacitu, barva pro vykreslování 
parazitní kapacity v uzlu a relativní pozici popisku vzhledem k poloze součástky 
 EquBranch – konstanty pro velikost proudové šipky, relativní pozice popisku 
Třída FastBitmap 
Třída pro rychlý přístup k pixelům, čtení i zápis bitmapy. Klasická třída Bitmap zamyká paměť 
bitmapy při každém přístupu k pixelu. Tento proces zamykání a odemykání paměti je ale velice 
náročný. Třída FastBitmap omezuje zamykání a odemykání paměti na minimum. Jedná se o 
univerzální třídu, kterou lze v budoucnu použít v jiném projektu. Nepoužívá přímý přístup k datům 
v paměti přes pointery, tudíž se povedlo vyhnout použití unsafe kódu. Třída je využita nakonec jen 
dvakrát: 
1. Ve třídě Scheme při generování bitmapy pro export, třída FastBitmap je využita pro záměnu 
„průhledné“ barvy za bílou barvu pozadí schématu. 
2. Ve třídě EquScheme při exportu schématu s vyznačenými proudy je třída FastBitmap znovu 
použita pro záměnu barvy obrázku 
Třída RecentFiles 
Třída pro snadnou správu nedávných projektů. Maximální počet uchovávaných souborů je nastaven 
pomocí konstanty (constants.cs). Historie souborů je uložena v jednom XML souboru v pracovním 
adresáři aplikace. Jedná se o adresář, kde se nachází spustitelný „.exe“ soubor aplikace. Třída je 
poměrně univerzální a lze ji použít po mírných úpravách i v jiných projektech. 
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9 Popis aplikace El-Scheme Editor 
Celá aplikace je převážně založena na ovládání myší a koncipována jako „průvodce“, který je 
rozdělen na tři hlavní části, kterými se uživatel postupně „proklikává“ k výsledku. Od části určené 
k návrhu a editaci schémat, přes fázi v níž je možné zkontrolovat a upravit směry všech 
procházejících proudů a případně doplnit do obvodu parazitní kapacity, až k poslední části editoru, 
jejímž výstupem jsou soustavy rovnic, které vytvořený obvod popisují. 
9.1 Okno návrhu a editace schémat 
Okno editoru, znázorněné na obrázku č.24, je rozděleno na dva hlavní panely. Pravý panel slouží jako 
kreslící plocha v podobě mřížky, na kterém je realizován celý návrh obvodu. Panel v levé části 
aplikace zobrazuje všechny součástky potřebné pro návrh jednoduchého elektrického schématu. 
Umožňuje jejich výběr a následně umístění na kreslící plochu. Ve spodní části levého panelu je ještě 
umístěno okno vlastností, v němž je možné nastavit základní atributy jednotlivých součástek, součástí 
je i panel popisků, kde se vždy k vybranému objektu zobrazuje jednoduchý popisek. Horní nabídky 
menu File, Edit, View, Options, Help a lišta rychlého ovládaní, slouží pro základní nastavení a práce 
s aplikací. Zmíněné nabídky menu obsahují další položky, důležité pro práci s editorem, jsou dále 
stručně rozepsány. Lišta rychlého ovládání obsahuje nejčastěji používané funkce, které uživatel 
využívá při návrhu obvodu: 
 Vytvoření nového schéma 
 Otevření již existujícího schéma 





Obrázek č.24: Návrh a editace schémat 
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9.1.1 Kreslení elektrického obvodu 
Kreslení elektrických obvodů probíhá následujícím postupem. Uživatel levým tlačítkem myši vybere 
z levého panelu příslušnou součástku a následně ji umístí, opět levým tlačítkem, na kreslící plochu 
v pravém panelu. Součástka je při vkládání vždy přichycena k bodům na mřížce jak je zobrazeno na 
obrázku č.25. Při vkládání je zabráněno vložit součástku na již vloženou součástku na ploše. Pro 
přemístění součástky stačí kliknout pravým tlačítkem na označenou součástku a následně ji umístit na 
určenou pozici. Vložené součástky na kreslící ploše lze opětovně označit myší. Součástka je následně 
červeně ohraničená obdélníkem a danou operací se zpřístupní uživateli v levém panelu okno 
vlastností, ve kterém je možné upravit její základní parametry: 
 
 Název a index - automaticky je zobrazeno pro každou součástku její označení (rezistor R, 
cívka L, kondenzátor C, zdroj U) a index od 1, kde s každým dalším stejným prvkem 
v obvodu dochází k inkrementaci čísla. 
 Hodnota – automaticky jsou přiděleny základní hodnoty 1Ω (ohm), 1F (farad), 1H (henry). 
 Pozice - lze měnit souřadnice polohy součástek na osách X, Y. 




Obrázek č.25: Přichycení součástek na body mřížky 
Kreslení vodičů při návrhu obvodu je realizováno odlišným způsobem. Zahájit kreslení 
vodiče lze pouze z kontaktu vložené součástky, z konce jiného vodiče nebo z vytvořeného uzlu. Po 
přiblížení kurzoru myši k tomuto místu dojde k jeho zvýraznění zeleným ohraničením a stiskem 
levého tlačítka myši lze začít kreslení vodiče, jak je ukázáno na obrázku č.26. Vodič je následně 
možné vést pod libovolným úhlem (obrázek č.27)  a to do kontaktu jiné součástky, vodiče, uzlu nebo 
libovolného místa na kreslícím plátně. Opětovným kliknutím levého tlačítka myši lze provést jeho 





Obrázek č.26: Připojení vodiče na součástky 
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Obrázek č.27: Možnosti kreslení vodičů 
 
 
Obrázek č.28: Vytvoření uzlu 
9.1.2 Odstranění prvků obvodu 
Mezi základní funkce editoru patří také odstranění již vložených prvků z mřížky kreslící plochy. 
Odstraňovaný prvek je nejdříve nutné označit levým tlačítkem myši, kdy je daný prvek červeně 
ohraničen. Následně je možné provést smazání stiskem tlačítka „Delete“, které je i součástí panelu 
s elektrotechnickými součástkami. Odstraňování prvků je navzájem provázáno a řídí se několika 
pravidly. 
Při odstraňování součástek dochází souběžně i k odstranění vodičů, které jsou napojeny na 
jejich kontakty. Zamezí se tím situacím, že vodiče povedou do prázdného místa nebo budou chybně 
napojeny na novou součástku. Pokud odstraňujeme uzel, jsou spolu s ním odstraněny všechny vodiče, 
které jsou do něho přivedené. V případě odstranění vodičů jsou všechny ostatní prvky obvodu 
zachovány s jedinou výjimkou, a to uzly ztrácející smysl při odstranění třetího vodiče za současného 
zachování spojení dvou konců vodičů, nebo při odstranění kolmo připojeného vodiče k jinému. 
9.1.3 Ukládání a načítání schémat 
Pokud chceme uložit navržené schéma obvodu, je postup obdobný jako u většiny jiných aplikací.  Pro 
uložení vybereme v položce menu „File -> Save“ a pokud si uživatel přeje zvolit cestu, probíhá 
uložení přes „Save As“. Navržený obvod se ukládá do souboru XML, který je možné editovat.  
Všechny objekty ve schématu (součástky, vodiče, uzly), které jsou potomky třídy Component 
jsou uložené v kontejneru List, který je v podstatě dynamický seznam, do kterého lze informace 
jednoduše přidávat a zároveň i mazat. Při načítání se prochází tento seznam a všechno je následně 
vykresleno.  
Každý prvek obvodu má svoje identifikační číslo ID a další položky, které určují jeho 
vlastnosti v obvodu. 
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Součástky: 
 typ součástky (rezistor, cívka, kondenzátor, zdroj) 
 pozice prvku na mřížce (souřadnice osy x a y) 
 název (R, L, C, U) 
 hodnotu  
 úhel (0°, 90°, 180°, 270°) 
 dva kontakty 
Uzly: 
 ID  
 Pozice uzlu (osy x, y) 
Vodiče: 
 Identifikační číslo  
 ID pinu první a druhé připojené součástky 
 
Uložená schémata lze v aplikaci načíst z nabídky menu přes položku „File -> Open”. Aplikace 
disponuje i historií naposledy otevřených schémat přístupných přes položku „Open Recent“. 
9.1.4 Export schéma do obrázku 
Další možnost, kterou aplikace nabízí, je export navrženého schéma do obrázku. Obrázek je následně 
možné prohlédnout v libovolném prohlížeči, vytisknout či použít ve školních projektech do 
protokolů, nebo také v jiných aplikacích. V programu je implementovaná možnost exportovat schéma 
do formátů (PNG, JPEG, GIF, TIFF, BMP). Tato možnost je k dispozici v položce menu „File -> 
Export to Image“. 
9.1.5 Funkce zvětšení 
Pro snadnější práci při návrhu elektrického obvodu je implementovaná funkce lupy (zoom), která 
slouží pro změnu velikosti prvků a kreslícího plátna. Funkce je dostupná z menu v položce „Edit -> 
Zoom“ nebo z lišty rychlého ovládání pod ikonou lupy. V editoru je možné nastavit až osminásobné 
přiblížení celé kreslící plochy. Tuto funkci lze využít, například bude-li program sloužit ve výuce 
a promítán projektorem na plátno, nebo jen pro lepší komfort při kreslení obvodů na větší ploše 
monitoru. 
9.1.6 Nastavení mřížky kreslící plochy 
Mřížka má kromě již zmíněné hlavní funkce, kterou je pohodlnější a přesnější práce při návrhu, také 
vedlejší využití. Slouží pro získání aktuální polohy kurzoru myši, kterým když přejíždíme po kreslící 
ploše, zobrazují se ve spodní liště editoru jeho souřadnice. Pokud se vyskytnou chyby ve schématu, 
které aplikace vypíše před vstupem do další části aplikace, jsou vypsány souřadnice, na nichž se 
chyby vyskytují, a pomocí nich je chyba snáze dohledatelná. V editoru je možné nastavit rozměry 
mřížky (kreslícího plátna) přes položku menu „options -> grid size“ a položka „Options -> Show 
Grid“ umožňuje mřížku zcela vypnout. Toho lze využít například při prohlížení již hotových schémat, 
pro které už nemá mřížka využití. 
9.1.7 Automatický posun kreslící plochy 
Zajímavou funkcí editoru je automatický přesun obrazu na právě vkládaný nebo označený prvek 
elektrického obvodu. Tuto funkci je možné zapnout/vypnout v položce menu „options  -> Auto -
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Scroll to Selected Object”. Pokud uživatel pracuje při zvětšené kreslící ploše na rozsáhlejším 
schématu, obrazovka je vždy automaticky posunuta na součástku, se kterou zrovna pracuje (je 
označena).  
9.1.8 Nápověda 
Podrobná nápověda je běžnou součástí většiny aplikací a ani u mé aplikace tomu nebude jinak. Je 
uživateli dostupná z položky menu „Help -> Contents“, kde jsou vysvětleny všechny funkce aplikace. 
V nápovědě je možné vyhledávat pomocí klíčových slov. 
9.2 Kontrola směru proudů a přidání parazitních 
kapacit 
Důležitou položkou v nabídce menu je položka „File -> Export TKSL Equations” přes kterou se 
dostaneme do další části editoru. Navržené schéma je před vstupem do další fáze programu 
automaticky zkontrolováno, zda se jedná o validní obvod. V případě, že obvod nebude navržen 
korektně, aplikace zobrazí dialog s popisem chyb a přesnými souřadnicemi mřížky, kde se problém 
vyskytl. Postup kontroly obvodu je podrobněji popsán v kapitole (8) „Implementace“. 
Druhá část editoru má dvě hlavní funkce. První funkcí je kontrola a úprava protékajících 
proudů. Další funkcí je přidání parazitních kapacit do navrženého obvodu. V této fázi programu již 
není možné přidávat/odebírat součástky a vodiče, jedinou výjimku tvoří parazitní kapacity, které lze 
vkládat mezi dva uzly obvodu. Okno aplikace je opět rozděleno na dva hlavní panely. Pravý panel 
slouží pro zobrazení schéma obvodu, které bylo navrženo v okně pro návrh a editaci, kde jsou 
vyznačeny všechny uzly a procházející proudy. Levý panel slouží pro úpravu vybraných parametrů 
obvodu a automaticky se přepíná dle volby uživatele. 
Pokud uživatel označí větev obvodu, zobrazí se okno, kde je možné upravit názvy a směry 
protékajících proudů, jak je znázorněno na obrázku č.29. 
 
 
Obrázek č.29: Kontrola obvodu a směru procházejících proudů 
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V případě, že uživatel označí uzel obvodu, je v levém panelu zobrazeno okno z obrázku č.30, kde je 
možné nastavit další parametry. Důležitou položkou je „connect to“ umožňující volbu uzlu, do 
kterého povede parazitní kapacita z aktuálně označeného uzlu. Dalšími položkami v okně jsou volba 
názvu a hodnoty parazitního kondenzátoru. Poslední vlastností je možnost změny názvu aktuálně 
vybraného uzlu.  
Také v této části editoru je možné obvod uložit do paměti, nebo do souboru již s vyznačenými 
proudy a parazitními kondenzátory. Pro postup do poslední části programu, kde budou vygenerovány 
rovnice elektrického obvodu, je nutné stisknout tlačítko „next“. 
 
 
Obrázek č.30: Vložení parazitní kapacity 
9.3 Generování soustavy rovnic popisujících 
obvod 
Generování rovnic je finální a třetí fází celého programu, okno je znázorněno na obrázku č.31. Tato 
fáze funguje zcela automaticky. Je-li obvod validní a prošel kontrolou, která je detailně popsána 
v kapitole (8) „Implementace“, jsou vygenerovány diferenciální rovnice přímo popisující daný obvod. 
Vygenerované rovnice mohou být buďto obecného tvaru, nebo již s dosazenými hodnotami, které 
bude možné uložit do souboru nebo do paměti a dále s nimi pracovat v jiných aplikacích. Tyto 
rovnice jsou tvaru obyčejného textového řetězce, který je podmnožinou jazyka TKSL. Identifikátory 
parametrů a prvků obvodu jsou tvořeny písmenem a číselnou identifikací (např. I1 pro proud, U1 pro 
napětí na zdroji, Ux0 pro uzel, R1 pro rezistor, L1 pro cívku, C1 pro kondenzátor). V editoru nelze 
pokrýt vyjádření všech vztahů, které se k obvodu vztahují a řadu z nich je nutné algebraickými 




Obrázek č.31: Okno generování rovnic elektrického obvodu 
9.3.1 Příklady řešené aplikací El-Scheme Editor 
Pro otestování funkčnosti vytvořené aplikace jsem zvolil příklady z předmětu Teorie obvodů.  
 
Příklad: Prvním příkladem je obvod s paralelními větvemi. V jedné větvi je zapojena cívka a 
ve druhé větvi kondenzátor. 
 
Obrázek 32: Lineární obvod se dvěma paralelními větvemi 
Editor vygeneruje soustavu rovnic pro daný elektrický obvod, podle popisu v podkapitole (7.2.5): 
 
 Pro živé uzly jsou vygenerovány rovnice pro proudy, kde součet proudů, které do uzlu 
přitékají, se rovná součtu proudů, které z uzlu odtékají: 
 
I1 = I2 + I3 
 
 Pro jednotlivé větve obvodu jsou vygenerovány rovnice, kde na levé straně je rozdíl napětí 
zdroje a prvního uzlu, nebo rozdíl napětí na uzlech ve směru proudu. Na pravé straně je 
součet napětí na prvcích ve větvi. Zde je vždy jen jeden prvek: 
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Ux0 - Ux1 = UL1 
Ux0 - Ux1 = UC1 
U1 - Ux0 = UR1 
 
 Pro jednotlivé prvky, které jsou v obvodu zapojeny, jsou vygenerovány rovnice podle vztahů 
v podkapitole (3.2). U diferenciálních rovnic je derivovaná proměnná na levé straně rovnice: 
 
I2' = (1 / L1) * UL1 
UC1' = (1 / C1) * I3 
UR1 = R1 * I1 
 
Zdrojový soubor programu TKSL/386 tvoří přepsané a upravené výše vygenerované rovnice: 
 
var i1, i2, i3, ul1, ur1, uc1, ux; 











Řešení výše rozebraného obvodu v systému TKSL/386, kde počáteční podmínky jsou nulové, 




Obrázek 33: Řešení paralelního obvodu v systému TKSL/386 
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Příklad: Druhým příkladem je jednoduchý obvod RLC se stejnosměrným zdrojem napětí, jehož 
schéma je na obrázku č.34. 
 
 
Obrázek 34: Obvod RLC v aplikaci El-Scheme Editor 
 
Daný obvod obsahuje jednu větev se třemi prvky (rezistor, cívka, kondenzátor). Editor vygeneruje 
k vytvořenému obvodu následující rovnice: 
 
 Pro jednu větev obvodu je vygenerována rovnice, kde na levé straně je napětí zdroje a na 
pravé straně je součet napětí na prvcích v dané větvi: 
 
U1 = UR1 + UL1 + UC1 
 
 Pro jednotlivé prvky z obvodu jsou rovnice podle známých vztahů: 
 
UR1 = R1 * I1 
I1' = (1 / L1) * UL1 
UC1' = (1 / C1) * I1 
 
 Obvod neobsahuje žádný uzel a tak aplikace nedefinuje počet proudů. Takto popsaný obvod 
nyní můžeme simulovat v systému TKSL/386. Počáteční podmínky jsou nulové. 
 
Upravené a přepsané rovnice do systému TKSL/386: 
 
var i1, ul1, ur1, uc1; 











Obrázek 35: Řešení obvodu RLC v TKSL/386 
 
Graf na obrázku č.35 zobrazuje řešení obvodu RLC v systému TKSL/386. Znázorňuje 
přechodný děj od připojení zdroje napětí až po ustálený stav. Vzhledem k tomu, že je do obvodu 




10 Porovnání s profesionálními 
programy 
Jedním z bodů této práce bylo provést srovnání implementované aplikace s některým 
z profesionálních programů, které se zabývají stejnou problematikou. Vybral jsem tři aplikace 
(Matlab, Micro-Cap, Maple), které stručně charakterizuji a přirovnám k mé výsledné aplikaci. 
 
Matlab 
Program Matlab nenabízí uživateli možnost nakreslit schéma elektrického obvodu. Jako pomůcka při 
výuce základů elektrických obvodů a analyzování elektrických obvodů není tento program příliš 
vhodný. Jednou z nevýhod aplikace oproti mé je potřeba, aby uživatel správně zadal soustavu rovnic. 
Tato skutečnost si vyžaduje určitou znalost metod řešení analýzy elektrických obvodů. 
 
Micro-Cap 
Program Micro-Cap je software určený pro simulaci elektrických obvodů v ustálených stavech, při 
přechodných dějích i pro další druhy simulací. Jedná se o poměrně mocný nástroj pro simulace se 
snadným zadáváním obvodů. Program disponuje snadno pochopitelným nastavením parametrů 
simulace a propracovanou grafickou prezentací výsledků. Schéma elektrického obvodu je možné 
nakreslit v integrovaném schématickém editoru. Program si na základě schématu sestaví matematický 
popis obvodu, jejíž řešení se provádí numericky. Má aplikace nemá tak rozsáhlé možnosti jako 
aplikace Micro-Cap, ale pro jednoduché elektrické obvody postačuje a má snadno zvládnutelné 
jednoduché ovládání při návrhu elektrických schémat. 
 
Maple 
V porovnání s mojí aplikací, program Maple jako takový neumožňuje nakreslit schéma elektrického 
obvodu. Umožnuje pouze řešit soustavy rovnic, které zadáme. Zajímavostí aplikace je možnost 
provést symbolický výpočet. Práce s programem je celkově náročnější a pokud chceme kromě 
výpočtu ještě hodnoty zobrazit v grafu, jsou na to potřeba speciální příkazy. Systém TKSL grafy 
vykresluje automaticky. Aplikace El-Scheme editor v kombinaci se simulačním systémem TKSL 
tvoří užitečný nástroj. V aplikaci El-Scheme editor, kterou jsem implementoval, je možné navrhnout 
schéma obvodu a automaticky vygenerovat rovnice popisující obvod, které lze použít v simulačním 




Jedním z cílů této bakalářské práce bylo seznámení s metodami řešení diferenciálních rovnic, které 
popisují elektrické obvody. Úvodní část práce se zabývá popisem jednotlivých prvků a zákonů 
v elektrotechnice, které jsou využívány v dalších částech práce. Následně jsou rozvedeny základní 
metody řešení diferenciálních rovnic a metoda Taylorovy řady, které jsou znázorněny a porovnány na 
jednotlivých příkladech.  
Teoretické zhodnocení této problematiky směřuje k jejímu praktickému využití při vytvoření 
grafického výpočetního editoru. Aplikace byla vyvinuta, aby umožnila co nejsnadněji navrhnout 
elektrický obvod. Kreslení elektrického obvodu je pro uživatele jednoduché. Jednotlivé prvky obvodu 
(součástky, vodiče, uzly) jsou implementovány tak, aby nároky na přesnost a zručnost uživatele byly 
co nejnižší. Aplikace při tvorbě schémat uživateli napomáhá jednotlivými funkcemi, jako například 
automatické přichytávání prvků na mřížku kreslící plochy, zvýraznění kontaktů či uzlů, snadné 
otočení součástek a v neposlední řadě zobrazení souřadnic pro snazší automatickou identifikaci chyb 
v obvodu.  
Dalším plně automatizovaným procesem v programu je generování soustavy rovnic 
k navrženému obvodu. Rovnice jsou přehledně vypsány pro jednotlivé součásti obvodu. Je možné je 
přepsat nebo zkopírovat z uloženého textového souboru a po algebraických úpravách graficky 
znázornit v simulačním systému TKSL/386. 
Přínosem práce je hlubší pochopení diferenciálních rovnic a jejich použití při řešení 
elektrických obvodů  a získání více znalostí o prostředí Visual Studia a platformy.NET. Při návrhu a 
následné implementaci aplikace jsem získal mnoho cenných zkušeností, které jistě budu moci využít 
při mé budoucí kariéře. 
Možným rozšířením funkcí editoru do budoucna je zvýšení množství součástek, realizace 
podpory pluginu pro kolekce součástek, podpora i pro nelineární prvky elektrických obvodů, 
vylepšení editace schématu, větší možnosti nastavení v okně editace schéma a možnost neomezené 
velikosti kreslícího plátna. 
Výsledky práce mohou být využity pro podporu výuky předmětů ITO a IPR. Zdrojové 
soubory editoru jsou uloženy na přiloženém DVD. 
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