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Abstrakt 
Tato bakalářská práce se zabývá tvorbou univerzálního CMS systému. V první části jsou teoreticky 
popsány vlastnosti CMS systémů a technologie pouţívané pro jejich tvorbu. Součástí práce je také 
porovnání vybraných dostupných CMS systémů. Objasněn je návrh a implementace vlastního CMS 





This bachelor thesis is focused on creating universal content management system. In a first part are 
theoretically described features of CMS systems and technologies used for their creation. Part of this 
thesis is a comparison of selected available CMS systems. Further is explained design and 
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Tvorbou webových aplikací se zabývám jiţ několik let. Za tu dobu jsem si v praxi stihl vyzkoušet 
celou řadu technologií spojených s webovými aplikacemi a vytvořil jsem celou řadu webových 
prezentací pro různé společnosti nebo organizace. 
Kaţdý projekt měl svá specifika, ať uţ v přístupu zákazníka, nebo jeho konkrétních 
poţadavcích. Jednu věc však měly tyto projekty společnou – podstatná část kódu se pravidelně 
opakovala. Ale díky nevhodnému návrhu a špatné znovupouţitelnosti jednotlivých komponent, které 
jsem vytvořil a pouţíval, jsem zbytečně ztrácel čas opakovanou implementací funkčnosti, která jiţ 
byla někdy implementována. 
Z toho důvodu jsem si zvolil jako bakalářskou práci Modulární CMS systém a v rámci které 
chci navrhnout nový model CMS systému. Ten vychází z moţností, které nativně poskytuje 
ASP.NET, rozšiřuje je a vytváří řešení, které moţné upravit podle potřeb zákazníka. 
Hlavní výhodou navrhovaného CMS systému bude moţnost snadného přizpůsobení 
poţadavkům zákazníka díky jednoduché tvorbě nových komponent, za předpokladu dodrţení 
základních doporučení. 
Během vývoje tohoto systému provedu jeho praktické nasazení na konkrétní webové prezentaci 
a budu studovat zpětnou vazbu daného zákazníka, čímţ se pokusím v závěru práce vyhodnotit, jak 
moc se podařilo splnit počáteční očekávání. 
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2 Úvod do problematiky CMS systémů 
2.1 Rozdělení CMS systémů 
CMS systémy (Content Management Systémy) je moţné rozdělit do základních skupin dle cílového 
nasazení, od čehoţ se také potom odvíjí primární poţadavky na jejich vlastnosti a funkcionalitu. 
V rámci této práce se seznámíme se 2 hlavními skupinami CMS systémů. Jednak s Enterprise Content 
Management systémy, které jsou určeny pro správu dokumentů a dalšího obsahu v rámci firemní 
infrastruktury a dále s Web Content Management systémy, jejichţ hlavní vyuţití je správa obsahu na 
webové prezentaci. 
2.1.1 ECM – Enterprise Content Management 
„Enterprise Management Systém je sada strategií, metod a nástrojů používaných k zachycení, správě, 
uložení, uchování a doručování obsahu a dokumentů spojených s procesy v organizaci. Nástroje a 
strategie ECM umožňují správu nestrukturovaných informací dané organizace, pokud tyto informace 
samozřejmě existují.“ [1] 
 
Enterprise Content Management systémy jsou často vyuţívány ve středních a velkých 
společnostech, kde pomáhají zefektivnit správu informací souvisejících s chodem společnosti. Mezi 
hlavní rysy a cíle tohoto typu CMS systému patří: 
 Efektivní práce s obsahem – systém by měl umoţňovat efektivní práci s obsahem, který je 
v systému uloţen. Co se podoby samotného obsahu týče, můţe se jednat o libovolné soubory, 
např.: textové dokumenty, obrazová data či multimedia. Dále pak můţe systém uchovávat 
informace o komunikaci s firemními zákazníky nebo vnitrofiremní komunikaci mezi 
pracovníky. Důleţité jsou také způsoby, jak je obsah do systémů vkládán. Velice výhodná 
můţe být integrace s kancelářským softwarem. Některé systémy taktéţ podporují automatické 
skenování tištěných dokumentů a následné OCR1 nebo ICR2. 
 Bohaté možnosti spolupráce – EMC systém by měl umoţnit efektivnější spolupráci v týmu, 
která je podporována na několika úrovních – systém by měl integrovat nástroje jednotné 
komunikace (Unified Communication), které sjednocují různé komunikační kanály do 
jednoho místa (email, instant messaging3, VoIP včetně různých jeho konferenčních rozšíření). 
Dále by systém mě umoţňovat pracovat se stejnými informacemi více uţivatelům současně a 
                                                     
1
 OCR – Optické rozpoznání znaků je technologie umoţňující převést oskenovaný nebo jinak digitalizovaný 
dokument do jeho textové podoby. 
2
 ICR – Inteligentní rozpoznání znaků je pokročilá verze technologie OCR, která zlepšuje své schopnosti díky 
moţnosti učit se. 
3
 Instant Messaging – zasílání zpráv v reálném čase 
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měl by poskytovat proto patřičné mechanizmy, které umoţní řešit problémy vznikající 
současným přístupem více uţivatelů, kteří čtou a modifikují stejná data. Další nedílnou 
součástí by mělo být verzování veškerého obsahu v rámci ECM systému. Jednak z důvodu 
auditování činností uţivatelů, ale také z důvodu obnovy uţivatelem poškozených dat. 
 Cena – při rozhodování o nasazení takového řešení je třeba zváţit náklady s tím spojené, ale 
také přínosy, které dané řešení bude mít. Nasazení ECM systému by mělo následně umoţnit 
lepší správu informací souvisejících s firemními procesy a tím umoţnit lépe a rychleji 
reagovat na poţadavky zákazníků. 
 Spolehlivost – pokud jsou veškeré dokumenty, které jsou ţivotně důleţité pro chod 
společnosti uloţeny v ECM systému, je třeba zajistit jeho vysokou dostupnost, neboť jeho 
výpadek by s největší pravděpodobností měl fatální dopad na chod dané společnosti.  Z toho 
důvodu se při technické realizaci vyuţívá všech moţných dostupných technologií k realizaci 
řešení vysoké dostupnosti4. 
2.1.2 WCM – Web Content Management 
Web Content Management systémy tvoří podmnoţinu CMS systémů, které jsou primárně určeny ke 
správě obsahu zveřejněného v rámci webové prezentace. [2] 
Základ WCM systémů byl poloţen ve chvíli, kdy společnosti začaly hledat moderní a efektivní 
nástroje pro správu jejich veřejných i interních webových prezentací. 
WCM si klade za cíl, aby běţnou webovou prezentaci mohl spravovat i člověk s minimálními 
znalostmi programování a tvorby webových stránek. Toho je dosaţeno za pomoci přívětivého 
uţivatelského rozhraní, které umoţňuje provádět základní operace s minimálními znalostmi 
podkladových technologií. Časté je zde pouţití WYSIWYG5 editorů místo přímé editace textů na 
webu v podobě HTML. 
Základní poţadavky na WCM jsou: 
 Vyuţití šablon pro jednodušší správu vzhledu celého webu a udrţení konzistentního vzhledu 
napříč jednotlivými částmi webové prezentace. 
 Moţnost jednoduše editovat obsah. 
 Moţnost rozšířit systém o novou funkcionalitu s pomocí plug-inů nebo rozšíření. 
 Dodrţení moderních webových standardů, aby obsah v rámci webové prezentace byl dostupný 
širokému spektru návštěvníků. 
                                                     
4
 Řešení vysoké dostupnosti znamená, ţe i při výpadku části systémové infrastruktury budou data i sluţby 
dostupné. 
5
 WYSIWYG – zkratka slova What You See Is What You Get, coţ znamená „To co vidíš, to získáš“. Touto 
zkratkou jsou označovány editory, které umoţňují běţnému uţivateli editovat text i ve sloţitém programovacím 
nebo značkovacím jazyce bez znalosti tohoto jazyka. 
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 Verzování obsahu – celá webová prezentace by měla být verzována a uţivatel by měl mít 
moţnost při editaci stránky procházet její předchozí verze a současně kaţdá změna stránky by 
měla být automaticky uloţena jako nová verze. 
WCM systémy je vhodné vytvářet modulární s kvalitním jádrem, neboť poţadavky běţných 
zákazníků jsou velice různorodé a pracovat se systémem, který se sloţitě upravuje pro potřeby daného 
zákazníka, je potom časově a tedy i finančně velice nevýhodné. 
Tvorba univerzálního WCMS je velice časově náročná a vyţaduje detailní analýzu všech 
moţných scénářů vyuţití. Je výhodnější systém uzpůsobit tak, aby se nová funkcionalita dala 
jednoduše doprogramovat formou nových modulů, neţ aby vše bylo vytvořeno jako jeden 
monolitický celek. 
Těchto myšlenek se drţí i realizace vlastního WCMS, která upřednostňuje jednoduchou 
rozšiřitelnost před sadou funkcionality v základním sestavení. 
2.2 Web 2.0 
Pojem Web 2.0 [3] přímo nesouvisí s WCMS, ale výraznou měrou ovlivňuje jejich budoucí vývoj. 
Web 2.0 je často diskutovaným pojmem v odborných kruzích. Někteří povaţují Web 2.0 ryze za 
marketingový tah, ostatní jej však berou jako plynulou evoluci webových sluţeb podpořenou 
moderními technologiemi. 
Pojďme si v bodech shrnout hlavní myšlenky fungování webových sluţeb 2.0: 
 Web jako platforma – Příchodem Web 2.0 byly webové sluţby vázány na konkrétní aplikace. 
Uveďme si třeba společnost Netscape6, kde její vlajkovou lodí byl jejich vlastní internetový 
prohlíţeč a sluţby, které poskytovali, byly nabízeny a zobrazovány v tomto prohlíţeči. Pokud 
by se za fungování těchto principů Netscape udrţel na špičce trhu s prohlíţeči, dalo by se 
tvrdit, ţe by potom jeho sluţby mohly ovládat internetový trh. 
Jako kontrast zde uvádím společnost Google7, která své produkty vytvořila čistě na webové 
platformě, tedy bez závislosti na konkrétním desktopovém řešení. Sluţby Googlu nebyly nikdy 
prodávány jako konkrétní řešení, které by si mohl zákazník lokálně ve svém počítači nasadit, 
ale byly prodávány jako internetové sluţby a placeny byly buď přímo, nebo nepřímo, to uţ 
záleţí na povaze dané sluţby a jejím obchodním modelu. 
 Webová služba je dostupná celému spektru uživatelů – V tomto bodě je vhodné porovnat 
sluţby DoubleClick8 a AdWords9. Společnost DoubleClick (v současnosti odkoupena 
                                                     
6
 Netscape – Americká společnost známá zejména kvůli svému internetovému prohlíţeči, který dříve ovládal 
většinu trhu. 
7
 Google – Společnost vlastnící stejnojmenný nejpouţívanější internetový vyhledávač na světě. 
8
 DoubleClick – Společnost poskytující internetovou reklamu. 
9
 AdWords – Sluţba společnosti Google poskytující internetovou reklamu. 
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společností Google) byla mohutným poskytovatelem reklamy na internetu, ale její budoucí růst 
omezil její obchodní model. Své reklamní prostory nabízela renomovaným společnostem a 
běţní uţivatelé neměli moţnost si jejich sluţby jednoduše zakoupit. 
Jako kontrast sluţba AdWords od společnosti Google poskytuje reklamní prostory velice 
jednoduše i běţným uţivatelům, čímţ pokrývá celé spektrum zákazníků na poli internetového 
trhu. 
Web 2.0 sluţby by měly být zajímavé a dostupné komukoliv, kdo je za ně ochoten zaplatit. 
Neměly by pokrývat jen viditelné zájmy většiny uţivatelů, neboť je zde i nemalá skupina 
uţivatelů, kteří to nedávají najevo, ikdyţ by měli o dané sluţby také zájem. 
 Služba se automaticky lepší s větším počtem uživatelů – Typickou ukázkou tohoto principu 
jsou sluţby Akamai10 a BitTorrent11. Společnost Akamai poskytuje kvalitní řešení pro 
hostování webových aplikací a distribuci digitálního obsahu. Jejích sluţeb vyuţívají převáţně 
veliké společnosti (download softwaru od společností Microsoft, Adobe, Blizzard a další). 
S nárůstem uţivatelů vyuţívajících sluţeb Akamai musí tato společnost investovat do 
rozšiřování své serverové farmy po celém světě. Zde je v kontrastu sluţba BitTorrent, kde 
kaţdý uţivatel této sluţby současně napomáhá zlepšovat kvalitu sluţeb pro ostatní. Neboť 
pokud obsah z BitTorrent sítě uţivatel stahuje, je současně také distributorem daného obsahu 
pro další uţivatele. Kapacita celé distribuční sítě tedy roste v poměru s počtem jejích uţivatelů. 
 Využívání kolektivní inteligence – Toto označení bylo pouţito při oficiálním uvedení Web 
2.0 a má následující význam: Jednak obohatit hlavní obsah o nové poznatky a dodatečné 
informace, coţ je následně k dobru pro čtenáře nebo potenciálního zákazníka a další význam je 
zapojit běţné uţivatele do tvorby webového obsahu. 
Jazyk HTML jiţ od jeho první verze podporuje tvorbu hypertextových odkazů, které mohou 
odkazovat na další pro uţivatele relevantní obsah. Pokud na obsah nevedou odkazy, obsah je 
téměř mrtvý.  
Ze snahy překlenout nedostatečné propojení jednotlivých webů vzešly nynější vyhledávače na 
internetu, např. Google a Bing12, které procházejí obsah internetu a indexují jej, aby běţní 
uţivatelé mohli nalézt obsah jednodušeji a nemuseli k němu přistupovat přes velké mnoţství 
provázaných odkazů. Ale i v době moderních vyhledávačů stále platí, ţe obsah, na který 
nevedou ţádné odkazy, neexistuje ani pro vyhledávače. 
Vyhledávací algoritmy moderních vyhledávačů vyuţívají hodnocení stránek dle různých 
známých a také tajných kritérií. Jedno z kritérií je, kolik odkazů na danou stránku vede. 
Stránka, na kterou se více odkazuje, je povaţována za kvalitnější a je tedy upřednostňována při 
vyhledávání. 
                                                     
10
 Akamai Technologies – Společnost poskytující platformu pro distribuci digitálního obsahu po internetu 
(stahování velikého mnoţství souborů, ţivé multimediální přenosy). 
11
 BitTorrent – Protokol na sdílení dat mezi uţivateli v prostředí internetu. 
12
 Bing – Vyhledávač od společnosti Microsoft. 
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Zmínil jsem také moţnost nechat uţivatele tvořit webový obsah. Výsledkem, který 
demonstruje sílu běţných uţivatelů při tvorbě obsahu, jsou weby jako Wikipedia13, Flickr14, 
del.icio.us
15
 a další. 
 Blogování a znalosti davů – S rozvojem technologií pro tvorbu osobních zápisníčků, tedy 
blogů se do popředí dostaly také technologie na agregaci obsahu a notifikaci o novém obsahu – 
zejména technologie RSS. Komunita bloggerů generuje nemalou bázi informací, které jsou 
dostupné celému internetu a také v nemalé míře ovlivňují výsledky vyhledávácích sluţeb. 
Blogování se také dá chápat jako přirozený filtr informací, kdy podstatné informace jsou díky 
častému diskutování na osobních zápisníčcích protlačeny do popředí. 
 Data jsou základem aplikací – Moderní webové aplikace jsou tu pro nás zejména proto, aby 
nám poskytovaly informace, které po nich poţadujeme. Samotné databáze, nad kterými jsou 
dané aplikace vystavěny, mají velmi vysokou hodnotu, neboť vytvoření těchto databází je 
velice nákladné. Například vytvoření mapových podkladů stálo společnost Navteq16 750 
miliónů amerických dolarů. Z těchto důvodů si dané společnosti své datové podklady velice 
dobře střeţí. Nejedná se jen o mapové podklady, ale o libovolnou databázi, do jejíţ tvorby 
společnost investovala a tato databáze je podkladem nějaké další webové sluţby. 
 Konec běžného vývojového cyklu - Nové verze běţných aplikací jsou vydávány většinou 
periodicky jednou za určitý čas (Adobe – 18 měsíců, Microsoft – různé délky vývojových 
cyklů v závislosti na typu produktu v rozsahu od několika měsíců po několik let). Nově 
uvedená verze následně přináší razantní změny v daném produktu. U moderních webových 
sluţeb by se nové verze neměly objevovat nárazově, ale nová funkcionalita by v rámci webové 
sluţby měla přibývat postupně. 
 Jednoduché programovací modely – Moderní webové sluţby by měly poskytovat okolnímu 
světu své programové komunikační rozhraní pro efektivní komunikaci a spolupráci s dalšími 
sluţbami. Společnost Amazon vytvořila pro své partnery i širokou veřejnost 2 typy 
komunikačních rozhraní, jednodušší vracel data jako XML, druhý vyuţíval SOAP17. Většina 
(95%) klientů dala přednost jednodušší variantě komunikačního rozhraní. 
 Rozšíření na další platformy – Webové aplikace nejsou provozovány jen na běţných 
počítačích, ale s rozvojem mobilních zařízení a datových sluţeb mobilních operátorů se 
webové sluţby postupně rozšiřují za hranice běţných počítačů. Z toho důvodu je třeba zajistit, 
aby webové prezentace byly dobře zobrazitelné i na mobilních zařízeních a aby dané webové 
sluţby měly pro různé mobilní platformy vytvořeny i své nativní klienty. 
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 Wikipedia – Největší otevřená internetová encyklopedie, dostupná na adrese http://www.wikipedia.org 
14
 Flickr – Sluţba na tvorbu internetových fotoalb a jejich sdílení s komunitou. 
15
 Del.icio.us – Internetová sociální sluţba na sdílení odkazů na zajímavý obsah. 
16
 Navteq – Mezinárodní společnost se zaměřením na tvorbu geografických informačních systémů. 
17
 Simple Object Access Protocol – protokol vyuţívaný v rámci webových sluţeb pro komunikaci mezi 
serverem a klientem. 
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 RIA – Rich Internet Applications – Moderní webové aplikace běţící ve webovém prohlíţeči 




19, které jsou primárně určeny pro tvorbu graficky atraktivních aplikací 
do webového prostředí. 
Zastávám názor, ţe HTML by nemělo být tak v hojné míře vyuţíváno k tvorbě interaktivních 
webových aplikací v kombinaci s JavaScriptem a měly by se mnohem víc integrovat 
technologie k tomu určené (Flash a Silverlight). 
Principy spojené s pojmem Web 2.0 hodnotím jako popis moderních webových sluţeb, které 
jsou pro zákazníky zajímavé, coţ částečně dokazuje smysluplnost těchto principů a je vhodné je 
zohlednit při návrhu vlastního webového řešení.  
                                                     
18
 Flash – Technologie na tvorbu interaktivního webového obsahu od společnosti Adobe Systems. 
19
 Silverlight – Technologie na tvorbu interaktivního webového obsahu od společnosti Microsoft. 
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3 Porovnání vybraných volně 
dostupných CMS systémů 
3.1 WordPress 
Redakční systém WordPress začal vznikat v roce 2003 a v současnosti se řadí mezi oblíbené a často 
pouţívané redakční systémy. Je vytvořen v programovacím jazyce PHP a jako úloţiště dat vyuţívá 
převáţně databázový server MySQL. 
WordPress je zcela zdarma dostupný na jeho domovské webové stránce20, kde naleznete 
všechny potřebné informace, pokud si WordPress chcete stáhnout a nainstalovat, nebo třeba jen 
vyzkoušet jeho administrační rozhraní. 
WordPress jsem si nainstaloval do virtuálního prostředí spolu s operačním systémem linux, kde 
jsem následně zkoušel moţnosti a přívětivost administračního rozhraní. 
Administrace WordPressu je velice přívětivá a přímočará, umoţňuje velice jednoduše vkládat 
nové články, řadit je do kategorií, přidávat k nim tagy21 a nastavovat pokročilé moţnosti publikace. 
Velice kladně také hodnotím práci s fotografiemi a uloţenými soubory, kdy je vyuţit Adobe Flash 
pro upload
22
 souborů, čímţ je odstraněno nepříjemné omezení HTML, kdy je třeba ukládat soubory 
na server po jednom. 
Administrace je uzpůsobena kromě editace článků také k tvorbě nezávislých obsahových stran, 
které jsou tvořeny textovým obsahem editovatelným pomocí editoru. 
Vzhled výsledné webové stránky je dán aplikovaným skinem, který v sobě zahrnuje šablonu a 
sadu CSS stylů. Je moţné vytvářet vlastní šablony, které budou splňovat poţadavky kladené na 
vzhled výsledného webu. 
V defaultní konfiguraci je WordPress přímo uzpůsoben pro tvorbu osobního blogu, kde 
hlavním obsahem jsou články. Pokud bychom chtěli WordPress vyuţít pro tvorbu webu, který nebude 
postaven na článcích, ale na nezávislých webových stránkách, kde bychom kladli důraz na větší 
variabilitu obsahu stránky, nepovaţuji WordPress za nejvhodnější řešení. 




 Tag – označení obsahu krátkým slovním spojením 
22
 Upload – uloţení souboru z počítače klienta na server 
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3.2 Joomla! 
CMS systém Joomla! vznikl v roce 2005, kdy se skupina vývojářů pracujících na CMS systému 
Mambo oddělila a začala na základech Mambo stavět nový CMS systém, který pojmenovali Joomla!, 
coţ v překladu ze svahilštiny znamená „všichni dohromady“. 
Joomla! je zdarma dostupná pod licencí GPL. Pro její provoz je třeba PHP, ve kterém je 
napsána, dále pak MySQL, které slouţí jako datové úloţiště a webový server Apache. Protoţe 
Microsoft aktivně pomohl vyřešit problémy provozu CMS Joomla pod webserverem IIS, je nyní 
moţné CMS Joomla! plnohodnotně provozovat na webserveru IIS. 
Microsoft díky podpoře IIS také pomáhá CMS Joomla! distribuovat přes vlastní distribuční 
sluţbu Web Platform Installer23, která automaticky nainstaluje na server všechny prerekvizity 
potřebné pro chod CMS Joomla a výrazně zjednoduší nasazení tohoto CMS. 
Podobně jako u WordPressu, je systém uzpůsoben k organizaci obsahu do podoby článků. 
Tento CMS systém poskytuje příjemný editor, který umoţňuje editovat a formátovat textový obsah i 
bez znalosti HTML. 
Rozšíření funkcionality za hranice psaní článků je moţné díky modulům a pluginům24, které 
přidávají do systému novou funkcionalitu. Po instalaci CMS Joomla! jsou dostupné moduly, které 
umí vygenerovat menu, anketu, nejoblíbenější články, a mnohé další moduly. 
Jako největší negativum hodnotím neucelenost administračního rozhraní. Pokud uţivatel chce 
přidat na stránku s obsahem nějaký další modul, musí opustit editaci obsahu, přejít do správy modulů, 
poté si vybrat modul, který chce přidat a následně jej na danou stránku podle hierarchie stránek 
přidat. 
Dále mi pak v administraci velice vadilo uzamykání navigačního menu během editace článků 
nebo konfigurace modulu. Pokud uţivatel nechce změny uloţit, musí to nejprve potvrdit patřičným 
tlačítkem a teprve potom můţe opustit danou část administrace. 
Joomla! je díky tvorbě modulů velice dobře rozšiřitelná o další funkcionalitu a po dalších 
úpravách by mohla slouţit i pro univerzálnější pouţití, neţ jen na publikování článků. 
3.3 DotNetNuke 
Jedná se o jeden z prvních a také nejrozšířenějších CMS systémů vytvořených na platformě 
ASP.NET. Základem DotNetNuke je v roce 2002 Microsoftem uvolněný IBuySpy Portal Solution 
Kit, který byl komunitou rozšířen a do značné míry přepracován. 
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 Web Platform Installer – Jedná se o webovou sluţbu pro distribuci aplikací spojených s webovým serverem 
IIS. 
24
 Plugin – Zásuvný modul rozšiřující funkcionalitu původního produktu. 
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Během let vývoje byl DotNetNuke rozšířen o sadu nové funkcionality, kde část byla 
implementována do jádra samotného systému (lokalizace, bezpečnostní model, grafická témata) a 
další část formou instalovatelných modulů (Blog, Contacts, Events a další). Nevýhodou jsou zde 
pozůstatky starého neoptimálního zdrojového kódu, který je součástí systému. 
DotNetNuke nabízí přehledný instalátor, který po zadání přístupových údajů k databázovému 
serveru vytvoří databázi pro celý redakční systém. 
Tento CMS systém je stavěn na provoz více oddělených portálů v rámci jednoho webhostingu. 
Umoţňuje definovat uţivatele s různými oprávněními a obsahuje podporu pro vyúčtování provozu 
jednotlivých portálů. 
Obsahová stránka v DotNetNuke je tvořena uţivatelem zvolenou šablonou. Do jednotlivých 
bloků, které definoval tvůrce šablony, jsou potom načteny ovládací prvky, ve kterých je umístěn 
uţivatelský obsah. 
Největším problémem tohoto CMS systému je jeho sloţitost, kdy pokud je třeba provést 
výrazné úpravy ve struktuře webu, tak tato úprava můţe být náročnější, neţ vytvořit nový web 
s danou funkcionalitou bez pouţití DotNetNuke. 
Administrační rozhraní není vţdy přehledné, navíc je při některých operacích pomalé. 
S redakčním systémem DotNetNuke mám špatné zkušenosti, zejména díky sloţitosti celého 
systému, coţ se projevuje na náročnosti tvorby rozšíření v podobě nových modulů. Systém 
DotNetNuke sice poskytuje velikou sadu funkcionality jiţ po instalaci, ale většinou se jedná o 
komponenty, jejichţ vyuţití není moc časté, nebo je třeba je před pouţitím sloţitě upravit. 
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4 Technologie využívané při tvorbě 
WCMS 
Výsledná kvalita WCMS záleţí také na kvalitě zvolených pouţitých technologií. Z toho důvodu si 
představíme technologie, které je moţné pouţít při tvorbě WCMS. 
Při tvorbě WCMS se vyuţívají technologie běţně pouţívané pro jiné webové aplikace. Pouţité 
technologie můţeme pro přehlednost rozdělit do 2 kategorií, kterým se budeme detailně věnovat: 
 Serverové 
 Klientské 
4.1 Serverové technologie 
4.1.1 Datové úložiště 
WCMS sytém je aplikace, která intenzivně pracuje s daty a je tedy vhodné vyuţít moderní datové 
úloţiště pro ukládání aplikačních dat. V rámci svého řešení jsem se rozhodl vyuţívat databázového 
serveru Microsoft SQL Server 2008 [4, 5].  
Důvody pro vyuţití tohoto databázového řešení jsou následující: 
 Vysoká spolehlivost – Microsoft SQL Server je pouţíván i v rámci business-critical25 
řešení, kdy je vyţadována vysoká dostupnost dané aplikace. Pokud by aplikace postavená 
nad mým CMS systémem vyţadovala vysokou dostupnost, všechny mnou zvolené 
technologie toto řešení umoţňují nasadit a uspokojit tedy potřebu zákazníka. 
 Dobrý výkon – Microsoft SQL Server poskytuje dobrý výkon samotného databázového 
jádra ve srovnání s jinými konkurenčními řešeními. Pokud nastanou u konkrétní databáze 
problémy s výkonem, je dostupná sada nástrojů, která umoţní tyto výkonnostní problémy 
analyzovat a následně navrhne vhodné řešení. 
 Škálovatelnost – V případně nedostatečného výkonu SQL Serveru se dá vyuţít moţností 
škálovatelnosti, které jsou dostupné ve vyšších edicích Microsoft SQL Serveru. Pokud ani 
toto nebude dostačující, tak můj CMS systém je připraven na rozdělení podkladové 
databáze na více databází, které mohou být provozovány na více SQL serverech také díky 
moţnosti vyuţít distribuované transakce. 
 Cena – Microsoft SQL Server 2008 je komerční produkt, pro provozování řešení nad 
tímto SQL Serverem je třeba zakoupit patřičné licence, dle zvoleného licenčního modelu. 
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 Business-critical – Řešení, na kterém je závislá celá společnost a bez tohoto řešení by nemohla korektně 
fungovat. 
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Ale pro menší společnosti, je zde dostupná edice Express, která je zdarma a má pouze 
následující omezení: 
o Vyuţití 1 CPU 
o Vyuţití maximálně 1 GB operační paměti 
o Maximální velikost uţivatelské databáze 10 GB 
Tato omezení nehodnotím jako překáţku k nasazení mého WCMS pro realizaci většiny 
běţných osobních či firemních webových prezentací. 
 Bezpečnost – Microsoft SQL Server je postaven na robustním bezpečnostním modelu, 
který umoţňuje granulární nastavení oprávnění nad jednotlivými objekty v rámci 
databáze. 
 Bohaté možnosti jazyka T-SQL – Microsoft SQL server vyuţívá jazyk T-SQL, který 
vychází z normy jazyka SQL, ale je upraven, aby mohl vyuţít nestandardních moţností 
Microsoft SQL Serveru. Do budoucna vyuţitelné funkce jsou: 
o Nativní podpora zpracování XML v databázi 
o Práce s geografickými daty 
o Práce s hierarchickými daty 
 Integrace CLR – Moţnost psát uloţené funkce a procedury v .netu, čímţ lze přímo 
v databázi vytvořit část aplikační logiky, která by čistě pomocí T-SQL byla 
nerealizovatelná. 
4.1.2 Aplikační server 
Aplikační server je srdcem celého systému, neboť na něm běţí daná webová aplikace vytvořená ve 
zvolené server-side skriptovací technologii26. Volbou vhodné technologie se budeme zabývat později 
v této kapitole. 
Při volbě aplikačního serveru je třeba primárně vzít v úvahu kompatibilitu mezi pouţitou sever-




Protoţe můj projekt bude realizován v technologii ASP.NET 4.0, je nutné vyuţít aplikačního 
serveru IIS 7.0 (Internet Information Services), který je určen k hostování webových aplikací a je 
přímo součástí Windows Server. Jedná se o kvalitní, výkonný a spolehlivý webserver, který je dle 
statistik [6] 2. nejpouţívanější na světě. 
                                                     
26
 Server-side skriptovací technologie – Jedná se o technologii, která umoţňuje dynamicky generovat webové 
stránky přímo na straně webserveru. 
27
 Poskytovatel web hostingu – Společnost, která poskytuje část výpočetního výkonu svých serverů na provoz 
webových sluţeb svým zákazníkům. 
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Nejpouţívanější webserver Apache mnou nebyl nezvolen kvůli horší integraci ASP.NETu, 
která by dělala problémy při vyuţívání některých specifických funkcí ASP.NET frameworku, které 
jsou přímo závislé na pouţití IIS 7.0 a vyšší. 
4.1.3 Server-side skriptovací technologie 
Při tvorbě WCMS je vhodné přímo nepracovat se statickými webovými stránkami, ale vyuţít 
moţností, které poskytují dynamicky generované webové stránky na straně serveru. Tyto webové 
stránky jsou vytvořeny za pomocí server-side skriptovací technologie, kdy při přijetí poţadavku od 
klienta na zobrazení dané webové stránky je patřičná webová stránka nejprve vygenerována a 
následně odeslána klientovi. 
Na trhu je dostupné nepřeberné mnoţství různých pouţívaných server-side skriptovacích 
technologií. Postupně představím nejpouţívanější server-side skriptovací technologie a odůvodním 




 [7] je velice často vyuţívaný programovací jazyk pro tvorbu dynamických webových 
stránek. Jedná se o interpretovaný dynamicky typovaný programovací jazyk, který je volně dostupný 
pod PHP Licence. 
Výhody: 
 Multiplatformnost – Webové stránky vytvořené v PHP je moţné provozovat napříč 
různými serverovými platformami s minimálními problémy v kompatibilitě na straně 
aplikace. 
 Jednoduchý jazyk – PHP je jednoduché na naučení, neboť vychází z kombinace 
různých běţně pouţívaných programovacích jazyků (např. C) a na internetu je veliké 
mnoţství různých výukových materiálů. Pro tvorbu aplikací v PHP stačí běţný textový 
editor. Pokud je daný soubor (nejčastěji s koncovkou .php) umístěn na webserveru 
s korektně nakonfigurovaným PHP, je automaticky při pokusu o otevření dané webové 
stránky vykonán kód v jazyce PHP uzavřený mezi dvojicí speciálních tagů29 <?php a 
?>, který můţe do stránky přidat další obsah. Zbytek kódu stránky je pouze 
okopírován. 
Nevýhody: 
 Díky tomu, ţe se jedná o jazyk interpretovaný a nikoliv kompilovaný, tak dochází 
k poklesu výkonu při zpracování dané webové stránky v PHP. 
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 Hypertext Preprocessor 
29
 V kontextu značkovacích jazyků je tag sekvence znaků pouţitá k poskytnutí informací například o 
formátování.  
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 Při nevhodném pouţití dochází velice často k mísení aplikační vrstvy a prezentační 
vrstvy. 
 Jazyk PHP poskytuje pouze základní sadu knihoven funkcí a tříd, které jsou ve 
srovnání s asp.netem omezené. 
4.1.3.2 CGI 
Technologie CGI (Common Gateway Interface) je jedna z prvních technologií, která byla pouţita na 
tvorbu dynamicky generovaných webových stránek. Princip jejího fungování je velice jednoduchý. 
Kdyţ přijde poţadavek na webovou stránku, parametry z URL jsou předány externímu programu, 
který je spuštěn a jeho standardní výstup je vrácen jako webová stránka zpět klientovi. Pokud klient 
pošle POST poţadavek, je externímu programu předán jako vstup na standardní vstup. 
Tato technologie tedy není přímo vázána na konkrétní programovací jazyk, ale generovat 
webové stránky ve vlastní aplikaci má své nevýhody vzhledem k moţnostem, co nabízí jiná řešení. 
4.1.3.3 ASP 
Původní technologie ASP (Active Server Pages) je velice podobná technologii PHP. U zpracování 
stránky platí stejné principy jako u PHP. Do běţného HTML kódu stránky je pomocí speciálních tagů 
vloţen server-side skript, který je napsaný v programovacím jazyce VBScript. Při tvorbě stránky se 
vyuţívá jen základních knihoven funkcí, které jsou přímo součástí ASP. 
4.1.3.4 ASP.NET 
ASP.NET [8] je celý framework30 na tvorbu webových aplikací, na rozdíl od programovacích jazyků 
zmíněných dříve. Vychází z principů uplatněných v .net frameworku, který rozšiřuje o jmenné 
prostory pro práci s webovými aplikacemi a přidává podporu renderování a zpracování webové 
stránky sloţené z ovládacích prvků. 
Výhodou je, ţe tento framework má jednak kvalitní základ postavený na .net frameworku a 
dále ASP.NET nepracuje na principu vkládání speciálního ASP.NET kódu do stránky v daných 
místech, ale bere stránku jako komplexní objekt a vývojář má moţnost s danou stránkou pracovat 
plně objektově, neboť se jedná o parciální třídu, která má své atributy, metody a události. Při tvorbě 
webové stránky v ASP.NETu se často vyuţívá jiţ hotových komponent, kterých je v základu 
dostupných více jak 70 a pokrývají pestrou škálu operací, které by mohl vývojář potřebovat. 
ASP.NET má také tu vlastnost, ţe v bezstavovém prostředí webové aplikace vytváří prostředí 
stavové a jednotlivé stránky, podobně jako běţné desktopové aplikace jsou zpracovávány na základě 
vyvolávaných událostí. Jednak na globální úrovni stránky, ale také na úrovních jednotlivých 
ovládacích prvků, které jsou do stránky vloţeny. 
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 Framework je softwarová struktura, která slouţí jako podpora při programování a vývoji a organizaci jiných 
softwarových projektů. Můţe obsahovat podpůrné programy, knihovnu API, návrhové vzory nebo doporučené 
postupy při vývoji.[18] 
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Celý systém je jiţ od základu navrţen tak, aby vývojářům umoţnil jednoduše a efektivně 
vytvářet jasně strukturované webové aplikace s vysokou úrovní modularity. 
ASP.NET nativně podporuje rozdělení často opakovaných částí webové stránky do vlastních 
uţivatelských ovládacích prvků – WebUserControl31 a také přímo vybízí k pouţívání šablon na 
jednotlivé obsahové stránky. Oba přístupy mají své výhody, zejména ve chvílích, kdy potřebujeme 
modifikovat části stránky, které jsou společné pro více stránek, neboť stačí danou změnu provést na 
jednom místě a je provedena automaticky na všech dalších místech. 
ASP.NET nativně obsahuje podporu AJAXu32, ale této problematice bude věnována 
samostatná kapitola. 
Výhody: 
 Rychlý vývoj aplikací díky moţnosti vyuţít jiţ hotové komponenty 
 Přehledný výsledný zdrojový kód, neboť dochází k částečnému nebo úplnému 
oddělené prezentační vrstvy a její podkladové aplikační logiky, pokud jsou pouţity 
správné přístupy k vývoji dané aplikace. 
 Vývoj dané webové aplikace je plně objektově orientovaný a je postaven na uměle 
vytvořeném stavovém prostředí řízeném událostmi, které je moţné obsluhovat 
 Vývoj aplikační logiky probíhá v moderním jazyce podporovaném v rámci .net 
frameworku, nejčastěji C#33 nebo Visual Basic34. 
 Nativní podpora šablon, uţivatelských ovládacích prvků, ověřování a správy uţivatelů, 
cachování výstupu35 a URL rewritingu36. 
 Webové aplikace v ASP.NETu jsou vytvářeny v moderním vývojovém prostředí 
Visual Studio, které je v omezené edici dostupné zdarma. 
Nevýhody: 
 Špatná podpora ostatním platforem – nejkvalitnější vývojové nástroje jsou dostupné 
jen pod Windows a provoz webové aplikace je doporučován pod webovým serverem 
IIS od společnosti Microsoft, který je součástí operačního systému Windows Server. 
 Při nevhodném pouţití dochází k pomalému zpracování webové stránky. Ve většině 
případů je ale moţné tento problém vyřešit vhodnou optimalizací. 
 Komplexní prostředí náročné na naučení – ASP.NET je výrazně náročnější na 
nastudování neţ např. PHP. PHP je moţné začít pouţívat v malé míře přidáním 
                                                     
31
 Web User Control je jedna z moţností, jak zapouzdřit v prostředí ASP.NET často opakovanou funkcionalitu. 
32
 AJAX – Technologie umoţňující měnit stránku bez nutnosti ji celou znovu načítat. 
33
 C# - Programovací jazyk vyuţívaný v .net frameworku odvozený z kombinace jazyků Java a C++ 
34
 Visual Basic – Programovací jazyk vyuţívaný v .net frameworku odvozený od programovacího jazyka 
BASIC. 
35
 Cachování výstupu – Moţnost uloţit vygenerovanou stránku v mezipaměti serveru, čímţ při dalším 
poţadavku na její načtení ji jiţ není třeba znovu generovat. 
36
 URL rewriting – Mechanizmus umoţňující otevřít webovou stránku i na adrese, v rámci jedné domény, kde 
fyzicky neexistuje. 
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nepatrného mnoţství kódu do webové stránky, ale v případě ASP.NETu je třeba 
pojmout tvorbu webové stránky tak, jak to vyţaduje ASP.NET a vycházet 
z architektury ASP.NETu, kdy netvoříme oddělené webové stránky, ale webovou 
aplikaci, která sdílí konfiguraci a webové stránky mají mezi sebou jisté vazby. 
 
Nevýhody, které jsou výše vyjmenovány, nejsou pro mou práci omezující, neboť serverové 
zázemí, které budu vyuţívat je kompletně postavené na technologiích od společnosti Microsoft. Jako 
databázový server jsem si zvolil Microsoft SQL Server a jako aplikační server Internet Information 
Services 7.0. Je tedy logické si zvolit jako technologii na tvorbu webových aplikací ASP.NET, 
vzhledem k jeho nativní provázanosti s ostatními zvolenými technologiemi. 
4.1.4 Klientské technologie používané v rámci CMS 
Výsledkem společné činnosti serverových technologií, které jsou uvedené v předchozích kapitolách je 
webová stránka v jazyce XHTML (nebo HTML), která je klientovi odeslána po síti přes protokol 
HTTP. V rámci webové stránky je jazyk XHTML pouţit k definici sémantiky obsahu. Ve spojení 
s XHTML jsou dále vyuţity kaskádové styly (CSS), které slouţí k oddělenému formátování obsahu 
do podoby vizuálně atraktivní pro koncového uţivatele. 
Pokud je třeba přidat do dané webové stránky určitou interaktivnost na straně klienta, je 
moţnost vyuţít JavaScript pro tvorbu skriptů, které budou spuštěny na straně klienta, kde budou 
reagovat na uţivatelem aktivované události. Pokud potřebujeme vytvořit sloţitější uţivatelské 
rozhraní v prostředí webové stránky, je vhodné vyuţít moderních technologií pro tvorbu Rich Internet 
Applications [9], jako jsou Flash a Silverlight. 
Postupně si jednotlivé technologie představíme. 
4.1.4.1 HTML a XHTML 
Značkovací jazyk HTML byl původně vytvořen jako jazyk na tvorbu dokumentů, které mají jasně 
danou sémantiku. Je u nich jasně dáno, která část dokumentu má jaký význam – nadpisy, běţný text a 
pod. Aby bylo moţné navzájem propojit související dokumenty, je v rámci HTML vytvořen 
mechanizmus odkazů, který umoţňuje vytvořit odkazy na jiné dokumenty nebo soubory. Jazyk 
HTML umoţňuje do dokumentů také vkládat obrázky, tabulky a jiné objekty. 
Před příchodem kaskádových stylů byly součástí jazyka HTML také značky, které 
nepopisovaly sémantiku dokumentu, ale jeho vzhled. Tyto značky se jiţ nepouţívají a jsou nahrazeny 
kaskádovými styly, které mají rozmanitější moţnosti formátování. 
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Značkovací jazyk HTML existuje v několika verzích, aktuální verze je 4.01 a v současnosti je 




Mezi problémy jazyka HTML patří nejednotnosti v implementaci webových prohlíţečů, coţ 
také souvisí s odlišnou implementací norem ohledně kaskádových stylů, kdy můţe dojít k tomu, ţe se 
stejná stránka zobrazí odlišně v různých webových prohlíţečích. Moderní prohlíţeče se snaţí drţet 
norem a tento problém existuje v menší míře, neţ tomu bývalo dříve. 
4.1.4.2 CSS 
Kaskádové styly slouţí k definici vzhledu webové stránky. Místo pouţití speciálních formátovacích 
tagů v rámci HTML (tag <font> a pod.) se vyuţívá kaskádových stylů, které umoţňují definovat 
atributy související se vzhledem u jednotlivých elementů v rámci HTML dokumentu. 
Kaskádové styly mohou být definovány inline38 v rámci jednotlivých HTML tagů za vyuţití 
atributu style, dále je pak moţné díky vyuţití CSS selektorů aplikovat daný styl na mnoţinu elementů 
v rámci dokumentu, které splňují podmínku definovanou v rámci daného selektoru (např. všechny 
odkazy umístěné v hlavičce budou zelené s bílým pozadím). 
Kaskádové styly jsou označovány jako kaskádové, protoţe při definici jednotlivých stylů 
dochází nejprve k aplikaci stylů na nejvyšší úrovni a tyto styly jsou následně přepisovány stále 
specifičtějšími pravidly nad konkrétními stále menšími mnoţinami elementů. 
Z důvodu identifikace elementů při pouţití selektorů je moţnost přiřadit jednotlivým HTML 
elementům atribut ID. Ten musí být v rámci stránky jedinečný. Dále pak atribut class slouţí 
identifikaci elementů, jenţ mají některé rysy společné a je třeba na ně aplikovat stejné styly. 
Od roku 2001 je ve vývoji nová verze CSS 339 [11], která doposud nebyla standardizována a do 
internetových prohlíţečů je implementována pouze částečně. V kaţdém webovém prohlíţeči se 
rozsah implementace CSS 3 liší, z toho důvodu není vhodné CSS 3 do jeho standardizace vyuţívat 
pro tvorbu webových stránek. 
4.1.4.3 JavaScript 
JavaScript je objektově orientovaný skriptovací jazyk, který se nejčastěji vyuţívá na tvorbu skriptů 
provozovaných v rámci webového prohlíţeče za účelem poskytnout uţivateli přívětivé uţivatelské 
prostředí v rámci webové stránky. 
Je velice důleţité neplést si JavaScript s programovacím jazykem Java. JavaScript vychází ze 
standardu ECMAScript a je pro něj charakteristické slabé typování a jedná se o jazyk dynamický. 
                                                     
37
 Domovská stránka této organizace je http://www.w3.org/ 
38
 Definice kaskádového stylu je součástí daného HTML elementu. 
39
 CSS 3 je nástupcem CSS 2.1. Přináší lepší podporu formátování webové stránky díky novým typům selektorů 
a většímu mnoţství formátovacích atributů. 
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Naopak programovací jazyk Java je silně typovaný a výsledné aplikace jsou zkompilovány do 
mezikódu, který je potom spouštěn v běhovém prostředí. 
Dnešní moderní webové aplikace vyuţívají JavaScript ve značné míře a za jeho pomoci vytváří 
uţivatelské prostředí, které bylo dříve, pouze v HTML, nerealizovatelné. Existují různé JavaScriptové 
vývojové koncepty a knihovny, které práci s JavaScriptem výrazně zjednodušují. Jako jeden 
z nejkvalitnějších bych uvedl jQuery40, které je volně dostupné. Jeho hlavní výhoda je podpora napříč 
různými internetovými prohlíţeči. U klasického JavaScriptu můţe nastat problém s odlišnou 
implementací v prohlíţečích od různých výrobců, ale jQuery tyto rozdíly překlenuje. 
Při rozsáhlém pouţití JavaScriptu v rámci webové stránky můţe nastat problém s výkonem, 
neboť JavaScript je jazyk interpretovaný a rychlost zpracování kódu v JavaScriptu přímo závisí na 
kvalitě a rychlosti JavaScriptového jádra internetového prohlíţeče. 
4.1.4.4 Adobe Flash 
Technologie Flash vznikla jako technologie na tvorbu jednoduchých animací a postupně se do této 
technologie přidávaly další prvky jako například podpora přehrávání videa, podpora 3D grafiky, 
včetně programovacího jazyka ActionScript41, který je aktuálně dostupný ve verzi 3.0. 
Veliký vliv na budoucí vývoj technologie Flash měl prodej technologie Macromedia Flash 
společnosti Adobe Systems, která se nyní podílí na vývoji nových verzí a vytváří těsnou vazbu mezi 
Flashem a ostatními produkty společnosti Adobe (podpora Flashových animací v rámci PDF, přímý 
export z jednotlivých produktů Adobe do formátu Flash, atd.). 
Po dokončení projektu v technologii Flash vznikne soubor s koncovkou .swf, na který je potom 
odkázáno jako na objekt v rámci webové stránky a webový prohlíţeč daný soubor načte a předá jej 
klientskému zásuvnému modulu Flashe, který se postará o korektní zobrazení včetně interaktivní 
funkcionality. Pro správné fungování Flashe v rámci stánky je tedy nutné mít nainstalovaný Flash 
runtime na daném počítači. 
4.1.4.5 Silverlight 
Technologii Silverlight [12] navrhla společnost Microsoft, jako přímého konkurenta technologie 
Flash, ale oproti Flashi je Silverlight více cílen na uţití v aplikacích, které mají sloţitější aplikační 
logiku a kde se nejedná pouze o interaktivní animace. 
Základem první verze této technologie byl jazyk XAML42 pro definici uţivatelského rozhraní a 
jazyk JavaScript pro tvorbu aplikační logiky. Jazyk XAML je v rámci .net frameworku vyuţíván pro 
definici uţivatelského rozhraní vytvořeného ve Windows Presentation Foundation43. Jedná se o 
moderní značkovací jazyk, který obohacuje moţnosti tvorby graficky atraktivního uţivatelského 
                                                     
40
 Domovská stránka projektu jQuery je http://www.jquery.com 
41
 ActionScript – Programovací jazyk dostupný v rámci Adobe Flash. 
42
 XAML – Jazyk pro definici uţivatelského rozhraní od společnosti Microsoft. 
43
 Windows Presentation Foundation – WPF – část .net frameworku 3.0 a vyššího 
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rozhraní. Pomocí XAML je moţné definovat uţivatelské rozhraní úplně nezávisle na aplikační logice, 
coţ také umoţňuje výrazněji odlišit práci designéra a vývojáře aplikace. 
S příchodem Silverlightu mohli vývojáři vyuţít většinu svých znalostí jazyka XAML a začít 
tvořit interaktivní webové aplikace. 
Zlomový je potom Silverlight 2.0, kde je JavaScript nahrazen programovacím jazykem, který 
je běţně pouţíván v rámci .net frameworku. Toto osobně povaţuji za velice přínosné, neboť bylo 
moţné začít tvořit interaktivní webové aplikace, jenţ svými moţnostmi výrazně překonávají 
pouţívanou kombinaci technologií HTML, CSS a JavaScript, na základě zkušeností získaných během 
práce s jinými technologiemi postavenými nad .netem. Silverlightový projekt je před vypublikováním 
zkompilován do výsledného souboru s koncovkou .xap, coţ je zip archiv, který obsahuje manifest a 
jednotlivé dílčí assembly (dll knihovny), ze kterých je daná aplikace sloţena. 
Pro správné zobrazení Silverlightu v rámci webové stránky je třeba mít nainstalovaný 
Silverlight runtime
44, který vytváří prostředí pro běh dané aplikace. Velikost toho runtime je kolem 
6 MB. 
Technologie Silverlight prochází progresivním vývojem, kdy kaţdý rok je vydána nová verze, 
která je doplněna o novou funkcionalitu. 
V rámci mého projektu se nabízí vyuţít technologii Silverlight pro tvorbu interaktivních 
fotoalb v klientské části CMS systému nebo například pro upload45 většího mnoţství souborů v rámci 
administrace, neboť Silverlight na rozdíl od aktuální verze XHTML umoţňuje v dialogovém okně 
vybrat více souborů a nebo pouţít Drag&Drop46 pro výběr nahrávaných souborů, coţ je výrazně 
jednodušší z hlediska uţivatele. 
                                                     
44
 Jedná se o klientský zásuvný modul, který je zdarma ke staţení na webu společnosti Microsoft. 
45
 Upload – Uloţení souborů na server. 
46
 Drag&Drop – Mechanizmus přetaţení obsahu myší s následnou obsluhou této události. 
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5 Možnosti využití technologie AJAX 
v prostředí ASP.NETu 
5.1 Základy principy tvorby webové aplikace 
v ASP.NETu 
ASP.NET je framework na tvorbu webových aplikací, který je postaven nad .net frameworkem, se 
kterým sdílí společné běhové prostředí (Common Language Runtime) a sadu základních tříd 
(Common Base Library). Hlavními výhodami asp.netu je bohatá sada hotových komponent, které je 
při tvorbě webu moţné vyuţít, dále pak dobrá rozšiřitelnost a také moţnost vyuţít všech moţností, 
které poskytuje .net framework. 
Kdyţ vytváříme v ASP.NETu webovou aplikaci, schválně zmiňuji webovou aplikaci nikoliv 
webovou stránku, jedná se totiţ o komplexní projekt, nikoliv o jeden osamocený soubor, jako tomu 
můţe být u jiných technologií (např. PHP). Webová aplikace má svou konfiguraci, běţí na webovém 
serveru v rámci svého aplikačního poolu, coţ jí zajišťuje dobrou izolaci od okolních aplikací, kdyţ je 
to třeba, s čímţ také částečně souvisí bezpečnost a spolehlivost. 
5.2 Přehled verzí ASP.NETu 
Aktuálně jsou v komerčním prostředí pouţívány následující verze ASP.NETu: 
 ASP.NET 2.0 – Jedná se o nástupce verze 1.1, který přináší nové .netové jádro ve 
verzi 2.0, které sebou nese rozsáhlé změny ve funkcionalitě samotného .net 
frameworku i ASP.NETu. Předchozí verze se v současné době jiţ příliš nepouţívají. 
Tato verze přináší podporu pro: 
o Master Pages – Jedná se o šablony stránek, které definují jaké oblasti budou 
definovány globálně v rámci šablony a jaké oblasti mají být doplněny 
z jednotlivých obsahových stránek.  
Příklad uţití: V rámci master page je vytvořena kostra stránky s centrovaným 
tělem, menu a patičkou, z obsahové stránky je doplněn jen obsah uvnitř 
samotné stánky. Výhoda je zejména ve zmenšení mnoţství duplicitního kódu a 
jednodušších následných úpravách. 
o Nová sada ovládacích prvků pro tvorbu přihlašovacích formulářů, menu, dále 
pak nové ovládací prvky pro práci s daty a uţivatelskými profily. Přináší také 
lepší podporu lokalizace do více jazyků. 
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o Automatickou kompilaci webové aplikace – Po nakopírování zdrojových 
souborů na webový server dojde při prvním poţadavku k jejich kompilaci a 
dále je v cache udrţována jejich zkompilovaná podoba do příští změny. To, ţe 
je ASP.NET kompilovaný, má pozitivní vliv na výkon. 
 ASP.NET 3.5 – Tato verze je postavena nad osvědčenými základy ASP.NETu 2.0 a 
.netu 2.0. Přináší podporu technologie LINQ (Language Integrated Querying), která 
umoţňuje se dotazovat nad kolekcemi a databází za pouţití běţného programovacího 
jazyka s podobnou vyjadřovací sílou jakou disponuje jazyk SQL. Dále přináší některé 
další nové ovládací prvky a podporu technologie AJAX. V rámci této verze ASP.NETu 
je moţné také vyuţívat novinek v .netu 3.0, zejména technologie Windows 
Communication Foundation, která sjednocuje moţnosti síťové komunikace napříč 
různými protokoly (Web Services, Named Pipes, Microsoft Message Queue). 
 ASP.NET 4.0 – Jedná se o nejnovější verzi uvedenou v roce 2010, která přináší 
rozsáhlé novinky a nové jádro .net framework 4.0. Mezi hlavní novinky v rámci 
ASP.NET 4.0 patří: 
o podpora URL Routingu 
o jednodušší konfigurace webové aplikace 
o moţnost nastavit způsob generování ID ovládacích prvků v HTML 
o větší míra kontroly nad ViewState 
o úprava některých ovládacích prvků, aby generovaly jednodušší HTML výstup 
5.3 Způsob zpracování webové stránky 
Ve chvíli, kdy ASP.NET zpracovává stránku, nezpracovává ji lineárně od prvního řádku, jako tomu 
bylo u klasického ASP. V rámci ASP.NETu je vyuţit model postavený na událostech, které jsou 
obsluhovány patřičnými event handlery47, které v sobě obsahují danou aplikační logiku. 
Celá webová stránka je uzavřena do formuláře a pokud uţivatel vyvolá nějakou událost, která 
má být zpracována na straně serveru (kliknutí na tlačítko, výběr poloţky ze seznamu, atd.), je celý 
formulář odeslán na server, kde je zpracován. Hodnoty odeslané v rámci formuláře jsou automaticky 
načteny do patřičných atributů jednotlivých ovládacích prvků a na straně serveru je vyvolána celá 
řada událostí, které je moţné obslouţit. 
Tento proces je také moţné graficky znázornit následovně: 
                                                     
47
 Event handler – Blok kódu obsluhující vyvolanou událost. 
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Obrázek 1: Ţivotní cyklus stránky v ASP.NET [19] 
 
Ve chvíli, kdy je stránka na serveru úspěšně vygenerována a odeslána klientovi, dochází 
k jejímu odstranění z operační paměti serveru, aby zde nezabírala zbytečné místo.  
V okamţiku, kdy uţivatel z dané stránky vyvolá událost, která má být obslouţena na straně 
serveru, dojde k odeslání stránky zpět na server. Server stránku znovu vytvoří v paměti, provede 
zpracování dané události a stránku odešle klientovi. ASP.NET však automaticky do stránky zakóduje 
i vnitřní stav ovládacích prvků, aby se během obsluhy události neztratily informace.Tento 
mechanizmus se označuje jako view state of control48. Díky tomuto mechanizmu při kliknutí na 
tlačítko a vyvolání zpětného odeslání na server49 nedojde například k vymazání textových polí co jsou 
na stránce. 
Programátor má do view state50 pole moţnost ukládat i své vlastní instance objektů, které jsou 
serializovatelné51. Pouţití view state je spojeno s nárůstem zašifrovaných skrytých dat umístěných ve 
stránce, coţ se při nevhodném pouţití můţe negativně projevit na velikosti výsledné webové stránky. 
Ve chvíli, kdy je vyvoláno načtení stránky, vývojář má informace o tom, jestli se jedná o 
úvodní načtení webové stránky nebo o obsluhu nějaké uţivatelem vyvolané události, tzv. postback. 
                                                     
48
 View state of control – Informace o vnitřním stavu ovládacího prvku přenášené v zašifrované podobě mezi 
jednotlivými načteními webové stránky. 
49
 Odeslání stránky na server v ASP.NET za účelem obsluhy události se označuje jako postback. 
50
 View state – Úloţiště na přenos informací mezi jednotlivými načteními stránky. 
51
 Serializace – Převod instance objektu na řetězec bitů za účelem uloţení do trvalého úloţiště. 
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5.4 Využití JavaScriptu v rámci ASP.NET 
ASP.NET často pomocí JavaScriptu nativně poskytuje funkcionalitu, která by se bez něj neobešla. 
Typickou ukázkou je často pouţívaný ovládací prvek LinkButton52. U tohoto ovládacího prvku 
obsluhujeme událost Click53, které však musí předcházet postback. JavaScript tu na straně klienta 
vyvolá odeslání formuláře, ve kterém je vţdy webová stránka zapouzdřena při kliknutí na odkaz, 
který tvoří daný LinkButton. 
Dalším častým pouţitím Java Scriptu nativně v ASP.NETu je validace vstupních hodnot. 
ASP.NET poskytuje sadu validátorů54 vstupních dat. Validace však kvůli omezení zbytečných 
postbacků probíhá nejprve na klientovi pomocí JavaScriptu a kdyţ jsou data validní, jsou odeslána na 
server, kde jsou znovu validována. Tato dvojí validace je volitelná a je moţné validaci na straně 
klienta deaktivovat. Současně je to ochrana, aby uţivatel nemohl zadat nevalidní vstup i pokud má 
vypnutý Java Script ve svém prohlíţeči. 
ASP.NET sám do stránky přidává patřičný JavaScriptový kód, který zajistí, aby všechny 
ovládací prvky fungovaly jak mají. 
5.4.1 Microsoft Ajax 
S uvedením ASP.NET 3.5 se stal součástí tohoto frameworku také Microsoft Ajax framework. Ten 
rozdělen na 2 části: 
 
Obrázek 2: Struktura Microsoft Ajax frameworku [20] 
                                                     
52
 Link-Button – Ovládací prvek v ASP.NET, který je tvořen HTML odkazem, ale chová se jako HTML 
tlačítko. 
53
 Událost vznikající při kliknutí myší na ovládací prvek. 
54
 Validátor je ovládací prvek v ASP.NET, který slouţí ke kontrole uţivatelem zadaných dat do formuláře ve 
stránce před jejich odesláním na server. 
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5.4.1.1 Klienstská část 
Klientská část Microsoft Ajax frameworku je určena k obohacení uţivatelského rozhraní webové 
stránky vytvořeného čistě pomocí HTML a CSS. Klientská část jako taková je tvořena jen sadou 
zdrojových souborů s JavaScriptem, které se načtou do stránky. Microsoft zde umoţňuje vyuţít 
vlastních serverů [13], ze kterých si klienti mohou stahovat aktuální verzi této knihovny, aby byla 
sníţena zátěţ na webserver, ze kterého je načítána samotná webová stránka. 
Cílem klientské části Microsoft Ajax frameworku je zjednodušit práci s JavaScriptem, díky 
sjednocení rozdílů mezi prohlíţeči, které tento framework automaticky zohledňuje. Poskytuje 
uţivateli sadu metod, kterými rozšiřuje standardní chování prvků v rámci webové stránky a také sadu 
ovládacích prvků, kde některé mají vizuální charakter, některé naopak usnadňují specifické vnitřní 
operace. 
Microsoft Ajax framework umí spolupracovat i s webovou stránku vytvořenou v technologii 
ASP.NET. Microsoft Ajax zde slouţí jako doplněk k serverovým ovládacím prvkům v ASP.NETu, 
které vývojáři nabízí AJAX funkcionalitu bez nutnosti psaní kódu v jazyce JavaScript. 
Součástí klientské části Microsoft Ajax frameworku je také podpora debugování55, správy chyb 
a výjimek v Java Scriptu a také rozšířená podpora lokalizace56 a globalizace57. 
5.4.1.2 Serverová část 
Pro zjednodušení práce s technologií Ajax v rámci ASP.NETu byly přidány do sady ovládacích prvků 
ovládací prvky umoţňující spravovat JavaScriptový kód na stránce (Script Manager). Další přidaný 
ovládací prvek je UpdatePanel, díky kterému je moţné provádět aktualizaci části stránky bez nutnosti 
provádět celý postback. 
Před pouţitím komponenty58 UpdatePanel musí být do stránky přidán ScriptManager. 
UpdatePanel potom v sobě obsahuje šablonu <ContentTemplate>, do které se uzavře ASP.NETový 
kód, který tvoří část stránky, kterou chceme aktualizovat nezávisle na postbacku. Všechny události 
vyvolané ovládacími prvky uzavřenými v rámci UpdatePanelu jsou obslouţeny asynchronně 
v kontrastu vůči synchronnímu postbacku. Problém nastává, pokud chceme při parciální aktualizaci 
stránky aktualizovat ovládací prvky, které nejsou uzavřeny do UpdatePanelu. 
Existují 2 moţná řešení tohoto problému. Prvním je rozšířit prostor stránky uzavřený do 
UpdatePanelu. Toto řešení nemusí být výhodné, pokud jeho následkem je uzavření veliké části 
                                                     
55
 Ladění chyb v programovém kódu pomocí speciálních nástrojů. 
56
 Lokalizace je mechanizmus, který umoţňuje, aby aplikace vyuţívala oddělených zdrojů v závislosti na 
jazykovém a místním nastavení sytému. 
57
 Globalizace umoţňuje korektní fungování aplikace v různým jazykových prostředích. Poskytuje prostředky 
pro přizpůsobení aplikace v závislosti na lokálních nastaveních. 
58
 Komponenta, také označovaná jako serverový ovládací prvek, je instance třídy odvozená od třídy 
WebControl a poskytuje uţivateli zapouzdřenou sadu funkcionality, kterou je moţné vyuţít v rámci webové 
stránky v ASP.NET 
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stránky do UpdatePanelu, coţ můţe způsobovat problémy s výkonem při zpracování stránky a také to 
můţe přidávat asynchronní zpracování těm částem stránky, u kterých to nevyţadujeme. 
Druhým řešením je uzavřít daný ovládací prvek do nového UpdatePanelu, který bude 
nakonfigurován v reţimu Conditional59. Toto nám umoţní v rámci obsluhy události z jiného 
UpdatePanelu aktualizovat ovládací prvky uzavřené v UpdatePanelu v reţimu conditional a po 
provedení aktualizace je třeba nad tímto UpdatePanelem zavolat metodu Update, čímţ vynutíme 
přenesení změn na klienta. 
Kdyţ provádíme asynchronní volání na server, uţivatel o tom nemá z prostředí webového 
prohlíţeče ţádné informace. Je tedy vhodné dát uţivateli vědět o tom, ţe komunikujeme se serverem 
a má třeba čekat na dokončení operace. K tomu slouţí ovládací prvek UpdateProgress, který do 
stránky vloţí obsah své šablony <ContentTemplate> po dobu probíhající komunikace se serverem 
v rámci sledovaného UpdatePanelu. 
Pokud potřebujeme provádět periodicky určité operace v rámci stránky, je vhodné pouţít 
komponentu Timer, která po vypršení námi definovaného časového intervalu spouští událost na straně 
serveru. Je vhodné komponentu Timer vyuţívat v kombinaci s UpdatePanelem. 
Parciální aktualizací webové stránky moţnosti serverové části Microsoft Ajax Frameworku 
nekončí. Velice důleţitá je schopnost tohoto frameworku vygenerovat proxy třídy60 pro práci 
s webovými sluţbami (podporovány jsou ASP.NET Web Services i Windows Communication 
Foundation
61
 Services). Webová sluţba se zaregistruje v rámci ScriptManageru a následně je moţné 
v rozsahu dané webové stránky tuto webovou sluţbu volat přímo z prostředí Java Scriptu. 
Podporovány jsou i komplexní datové typy pouţívané v rámci webové sluţby. 
Speciální variantou práce s webovými sluţbami za pomoci Microsoft Ajax frameworku jsou 
webové metody. V rámci code-behind dané webové stránky je statická metoda označena speciální 
direktivou a následně po povolení WebMethods v rámci ScriptManageru je moţné provádět volání 
této metody z prostředí JavaScriptu. Poţadavek je odeslán na server, kde je daná metoda spuštěna a 
její výstup je vrácen zpět klientovi. 
Webové metody poskytují stejnou míru funkcionality jako webové sluţby, jsou postaveny na 
stejných základech. Liší se však v rozsahu platnosti, zatím co webovou metodu je moţné volat jen 
z prostředí dané webové stránky, coţ sebou nese výhody zejména v podobě detailnějších informací o 
daném poţadavku (přístup ke stejném rozsahu informací jako při postbacku), webové sluţby jsou 
univerzálně dostupné na konkrétní webové adrese. Při volání webové sluţby, ale nejsou dostupné 
informace spojené s kontextem stránky, ze které probíhá volání, coţ někdy můţe být problém, 
zejména pokud webová sluţba potřebuje získat informace o přihlášeném uţivateli. 
                                                     
59
 Reţim Conditional v rámci UpdatePanelu umoţňuje ze strany serveru vynutit aktualizaci daného 
UpdatePanelu. 
60
 Proxy třída zapouzdřuje komunikaci s jinou třídou. 
61
 Windows Communication Foundation je součást .net frameworku 3.0 a vyšších. Tato technologie sjednocuje 
moţnosti síťové komunikace v .netu. 
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5.4.2 Možnosti kombinace ASP.NET a JavaScriptových 
frameworků 
Přestoţe ASP.NET aktivně vyuţívá vlastního ajax frameworku, není problém v rámci webové 
aplikace pouţívat i jiný Java Scriptový framework. Defaultně pouţívaný Microsoft Ajax je navrţen 
tak, aby nezpůsoboval kolize s jinými JavaScriptovými frameworky. Ve stejném duchu jsou navrţeny 
i skripty, které v rámci ASP.NETu validují vstupní data na straně klienta. 
Microsoft doporučuje pro obohacení uţivatelského rozhraní vyuţívat framework jQuery, který 
je zdarma dostupný na jeho domovské stránce62. Dále pak Microsoft umístil zdrojové kódy jQuery na 
své distribuční servery [13], kde nalezneme i Microsoft Ajax knihovnu. Je tedy moţné do stránky 
jQuery načítat přímo ze serverů společnosti Microsoft a odlehčit tak zátěţi vlastního serveru. 
V rámci ASP.NETu mám zkušenosti s pouţitím následujících Java Scriptových frameworků: 
 jQuery a jQuery UI 
 Prototype 
 Script.aculo.us 
Všechny frameworky fungují v prostředí ASP.NETu úplně korektně, jen při kombinaci těchto 3 
frameworků je třeba vyřešit kolizi mezi jQuery a Prototype. 
Při tvorbě webové aplikace je vhodné kombinovat Microsoft Ajax a jQuery případně jQuery UI 
následujícím způsobem: 
Pokud je třeba komunikovat se serverem, získávat data z databáze, provádět operace na straně 
serveru, je nejjednodušší pouţít Microsoft Ajax v kombinaci se serverovou komponentou 
ScriptManager a UpdatePanel. Tato kombinace je vhodná, právě pokud bude událost spojená 
s ajaxovým postbackem vyvolána ASP.NET komponentou (asp:Button, asp:DropDownList a další). 
Pokud nastane situace, kdy je třeba komunikaci se serverem inicializovat z prostředí Java Scriptu, je 
vhodné vyuţít webovou metodu nebo webovou sluţbu. Zde je nevýhoda právě v nutnosti provést 
manuální obsluhu dané události. Je třeba v rámci vygenerované proxy třídy zavolat vzdálenou metodu 
a následně obslouţit její úspěšné nebo neúspěšné dokončení. 
Při tvorbě interaktivního uţivatelského prostředí s pomocí jQuery UI je moţné v jQuery UI 
widgetech
63
 pouţívat komponentu UpdatePanel pro realizaci komunikace se serverem. Jediný 
problém nastává u widgetu Dialog. Ten při své inicializaci tělo zobrazovaného dialogu přesune 
v rámci DOMu stránky mimo hlavní ASP.NET formulář, coţ má za následek nefunkčnost postbacků 
v rámci tohoto dialogu. Řešením je zde při vytváření dialogového okna vynutit přesun obsahu ne na 
konec tagu body, ale na konec tagu form. 
 
Ukázka funkčního způsobu inicializace dialogů v rámci jQuery UI: 
                                                     
62
 Domovská stránka technologie jQuery je http://www.jquery.com 
63
 Widget je označení komponenty uţivatelského rozhraní. 
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$('.ui-admin-webpart-dialog').dialog({ 
 height: 'auto', width: 'auto', open: function (type, data){  




Dále jsem nenarazil na další problémy při kombinaci ASP.NET Ajaxu a frameworku jQuery. 
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6 Návrh vlastního CMS systému 
6.1 Požadované vlastnosti 
Navrhovaný CMS systém by měl splňovat následující poţadavky: 
1. Jednoduchá tvorba šablon a uživatelských skinů – Je třeba navrhnout systém, kde bude 
moţné vytvořit šablonu pro budoucí obsahové stránky jako klasickou plnohodnotnou HTML 
stránku, při jejímţ návrhu bude moţné uplatnit moderní postupy a nic nebude bránit vytvořit 
vizuálně atraktivní webovou prezentaci. Je také třeba vytvořit jasně zdokumentovaný systém 
tříd v rámci kaskádových stylů, s jehoţ znalostí bude schopen webový designér naskinovat64 
tento systém bez nutnosti zásahu do ASP.NET kódu. Je také vhodné, aby v systému mohlo 
existovat více šablon připravených designérem a uţivatel si při tvorbě obsahové stránky vybere 
šablonu s rozloţením, které mu bude vyhovovat. Cílem tohoto systému naopak není dát 
uţivateli úplnou volnost v tvorbě své vlastní webové prezentace. Uţivatel bude mít velikou 
míru volnosti, ale v mezích, které určí designér. 
2. Jednoduchá rozšiřitelnost základní funkcionality – Je třeba navrhnout systém, který bude 
schopen pracovat s velice různorodým obsahem. Toho lze dosáhnout 2 způsoby. Jedna 
z moţností je do systému naimplementovat podporu pro veliké mnoţství druhů obsahu – 
správa článků, fotoalba, multimediální přehrávač, diskuze, hlasování a další. Pokud bychom se, 
ale vydali touto cestou, je pravděpodobné, ţe by se při implementaci dala přednost kvalitnímu 
zpracování práce se známým obsahem na úkor budoucí rozšiřitelnosti. Tento způsob realizace 
by byl velice nevýhodný ve chvíli, kdy by zákazník potřeboval podporu nového druhu obsahu a 
my bychom museli modifikovat samotný systém, který by na to nebyl připraven. Jsem 
přesvědčen, ţe by dříve nebo později tato situace nastala. Druhý způsob je vytvořit systém, 
který bude umět efektivně pracovat s jednotlivými dílčími moduly, které budou uchovávat 
daný uţivatelský obsah úplně nezávisle na jádru CMS systému. V tomto případně by potom 
obsahová stránka byla tvořena instancemi jednotlivých modulů, které by si vnitřně uchovávaly 
dané uţivatelský obsah. Samotné jádro by se potom staralo jen o správu dostupných modulů, 
správu obsahových stránek a instancí jednotlivých modulů. 
3. Přehledná administrace – Z vlastní zkušenosti tomuto bodu přikládám velikou důleţitost, 
neboť se počítá s tím, ţe se systémem budou pracovat i běţní uţivatelé. Povaţuji za klíčové 
udělat administraci přímočarou, aby se daly editovat informace, které spolu souvisí bez 
nutnosti procházet celou administraci, jak to mu je v jiných CMS systémech, které jsem 
porovnával v rámci této bakalářské práce. Pro tvorbu uţivatelského rozhraní by bylo vhodné 
                                                     
64
 Vytvořit HTML šablonu a patřičné CSS styly. 
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vyuţít jQuery UI a celé rozhraní postavit tak, aby vyţadovalo při práci co nejméně postbacků, 
které jsou velice pomalé, kdyţ se musí načítat celá stránka. Velice zajímavá myšlenka je 
nevytvářet pro editaci obsahu na webu speciální oddělené administrační rozraní, ale umoţnit 
uţivateli provádět základní editaci obsahu přímo v prostředí klientské části webové stránky. 
Uţivatel by díky tomuto mohl svou webovou prezentaci procházet jako běţný návštěvník, 
fungovala by klasická navigace po webu a ve chvíli kdy narazí na údaje, které chce změnit, tak 
by měl moţnost jedním klinutím je začít editovat. 
4. Optimalizace pro vyhledávače – Systém by měl podporovat správu META informací o 
stránce. Dále by pak měl nabízet kvalitní správu URL na webu. Myšlenka je taková, ţe systém 
by měl umoţnit vytvořit obsahovou stránku na libovolné URL adrese v rámci dané domény. 
Bude tedy třeba kvalitně implementovat URL routing. 
5. Platforma pro tvorbu webových aplikací – Navrhovaný CMS systém by neměl slouţit jen 
jako jednoduchý a přehledný systém na správu základního obsahu v prostředí webové stránky, 
ale měl by při tvorbě nových komponent umoţnit naplno vyuţít moţností podkladových 
technologií, na kterých je postaven. Současně by principy pouţité při realizaci toho systému 
neměly bránit jeho nasazení pro aplikace jako diskuzní fórum, eshop, sloţitý redakční systém a 
podobně. Je tedy třeba systém navrhnout tak, aby jeho architektura umoţňovala i toto 
univerzální nasazení. 
6. Přehledná implementace – Systém by měl být naimplementován formou přehledných 
modulů. Hranice modulů by měly být definovány jasně i v databázovém úloţišti. 
6.2 Analýza možné technické realizace 
6.2.1 Jednoduchá tvorba šablon a uživatelských skinů 
Systém by měl respektovat přirozený vývoj webové prezentace, kdy po komunikaci se zákazníkem 
vznikne na základě jeho poţadavků seznam poţadavků na funkcionalitu ze strany zákazníka. Po 
jejich analýze následně grafik připraví grafický návrh daného webu. Současně s grafikem by bylo 
dobré, kdyby mohl vývojář připravovat chybějící moduly poskytující funkcionalitu, kterou zákazník 
poţaduje a nebyla zatím implementována. Ve chvíli, kdy je zákazníkem schválen grafický návrh, tak 
by se do procesu webové prezentace mohl zapojit vývojář se zaměřením na HTML a CSS, který by 
navrhnul základní šablonu a vytvořil potřebné styly. Vývojář by dokončil chybějící funkcionalitu 
s vyuţitím navrţených stylů. Provedl by testy, vytvořil obsah dle návrhu, přičemţ by určil, který 
obsah je editovatelný a který je přímo součástí šablony. 
Takto zpracovaný web by potom mohl být předán na testování zákazníkovi, který by si doplnil 
poţadovaný obsah a vyjádřil své připomínky. Po zapracování několika vln připomínek by byl vývoj 
dané webové prezentace dokončen. 
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Důraz je kladen na moţnost současné práce více osob podílejících se na tvorbě jednoho webu a 
také na moţné oddělení role ASP.NET vývojáře, který bude tvořit nové moduly a HTML designéra, 
který bude tvořit šablony a styly. 
Tohoto postupu lze dosáhnout následujícím postupem: Obsahová stránka bude vytvořena jako 
klasický ASP.NET WebForm, s volitelným vyuţitím mechanizmu Master Page. Převést klasickou 
HTML stránku od HTML designéra na ASP.NET WebForm, je jen otázkou okopírování obsahu 
HTML stránky do těla ASP.NET stránky. K ASP.NET stránce také budou připojeny klasické CSS 
styly které dodá HTML designér. 
V rámci této šablony budou vyhrazeny bloky do kterých bude vkládán další uţivatelský obsah. 
Do těchto bloků se v rámci ASP.NET šablony zaregistrují speciální ovládací prvky, které dostanou 
uţivatelskou identifikaci dané oblasti (jedná se o levý sloupec, pravý sloupec, patička, atd.). Tyto 
oblasti budou zaregistrovány v databázi spolu s šablonou. Od tohoto okamţiku bude jádro sytému 
tuto šablonu evidovat a plně automaticky umoţní do zvolených oblastí vkládat dostupné WebParty, 
coţ budou instance jednotlivých modulů, které budou nositeli obsahu nebo funkcionality. 
Dále do stránky bude třeba vloţit ovládací prvek, který se postará o výpis META informací a 
další, který ověřenému administrátorovi rozšíří webovou stránku automaticky o administrační 
rozhraní. Tyto ovládací prvky nebudou vyţadovat speciální zásah do struktury HTML stránky. 
6.2.2 Jednoduchá rozšiřitelnost základní funkcionality 
Do jednotlivých oblastí ve stránce, které jsme určili jako bloky pro uţivatelský obsah – dále 
označováno pojmem ContentPlaceHolder, bude jádro systému dynamicky vkládat instance 
jednotlivých komponent, ze kterých bude tvořena daná webová stránka sloţena. 
Při volbě vhodného mechanizmu pro tvorbu modulů, jsem se rozhodl vyuţít Web User 
Controly. Jedná se o nativní funkcionalitu ASP.NETu, která slouţí k vyjmutí často se opakujících 
bloků kódu z těla stránky, kde jsou nahrazeny referencí na samotný Web User Control, který je tvořen 
právě vyjmutým blokem kódu. V rámci Web User Controlů je moţné vyuţívat stejné funkcionality 
jako při tvorbě klasické ASP.NET stránky (ovládací prvky, mechanizmus postbacku i Microsoft 
Ajax). Jediné omezení je nemoţnost pouţít webovou metodu, coţ ale můţe být nahrazeno webovou 
sluţbou. 
Z vývojářského pohledu je Web User Control tvořen parciální třídou vycházející z třídy 
System.Web.UI.UserControl. Při vloţení do stránky je vytvořena ASP.NETem instance této třídy a do 
stránky jsou vloţeny všechny ovládací prvky, které jsou součástí této třídy. Obdobně jako u 
klasického ASP.NET Web Formu je moţné rozdělit i Web User Control na 2 soubory se zdrojovým 
kódem, kdy soubor s koncovkou .ascx obsahuje kód v jazyce HTML včetně vloţených serverových 
ovládacích prvků a soubor s koncovkou .ascx.cs potom obsahuje definici dané parciální třídy a 
obsluhu jednotlivých událostí, které v daném Web User Controlu vznikají. 
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Klasický přístup, který se pouţívá, umísťuje odkazy na Web User Controls přímo do 
zdrojového kódu Web Formu. My však potřebujeme Web User Controls do webové stránky 
umísťovat dynamicky, kdy seznam instancí Web User Controls bude načten z databáze pro danou 
webovou stránku a daný Content Place Holder. Z toho důvodu je třeba vyuţít metody 
Page.LoadControl, která umoţňuje Web User Controly vytvářet dynamicky přímo z jejich 
zdrojových souborů a je moţné je umístit následně na určené místo do stránky. 
Tento mechanizmus však pro naše potřeby není dostačující, neboť daný Web User Control by 
po svém vzniku neměl informace o tom, do kterého Content Place Holderu byl vloţen a také by mu 
chyběl identifikátor konkrétní jeho instance. Tento identifikátor je důleţitý, aby mohla logika daného 
Web Partu načíst uţivatelský obsah ze své části databáze. 
Tento problém je moţné vyřešit pomocí přetíţení konstruktoru daného Web Partu, kdy do 
konstruktoru přidáme 2 parametry, kde jeden bude identifikovat danou instanci Web Partu a druhý 
bude identifikovat vazbu mezi instancí Web Partu, Content Place Holderem a konkrétní stránkou. 
Tím pádem instance WebPartu bude mít všechny potřebné údaje pro korektní fungování. 
ASP.NET standardně neumoţňuje vkládat do stránky Web User Controly s parametrizovaným 
konstruktorem, z toho důvodu vytvoříme vlastní metodu LoadControl, která pomocí reflexe umoţní 
dynamicky načtený Web User Control vytvořit i s parametrizovaným konstruktorem. 
6.2.3 Přehledná administrace 
Administrační rozhraní budou dvě. První administrační rozhraní bude přístupné jen systémovému 
správci, bude zde moţnost spravovat šablony evidované v databázi, nainstalované WebParty a také 
uţivatele, kteří mají přístup do administrace. 
Druhé administrační rozhraní bude plně integrováno do obsahových stránek. Toho bude 
částečně docíleno vloţením dalšího kódu na začátek formuláře ASP.NET stránky. Tento kód bude 
pomocí jQuery rozmístěn po celé stránce a bude slouţit k administraci dané obsahové stránky a také 
jednotlivých WebPartů. Pro uţivatele bude na stránce viditelná jen tenká horní lišta, která bude 
obsahovat informace o přihlášeném uţivateli a ovládací tlačítka na globální správu dané webové 
stránky. Tento kód bude vloţen jen pokud bude přihlášen administrátor, aby zbytečně nezvětšoval 
velikost stránek pro běţné klienty. 
Přihlášený administrátor se bude přepínat mezi reţimem prohlíţení a editace. V reţimu editace 
bude po najetí myší na jednotlivé WebParty zobrazováno menu, kde administrátor nalezne tlačítka 
spojené s konkrétními administračními úkony nad jednotlivými WebParty. 
Tyto úkony budou rozděleny na globální a specifické pro WebParty. Kaţdý WebPart bude 
umoţňovat vypsat o sobě základní informace a bude obsahovat tlačítko aktivující reţim přesunu 
Webartů přetaţením myší. 
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Systém počítá s tím, ţe se liší definice WebPartu určeného pro koncového uţivatele a pro 
administrátora, z toho důvodu systém bude evidovat 2 soubory se zdrojovým kódem WebPartu. Jeden 
soubor bude načítán pro potřeby běţného uţivatele, který prochází web a druhý bude načítán pokud 
administrátor aktivuje reţim editace stránky. 
Administrační rozhraní bude aktivně vyuţívat komponent jQuery UI, konkrétně widgetů 
Dialog, který umí vy prostředí webové stránky vytvořit dialogové okno a Tabs, který umí vytvořit 
záloţky, mezi kterými se uţivatel můţe přepínat. Komunikace se serverem bude v rámci 
administračního rozhraní probíhat pomocí Microsoft Ajaxu a nebo webových sluţeb, aby 
nedocházelo ke zbytečnému načítaní celé webové stránky. 
6.2.4 Optimalizace pro vyhledávače 
Je důleţité, aby HTML stránky, které budou výstupem CMS systému byly dobře strukturované a 
neobsahovaly ţádné další zbytečné pomocné informace, které nejsou relevantní vzhledem k obsahu 
dané stránky. Mnou navrţený systém šablon a WebPartů do stránky dostupné pro klienta nebude 
vkládat zbytečné informace a dává vývojáři plnou kontrolu nad výstupem stránky. 
Systém by měl přímo podporovat správu META informací65 o stránce. V administračním 
rozhraní stránky je zakomponována sekce META informace, která umoţňuje definovat základní 
META informace o stránce, které mohou pomoct vyhledávačům s korektním indexováním obsahu. 
Další důleţitou funkcí je správa URL adres. Mnou navrţený systém umoţňuje obsahové 
stránce přiřadit libovolnou adresu v rámci dané domény. Kaţdá stránka by měla mít svou primární 
adresu, na které bude dostupná. Dále je moţné definovat sekundární adresu, ale toto není doporučeno 
kvůli duplicitě obsahu, coţ naopak vyhledávače penalizují. Dále je moţné definovat 2 druhy 
přesměrování na stránku – trvalé a dočasné. Trvalé přesměrování z libovolné nevyuţité URL na 
stránku můţe být výhodné zejména ve chvíli, kdy byl starý web nahrazen webem novým. Jiţ 
neexistující stránky mohou být jednoduše přesměrovány na nové adresy a vyhledávač při příští 
návštěvě upraví tyto odkazy ve svém indexu. Současně také návštěvníci přistupující na starý web 
budou bezproblémově přesměrováni na nový web. 
Důleţitou vlastností ASP.NET 4.0 URL routingu je podpora parametrů. URL mohou být 
vytvořeny včetně parametrů, jejíchţ hodnoty jsou následně dostupné všem WebPartům. Díky tomuto 
mechanizmu je moţné vytvářet komplexní WebParty třeba pro eshop. 
6.2.5 Platforma pro tvorbu webových aplikací 
Díky vyuţití Web User Controlů, které jsou nativní součástí ASP.NET a nabízí stejné moţnosti 
funkcionality jako webové formuláře, je moţné do jednotlivých WebPartů implementovat bohatou 
sadu funkcionality.  
                                                     
65
 META informace je podpůrná informace popisující obsah webové stránky. 
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V kombinaci s parametrizovanými URL je moţné tento systém vyuţít i k implementaci 
pokročilých webových aplikací jako eshop nebo diskuzní fórum. 
Moţné vyuţití vysvětlím na ukázce eshopu. Eshop implementovaný v rámci CMS by měl 
v databázi své vlastní úloţiště produktů a objednávek. Tento eshop by tvořila sada WebPartů: 
 Výpis produktů – Jednalo by se o WebPart, který by do stránky vypsal dostupné 
produkty a umoţnil by přesměrování na jejich detail. 
 Detail produktu – Tento WebPart by byl umístěn na stránce s URL například: 
/produkty/{productID}/{productName} 
a díky tomu by měl přistup k parametru productID, čímţ by získal informace o tom, 
jaký produkt má být zobrazen uţivateli. 
 Košík –WebPart Košík by vypsal obsah uţivatelova košíku a nabízel by přesměrování 
na stránku s dokončením objednávky.  
 Objednávka – Tento WebPart by získal potřebné údaje o objednávce od uţivatele a 
umoţnil by zboţí v košíku závazně objednat. 
Všechny výše uvedené WebParty by komunikovaly se svou částí databáze, která by byla 
nezávislá na systémové části databáze. Jednotlivé WebParty by byly z administrace konfigurovatelné. 
Velice zajímavá je zde potom i moţnost správy produktů, kdy WebPart Detail produktu mohl přímo 
nabízet administrátorovi editaci vlastností zobrazovaného produktu, čímţ by část administračního 
rozhraní eshopu mohla být přímo součástí administrace CMS. 
Eshop vytvořený výše uvedeným způsobem, by měl i tu výhodu, ţe běţné textové stránky (o 
společnosti, reklamační řád a další) by bylo moţné velice jednoduše editovat z administrace. 
Výše uvedená ukázka demonstruje jednoduché vyuţití mého CMS systému i pro sloţitější 
aplikace. 
6.2.6 Přehledná implementace 
Při implementaci mého CMS systému bude kladen důraz na pouţití moderních technologií a přístupů 
a hlavně na dodrţení pevně dané struktury aplikace. Je to z důvodu jasného ohraničení jednotlivých 
modulů. 
Modul jako takový nebude fyzicky existovat, jedná se tedy o logické seskupení WebPartů, 
které spolu sdílejí databázové schéma a aplikační logiku umístěnou ve třídách mimo samotné 
WebParty. 
Na úrovni databázového serveru budou tabulky a ostatní objekty související s daným modulem 
povinně zahrnuty do schématu daného modulu. Coţ se projeví prefixem názvu toho schématu v názvu 
objektu, čímţ bude na první pohled hned jasné, ke kterému modulu dané objekty patří. 
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V samotné webové aplikaci budou třídy spojené s daným modulem nebo WebPartem umístěny 
ve sloţce App_Code66, kde se v názvu souboru musí objevit název daného modulu. Samotné definice 
WebPartů budou potom odděleně uloţeny ve sloţce WebParts, kde bude mít daný modul zaloţenou 
svou sloţku. 
Pokud WebPart bude chtít publikovat nějaká data pomocí webové sluţby, je moţné, aby 
definici této sluţby umístil do sloţky WebServices, která slouţí jako úloţiště webových sluţeb. 
Při implementaci bude také kladen důraz na přehledné komentování zdrojového kódu. 
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 App_Code je jediná sloţka v rámci ASP.NET aplikace, kam je moţné umístit definice vlastních tříd. 
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7 Implementace vlastního CMS systému 
7.1 Jádro systému 
7.1.1 Databáze 
Jádro CMS systému má v databázi vytvořené schéma Core, ve kterém jsou uloţeny informace 
potřebné pro správu instancí WebPartů, informace o obsahových stránkách a jejich URL adresách. 
Dále jsou pak v systémovém schématu uloţeni také registrovaní uţivatelé. 
 
Obrázek 3: Databázové schéma jádra systému 
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7.1.1.1 Popis jednotlivých tabulek 
Core.ContentPageCategories 
Tabulka obsahuje kategorie, do kterých je z důvodu přehlednosti moţné zahrnout obsahové 
stránky. 
Core.ContentPageCategoryBindings 
Tabulka obsahuje vazby mezi kategoriemi a obsahovými stránkami. Protoţe vazba mezi 
kategorií a obsahovou stránkou je m:n, je tuto vazbu třeba realizovat pomocí 3. tabulky. 
Core.ContentPages 
Tabulka obsahuje definici obsahové stránky, včetně jejího názvu, popisu viditelného 
v administraci a uloţených META dat ke stránce. 
Core. ContentPageUrls 
Tabulka obsahuje definice URL adres svázaných s danou obsahovou stránkou 
Core. ContentPageUrlTypes 
Tabulka obsahuje 4 základní typy URL adres – primární, sekundární, trvalé a dočasné 
přesměrování 
Core. ContentPageUrlParameters 
Tabulka obsahuje dodatečné definice parametrů k URL adrese, kde je moţné specifikovat 
omezení formátu parametru a jeho výchozí hodnotu. 
Core. ContentPlaceHolders 
Tabulka obsahuje definice jednotlivých ContentPlaceHolderů – jejich systémový název, 
uţivatelský název a popis. Tyto pomocné informace jsou vypisovány při výběru šablony 
stránky, aby se uţivatel mohl rozhodnout, kterou šablonu zvolit. 
Core.Roles 
Tabulka obsahuje definice rolí, do kterých je moţné uţivatele přiřadit. Kromě základních rolí 
je moţné definovat vlastní role vyuţívané ve WebPartech. 
Core. Templates 
Tabulka obsahuje definice fyzických šablon, které je moţné aplikovat na danou obsahovou 
stránku. 
Core. Users 
Tabulka obsahuje informace o uloţených uţivatelích, kteří se mohou do systému přihlásit. 
Core.UsersInRoles 
Tabulka obsahuje přiřazení uţivatele do konkrétní role. 
Core. WebPartCategories 




Tabulka obsahuje vazby, které popisují umístění konkrétní instance WebPartu do daného 
ContentPlaceHolderu v rámci konkrétní obsahové stránky. 
Core.WebPartInstances 
Tabulka obsahuje konkrétní instance WebPartů. Důleţité je identifikační číslo dané instance, 
které je následně předáváno při inicializaci instance WebPartu a je dále vyuţíváno daným 
WebPartem pro navázání dalších informací. 
Core. WebParts 
Tabulka obsahuje seznam dostupných WebPartů, které uţivatel můţe vloţit do stránky. 
7.1.2 Přístup k databázi 
Pro přístup k databázi z webové aplikace jsem zvolil technologii LINQ to SQL67, která na základě 
schématu databáze vygenerovala třídy, které umoţňují přistupovat do databáze objektovým 
způsobem. Součástí této technologie je moţnost definovat dotazy do databáze přímo v jazyce C#. 
Tyto dotazy jsou potom za běhu aplikace přeloţeny do jazyka T-SQL a odeslány na databázový 
server. Tato technologie ale nedisponuje vţdy dobrým výkonem díky dynamickému generování 
dotazů. Z daného důvodu jsem plného potenciálu technologie LINQ vyuţil pouze v administrační 
části, protoţe umoţňuje zrychlení a zjednodušení vývoje aplikace. Ve chvílích, kdy dochází k časté a 
pravidelné komunikaci s databází a záleţí na výkonu – operace v klientské části, je vyuţita moţnost 
namapovat do LINQu uloţené procedury na SQL Serveru. Tato varianta přináší dobrý výkon 
v kombinaci s výhodami objektového přístupu, kdy výsledky uloţené procedury se vrací jako silně 
typované kolekce. 
Pro kaţdý modul je vytvořena oddělená sada LINQ to SQL tříd, aby bylo moţné moduly ze 
systému odebírat a přidávat bez nutnosti úpravy vrstvy přístupu k databázi pomocí vývojářských 
nástrojů. 
7.1.3 Fyzické šablony 
Fyzické šablony webových stránek jsou realizované jako klasické ASP.NET Web Forms, do kterých 
je doplněna reference na Web User Controls: 
 GlobalAdministrationControls.ascx – doplněn na začátek ASP.NET formuláře, má na 
starosti po přihlášení vyrenderování administračních ovládacích prvků. 
 MetaDataRenderer.ascx – doplňuje META data do obsahové stránky 
 WebPartsRenderer.ascx – do stránky na dané místo renderuje68 jednotlivé WebParty. 
Kaţdému definovanému Content Place Holderu odpovídá konkrétní instance 
WebPartsRendereru. 
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 Technologie Linq to SQL je součástí ASP.NET 3.5 a umoţňuje objektově pracovat s relační databází. 
68
 Vypisuje komplexní ovládací prvek. 
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Pokud je zobrazeno administrační rozhraní, jsou do sekce <head> přidány i styly a 
JavaScriptové skripty související s administrací. 
Při tvorbě šablony je moţné vyuţít MasterPage, přičemţ jsou potom následně výše uvedené 
informace platné pro MasterPage a není třeba je brát v úvahu u šablon na dané MasterPage 
zaloţených. 
Na místa, kam mají být vloţeny jednotlivé instance WebPartů, je třeba vloţit instanci 
WebPartsRendereru. 
7.1.4 WebPart 
Komponenta, jejíţ instanci je moţné vloţit do stránky z administračního rozhraní do prostoru Content 
Place Holderu je označována jako WebPart. Jedná se o WebUserControl, coţ je druh ovládacího 
prvku v ASP.NETu. Tento ovládací prvek v sobě můţe obsahovat další HTML kód a serverové 
ovládací prvky. Vytváří parciální třídu odvozenou od System.Web.UI.UserControl. Tato parciální 
třída obsahuje konstruktor bez parametrů a pro naše potřeby také přetíţený konstruktor se 2 číselnými 
parametry – WebPartInstanceID a WebPartInstanceBindingID. Dále obsahuje obsluhu všech událostí 
vyvolaných v rámci daného WebPartu. 
Při tvorbě nového WebPartu je třeba dodrţet jen podmínku s přidáním přetíţeného 
konstruktoru, jinak se jedná o klasický Web User Control dostupný v ASP.NETu. 
Díky tomuto mechanizmu je tvorba nových WebPartů velice jednoduchá. 
7.1.4.1 CSS styly související s WebPartem 
Při tvorbě šablony je vhodné drţet se základních doporučení týkajících se CSS stylů a pouţitých tříd. 
CSS třídy začínající prexifem ui-admin- jsou rezervovány výhradně pro pouţití v administraci a 
neměly být pouţity při tvorbě šablony stránky, aby nedošlo k přepsání nějakého stylu z administrace, 
coţ by mohlo mít jako důsledek nekorektní fungovaní administrační části. 
Kaţdá instance WebPartu je před vloţením do stránky obalena do tagu <div>, tomuto tagu je 
přiřazena třída shodná s názvem skupiny WebPartů a konkrétním WebPartem. Tohoto mechanizmu je 
vhodné vyuţít při stylování šablony, pokud chceme způsobit změnu vzhledu WebPartu vzhledem 
k umístění do ContentPlaceHolderu. 
Stejně jako WebPart, tak také ContentPlaceHolder je automaticky obalen do tagu <div> a je 
mu přiřazena CSS třída shodná s jeho systémovým názvem. 
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7.2 WebPart Agregátor novinek 
Jako ukázkovou komponentu s pokročilou aplikační logikou jsem si zvolil agregátor novinek. Jedná 
se o WebPart, který po vloţení do stránky umoţní zadat adresy RSS feedů69 a přezdívky na sociální 
síti Twitter70 a bude schopen načítat do stránky novinky ze zadaných zdrojů. 
7.2.1 Databáze 
Agregátor novinek si ve svém schématu v databázi uchovává informace o konfiguraci konkrétních 
jeho instancí umístěných v obsahových stránkách. 
Dále pak existuje globální katalog jiţ pouţitých zdrojů novinek, aby vţdy po vloţení nového 
agregátoru novinek nebylo třeba tyto zdroje znovu zadávat. 
 
Obrázek 4: Databázové schéma agregátoru novinek 
                                                     
69
 RSS je technologie na publikaci novinek klientům, kteří tyto novinky odebírají. 
70
 Webová sluţba určená ke sdílení krátkých vzkazů. 
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7.2.1.1 Popis jednotlivých tabulek 
NewsAggregator. NewsAggregatorInstances 
Tabulka obsahuje konfiguraci dané instance agregátoru novinek. Z této tabulky vede vazba na 
tabulku Core.WebPartInstances, kde je pro jádro uloţena informace o existenci instance 
daného WebPartu. 
NewsAggregator. NewsAggregatorInstanceSources 
Tabulka obsahuje informace o tom, které zdroje novinek jsou pouţity v rámci této instance. 
NewsAggregator. NewsAggregatorSources 
Tabulka obsahuje definice zdrojů novinek – tedy adresy na RSS feedy a přezdívky v rámci sítě 
Twitter. 
NewsAggregator. NewsAggregatorSourceTypes 
Tabulka obsahuje definice typů zdrojů dat, které je schopen systém obslouţit. S kaţdým typem 
uvedeným v této tabulce svázána aplikační logika, která samotné načtení realizuje. 
7.2.2 Přistup k databázi 
WebPart Agregátor novinek vyuţívá technologie LINQ to SQL. Do adresáře App_Code přidává 
definice svého LinqDataContextu a objektů s ním spojených, které jsou pro přehlednost a omezení 
kolizí názvů zanořeny do jmenného prostoru NewsAggregator. 
Pro účely administrace je vyuţito mapování tabulek na objekty a dynamické generování dotazů 
nad nimi. Pro klientskou část jsou z důvodu lepšího výkonu pouţity uloţené procedury na SQL 
Serveru namapované do daného datového kontextu. 
7.2.3 Načítání dat ze vzdálených serverů 
Pro práci s daty je vyuţit jmenný prostor System.ServiceModel.Syndication, který obsahuje třídy 
umoţňující pracovat s RSS 2.0 a Atom feedy. Nebylo tedy nutné psát veškerou aplikační logiku 
zpracování RSS feedu manuálně. 
Data ke zpracování jsou metodě SyndicationFeed.Load(XmlReader reader) předána formou 
otevřeného XmlReaderu, který načte data přes protokol HTTP ze zadané URL adresy. 
Data ze sociální sítě Twitter jsou načítána z RSS kanálu, který existuje pro kaţdého uţivatele 
této sítě. 
Veškerá aplikační logika spojená se zpracováním dat z daných zdrojů novinek je zapouzdřena 
do třídy, která je umístěna v adresáři App_Code jako soubor NewsAggregator.cs. 
Důleţité je, ţe po načtení jsou dle konfigurace daného WebPartu data uloţena do cache 
ASP.NETu a nedochází k načítání dat ze vzdálených serverů při kaţdém načtení stránky, coţ by 
výrazně zvyšovalo odezvu pro koncové klienty, kteří by otevírali obsahovou stránku s tímto pouţitým 
WebPartem. 
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7.2.4 Klientská část WebPartu 
Klientská část WebPartu je realizována v souboru NewsAggregator.ascx, umístěném v podadresáři 
pro daný WebPart. 
V události Page_Load je ověřeno jestli pro dané WebPartInstanceID existuje záznam 
v ASP.NET cache, pokud ano, jsou data z cache načtena jako seznam novinek a ten je následně 
navázán na ovládací prvek ListViewNews, který se postará o jejich výpis do stránky. 
Pokud data nejsou načtena v cache, nebo došlo k jich zneplatnění, jsou načtena data ze zdroje 
za pomocí pomocné třídy NewsAggregatorService, jejíţ funkcionalita je popsána výše. 
7.2.5 Administrační část WebPartu 
Administrační rozhraní vyuţívá moţností, které CMS systém poskytuje vývojáři. Je umístěno 
v souboru NewsAggregatorAdmin.ascx ve stejné sloţce jako klientská část tohoto WebPartu. 
Administrační rozhraní poskytuje stejnou základní funkcionalitu jako klientská část tohoto 
WebPartu a navíc přidává rozhraní pro administraci daného WebPartu. 
Toto rozhraní je realizováno pomocí jQuery UI a Microsoft Ajax a poskytuje moţnost 
konfigurovat chování WebPartu. 
 
Obrázek 5: Ukázka ovládacích tlačítek WebPartu, které se zobrazí po najetí myší 
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Obrázek 6: Ukázka administračního rozhraní WebPartu agregátor novinek 
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8 Praktické nasazení 
Z důvodu ověření funkčnosti navrhovaného a implementovaného CMS systému, bylo provedeno jeho 
praktické nasazení u zákazníka, který se chtěl podílet na testování toho systému. 
8.1 Požadavky zákazníka 
Implementovaný CMS systém bude vyuţit pro tvorbu osobní webové prezentace dle grafického 
návrhu, který dodá zákazník. Grafický návrh je tvořen 2 druhy stránek: titulní stranou, která je 
graficky atraktivnější, obsahuje místy více sloupců a obsahovými stránkami, které jsou více zaměřeny 
na prezentaci konkrétních informací v textové podobě. 
Zákazník poţaduje mít moţnost aktualizovat část obsahu, která by se mohla často měnit. 
Současně chce sám do budoucna web rozšířit o další obsahové stránky, kdy některé budou přístupné 
přes hlavní menu, které je zobrazeno na kaţdé stránce. 
Daný zákazník nezná jazyk HTML, z toho důvodu poţaduje moţnost měnit texty na 
obsahových stránkách s pomocí HTML editoru, který mu nabídne předdefinované styly. 
8.2 Realizace 
Nejprve byly vytvořeny statické HTML šablony podle dodaného grafického návrhu. Jedna šablona 
vytváří jednosloupcový layout71, druhá šablona určená pro obsahové stránky vytváří 2 sloupcový 
layout. Při návrhu obou šablon se počítalo s tím, ţe toto základní rozloţení bude dodrţeno na všech 
obsahových stránkách a v případě poţadavku na jiné rozloţení, bude vytvořena nová šablona. 
Do nové webové aplikace vytvořené ve Visual Studiu byly dokopírovány zdrojové kódy CMS 
systému a byla zaloţena potřebná databáze v rámci Microsoft SQL Serveru. 
Jednotlivé šablony byly následně převedeny na ASP.NET Web Form a umístěny do adresáře, 
který je určen v rámci CMS systému k uloţení šablon. V rámci těchto šablon byly vytyčeny bloky pro 
uţivatelský obsah. Šablona byla následně zaregistrována do databáze CMS systému. 
Analýzou grafického návrhu a poţadavků zákazníka se zjistilo, ţe pro tvorbu webu bude třeba 
následujících WebPartů: 
 Textový blok s editorem a podporou vkládání obrázků 
 Textový blok bez editoru 
 Jednoúrovňové menu 
 Dvousloupcový layout 
                                                     
71
 Layout označuje základní rozloţení prvků na webové stránce. Určuje, kde bude umístěno logo, navigace a 
další součásti webové stránky. 
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 Třísloupcový layout 
Protoţe se jedná o první praktické pouţití tohoto CMS systému, musely být ovládací prvky 
Textový blok s editorem a Jednoúrovňové menu naimplementovány, neboť spolu s jádrem systému 
byly vytvořeny jen ovládací prvky Textový blok bez editoru a ovládací prvky pro změnu rozloţení 
stránky. Byly ale vytvořeny univerzálně, coţ umoţňuje jejich další pouţití i na jiných projektech. 
Po dokončení implementace nových prvků byly vytvořeny ukázkové stránky dle grafického 
návrhu a webové prezentace byla umístěna na webový server, kam dostal přístup i daný zákazník, aby 
mohl poskytnout zpětnou vazbu. 
8.3 Dosažené výsledky 
Zpětná vazba zákazníka je pro přehlednost rozdělena na pozitivní a negativní: 
8.3.1 Pozitivní 
 Příjemné administrační rozhraní, které je přímo integrováno do klientské části webových 
stránek. Při práci s uţivatelským rozhraním je třeba minimum přechodů na jinou webovou 
stránku. Navigaci mezi jednotlivými stránkami zjednodušuje jejich seznam, který je moţno 
zobrazit. 
 Editace aktuálně zobrazeného obsahu bez nutnosti opouštět stránku. 
 Moţnost upravit rozloţení stránky dle potřeb za pomocí daných WebPartů. 
 Přehledná správa META informací o stránce. 
 Jednoduchá správa URL adres. 
8.3.2 Negativní 
 Drobné grafické nejednotnosti v administračním rozhraní. 
 Občas vzniknou chyby při přetaţení jednotlivých WebPartů myší a je třeba znovu načíst celou 
stránku. 
 Malé mnoţství dostupných WebPartů, do budoucna poţadována správa fotoalb. 
 Absence verzování 
 Omezené moţnosti definice uţivatelských oprávnění 
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9 Závěr 
Bakalářská práce popisuje tvorbu vlastního CMS systému, který se částečně snaţí řešit některé 
problémy jiţ existujících CMS systémů. Navrhovaný CMS systém vychází i z vlastních zkušeností 
s tvorbou osobních a firemních webových prezentací. Snaţím se zohlednit obecné i moţné 
individuální potřeby budoucích zákazníků a definuji sadu vlastností nového CMS systému, které 
následně implementuji. 
Navrţený a implementovaný CMS systém se vyznačuje jednoduchou rozšiřitelností, coţ z něj 
dělá univerzální systém na správu různorodého obsahu. V rámci této práce bylo naimplementováno 
jádro navrţeného systému a malé mnoţství přídavných modulů, které budou v budoucnu rozšiřovány 
dle případných poţadavků. 
Systém je záměrně vytvořen na platformě ASP.NET s vyuţitím Microsoft SQL Serveru, 
protoţe s těmito technologiemi mám bohaté a dobré zkušenosti a chtěl jsem se raději do hloubky 
věnovat praktické realizaci nových myšlenek, neţ studiu úplně nových technologií. Protoţe 
implementace navrţeného CMS systému vyţadovala důkladné propojení ASP.NET s jQuery UI, 
musel jsem obě technologie do hloubky nastudovat. To mi pomohlo rozšířit své znalosti zejména 
technologie jQuery, coţ pro svou budoucí práci velice oceňuji. 
Na základě zpětné vazby získané během praktického nasazení vytvořeného CMS systému i 
svých poznatků získaných během vývoje, bych velice rád navrţené jádro CMS systému v budoucnu 
rozšířil o novou verzi rozhraní, které komunikuje s jednotlivými moduly. Toto rozhraní by přímo 
podporovalo správu verzí libovolného obsahu. Dále bych chtěl z grafického hlediska přepracovat 
uţivatelské rozhraní, aby působilo jednotnějším dojmem a poskytovalo uţivateli příjemné prostředí 
pro správu obsahu své webové prezentace. 
Při plánu budoucích modulů jsem narazil na problém, kdy vývojář modulu musí vţdy znovu 
implementovat mechanizmus uloţení a správy souborů, pokud tuto funkcionalitu vyţaduje. Z toho 
důvodu bych do nové verze chtěl začlenit virtuální souborový systém, který by uţivatelem uloţené 
soubory uchovával v databázi a vývojářům poskytoval rozhraní, které by zjednodušovalo práci se 
soubory. 
V této bakalářské práci jsem do značné míry pouţil znalosti získané během bakalářského 
studia, zejména v oblasti návrhu systému. Práce na bakalářské práci byla pro mě přínosnou a přinesla 
mi náhled na nové technologie a jejich nasazení. 
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