Pair programming is a collaborative programming practice that places participants in dyads, working in tandem at one computer to complete programming assignments. Pair programming studies with Computer Science (CS) and Software Engineering (SE) majors have identified benefits such as technical productivity, program/design quality, academic performance, and increased satisfaction for their participants. In this paper, pair programming is studied with Management Information Systems (MIS) majors, who (unlike CS and SE majors taking several programming courses) typically take only one programming course and often struggle to develop advanced programming skills within that single course. The researchers conducted two pair programming experiments in an introductory software development course for MIS majors over three semesters to determine if pair programming could enhance learning for MIS students. The program results, researchers' direct observations, and participants' responses to a survey questionnaire were analyzed after each experiment. The results indicate that pair programming appears to be beneficial to MIS students' technical productivity and program design quality, specifically the ability to create programs using high-level concepts. Additionally, results confirmed increased student satisfaction and reduced frustration, as the pairs worked collaboratively to produce a program while actively communicating and enjoying the process.
Introduction
Pair programming is a collaborative programming practice that has been studied often with computer science students and professional programmers (Nagappan et al., 2003; Salleh, Mendes, & Grundy, 2011; VanDeGrift, 2004; Woszczynski, Guthrie & Shade, 2005) . Pair programming places participants in dyads, working in tandem at one computer to complete programming assignments. Each student takes on one of two roles, the "driver" or the "navigator." The "driver" controls the mouse and keyboard while the "navigator" makes suggestions, points out errors, and asks questions. The partners must routinely switch roles in order to gain the benefits of each role (NCWIT, 2009) . Pair programming is a learning strategy derived from cooperative learning theory where instructors use cooperative methods to teach students various subjects (Slavin, 1999) . While students This article is licensed to you under a Creative Commons AttributionNonCommercial 4.0 International License. When you copy and redistribute this paper in full or in part, you need to provide proper attribution to it to ensure that others can later locate this work (and to ensure that others do not accuse you of plagiarism). You may (and we encourage you to) adapt, remix, transform, and build upon the material for any non-commercial purposes. This license does not permit you to use this material for commercial purposes.
learn in teams and achieve group goals, they are assessed individually. The terms "pair programming" and "collaborative programming" are often used interchangeably (Cockburn & Williams, 2001) .
Although a wealth of prior literature discusses pair programming for Computer Science (CS) majors, very few studies have focused on pair programming for students majoring in Management Information Systems (MIS). The contribution of this research will be to fill the gap in the area of pair programming research as it relates specifically to MIS majors. Prior research by Woszczynski et al. (2005) found that, since MIS is a less technical degree, students often struggle in the programming course that is a part of the MIS curriculum. They suggest IS educators should explore every method that may improve success rates (Woszczynski et al., 2005) . One of the researchers in this research study observed many MIS students struggling to develop programming skills in the introductory programming course, and the researchers were curious to determine if pair programming would improve student learning. Thus, the importance of this research was to determine if pair programming can benefit MIS students.
A review of 73 pair programming studies identified several benefits of this practice, including technical productivity (time spent on the program), improved program/design quality, better academic performance, and greater perceived satisfaction (Salleh et al. 2011) . Pair programming improved retention within the CS major, which was defined as students who were more likely to pursue a higher level programming course and/or eventually to pursue a degree in CS (McDowell, Werner, Bullock, & Fernald, 2006) . Although there are benefits to using this practice, there are several potential disadvantages, such as partners who do not get along or do not work well together. In the business world, the initial introduction of pair programming effectively doubles the time spent on a project; however, subsequent application of the practice results in only about 15% more time being spent on a project (Cockburn & Williams, 2001) . Moreover, the resulting robustness of a pair programming project leads to reduced costs in correcting defects because errors are discovered earlier in the development process. Cost savings resulting from early detection of errors far outweigh the increased programming time (Cockburn & Williams, 2001 . Still, a firm must closely examine the cost/benefit aspect of the pair programming practice.
Proficiency in advanced programming concepts was identified as a likely outcome in a pair programming experiment with CS majors. The experiment resulted in "a laboratory environment conducive to more advanced, active learning." (Nagappan et al., 2003, p. 3) . The study found that lab time was more productive and less frustrating than individual work (Nagappan et al., 2003) .
The main goal of this study was to determine if pair programming could enhance the software development abilities (i.e., solid knowledge of the programming language) of MIS students by making them more proficient in advanced programming concepts upon completion of one course.
The research question was: What are the particular benefits of pair programming in the MIS curriculum? The benefits to be explored were based on four broad categories identified by Salleh et al. (2011) in their research: technical productivity, program/design quality, academic performance, and perceived satisfaction. MIS undergraduate students in the required introductory software design course were the participants in the experiment, which was conducted at a large university in the southeast United States. After a literature review, this paper next describes the research methodology. Results are presented and discussed, followed by conclusions and study limitations.
Literature Review
Research supports collaborative learning (i.e., pair programming) as preparation for work as an IS professional (Taneja, 2014) . IS professionals are often the liaison between technical and nontechnical members of an organization working together on project teams. As such, "It is im-portant for instructors to enable students to experience teamwork and collaboration while preparing them for their professional careers" (Taneja, 2014, p. 181) . The IS 2010 Curriculum Guidelines for Undergraduate Degree Programs in Information Systems include the need for collaborative learning in an MIS curriculum (Topi et al., 2010) . A study focused on project-based team learning, using a group of MIS students, found that it is essential to create an environment for active participation and a collaboration mode in order for collaborative learning to be successful (Andres & Shipps, 2010) .
In one study positive "pair pressure" produced better quality programs and allowed students to learn new languages faster compared to individual programming. There were fewer defects in the programs, with students reporting that defect removal was easier with lower frustration levels when debugging compared to individual programming. In the study, students reported satisfaction in jointly translating the customer requirements into product design and also reported that they were more productive and motivated when they worked with a partner because they kept each other focused on the task at hand (Williams & Kessler, 2000) . Another experiment identified continuous reviews that lead to fewer defects in a finished program as a key benefit in pair programming. When a programmer works with a partner, there is always someone inspecting the code and, therefore, defects are identified early on (Cockburn & Williams, 2001) .
Inattentional blindness occurs when the programmer is so focused on the task of coding that errors are missed that would otherwise have been caught. Reduction or elimination of inattentional blindness was a benefit in one study (Wray, 2010) . The navigator catches these errors, thus reducing inattentional blindness and improving program quality. An identified disadvantage, however, is the risk of pair fatigue when programmers work together closely for an extended period of time. Eventually, the pair starts to miss the same things, therefore losing the benefit of two sets of eyes (Wray, 2010) . In his own experience with pair programming, developer Stuart Wray (2010) chatted with his partners, and they reminded each other of things to be done. Another study showed that most students in an introductory programming class liked working in pairs, thought it improved their grade, and helped them work better with each other (Cliburn, 2003) . Yet another study led researchers to believe that pair programming helped prepare to review and build upon existing code (Goel & Kathuria, 2010) .
A similar research study on pair programming explored the retention impacts of this practice (McDowell et al., 2006) . Students who programmed in pairs were more likely to pursue a higher level programming course and/or eventually to pursue a degree in CS. In the experiment, 554 students completed programming assignments. Some students were paired while others programmed individually. Within a year, 84.9% of the paired students, compared to 66.7% of the non-paired students, had enrolled in a higher level programming course. The paired students enrolled in the higher level course were more likely to succeed in their first attempt compared to the non-pairs, 65.5% versus 40%. These findings support pair programming as a strong retention practice.
Pair programming benefits also extend outside the classroom (Cockburn & Williams, 2001; Muller, 2006) . Using interviews and controlled experiments to show improved organizational effectiveness due to collaborative programming, Cockburn and Williams (2001) investigated these benefits. They found that pair programming increases job satisfaction because people in pairs have a more pleasant time doing their jobs while working with a partner. Students in this research study survey gave responses similar to "It was a good exercise, I enjoy working with a partner."
There are potentially some costs associated with programming in pairs. In an educational environment, pair programming raises concerns about the accurate assessment of an individual's ability when programming in pairs. Some students in a pair may receive higher scores or undeserved credit for successfully completing a programming assignment (Hahn, Mentz, & Meyer, 2009 Cockburn and Williams (2001) briefly explored some of the costs associated with pair programming and noted that expert programmers preferred to work alone because they thought they could work faster and did not have to accommodate another person. Besides being nontraditional, reluctance to share their personal code was another reason why expert programmers did not support pair programming. In this research study, the researchers observed and received feedback from some participants that pointed to personal conflict between pairs causing an unsuccessful pair programming relationship.
Methodology
The researchers developed a lab experiment to answer the research question. This method was consistent with previous pair programming studies (Mok, 2014; Nagappan et al., 2003; Salleh et al., 2011; VanDeGrift, 2004) . The Salleh meta-analysis found that the most popular research methodology across 73 studies was formal experiments, used by 59% of the studies. Only 14% of the studies used surveys alone. The researchers in this study created a survey for participants to take after completing the experiment to provide them with feedback. Some of the survey questions were taken from a validated survey provided by the National Center for Women and Information Technology (NCWIT, 2009).
Study participants were undergraduate students in a face-to-face section of a required software design and development course taught by one of the researchers. This course introduces the students to programming using Visual Basic.Net. To determine how CS and MIS programs differ, we searched university websites for these two majors in approximately 50 different universities, including both private and public schools all over the United States (AACSB International, 2015) . CS and MIS curricula vary in the number of required programming courses, with CS majors typically taking more than MIS majors. With few exceptions, MIS students were generally required to take only one software design/programming course, while CS majors were required to take two or more. These findings indicate that CS majors have more opportunities to perfect their programming skills. Although most MIS majors will not pursue careers as programmers, they must understand enough programming to be successful in their careers. MIS majors are often involved in analysis, requirements gathering, system design, and/or management of software development projects, during which they will likely encounter programming issues. Consequently, an MIS major must have knowledge of some high-level programming concepts in order to critique and provide guidance to users.
Analysis of the results of this study was accomplished by grading the resulting programs using a rubric (see the Appendix). The researcher who taught the course served as the expert and evaluated the programming code structure and form design. The program grading rubric in the Appendix was used to analyze the form design. Code content was also analyzed by looking for certain required coding constructs and how well they were implemented. Code was also graded on the quality of program execution and the output correctness. Researcher direct observations were combined with student perceptions extracted from the survey results. This is consistent with the review of pair programming studies by Salleh et al. (2011) , who found that pair programming effectiveness was generally measured using four categories: technical productivity, program/design quality, academic performance, and student satisfaction. Technical productivity was used by 44% of the studies, and program/design quality by 43%. Students' perceived satisfaction was used for subjective analysis (Salleh et al., 2011) . The researchers for the present study incorporated these categories in their analysis.
The researchers conducted a pilot experiment to practice the process. They made several minor changes after the pilot to improve the actual experiment. After the pilot, they conducted two separate experiments with two different classes in two different semesters. Details about the pilot and subsequent experiments follow.
Pilot Experiment
The pilot experiment occurred during the spring 2014 semester with 11 students. At this point in the semester, half the textbook had been covered and three individual programs had been completed. Four randomly selected students picked a partner for their pair. This resulted in four pairs and three solo programmers to work on the programming experiment. All students were to complete a program from the course textbook that was not revealed until the day of the experiment. The pilot began with a brief introduction to pair programming (NCWIT, 2009), then students read the program requirements and determined how to complete them. The assignment required the use of low-level concepts such as data conversion, simple calculations, and input validation, as well as high-level concepts such as the use of sub-procedures, combo boxes, nested Ifs, and splash screens. The goal of the program was to create a Windows application to compute the yearly cost of commuting to work via two different transportation modes--train or bus (Hoisington, 2014) . The instructions were in a format familiar to the students since they were from the course textbook and they explicitly indicated the purpose, processing steps, and any special considerations. There was no diagram of what the form should look like, however, so students had to design the look of the form and find a picture to put on the form. The instructor/researcher took a couple of minutes to clarify the instructions, particularly the elimination of one mode of transportation specified in the problem. Participants used their own laptops. The experiment lasted 75 minutes including instructions from the researchers. After the pilot, the researchers reviewed the outcome and changed the experiment format due to issues encountered during the pilot experiment, such as non-working laptops, method of pairing students, and student skill level at the time of the experiment. To remedy these issues, the researchers decided to provide students with computers to use during the experiment. They also made selection of partners completely random, as research shows that the random matching of pairs for pair programming was similar to real world environments where workers are occasionally asked to collaborate on programming projects (Nagappan et al. 2003 ).
Pair Programming Experiment 1 -Fall 2014
The first research programming experiment took place for 75 minutes near the end of fall 2014, after all concepts in the textbook had been covered, and the students had completed eight Visual Basic programs individually. A few days prior to the experiment, students read two documents that briefly explained the concept of pair programming. They also received a one-page document describing how pair programming was conducted (NCWIT, 2009) and a one-page document (Fun with Pair Programming) about the "Do's" and "Don'ts" of performing pair programming (North Carolina State University, 2008).
Twenty-one undergraduate students participated in the experiment and drew numbers on the day of the experiment that indicated their pair number or assigned them to work alone. This resulted in eight pairs and five individuals to work on the experiment. Although students had worked in teams during the semester to complete a group project, none of the experiment pairs was the same as those teams. Pairs sat at a workstation that consisted of laptop access, a table, a keyboard, and a large wall-mounted monitor. The monitor helped observations by the researchers. The experiment was also video-recorded so that researchers could review the experiment later. The solo programmers were the control group for the experiment. They sat at individual desks in the same room. All students were allowed to use their textbooks. Students and pairs were referred to by number and not name so they could remain anonymous on the video although it would be viewed only by the researchers.
The experiment began with a two-minute video recorded by one of the researchers to introduce the experiment, to summarize the details of pair programming, and to inform the participants of their right to refuse being videotaped. Students then received another copy of the Fun with Pair Programming document telling them about what to do and what not to do in their pair programming lab (North Carolina State University, 2008). Next, students were given the same written programming assignment instructions from the textbook that were used in the pilot. The pairing, assigning workstations, and introductory instructions took approximately five minutes, leaving 70 minutes for the experiment.
After deciding on their own who would assume which role first, students began the first 20-minute session. Both researchers remained in the classroom during the experiment to answer questions and to observe. The researchers called time at the end of each 20-minute segment, requiring pairs to switch roles and then begin the next session. In total, three 20-minute sessions were completed. At the end of the last session, all students submitted their work into Blackboard, the course management tool. All students completed the survey about the experiment anonymously after they left the lab. Extra credit points were awarded for completing the survey only, not for the results of the program.
Pair Programming Experiment 2 -Spring 2015
The second experiment was held at approximately the same point during the spring 2015 semester as in the previous semester. Students were prepped in the same manner as used in the fall experiment. Nine students participated in the experiment. Students were again paired randomly. This resulted in three pairs and three individuals to work on the experiment. Students sat at the same type of workstations as in the fall.
The experiment proceeded in the same manner as the previous one, but the time was increased to 135 minutes, because no individuals and few pairs finished the program in the first experiment. The pairing, finding a workstation, and researcher instructions took approximately 15 minutes, leaving 120 minutes for the experiment.
Students began the first 20-minute session, once again with each pair deciding on their own who would assume which role first. Researchers remained in the classroom, and called time after 20 minutes. When finished, students submitted their programs through Blackboard, and completed the same survey, receiving extra credit points for completing the survey only.
Results

Demographics
Populations for the first and second research studies were small, with 21 participants and 9 participants respectively, which is not uncommon for this type of experiment. Previous studies have also involved small numbers of participants for pair programming experiments (Muller, 2006) . Table 1 illustrates similarities and differences in the students involved in both experiments. In the spring experiment, none of the students had any programming experience, while about a fourth of the students in the fall experiment had experience. The gender mix for both experiments was approximately one-third female and two-thirds male. Finally, students in the fall group spent a little more time studying for the course during the semester than the spring group. 
Programming Results
Expert opinion was used to determine the quality of the program design and structure, similar to 19% of the studies identified by Salleh et al. (2011) . The instructor/researcher served as the expert and graded all programs from the experiment using the detailed rubric in the Appendix. The rubric analyzed the form design as well as code design and functionality. In the grading process, a program was considered completely successful if it did not crash when run and if it produced correct output results. The program also needed to be well structured, and include sub-procedures, input validation, and correct conversion of data to and from both numeric and string data types. All of these methods were taught during the course. The observations of the expert from the grading rubrics about the program, code structure, and form design quality were discussed with the other researchers and are shown in Tables 2 and 3 . The researchers made observations about student behavior during the experiments and upon reviewing the recordings. The results of the two experiments were not compared because the time limits were different for each experiment and a comparison was not beneficial to the purpose of the study. Instead, we compared the pair results to the individual results of each experiment. In the fall experiment, three programs could not be graded, two from pairs and one from an individual, due to corrupted or lost programs. This resulted in a total of six pairs and four solo programmers. For the spring experiment, all programs were submitted successfully and all were graded. Table 2 shows grading results for the fall experiment, including total score and abbreviated comments. In this group, the top two programs were created by Pair 5 and Pair 6. Only Pair 6 created a program that produced correct results without crashing; however, the validation code had a flaw, and while the processing for bus and train was correct, it was not placed in separate subprocedures as required. The program from Pair 5 ran and produced correct results but eventually crashed due to a minor error. All other pairs and individuals created the form correctly, although there were problems in the coding that prevented the programs from running. Creating a form correctly was relatively easy, so it was only worth about 20% of the grade; hence, many of the other grades were low because there were problems in the code. Several of the programs were incomplete, and most did not use high-level concepts such as sub-procedures and processing of combo boxes or contained incomplete sub-procedures. Unfortunately, several of the solo programs also had problems with low-level concepts such as data conversions. This was surprising since several of the solo programmers were top performers throughout the course, and this basic concept was covered early in the semester. This may have occurred due to time constraints, or because some of the top performers the instructor assumed had worked alone had assistance.
All individual scores were the same as or below all pair scores. The average score for pairs was 56.83 and for individuals was lower at 44.25. Also, the only scores above 60 were pair scores. Although some individuals scored the same as or close to a pair program score, there were no individuals with a high score. 
Indv. 3 47
Program code was incomplete and incorrect. A sub procedure for train was labeled but not defined or used. No sub-procedure for bus. Some data conversions were incorrect.
Indv 4 34
Form was good but program was very incomplete. Program crashed. Missing variables, missing data conversions, no separate sub-procedures for train or bus.
Programs in the spring experiment were graded using the same rubric, and the results are shown in Table 3 . In this experiment, only the program from Pair 4 ran flawlessly without error and produced correct results. The program from Individual 1 worked, but had similar issues as other low scoring pair programs as it was very simplistic and did not follow requirements. Additionally, some individuals had problems with low level concepts such as data conversion, validation, and splash screens. All pairs and individuals created the form correctly. Overall, the pairs scored higher than the individuals. The average score for pairs was 73.33 and for individuals was lower at 52.67. The extra time for this experiment proved useful. Two pairs and two individuals completed the program at the beginning of the fourth 20-minute session, only slightly more time than that for the fall experiment. One pair and one individual required the entire two-hour time frame. All individual scores were the same as or below all pair scores and only the pair scores were over 60. There were no individuals with a high score. Program was written extremely well, ran and produced correct results. It worked correctly and included extras not requested. Extra credit given for extras.
Indv 1 46
Individual didn't seem to understand requirements at all. Program was coded in most simplistic way and many low-level coding processes were missing like data conversion and validation. No Splash Screen.
Indv 2 55
Program was coded in most simplistic way with no sub-procedures. Program crashed.
Indv 3 57
Individual included outline of correct structure but did not complete all sections. Some portions of code were good. Program eventually froze. Some sub procedures were incomplete and some partially functional.
In summary, for both experiments, the programs created by the pairs were structured well and included advanced concepts such as Nested Ifs and sub-procedures, some of which were started but not completed. Two individual programs initiated sub-procedure events by labeling them but did not complete them with code. The problems with not creating proper sub-procedures were likely due to students who understood the concepts that were needed but could not follow through to completion due to insufficient knowledge or time constraints in the fall experiment. Overall, the pairs did a better job than the individuals with the high-level concepts, although several pairs were still unsuccessful. It was encouraging to see that students had some idea of what was needed when they labeled the sub-procedures. It was discouraging to see that some of the students had trouble with some low-level concepts, e.g., using correct data types to define variables and correctly converting data to and from string data types. This may have occurred because of carelessness or time constraint pressure since the students' knowledge of defining and converting variables was established early in the course. Another possibility is that students received assistance when completing programs outside the classroom. Finally, we believe the pairs were able to complete high-level concepts by combining their partial knowledge into a complete execution of high-level concepts. High-level concepts were not present in all items developed by pair programmers, but it did not happen at all with any of the solo programmers.
An ANOVA test of all the program scores for both semesters combined compared mean scores between pairs (M = 62.33, SD =20.85) and individuals (M = 47.86, SD =7.78). However, the results were not statistically significant, F(1,14) = 6.99, p = .105, partial η 2 = .
177. An ANOVA test for each of the program constructs in the grading rubric was also conducted, such as combobox, splash screen, and textbox validation. Only "Correct Data Conversion" with a possible point value of 10 was statistically significant, F(1,14) = .156, p = .040, partial η 2 = .267. Pairs had a higher mean score (M = 8.00, SD =3.12) than individuals (M = 4.14, SD =3.72). These results are likely due to the point spread of the grading rubric which was based on expert opinion.
Researchers' Observations
A fascinating aspect of the study was the researchers' observations and how these observations aligned with the students' perceptions from their questionnaire responses. The researchers observed the students during each experiment, then met to review the recordings and discuss their observations. During the fall, the researchers observed two solo students not focusing, instead looking around at what other students were doing. These two appeared slightly behind in progress compared to the pairs. Some individuals were working diligently, while others ran into problems and could not recover. In one instance, a struggling individual disengaged, making conversation with a nearby individual on unrelated topics.
Some pairs also had problems. First, getting the students to work as pairs was challenging. In the first 20-minute session, some students were driving and navigating simultaneously. Additionally, one pair started off badly and was never able to recover; a member of this pair took over the keyboard and began driving without discussion. The navigator in this pair was unhappy about that action and commented to the researcher. They did not talk to each other throughout the entire experiment, and each worked alone. This disengaged pair never worked as a cohesive unit and did not turn in a result. One member of this pair when not driving was looking around, using his cellphone, and even napping while waiting for his turn. In a different pair, one member dominated the process and was somewhat condescending to the partner. However, this pair continued to make progress. All other pairs appeared to be working well.
During the second 20-minute session, things began to improve. Several pairs were being very communicative and progressing well. One pair seemed to really enjoy the process and were working together, communicating well, laughing, and having fun. Three of the individuals appeared to be progressing and were coding, while two were struggling with the assignment. During the final 20-minute session, two pairs completed the program. All remaining pairs were coding and most were problem-solving together at this point. The disengaged pair continued to take turns working individually. Overall, it was encouraging to observe the pairs enjoy the experience, become engaged, actively work together, and exchange ideas. This is especially refreshing since the instructor/researcher had previously observed some of these same students being stressed while trying to program individually during the semester. Our observations were similar to those identified by Nagappan et al. (2003) in their research where they also found labs with pair programming were more vocal and interactive than solo programming labs.
In the spring, all three pairs appeared to work well together. One pair seemed to really enjoy the process; both students were smiling throughout the experiment. Another pair struggled throughout the experiment, became very frustrated but continuously communicated with each other, going back and forth about what was really required. They even commented that they were the wrong two people to be paired together. Although it took them the entire two-hour session, they never stopped communicating, and although things were tense at one point, they were respectful to each other and got through it. The individuals all appeared to struggle, some frantically flipping through the pages of their textbook and appearing to try multiple methods during the coding of the program. These individuals eventually finished, but their programs overall were not successful.
Student Perceptions
In fall 2015 and spring 2016 the pair programming concept was implemented as a part of the Software Design and Development course curriculum. Of the 8 programs assigned to the students, half were individual and half were pair programs. The results of the student surveys from the two experiments and the two semesters where it was incorporated in the course are listed below. Table 4 shows results of the students' perceptions about their partners. Although researcher observations are important, student perceptions are also important. Overall, the results are in favor of pair programming because the students perceived that the results and the experience were better, which is consistent with results found in studies of CS/SE students (Salleh et al., 2011) . Table 4 shows survey questions designed to evaluate the students' perception of their programming abilities and the overall quality of a program written by a pair. First, students in both experiments felt their technical abilities and that of their partners were about the same, with an average around 3. The question about partner compatibility is important since pairs were randomly combined and compatibility could have an effect on the result of the pair programming experience and the final result. The average for both experiments was very close to 1, indicating pairs were "very compatible." The researchers' observations were similar to the student's perceptions when analyzing compatibility. Finally, the students were asked about the quality of their pair program compared to the quality of their expected result if they had produced the program alone. In this case, the fall group average was 2.32, while the spring group average of 2.57 indicated that students perceived the result was between "about the same" and "higher quality." Table 5 shows the results of student perceptions of pair programming from the survey. The first nine questions in the table are about student perception of the partner experience. The averages of the fall group overall were lower than those of the spring group; however, most students agreed that the pair experience was beneficial and helped them program. The main difference between the groups was on the question: "It was easy for me to get my pair programming partner to answer my questions." The fall group average response was 3.10, which indicates "agree." The spring average response was 3.71, which is closer to "strongly agree." The researchers did not have an explanation for this. Some possible explanations are differences in the students themselves, a smaller class size in the spring, or more experienced researchers. The majority of participants felt the pair programming process was beneficial and made them more confident about their code, enhanced problem-solving, and clarified unclear concepts. The question about wanting to change partners produced interesting results. The average score for both groups was very close (1.75 and 1.86), which indicated overall satisfaction with their partners. This was surprising as two pairs in the fall were very dysfunctional. The last three questions in Table 5 reveal the students feelings about using the pair programming practice. These questions measured student perception of pair programming as a pedagogical tool for the course, including whether they would recommend this practice to other students. The average scores here all ranged between "agree" and "strongly agree." In fact, the spring group averaged 3.63, which was closer to "strongly agree" when asked if pair programming should be a part of every programming class. Other research also found students to be positive about working in pairs in the future after their experiment (Nagappan et al., 2003) . This result, as well as other results, convinced the researchers to incorporate pair programming into the curriculum of the fall 2015 course.
Overall, the average responses were more positive in the two experiments than in the course implementation. In the experiments the average response was 3.0 and higher (3=Agree) when students were asked about the success of pair programming for learning programming concepts. In the course implementations, the results were as low as 2.5 (between disagree and agree) and only one average was over 3 for the same three questions. The results for the course implementation are likely different because pair programs included in the course had an impact on the students' grades where there was no grade impact during the experiments. However, the instructor felt the results were positive enough to continue to include pair programming in the course.
The instructor observations during the implementation for semesters fall 2015 and spring 2016 were different. During the fall 2015 semester pair programming allowed the instructor to interact more with the students while they were programming and students asked more questions about their programs. However, unlike previous classes, the new implementation allowed students to work on programming assignments during in-class labs instead of outside of the classroom. During the spring 2016 semester there were problems with "loafers" in some pairs. The instructor had to intervene to manage this issue. Although this was disappointing, the pair programming practice has had enough value in the course to continue using it in future semesters.
There were some open-ended questions in the survey to capture student perceptions in their own words. Some of those perceptions were:
"I thought it was a good exercise, I enjoy working with a partner." "I wish I had more time to use this method. Possibly during guided development or certain chapter programs."
"I liked the process overall, I just wish that I took it more seriously in the beginning."
Finally, when asked what they would change, one student indicated the following, which was encouraging: "working on a program that was more difficult."
Discussion
The significance of the findings in this study with MIS majors is their similarity to results for CS majors. While the similarity of the findings for the two types of majors may not seem remarkable, it is in fact very important. The results point to an area in the MIS curriculum that can be improved to produce more confident students who are prepared to work as collaborating member of a pair in the workplace.
As an instructor of a MIS introductory software design course for many years, the lead researcher has on several occasions encountered students who, although they excel in their other courses, are stumped by programming. The resulting anxiety for these students causes them to contemplate changing majors, which directly impacts retention. If a CS major cannot program it can be difficult for them to find a job in their field or even to graduate in their major. However, the majority of careers for MIS majors will not require highly technical tasks such as advanced programming. Instead, they will need to understand enough about software development to act as a liaison between the customer and the technical staff. In other words, it is likely a MIS major can survive even if programming is difficult for them. Therefore, it would be wise to structure a software design and development course in a way that allows MIS majors to learn and use the concepts while collaborating with a partner since that is more likely to produce positive results. Survey results indicated that the majority of participants in these experiments felt the pair programming process was beneficial and made them more confident about their code, enhanced problem-solving, and clarified unclear concepts. One of the researchers has observed several MIS students who struggled to pass the programming course eventually land good jobs and go on to have very successful MIS careers. Although this is not statistically documented in our findings, it is important to the usefulness of our results.
Future research should further explore pair programming in the MIS curriculum to determine if this technique can improve retention of MIS majors or reveal other specific benefits. As noted, the researchers continued this research by altering the software design course in the fall 2015 and spring 2016 semesters to include pair programming, and those results were shared in the Student Perceptions section. The intention is to continue using pair programming in future semesters.
Conclusion
The researchers concluded that the benefits of pair programming with their MIS students were very similar to those found in CS/SE studies. Students in pairs appeared to enjoy the process of creating the program much more than those who programmed individually. This was consistent with research that hypothesized that students in paired labs would have a positive attitude towards working in collaborative software development environments. The same research also found pair programming to be beneficial for non-CS majors (this could include MIS), but not necessarily for CS majors (Nagappan et al., 2003) .
The researchers concluded, from their observations and student survey responses, that students in pairs shared ideas that helped them learn from each other. Sharing ideas and learning from a partner have previously been identified as benefits of pair programming (Muller, 2006; Salleh et al., 2011) . The goal of our study was to determine if pair programming would allow MIS students to become more proficient after completing one software course in four broad categories: technical productivity, program/design quality, academic performance, and perceived satisfaction. Our results indicate academic performance in pairs was better; overall the pairs in both experiments performed better than the individuals even though some of the individuals were "A" students in the course. Technical productivity and program/design quality was generally better with the pairs. Only pairs in these experiments were able to complete the assignment successfully using highlevel concepts such as sub-procedures and producing correct results without crashing the program. In both experiments we observed students who had not worked together previously but collaborated well during the experiment. We even had some pairs in both experiments that were laughing and enjoying themselves while they worked. We hope this type of pair programming experience will prepare the students for working collaboratively in the workplace where pair programming is being used as a part of extreme programming practices (Muller, 2006) . Our results for MIS majors were consistent with results from the study with CS and non-CS majors by Nagappan et al. (2003) where their results showed "paired and solo programmers have comparable scores in the projects though in some cases paired programmers have marginally higher scores than the solo students."
There were some limitations to this study. First was the time constraint of 75 minutes; this appeared to hinder completion of more high level concepts like sub-procedures. After grading the programs from the fall experiment and noting that more than half the students indicated that the time limit was too short (Table 3) , in the spring the time was extended to 120 minutes. In spring, two of the groups and two of the individuals finished between 70 and 82 minutes, with one group and one individual requiring the entire 120 minutes. It appears although the 75 minute time frame was perceived as a limitation, in fact several students were able to finish within that time limit when given more time. Thus, it remains uncertain what the optimal time limit would be. Another limitation common to surveys was the self-reporting of students on their own behavior. The small sample size, although common in pair programming experiments, may make it difficult to generalize these results. 
