Abstract. Distributed applications are broadly used due the existence of mobile devices as are mobile phones, tablets and chrome books. They are often based on an architecture client-server. A server part contains a central storage where all application data are stored. A specific user accesses data using a client part of an application. The client part of the application can store data in its local storage to enable an offline mode. In the past, we were developing such a client-server software system and we realized that it doesn't exists a general way how to define, search and provide into a client part only those data that are important or relevant to a particular user. The aim of this article is a definition of the problem and a creation of its general solution, not how to achieve the most effective and complete data synchronization. Complete synchronization of data that has been already theoretically and practically solved on a general level and it is impractical for our case.
State Of The Art
A synchronization of mobile devices is mentioned from a different point of view in existing and already publicised researches. Overview of commonly used synchronization protocols for PDAs is in the paper [1] . Mentioned protocols were being used for synchronization of full PDA storage between many devices used only by one specific user. Compared protocols are Hot Sync used by Palm OS; Intellisync used by company Intellisync acquired by Nokia in 2006; SyncML that is open industry initiative supported by many companies. Last one protocol is CPIsync that is an abbreviation to Characteristic Polynomial Interpolation Synchronization. The protocol is based on algebraic principles and it is described in [7] or [11] . In the paper, a problem of a synchronization is called as the set reconciliation problem. Presented principle for own synchronisation promises better results then a principle of timestamps that is used in our paper and we will try to use it with our solution in the future. It is described a new architecture in an another paper [4] that promises interoperability between different application at the data management level. Beside data store, architecture contains also meta-data store where is used RDF [8] . An another interesting approach is offered in [6] . There is described an architecture that provides a collaborative data sharing among spatial-temporally co-existing mobile devices. An aim of the approach is to minimizing an overall network usage and a traffic.
Introduction
In this paper, we present the problem that was solved during development of the system that will be used for a communication between users who are connected in some internet social network e.g. Twitter, LinkedIn or Google+. Users work with the system on their mobile devices with temporary Internet access. Description of the problem is in section 3. Section 4 contains formal definitions of basic concepts used in this paper. There is a more detailed description of the system in the section 5. Generalization of a selection of relevant data is in the section 6. How is a synchronization performed according to selected relevant data shows section 7. In the section 8, known existing issues of the solution are discussed. The section 9 contains a conclusion.
Problem definition
The architectural style of the system is client-server [9] . The server part of the system contains all the information -such as user profiles, their contacts (connection to another user in some social networks), and more. The server part of the system should be defined marketing term cloud (see [10] ). Part of the system that runs on a mobile device is referred to as the client part of the system. Generally, a term data is used for set of objects (entities), their state and connections or links among them (see definition 1). The client part of the system should contain current information to which the user has permission and are also important for him. Such information is referred to as the relevant information (see definition 4). The term data in our paper is used for the set of all objects (entities), their states and all links between these objects. Timeliness of data means that the data in the client part are identical to relevant data in the server for the user. The main objective of this paper is not a description of the problem of synchronization but how to specify the relevant data and how to find modifications for a specific user in these data. These have to be transferred into the client part of the application. Synchronization is based on the principle of timestamps.
Basic definition
Running object-oriented system is composed of objects that are interconnected by links. The links are of some type. Type of a link is called association [3] . Objects, their state and links define data of the system. Definition 1. Let O is the set of all objects that the system is working with 1 . Let A is the set of all associations in system. Let L ⊂ O×O×A is the set of links between objects. We say that there is a link of a specific association "a" between objects o 1 , o 2 ∈ O if and only if (o 1 , o 2 , a) ∈ L. Let S is the set of all possible states of all objects in the system and let the map "state : O −→ S" exists. The map "state" returns for a certain object state of the object. There is used term system data for the triple data = (O, L, state) in this paper. If we want to talk about the system data in time t then it is denoted as (O t , L t mstates t ).
In object-oriented programming environments, objects are usually defined by the classes [3] . Every object is an instance of exactly one class. The classes are so mutually disjunctive. Type of a link is expressed as association [3] . Each association is defined by two classes and two roles in which objects of the classes are found. These classes define permitted types of objects that can be linked with that type. Roles define names that objects in the link can be referred with. 
If the storage of the server part contains the object o i and the storage of the client part contains the object o ii and both objects represent the same entity then these objects refer to a single item o from the set of objects O although their states vary in both repositories. We can then write
Definition 3. Let d 1 and d 2 are various system data where
Definition 4. Let U is the set of all system users, D is the set of all possible system data -D = 2 O × 2 O×O×A × 2 O×S and let there exist a map ρ : U × D =⇒ D that meets (∀u: U )(∀data: D) (ρ(u, data) ⊂ data). In this case, the map ρ is called as the selection of relevant data and result of this map for the user u and system data data u s is called relevant data in data s for the user u. Let there any relevant data such that it satisfies data r = (O r , L r , state r ), then we call O r relevant objects, L r relevant links and state r relevant states. The above mentioned relationship between the user, the system data and the relevant data is expressed by the predicate RelevantDataF orU ser = (λu, d, d r )(d r are relevant data of system data d for the user u)
Description of the system
The system allows the user u o to invite selected friends (other users included between the contacts of the user) to the event organized by the user u o . Invitation to the event for each user is transferred to the mobile device. The invited user can accept this invitation or refuse. Invite status are visible to other participants in the same event. The selected part of the ER model for this system is shown in Figure 1 . Let u is a user that is represented by an object i u which is an is general and depends on the structure and meaning that data are actually relevant (as is done selection of relevant data) and it is specific to each system. The following is a description of the selection of relevant data for our system. A more general description is then in the section 6. 
The last set contains instances of the class Participation, which are linked with that identity i u (5.3). Furthermore, this set contains all the events associated with any such object Participation(see equation 5.4). Finally, this set contains all objects of the class Participation linked to any such event and the identity that i u has among his contacts. User can only see a participation of his friends. The set does not contain any other elements:
Links are not subject to any restrictions 2 . Each link that exists between objects in original data also exists in the relevant data (if both objects are also in the
In a similar manner, the relevant state is derived -state
Selection of relevant data
From the just presented problem, we defined a more general way of how to select relevant data. This approach consists of using constraints to objects that reduce the original set to the set of relevant objects. If we look carefully, these constraints can be divided into three groups:
1. These constraints define the class to which the object must belong to or a specific instance (on the basis of its identity). This group is denoted as C g1 . 2. These constraints define the states in which objects must be. Their state is given by the value of their attributes. Attributes that implement link to other objects are not included. This group is denoted as C g2 . 3. These constraints define how objects are accessible from (see definition 7) objects that are already included in the set of relevant objects because they satisfy one of the constraints of the previous two groups. This group is denoted as C g3 .
The constraint which will include object i u to the set of relevant objects is representative of the first group. The constraints that will include all the contacts (and referenced identities) or objects of the class Participation for the object i u to the set of relevant objects are representatives of the third group. In our application, there are no examples of the second group of constraints, but we expect their existence.
Definition 5. Graph with typed edges is called an ordered triple (V, E, T e ) where V is the set of vertices, E is the set of edges and T e is the set of types of edges. E is defined as the set of pairs (e, t e ) where e is a pair of vertices and t e is the type of edge so shortly we write
Our definition extends generally used definition of the graph(see [5] ) of the type that is assigned to an edge -t e . 
e ∈ E)(e = ((e 1 , e 2 ), t e ) ∧ (e 1 , e 2 , t e ) ∈ L. The relationship between system and graph constructed for them is expressed by the predicate GraphF orSystemData = (λg, d)(d are system data and g is the graph constructed for them).
Specification of paths that define whether objects (or edges) are included among the relevant objects is based on a simple grammar:
<Sp> specifies a set of paths. <Direct set definition> specifies only those paths that have a length of zero (containing only one vertex). These paths contain only one vertex, which meets certain conditions. We omit the definition of grammatical rules of that non-terminal. Alternative <Sp>.<Te> derives a new set of paths. Let d = (O, L, state) are system data with schema s = (C, A) and let g = (V, E, A) is a graph that satisfies GraphF orSystemData(g, d). Let P ath 0 is an expression written using our defined grammar. Let S n is the set of all paths defined by this expression then an expression P ath 0 .T e defines a new set of paths S n+1 . The definition of this set is in 6.1.
The definition of the used predicates follows. EndV ertex indicates that the vertex is the end vertex of the path(see 6.2). IsInRole indicates that the vertex has a role in the link, which corresponds with a certain edge (see 6.3). IsP ath indicates that a given sequence of vertices and edges is a path (see 6.4).The predicate IsSubP ath indicates that a path is " prefix" other paths in the graph (see 6.5).
EndV ertex = (λp, v) (p is path v 1 e 1 v 2 e 2 ...e n−1 v n for n ≥ 0 ∧ v = v n ) (6.2)
IsSubP ath = (λp, p , G)(IsP ath(p, G) ∧ IsP ath(p , G)
. . e n−1 , v n ) (6.5)
Let g is a graph with typed edges, p is a path in the graph, v is a vertex in the graph and e is an edge in the graph. We say that the vertex v is on the path p if and only if p = v 0 e 0 v 1 e i ..
This relationship is expressed by the predicate IsInP ath(v, p). We say that the edge e is on the path p if and only if p = v 0 e 0 v 1 e i ...e n−1 v n ∧ e = e i ∧ i ∈ {z | z ∈ Z ∧ 0 ≤ z ∧ z < n}. This relationship is expressed by the predicate IsInP ath(e, g).
Let d are the system data with the schema s. Relevant data denoted d r = (O r , L r , state r ). Let Es p is the set of expressions defined by the above mentioned grammar and S p is the set of all paths in the data generated d using the expressions of Es p . Sets are constructed based on the equations 6.6, 6.7 and 6.8.
Expressions that define the paths for the selection of relevant data for the user u in our system are as follows:
where id u is the identity of the user u. We note that the specified expressions generate a slightly different set of relevant data than was defined in 5. The second term includes the identity to a set of relevant data regardless of whether it is the user contacts or not. This problem will be solved in the future with a modest extension of the grammar, which allows you to define that an object in the path must already be included in any other path.
The principle of synchronization relevant data
At the beginning, we will describe the synchronization, which ensures that the client part has the current data. This part runs on a device that belongs to a certain user. Any changes in the repository of this section is immediately transferred to the server part of the system. This ensures timeliness of its data. The client part is periodically requesting the server part for the changes since the last synchronization of the time t ls . The general algorithm of the searching of changes in the relevant stored in the server part is described in 1. The inputs of the algorithm are:
-t ls -last time of the synchronization -u -the user -data = (O, L, state) -all data stored in the server part of the system, -data t ls = (O t ls , L t ls , state t ls ) -all data stored in the server part of the system in time t ls .
and produces:
-O ∆crt ⊂ O -set of objects to be created in the client part, -O ∆upd ⊂ O -set of objects to be updated in the client part, -O ∆del ⊂ O t ls -set of objects to be deleted in the client part, -L ∆crt ⊂ L -set of links to be created in the client part, -L ∆del ⊂ L -set of link to be deleted in the client part, -state' ⊂ O × States -current status of newly created or modified objects.
-t cs -the time synchronization. Used construction are defined in 7.1, 7.2 and 7.3.
The client part of the application updates its local storage base on the output of the previous algorithm. The described algorithm is simple to describe, but difficult to implement. It requires trace the history of each change because it refers to the system data at the time of the last synchronization t ls . Instead of keeping a complete history, we use timestamps. The timestamp is an integer that is generated for a group of activities performed at one point or better during one transaction [2] and it is assigned to the actions. Let act be a same action. We refer to its timestamp as ts act . Let a 1 , a 2 are some actions, ts a1 , ts a2 are the timestamps and T r 1 , T r 2 are transactions in which these actions took place. The values of these timestamps satisfy the following conditions:
-ts a1 = ts a2 is valid if and only if T r 1 = T r 2 .
-ts a1 < ts a2 is valid if and only if T r 1 = T r 2 and the transaction T r 1 has been finished before T r 2 3 .
In the server part of the system, it is recorded for each performed action (create, update, delete) the type of the event, object identifier and the timestamp of the event. For each object, it can exists at most three different time stamps.
In the case of repeated modifications of the same object, it is always recorded timestamp only the last action.The system also records the creation and deletion of links between objects, such as information about related objects and type of link (association). Let At = {create, update, delete} is the set of action types then we define the map ts : O ∪ L × At −→ Integer ∪ {N one} which returns for a given type and object recorded timestamp or N one. A modified algorithm for changes finding in the server repository based on the time stamp of the last synchronization -ts ls -is described in 2. This algorithm produces timestamp of the performed synchronization ts cs . This timestamp is the maximum value of all timestamps of objects that are transferred during the synchronization.
In the algorithm, we use the following construction:
-predicates IsLink or IsObject returns true if the element is a link or an object. This can be resolved from logs, in which the actions create, update, delete with a time stamp are recorded. -predicate HasM odif ication -that is true if and only if the given path p contains a created, updated or deleted object or link with a newer timestamp than the ts ls . This predicate is defined by equation 7.4. -predicate IsInP ath -which is true if and only if the object or link is in the path p (see an equation 7.5). -IndexOf F irstCreatedElement -smallest index of any element in the path p which is of type T and was created after the time t (see an equation 7.6). In this equation, there is used an predicate IsIndexOf (see an equation 7.7).
Algorithm 2: A mobile synchronization
HasM odif ication = (λp, t)(p = e 1 , e 2 , e 3 . . . e n−1 , e n ∧ a ∈ {create, update, delete}
∧ ts(e, create) = N one ∧ ts(e, create) > ts}))
The client part of the application again updates its local storage base on the output of the previous algorithm. All relevant data are represented by a set P aths that contains all paths. It is defined by set of expression according to the specific grammar. They are selected only those paths that contain the newly created object, updated objects or created link (definition of predicate HasM odif ication is in the equation 7.4). In the beginning, the newly newly created links in a selected path p are included in a set of newly created links L ∆crt . Likewise, newly created and updated objects in the path p are also included to the sets O ∆crt and O ∆udp . It is obtained the smallest index of a newly created link in the path. With all of the objects and links that are in the path and they have greater index, it will then treated as a newly created, because they could be unavailable in the previous synchronization. Duplicate objects contained in the set O ∆crt and the set O ∆udp are from the set O ∆udp removed and they are treated as newly created. The set O ∆del and L ∆del contain all the objects and links (their identifiers) that have been deleted since the last synchronization, regardless of whether they are relevant or not. The reason is the server part does not keep information about objects removed, but it keeps only its identification and a time stamp of a removing. The reason is the server part does not keep information about removed objects, but it keeps only its identification and a time stamp of a removing.
Discussion of the algorithm
The presented algorithm has several weaknesses known to us. The first of these is that each removed object or link is transferred to all other mobile devices. This problem is not serious because of the small number of these actions (deletion), because it is not often the case, that would be something deleted. However, it should be solved more generally in the future. Another shortcoming is again connected with action deletion. Consider the following scenario. The user is in contact with a different identity (representing another user). This contact is deleted but the referenced identity remains still exist. This contact deletion is propagated from the server storage, but referenced identity will not be deleted, even though it is possible that a given user does not have other contact info for this identity. The solution is to check whether the identity of a certain contact is still accesible and delete it if it is not. It is not too general and effective solution and we will work on any better. Briefly, we will register for each object, the number of path, which makes the object in the set of relevant data. During the termination of a path, then this value will be decreased and when it reaches zero, objects can be removed.
Conclusion
In this paper, we have described the problem that we encountered during the development of a single system. In this system, data are shared between multiple users. Subsequently they are transferred to the mobile devices of users with which they are shared. We want to ensure timeliness of data in repositories of the client part. However, we want to transfer only data that are relevant to the owner of the device. Presented solution has some issues associated with deleting objects and links. In the future, we want to address these issues in a general way.
In the future, we also want to test using the synchronization mechanism based
