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Abstrakt 
Postranní kanály ovlivňují razantně bezpečnost kryptografických systémů, proto je nutné 
jim věnovat pozornost při implementaci šifrovacího algoritmu. V této práci jsou v počátku 
uvedeny základní typy postraních kanálu a jaké útoky se pomocí nich provádí. 
V následující část jsou popsány druhy ochran proti útoku postranními kanály, z kterých je 
nejvíce kladen důraz na maskování, z důvodu možné implementace i na stávající 
kryptografické systémy.  Poté jsou představeny maskovací techniky pro šifru AES, kde je 
popsán jejich způsob maskování, úprava šifrovacího algoritmu a především vůči kterým 
útokům odolají.  V praktické části je popsáno měření, které se snaží zaznamenat 
proudovou spotřebu mikrokontroleru. Měření mělo za účel zkoumat především na únik 
informací pomocí proudového postranního kanálu. 
Klíčová slova 
Protiopatření, Postraní kanály, Maskování, AES, Proudová analýza 
 
Abstract 
Side channels affect a security of the cryptographic systems, due to it is necessary to focus 
on implementation of the algorithm. There are mention basic classification of side channels 
in the beginning of the work. The following chapter describes types of countermeasures 
against side channel attack, which the most emphasis on masking, because of possible 
implementations on existing cryptosystems. Masking techniques are introduces in the 
following chapter, where is a description of their method of masking, treatment of cipher 
and their resistance against attack. The practical part describes the measurements that are 
trying to record the power consumption of the microcontroller. Measurement was designed 
to examine primarily on information leakage through power side channel. 
Keywords 
Countermeasure, Side channels, Masking, AES, Power analysis 
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Úvod 
 
    Útok proudovým postranním kanálem představuje v současné době účinný a efektivní 
způsob kryptoanalýzy na bezpečné kryptografické algoritmy AES nebo RSA, které jsou 
implementované na bezpečných zařízeních (čipové karty). Analýza proudovým postraním 
kanálem je účinná, protože proudová spotřeba kryptografického zařízení je závislá na 
právě zpracovávaných instrukcích a datech. Účelem všech protiopatření je tuto závislost 
odstranit popřípadě minimalizovat. Metody protiopatření přistupují k tomuto cíly dvěma 
různými způsoby a to maskováním a skrýváním.  
    Cílem bakalářské práce je analyzovat současný stav používaných technik. V praktické 
části je úkolem realizovat kryptoanalýzu vybraného kryptografického modulu a analyzovat 
účinnost implementovaného protiopatření. 
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1 Útoky postraním kanálem 
    Každá výměna informací mezi kryptografickým modulem a jeho okolím je označen za 
kryptografický kanál. Analýza postranního kanálu je postup, při němž je možné získat 
informace, které je možné odvodit ze signálu přicházejícím po kanálu. Koncept útoku 
postranním kanálem poprvé popsal Kocher v [6] v roce 1996.  
    Každý typ postranního kanálu je založen na konkrétní informaci, které je možné zachytit 
a změřit. Postranním kanálu prosakují citlivé informace z kryptografického modulu. 
Útočník provede analýzu kanálu, která zahrnuje zpracování a vyhodnocení citlivých 
informací. 
 
 
Obr. 1 Model útoku 
    Útok na kryptografická zařízení se liší v závislosti na čase, vybavení a potřebných 
znalostech. Existuje několik způsobů jak rozdělit tyto útoky. První metoda dělí útoky podle 
způsobu zásahu do modulu na aktivní a pasivní útoky.  
    Při aktivním útoku dochází k aktivnímu zásahu do činnosti modulu a vzniku 
nestandardních situací. Se vstupy zařízení anebo s prostředí je manipulováno tím dojde 
k nestandardnímu chování zařízení. Tajný klíč je poté odhalen zkoumáním chování 
zařízení. 
    Pasivní útok pouze sbírá informace za standardní činnosti běhu zařízení, nedochází 
k narušení činnosti modulu. Tajný klíč je odhalen pouze pozorováním zařízení. 
Druhá metoda je rozdělení útoku podle způsobu fyzického zásahu. Kryptografická zařízení 
obsahují mnoho vnitřních i vnějších rozhraní. Některá rozhraní zařízení jsou jednoduše 
dostupná, pro přístup k jiným rozhraním je nutné speciální vybavení. Tyto útoky lze dělit 
na invazivní, semi-invazivní a neinvazivní, všechny mohou být jak pasivní tak i aktivní. 
    Fyzickým porušení modulu dojde k invazivnímu útoku, pokud se pouze pasivně snímají 
informace bez poškození vodičů nebo zavedení chyb jedná se o pasivní útok. Při aktivním 
útoku jsou signály v zařízení modifikovány kvůli změně funkčnosti zařízení. Při tomto 
typu útoku nejsou žádné omezení, co dělat s kryptografickým zařízením pro odhalení 
tajného klíče. Tento typ útoku patří k nejúčinnějším, ale také k nejdražším, protože je 
nutné drahé vybavení. 
    U semi-invazivního útoku nedochází k poškození čipu, ale je nutný přístup do vnitřní 
implementace, používají se elektromagnetické sondy, u aktivního útoku se zavádí chyby 
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do čipu pomocí rentgenových paprsků, elektromagnetického pole nebo světla a sledují se 
jeho výstupní data. Vybavení nutné pro tento typ útoku není tak drahé jako pro invazivní 
útok, nicméně je jeho cena dosti vysoká. 
    Neinvazivní útok, jeho provozování nelze zpětně zjistit, protože nezanechá fyzické stopy 
na čipu, využívá se pouze informace získané z přístupných fyzických rozhraní, aktivní 
neinvazivní útok by bylo možné provést provozem čipu ve vyšších teplotách nebo 
přivedením vyššího napětí. Pro tento typ útoku je nutné vybavení, které není příliš drahé, 
proto jsou tyto typy útoku největší hrozbou pro kryptografická zařízení. 
 
1.1 Časový postranní kanál 
Časový postranní kanál byl prvním publikovaným příkladem postranního kanálu. Na 
možnost vedení útoku přišel Američan Paul C. Kocher [6].  Časový útok zjišťuje potřebný 
čas k vykonání určitých operací v kryptografickém modulu. Různé operace mají různou 
délku trvání, instrukce procesoru trvají jinak dlouho než větvení programu nebo čtení a 
zápis dat do paměti. Tento typ útoku lze využít u kryptografických modulů, kde hodnota 
tajného klíč přímo závisí na době výpočtu. TA lze nejlépe popsat na algoritmu RSA [7].  
    RSA algoritmus využívá modulární mocnění, které se implementuje pomocí algoritmu 
square and multiply, kdy doba výpočtu závisí na hodnotě klíče. Útočník měřící čas nutný 
k vykonání algoritmu, v případě zadání správného klíče je doba zpracování delší, než při 
chybném klíči. 
1.2 Elektromagnetický postranní kanál 
Při využívání tohoto kanálu se využívá skutečnosti, že činností kryptografického modulu 
dochází k vyzařování elektromagnetického pole. Toto pole vzniká v důsledku proudů 
procházejícími tranzistory a spoji, které jsou tedy závislé na zpracovávaných datech. 
    Měření se provádí pomocí malých magnetických sond v těsné blízkosti modulu 
z důvodu přesného měření. První publikovanou prací na integrované obvody a výpočetní 
jednotky byla v roce 2001 práce [3]. 
1.3 Proudový postranní kanál 
Proudová analýza se zabývá proudovou spotřebou kryptografického modulu při běhu 
šifrovacího algoritmu. Byla představena Kocherem v roce 1999 v práci [5]. Naprostá 
většina kryptografických zařízení je založena na CMOS technologii, u kterých je celková 
proudová spotřeba součtem jednotlivých proudových spotřeb buněk z celého obvodu [7]. 
    Základním členem je invertor, složen ze dvou tranzistorů, ale každý s jiným typem 
vodivosti, zobrazen na Obr. 2. Celková výkonová spotřeba lze rozdělit na dvě části. 
Statická spotřeba je odebírána invertorem ve stabilním stavu. Druhá část je dynamická 
výkonová spotřeba, která nastane při změně stavu invertoru.  
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Obr. 2 Model invertoru 
Při přechodu mezi logickou 1 a logickou 0 či z logické hodnoty 0 na hodnotu 1, dojde ke 
zvýšení spotřeby. Z toho lze určit, že závist dynamické spotřeby na zpracovávaných 
datech.  
 
1.3.1 Jednoduchá proudová analýza 
    Jednoduchá proudová analýza je technika přímé interpretace proudové spotřeby sbírané 
v průběhu činnosti kryptografického modulu. Útočník se tak snaží odvodit klíč přímo 
ze zaznamenané proudové spotřeby. Z toho důvodu je tato analýza v praxi dosti složitá. 
Požaduje znalost o implementaci kryptografického algoritmu, který probíhá na daném 
zařízení. Obvykle jsou použity statistické metody pro extrahování požadovaného signálu 
ze získaného měření. Cílem této metody je odhalení šifrovacího klíče, když je dostupné 
pouze malé množství proudových průběhů.  
    SPA lze rozdělit na single-shot a multi-shot útoky. Při single-shot útoku je zaznamenán 
pouze jeden proudový průběh. U multi-shot útoku je zaznamenáno několik průběhů pro 
stejnou zprávu nebo zaznamenávat průběhy pro různé zprávy. Výhoda je pro více průběhů 
dosáhněme snížení rušivého šumu spočítáním střední hodnoty. Pro úspěch tohoto útoku je 
nutné, aby klíč měl, ať už přímo či nepřímo, dopad na proudovou spotřebu modulu. Tuto 
analýzu lze rozdělit na několik typů přímá interpretace proudových průběhů, útok pomocí 
šablon a kolizní útok. 
Přímá interpretace dat 
    Každý algoritmus spuštěný na kryptografickém zařízení probíhá sekvenčním způsobem. 
Operace jsou definovány algoritmem a přeloženy do instrukcí, kterým rozumí zařízení. 
Každá instrukce pracuje s jiným počtem bitů a využívá různé části obvodu, které mají 
charakteristickou proudovou spotřebu. V případě rozpoznání vykonaných instrukcí muže 
dojít k bezpečnostní hrozbě pokud pořadí instrukce závisí na hodnotě klíče. 
    Tento problém se vyskytuje u asymetrických šifer, kde se využívá modulárního mocnění 
obvykle prováděného pomocí algoritmu square and multiply, který postupně zpracovává 
jednotlivé bity soukromého klíče.  
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Útok pomocí šablon 
Šablonový útok odhaluje proudové spotřebu závislou na zpracovávaných datech. Oproti 
jiným typům proudové analýzy šablonový útok se skládá ze dvou částí, První část zahrnuje 
charakterizaci zařízení pomocí šablon, v druhé části jsou šablony použity při útoku na 
zařízení. Proudové průběhy mohou být charakterizovány vícerozměrný normálním 
rozdělením, které je definován vektorem středních hodnot a kovarianční matice      .  
Pokud vlastníme zařízení stejného typu, jako to, na které chceme útočit, a máme ho plně 
pod kontrolou, můžeme zaznamenat pro průběhy pro růžná vstupní data      a různé 
klíče     . Seskupením párů         je vypočítán vektor středních hodnot a kovarianční 
matice. Je získaná šablona pro každý pár dat a klíče                          . 
    Následně je použita šablona společně s proudovým průběhem ze zařízení k odhalení 
klíče. Je vypočítána pravděpodobnost, která určuje, jak přesně odpovídá šablona 
změřenému průběhu. 
                
     
 
  
                
              
                          
 
    Jsou spočítány pravděpodobnosti pro všechny šablony [12]. Vyšší pravděpodobnost by 
měla označovat odpovídající šablonu, klíč v této šabloně pak odpovídá hledanému klíči.  
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1.3.2 Diferenciální proudová analýza 
Diferenciální proudová analýza je nejpopulárnější typ proudové analýzy. Byla uvedena 
Kocherem v práci [5]. Díky skutečnosti že není potřeba mít detailní znalosti o daném 
kryptografickém modulu. Je postačující vědět, jaký kryptografický algoritmus zařízení 
používá. Odhalení tajného klíče kryptografického modulu je založeno na zaznamenání 
velkého množství průběhů při šifrování a dešifrování různých datových bloků. Klíč může 
být odhalen i v případě zaznamenání průběhů s vysokým šumem.  
    Pro provedení DPA útoku je nutné vlastnění kryptografického zařízení po nějaký čas pro 
provedení této analýzy. U SPA útoku se proudová spotřeba zařízení analyzuje v časové 
ose. Útočník se snaží najít shodu se šablonou v jednom průběhu. DPA útok analyzuje, jak 
proudová spotřeba v daném čase závisí na zpracovávaných datech. Existuje obecná 
strategie útoku používaná pro všechny DPA útoky. Skládá se z pěti kroků. 
První Krok: Určení mezivýsledků prováděného algoritmu 
    Nejprve je nutné vypočítat mezivýsledek algoritmu spouštěného na zařízení. Tento 
mezivýsledek musí být funkce       , kde   je známá hodnota nekonstantních dat, to je 
nejčastěji zpráva nebo šifrový text a   je část klíče stačí i jeden bajt. 
Druhý krok: Měření proudové spotřeby 
    Druhý krok je měření proudové spotřeby při šifrování a dešifrování různých datových 
bloků. Při každém šifrování a dešifrování musí útočník znát odpovídající hodnotu dat d, 
která je zahrnuta v kroku 1. Zápisem těchto dat do vektoru             , kde    
označuje hodnotu i šifrovacího a dešifrovacího průběhu. Během každého spuštění útočník 
zaznamenává proudový průběh. Předpokládejme, že proudový průběh odpovídá datovému 
bloku    jako   
               , kde T označuje délku průběhu. Měřením průběhů pro D 
datových bloků je možné je zapsat jako matici T velikost     . Je důležité, aby 
zaznamenané průběhy byly správně synchronizovány, hodnoty proudové spotřeby 
v každém řádku    matice T byly výsledkem posloupnosti stejných operací. V případě 
špatné synchronizace není možné odhalit tajné klíče, jak bylo zjištěno v [8]. 
Třetí krok: Výpočet předpokládaných mezivýsledků 
    Třetí krok zahrnuje výpočet předpokládaných mezivýsledků pro všechny možné 
hodnoty šifrovacího klíče k. Tyto možné klíče lze zapsat do vektoru            , kde 
K reprezentuje celkový počet možných klíčů. V případě DPA útoku se obvykle části tohoto 
vektoru označují jako hypotetické klíče. Z vektoru dat   a vektoru hypotetických klíčů 
  lze vypočítat předpokládané mezivýsledky        pro všechny D šifrovacích průběhy a 
všechny hypotetické klíče. Výsledkem je matice V o rozměrech     vypočítána podle 
rovnice: 
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Sloupce matice V obsahuje mezivýsledky pro všechny klíče tedy i pro klíč použitý během 
šifrování [7]. Cílem je nalezení odpovídající sloupec, který byl zpracován během běhu 
zařízení, tím dojde k odhalení klíče. 
Čtvrtý krok: Mapování mezihodnot na proudovou spotřebu 
    Čtvrtý krok DPA útoku je mapování předpokládaných mezivýsledků V do matice H 
představující hodnoty předpokládané proudové spotřeby.  Dále se využije simulace 
proudové spotřeby kryptografického zařízení. Simulací proudové spotřeby je pro každý 
předpokládaný mezivýsledek   přiražena předpokládaná proudová spotřeba h. Přesnost 
simulace je velmi závislá na útočníkově znalosti o analyzovaném zařízení. Nejčastěji se 
používají modely Hammingovy váhy a Hammingovy vzdálenosti. 
Pátý krok: Porovnání předpokládané proudové spotřeby se změřenými proudovými 
průběhy 
    Poslední krok je porovnání předpokládané proudové spotřeby se změřenými průběhy 
proudové spotřeby. Každý sloupec matice H je porovnán s každým sloupcem matice T, 
výsledkem tohoto porovnání je matice R o rozměrech     každá část r obsahuje 
výsledek porovnání sloupců    a   . Samotné porovnání je realizováno pomocí metod 
popsaných dále. U všech metod je vlastnost, čím je hodnota      větší tím je lepší shoda 
sloupců    a   . 
    Klíč zařízení může být odhalen na základě těchto pozorování. Proudové průběhy 
odpovídají proudové spotřebě zařízení během vykonávání šifrovaní algoritmu s použitím 
různých vstupních dat. Mezivýsledek vybraný v prvním kroku je součást algoritmu. 
Zřízení potřebuje vypočítat hodnoty mezivýsledků     během různých spuštění algoritmu. 
Takže zaznamenané průběhy závisí na těchto hodnotách mezivýsledků v určitých časových 
okamžicích. Tato pozice    v proudovém průběhu, sloupec     obsahuje hodnotu proudové 
spotřeby závislou na hodnotě mezivýsledku    . Proto sloupce h a t jsou silně závislé. Tyto 
dva sloupce     a     vedou k nejvyšší hodnotě v matici R, nejvyšší hodnota je       . 
Ostatní hodnoty jsou nízké, protože ostatní sloupce nejsou silně závislé. Útočník tak odhalí 
index správného klíče a časového okamžiku nalezením největší hodnoty v matici R.  
    V případě, že hodnoty v matici R jsou přibližně stejné, došlo k změření malého počtu 
proudových průběhů. Čím více průběhů bude změřeno, tím přesněji útočník určí závislost 
mezi sloupci. 
    Korelační koeficient [7] je metoda k určení závislosti mezi dvěma proměnnými. Pokud 
jsou náhodné veličiny X a Y mají společné normální rozdělení je pro konkrétní hodnoty 
korelační koeficient dán vztahem:  
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2. Ochrana proti SCA 
Techniky protiopatření proti útokům postraním kanálům musí zabezpečit znesnadnění či 
znemožnění útoku na kryptografický modul. Informace unikající kanálem musí být 
nepoužitelné pro danou analýzu. Účelem protiopatření je zajištění nezávislosti proudové 
spotřeby na hodnotě mezivýsledku a operacích vykonávaných modulem. Tyto 
protiopatření lze rozdělit na dvě skupiny skrývání a maskování. 
Skrývání 
  Skrývání se snaží nezávislosti proudové spotřeby na hodnotě mezivýsledků docílit 
pomocí dvou různých metod. První metoda provádí operace kryptografického algoritmu 
v různé časové okamžiky při každém spuštění, tím se ovlivňuje oblast proudové spotřeby. 
Dochází zde k náhodnému pořadí vykonávání instrukcí, to je docíleno vkládáním 
prázdných operací za běhu algoritmu nebo přesunem operací, u kterých nezáleží na pořadí 
provedení.      
    Druhá metoda činí náhodnou proudovou spotřebou nebo konstantní proudovou 
spotřebou změnou charakteristické proudové spotřeby vykonávaných operací, tak dojde 
k ovlivnění velikosti proudové spotřeby. Hlavním předpokladem je snížení odstupu signálu 
a šumu. Nejjednodušší způsob je provádění několika paralelních operací. Jiný způsob je 
použití šumových rušiček, které náhodně přepínají aktivní a paralelní operace. 
Maskování     
    Maskování závislost proudové spotřeby na hodnotě mezivýsledku řeší znáhodněním 
hodnoty mezivýsledku, což umožňuje implementaci i na zařízeních, které normálně trpí 
úniky citlivých informací. Každý mezivýsledek je zamaskován tajnou náhodnou hodnotou 
generovanou kryptografickým modulem, které se říká maska. Při každém spuštění se mění 
její hodnota, takže ji útočník nemůže znát. Při maskování se musí modifikovat 
implementace algoritmu z důvodu maskovaných mezivýsledků. Maskování lze rozdělit na 
booleanovské a aritmetické. Booleanovské maskování skryje mezivýsledek exklusivním 
součtem XOR       . Aritmetické maskování skryje mezivýsledek aritmetickou 
operací sčítání nebo násobení modulo n,               . Některé algoritmy 
využívají boolean i aritmetické operace, je nutné použít obě maskovací techniky. Přechod 
mezi maskováními přidává značné množství operací [2].  
    Šifrovací algoritmus AES se skládá z lineární i nelineární funkce. Lineární funkce je pro 
boolean maskování ustanovena                 . Lineární funkce lze jednoduše 
booleanovsky maskovat. Nelineární funkce operace S-box                 . 
Zde maskování probíhá složitějším způsobem. Pro substituci S-box je vhodné 
multiplikativní maskování                         , z důvodu jeho 
výpočetní funkce multiplikativního inverzního prvku [16]. Multiplikativní maskování 
neumožňuje zamaskovat nulovou hodnotu mezivýsledku. 
    Maskování se sdílením tajemství využívá vlastnosti, že k získání hodnoty mezivýsledku 
je nutné znát jak maskovanou hodnotu, tak masku.  Základní metoda je použití několika 
masek na jednou hodnotu mezivýsledku, z toho vyplívá nutnost znalosti všech použitých 
masek pro získání hodnoty mezivýsledku [13].  
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2.1 AES S-box odolný vůči SCA 
V článku [11] předkládají řešení zabezpečení S-boxu vycházející z [17], ale při snížení 
inverze S-box operace z        na konečné těleso      . Inverzní operace v       
je lineární operace, která už může být lehce zamaskována. Výhoda tohoto postupu je 
bezpečnost vůči všem DPA útokům prvního řádu. V hardwarové implementaci vyžaduje 
pouze malý prostor a lze provést i její softwarová implementace. Pro zamezení útoku 
nulovou hodnotou je na celý šifrovací algoritmus použita kombinace aditivních a 
multiplikativních masek. Design SubBytes je použit podle architektury z [17] označovaná 
jako S-IAIK. Tato architektura požaduje pouze malé rozměry, je proto ideální pro malé 
hardwarové implementace. 
    Maskované schéma pro inverzi označená jako maskovaný SubBytes IAIK(MS IAIK) 
aditivně maskuje jak všechny mezivýsledky, tak i vstupy i výstupy. V případě výpočtu 
inverze vstupní maskované hodnoty, je mapována hodnota stejně jako maska na těleso 
definováno v [11]. Mapování je lineární a může být jednoduše maskováno. Po mapování 
musí být hodnota invertována podle předpisu                       . Elementy    i 
   jsou aditivně maskovány. K bezpečné implementaci je požadováno přidání nezávislé 
proměnné k prvním mezivýsledkům, které jsou vypočítány. 
    V Tab. 1 bylo maskovací schéma MS-IAIK porovnáno se dvěma jinými maskovanými 
S‒boxy. Porovnání se týkalo počtu násobení, násobení konstantou a mocněním v každém 
schématu. 
Tab. 1 Porovnání maskovacích schémat 
 Násobení 
Násobení 
konstantou 
Mocnění 
S-Akkar 18 6 4 
S-Blömer 12 1 2 
MS-IAIK 9 2 2 
 
S-Akkar 
Pracuje s násobením v konečných tělesech. Při výpočtu je vykonáno 4 násobení 1 inverze a 
2 XOR operace. Všechny operace jsou provedeny v konečném poli o 256 elementech. Pro 
správné porovnání je nutné předpokládat použití na implementaci S-IAIK. Započteme-li 
pouze největší komponent obvodu což je GF16 násobička pro S-Akkar by jich bylo nutné 
12. Implementace S-Akkar je tedy rozměrově mnohem větší. 
S-Blömer 
Je založen na podobných principech popsaných v [11], ale rozdíl je ve výběru polynomů 
což vede méně efektivním výpočtům. S-Blömer potřebuje větší SubBytes implementaci 
než MS-IAIK. Důvodem je maskování násobení a mocnění v konečném tělese. S-Blömer 
potřebuje při výpočtu 3 maskované násobení v GF(16). Jedno zamaskované násobení 
vyžaduje 4 obyčejné násobení v GF(16), celkem tedy 12 násobení v GF(16).  
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2.2 Wire-tap kód 
Uveřejněné výsledky ukazují ochranu proti DPA prvního i druhého řádu v [1]. Tato 
metoda dokáže demaskovat vnitřní stavy bez znalosti masky a je schopna detekce 
některých chyb. Je zde předpokládána jiný utajovací systém wire-tap kanál [12]. Vychází z 
teorie kódování, která dokazuje, že pokud má útočník k dispozici pouze určité množství 
dat, nelze z něj zjistit původní zprávu. 
    Tato metoda je založena na mapování                           Tato metoda 
může být označena za upravenou afinní transformaci. Díky utajení wire-tap je dána 
bezpečná odolnost proti jednoduché proudové analýze[1]. Nechť   je číslo bitů tajných dat. 
Zakódujeme   datových bitů do     bitů, takže útočník pozorující bit z podsady o 
velikosti     nezíská žádné informace o tajných datech. Výběrem kódu C s generující 
maticí G a kontrolní maticí H a množinou             z   lineárně nezávislých vektorů 
         a zprávu                  
    š         jako        . Zde      
             
 
    a       je náhodné kódové slovo.  
       je binární lineární kód délky  .   je generující matice o velikosti         s řádky 
           .             je množina lineárně nezávislých vektorů      
 , neležící 
v  .               je rovnoměrně náhodný vektor       bitů. Matice   je 
kontrolní matice pro  , která má velikost     taková že pro všechny    ,        
    Při tomto maskování je nutné definovat nové operace pro nový rundovní klíč, posun 
řádků a násobení maticí z původních operací. Před samotným procesem šifrování je nutné 
vypočítat novou tabulku pro výměnu bytů: 
                                                                       
c a c´ jsou kódová slova z lineárního kódu C [1]. 
    Míra informace kanálu je      . Tolerováním této míry informace pod 1 umožňuje 
odolnost úniku bitů k útočníkovi. Pokud útočník zachytí zprávu   musí hledat, která 
podgrupa z C odpovídá    . Podgrupa bude odpovídat, pokud bude obsahovat alespoň jeden 
vektor roven           . Maximální hodnota pro celkový počet podgrup z C odpovídající 
  je   . Když je toto dosaženo pro libovolnou zprávu znamená, že podmíněná entropie 
          je rovna entropii X. Tohle vede k perfektnímu utajení. K dosažení perfektního 
utajení proti útočníkovi pro jakýkoli m bitů přenášené zprávy je nezbytné, aby paritní 
matice H kódu C vyhověla pro všechny jeho         submatice měly hodnost k. Toho 
je dosaženo dodržení       , optimální volba pro dané parametry     je vzít C [n,k,d] 
lineární kód s co možná největší minimální vzdáleností  . 
    Spotřeba nového S-boxu nyní závisí na vstupech a výstupech šifrovaných wire-tap kódy. 
Pokud útočník obnoví méně než m bitů skrz jedno či více pozorování šifrování pomocí 
stejných kódových slov tak nemůže získat žádné informace o původních vstupech či 
výstupech. Podobně jako klasické aditivní maskování, je odolnost vůči DPA prvního řádu 
dosaženo díky maskování hodnotami    . Maska je náhodné kódové slovo, které není 
náhodný vektor       . Když se velikost kódu C zvyšuje, roste i odolnost proti DPA 
prvního řádu, která je téměř stejná jako klasická maskovací technika s aditivní maskou. V 
této metodě může být délka šifrovaných bajtů zvyšována. To je důležitý rozdíl oproti 
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ostatním maskovacím technikám a výhoda proti DPA druhého řádu. Efektivita útoku 
postraním kanálem druhého řádu se snižuje, když velikost n se zvyšuje. Další způsob jak 
odolat DPA druhého řádu je udržet vektor L neznámí.  
Možnost demaskovat bez znalosti posledního kódového slova je dáno kontrolní maticí H, 
která zruší všechna kódová slova. Tím se vyhne manipulací s maskou v poslední kroku 
algoritmu, to je obvyklá fáze, kde útočník se snaží zachytit masku, když je získávána 
z paměti.  
    V obvyklém případě DPA útoku útočník zná šifrové texty a chce útočit na poslední 
rundy. Předpokládejme dva časové okamžiky, které se vyskytují během krátké časové 
periody a jsou závislé na maskované hodnotě a masce. Útočník měří dopad maskovaných 
operací během poslední rundy šifrování. Na konci šifrovacího procesu útočník změří 
proudovou spotřebu, když je maska získána pro odmaskování výsledku. U útoků vyššího 
řádu útočník využije elementů těchto dvou časových okamžiků. Z tohoto důvodu je 
možnost odmaskování bez použití masky výhoda. 
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2.3 Maskovaní AES S-Boxu proti útokům vyššího řádu 
Tato metoda popsaná v [4] využívá maskování se sdílením tajemství proti útokům vyšších 
řádů a také konečných těles jako [11]. 
    Maskovací řád šifrovacího algoritmu          je definován   je zpráva,   klíč a   
šifrový text               
                            .  
    V rovnici   řád maskovací metody    musí splňovat       
   ,      
   ,   
    
   . Pro garanci bezpečnosti proti   řádu DPA, musí mezivýsledky   šifrovacího 
algoritmu být nahrazeny             . Sečtením d nebo méně mezivýsledku       je 
nezávislé na citlivých hodnotách I, kde S je množina           a        . 
    Toto schéma maskování vyššího řádu lze použít na každou operaci s výjimkou S­Boxu, 
protože tyto operace jsou lineární. Není jednoduché použít maskování vyššího řádu      
na S-box operaci, většina času je strávena výpočtem nelineární operace. 
    Aby se snížila doba u AES S-boxu, inverzní metody transformují element z        
na element tělesa [14], který má nižší inverzní dobu danou izomorfní funkcí δ, inverzní 
operace jsou provedeny přes toto těleso. Poté je element zpět převeden pomocí inverzní 
mapy      do       . 
    Těleso je postaveno na opakování rozšíření druhým stupněm s nerozložitelnými 
polynomy 
 
       :        
     ,         
          :        
     ,         
             :        
     ,                  
 
Dvě izomorfní funkce δ a     dle nerozložitelných polynomů jsou 
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Obr. 3 zobrazuje AES operaci SubBytes včetně inverzní operace přes             , kde 
   je afinní transformace. Další operace přes tělesa       
       a              jsou 
zmíněny v [4]. 
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Obr. 3 SubBytes operace AES 
 
Obr. 3, rovnice pro výpočet výstupní hodnoty      z   je vykonáváno v šesti krocích. 
1. krok:            ,    a    jsou elementy v      
     
2. krok:      
                   
     
3. krok:                    
4. krok:   
               
     
5. krok:   
                   
     
6. krok:          
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2.4 SCA odolné vestavěné systémy 
V této metodě se využívají vlastní integrované funkční jednotky (FUs) implementované 
v provedení bezpečné logiky přímo v procesoru, nazvaná jako bezpečná zóna [15].  
    Časová a proudová spotřeba je označována jako kritická data z důvodu jejich závislosti 
na klíči. První krok k protiopatření SCA je minimalizace efektu kritických dat na fyzické 
charakteristiky procesoru. Úniky časovými kanály lze potlačit vyhnutím se potenciálně 
časově proměnným operacím jako vyhledávací tabulky. Použitím maky na všechny 
kritické data, která jsou mimo FUs. Operandy vstupující do FUs musí být demaskovány a 
výstupy znovu zamaskovány. Úniky z částí, které se starají o masky, můžou vést 
k slabinám při útoků vyšších řádů. Důvodu zmírnění těchto slabin jsou všechny 
komponenty provedeny ze stylu bezpečné logiky. Útočník musí překonat ochranu 
bezpečné zóny, aby prolomil zabezpečení procesoru. Použitím pseudonáhodného 
generátoru masek je možné ukládat masky i mimo bezpečnou zónu v bezpečné 
reprezentaci. Tento mechanizmus umožní rozšířit počet masek a také sdílet bezpečnou 
zónu mezi několika procesy. 
    Když maskované hodnoty vstoupí do bezpečné zóny, procesor potřebuje mechanizmy 
pro identifikaci masky. Byl použit vlastní adresovací mechanizmus pod softwarovou 
kontrolou [15]. Každá maska a maskovací proměnná je označená vlastní 10 bitovou 
adresou a maska a maskovaná hodnota se stejnou adresou patří k sobě. Tyto adresy se 
chovají jako adresový registr a je označen jako maskovaný registr adres. 
    Výhoda maskovaného registru adres je možnost použití k emulaci několika různých 
druhů softwarového použití bezpečnostní zóny. Software si může vybrat, zda bude 
zapisovat masku a maskovanou hodnotu do paměti.  
 
Obr. 4 Reprezentace dat a adresování v procesoru 
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Obr. 4 popisuje různé možnosti reprezentace maskovaných dat a masek v různých 
paměťových lokacích a také mechanizmy použity k udržení maskovacího adresového 
registru mezi nimi. Nemaskovaná data se vyskytují pouze v bezpečné zóně (jednička 
v kruhu), a masky spočívají v bezpečné zóně v úložišti masek (kruh s číslem dva), hodnoty 
jsou chráněny bezpečnou logikou. Maskovaná data mohou procházet pamětí, registrem 
(kruh s číslem tři). Masky mohou být udržovány v bezpečné podobě v paměti (kruh 
s číslem čtyři). Maskovaná data v zápisové úrovni a v registru jsou připojeny k logickému 
registru adres. Hardwarová tabulka zvaná maskovaná registrová tabulka (MRT) [15], 
mapuje tento logický registr adres na maskovaný registr adres. Masky i úložišti masek jsou 
automaticky vedle jejich maskovaného registru adres. Maskovaná data a masky v paměti 
musí mít jejich maskovaný registr adres uložen s nimi pomocí softwaru. 
    Výstupy z bezpečné zóny musí být chráněny novou maskou. Nová maska je potřeba 
každý hodinový cyklus. Dále maska musí být rovnoměrně rozložená a neuhodnutelná 
útočníkem.  Při zacházení s více maskami než skladiště masek může zacházet interně, musí 
být nezbytné mít bezpečnou reprezentaci masek, která umožní jejich rekonstrukci. Aby 
došlo k rovnováze mezi všemi požadavky s efektivním návrhem je použit LFSR (Linear 
feedback shift register) generátor masek o maximální délce 127 bitů. Jako jeho redukční 
polynom je použit                   , který usnadňuje paralelizaci v obou 
směrech [15]. 
    Generátor masky zanechává stopu počtu kroků, tzv. index masky. Index masky je 
bezpečná reprezentace masky, která je získán ze stavu LFSR. Software může číst i 
zapisovat LFSR stav, také může určit posun LFSR stavu tím se získá index masky a 
následně se obnoví masku. LFSR potřebuje vstup z generátoru náhodných čísel k vytvoření 
masek, které nelze předpovědět a zabránit útoku pomocí resetu zařízení.   
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3. Experimentální pracoviště 
    Součástí této práce měla být proudová analýza postranního kanálu u mikrokontroleru 
MSP430G2955 výrobce Texas Instruments, v Tab. 2 jsou uvedeny technické údaje 
mikrokontroleru, s naprogramovaným šifrovacím algoritmem AES. Provedením měření se 
mělo zjistit, zda dochází k uniku dat postranními kanály, poté by byl šifrovací algoritmus 
upraven, tak že k němu bude přidáno maskování, pro zamezení úniku vnitřních hodnot.  
Tab. 2 Technické údaje mikrokontroleru MSP430G2955 
Vstupní napětí 1,8 V - 3,6 V 
Proud v Aktivním režimu 270 μA při 1MHz 
Proud v Stadby režimu 0,7 μA 
Flash paměť 32 KB + 256 KB 
Paměť RAM  1 KB 
Vnitřní frekvence 16 MHz 
 
    Implementace algoritmu probíhá přes programátor MSP-FET430UIF výroben firmou 
Texas Instruments, který je připojen k PC pomocí kabelu USB typu A-B. Samotný kód 
bude zapsán v jazyku C v programovacím prostředí Code Composer Studio 6.0.1. 
    V programu Matlab by byly zaznamenány proudové průběhy získané osciloskopem. 
Program Matlab by byl dále použit pro jednoduchou i diferenciální proudovou analýzu. 
V případě správně použitého maskování by nedošlo k odhalení tajného klíče. Pokud by 
došlo ke zjištění klíče některou z použitých metod, bylo by zjištěno, vůči kterým útokům je 
implementovaná ochrana neúčinná.  
    Na Obr. 5 je zobrazeno propojení mikrokontroleru MSP430G2955 s počítačem pomocí 
programátoru MSP-FET430UIF. 
 
Obr. 5 kit MSP-FET430U38 
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3.1 Komunikace 
  V první fází testů bylo nutné zajistit odesílání vstupních dat a šifrovacího klíče. Jevilo se 
nejsnazší použít už dodaný programátor MSP-FET430UIF . Po výzkumu této možnosti 
bylo zjištěno, že tento programátor neumožňuje přístup k mikrokontroleru, jinak než 
v debug módu programovacího prostředí, což bylo pro mé potřeby nepoužitelné. 
  V manuálu [10] je uvedeno několik rozhraní použitelných pro odesílání a příjem dat. 
Po konzultaci bylo použito rozhraní UART z důvodu asynchronního přenosu, který je 
jednodušší na konfiguraci, bylo nutné osadit desku kolíkovými lištami pro připojení 
komunikační sběrnice. Jediné nutné nastavení je šířka pásma 9600, vstup hodinového 
signálu a aktivace vstupního a výstupního portu. Jako komunikační rozhraní byl použit 
převodník USB/RS232 pro připojení kitu k počítači. Při tomto zapojení docházelo 
k chybné interpretaci dat, ať už na straně čipu či počítače. Z počátku tento problém vypadal 
na problém s časováním, a proto k odstranění tohoto problému byl na desku připevněn 
krystal spolu se dvěma kondenzátory, avšak nedošlo k žádné změně při komunikaci.    
    V tomto zapojení však byla chyba v použitém převodníku RS232, který používá 
napěťové úrovně -6V a 6V, protože deska nebyla vybavena převodníkem napěťových 
úrovní, přičemž sama pracovala s úrovněmi napětí 0V a 3,1V zobrazeny na Obr. 6 a tak 
bylo nutné tento převodník nahradit. 
 
 
Obr. 6 Napěťové úrovně komunikace 
 
    Po připojení převodníku USB/UART, který pracuje s napěťovými úrovněmi 0V a 3,3V, 
začal přenos dat fungovat. Převodník je připojen ke kitu přes kabel osazený dutinovými 
lištami a k PC přes kabel USB A/mini B. Pro PC se převodník tváří, jako sériový port lze 
tak přímo odesílat data. Při testování spojení byl použit program Realterm, k odesílání dat 
a jejích příjmu, v čipu byl nahrán program vytvořený výrobcem, který přijata data obratem 
odesílá zpět po sběrnici. Pro monitorování komunikace mezi PC a mikrokontrolerem jsem 
použil program SerialMon, který sledoval veškerou probíhající komunikaci. 
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Obr. 7 Zapojení experimentálního pracoviště 
 
    V programu matlab byl vytvořen skript pro komunikaci s mikrokontrolerem. Skript se 
stará o generování náhodných dat jako vstupní text pro šifru AES, tento vstupní text je 
uložen, odesílá šifrovací klíč, který je zadán jako jeden ze vstupů skriptu. Dalším 
parametrem skriptu je počet měření určuje, kolik průběhů bude změřeno. Po dokončení 
jednoho průběhu šifrování jsou vygenerována a odeslána nová vstupní data, šifrovací klíč 
je odesílán pouze jednou a to na začátku skriptu. Další parametry nutné pro přenos jsou 
nastaveny přímo ve skriptu. 
    V mikrokontroleru je nahrán program přijímající data přes rozhraní UART následně 
odesílá potvrzení o přijetí. Součástí programu je knihovna s implementací šifry AES 
optimalizována pro daný čip. Implementace šifry AES je zobrazena v příloze A, byla 
použitá u všech měření, pokud nebylo stanoveno jinak. 
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3.2 Proudová spotřeba a zapojení 
Při měření proudové spotřeby byl kit napájen z externího zdroje a mezi ně byla zapojená 
proudová sonda připojena k osciloskopu. Pro synchronizaci byla použita led dioda, jež 
měla vyveden piny pro detekci stavu LED diody.  
    Na Obr. 8 je zakreslena závislost proudové spotřeby na frekvenci čipu a závislost 
vstupního napětí na proudové spotřebě v aktivním režimu. Čip byl nastaven na frekvenci 
12MHz a při napájení 3,3V z externího zdroje to odpovídá proudové spotřebě 3 mA. 
Všechna následující měření probíhala s těmito přednastavenými parametry. Tyto parametry 
byly vybrány na základě nastavených parametrů z práce [9], kde byla proudová analýza 
úspěšně provedena. 
 
 
Obr. 8 Závislosti na proudové spotřebě 
    Při měření nebylo možné zjistit proudovou spotřebu pro jednotlivé rundy šifry AES. 
Nechal jsem šifrovat stejná data nekonečným cyklem pro zobrazení stabilní proudové 
spotřeby. Měření však ukazovalo neustále rozdílené hodnoty, situace se nezměnila ani při 
použití průměrovací funkce jediné jasně viditelné hodnoty byly pouze při rozsvícení a 
zhasnutí LED diody. Na obr 6 je viditelná naměřená proudová spotřeba při konstantních 
datech bez použití průměrování velikost proudové spotřeby 7.32mA při špičkových 
hodnotách.  
 
Obr. 9 Proudová spotřeba při šifrování AES 
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Po použití průměrování na Obr. 7 z důvodu potlačení zachyceného šumu, však nedošlo 
k zachycení proudové spotřeby i přesto docházeno ke změnám v proudové spotřebě, která i 
při použití průměrování není dostatečně vysoká vůči zachycenému šumu proudovou 
sondou.  
 
Obr. 10 Zprůměrovaná proudová spotřeba při AES 
Pro zjištění původu tohoto chování bylo provedeno několik různých experimentů. Sonda a 
celý kit byly uzavřeny do krabice obaleny hliníkovou fólií, tato realizace ale zobrazovala 
šum i při vypnutém zdroji napájení. Na obr. 8 je opětovně vidět zaznamenaná proudová 
spotřeba, v níž je vyznačený úsek doba 10 rund šifry AES, pomocí které byla šifrována 
konstantní data. Na tomto průběhu je viditelná doba jednoho šifrování 1,33 ms a změřená 
špičková proudová spotřeba 5,4mA 
 
Obr. 11 Proudová spotřeba šifry AES ve stíněné krabici 
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    Obr. 9 zobrazuje šum zachycený sondou, která je uvnitř krabice a není uvnitř zapojená. 
Tento šum byl změřen uvnitř stíněné krabice, v níž byla pouze proudová sonda, všechny 
ostatní nepodstatné součásti pracoviště byly vyndány a odpojeny od napájení. Proudová 
sonda zobrazuje 3,2 mA uvnitř odstíněné krabice. 
 
Obr. 12 Šum zachycený sondou 
    Jako další experiment byla použita jiná implementace šifry AES pro otestování, zda 
bude spotřeba lépe změřitelná. Na obr 10 však i tato neoptimální realizace šifry AES 
vykazovala rušivý šum změřený proudovou sondou. Průměrovací funkcí se také nedosáhlo 
potlačení rušení a tím zobrazení proudové spotřeby. U této implementace bylo doba 
šifrování určena za 980 s, při níž byla proudovou sondou zjistěna proudová spotřeba 5,04 
mA. 
 
Obr. 13 Proudová spotřeba při změně implementace šifry AES 
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    Při dalším experimentu byl algoritmus pro šifru AES nahrazen realizací algoritmu 
modulárního mocnění, neboť obsahuje square and multiply, který střídavě vytěžuje čipu, 
podle aktuálního mocnitele. Také zde byl použit nekonečný cyklus s neměnnými daty k 
zobrazení stabilní proudové spotřeby. Synchronizace byla nastavena na jedinou instrukci a 
to v okamžiku násobení, kdy došlo k vypnutí LED diody. U této realizace se však šum 
výrazně podílel na zobrazované proudové spotřebě a nebylo možné ji v daném čase určit.  
 
Obr. 14 Proudová spořeba při square and multiply 
Na Obr. 12 měření probíhalo bez externího zdroje a napájení bylo realizováno 
z programátoru MSP-FET430UIF, proudová sonda byla připojena na JTAG konektor 
pomocí dutinkové lišty. Tato metoda byla zvolena z podezření rušivých vlivů externího 
zdroje na proudovou sondu. Dodávané napětí bylo totožné s nastaveným napětí z externího 
zdroje. 
 
Obr. 15 Zapojení při napájení z programátoru 
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    Proudová spotřeba zobrazena na obr. 13 zaznamenala jeden průběh i zde byl šum velmi 
výrazný a nebylo možné určit hodnoty proudové spotřeby pro stejná zpracovávaná data. 
Z proudové spotřeby by mělo být viditelné vytěžování mikrokontroleru dle aktuálně 
vykonávaných instrukcí. 
 
Obr. 16 Zaznamenaná proudová spotřeba z programátoru 
    Následující měření probíhalo na úplně jiném zařízení čipu M430F5438A a desce 
MSP TS430PZ5X100A napájeno externím zdrojem připojené vstupní napětí 3,3V, 
pracovní frekvence byla 1MHz. Do čipu byla naprogramována dodaná implementace šifry 
AES. K synchronizaci použita LED dioda, která se zhasínala při procesu šifrování. 
Proudová sonda byla zapojena k přívodu externího napájení. 
 
Obr. 17 Deska s mikrokontrolerem M430F5438A 
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Dostalo se totožného zobrazení proudové spotřeby, jež obsahovalo velké množství šumu. 
Proudová spotřeba na obr. 15 byla opětovně silně zašuměná, jediné výrazné body byly při 
rozsvícení a zhasnutí LED diody. Měření probíhalo při základní frekvenci, při které má 
mikrokontroler velmi nízkou proudovou spotřebu je, však podobná jako u MSP430G2955. 
 
Obr. 18 Proudová spotřeba mikrokontroleru M430F5438A 
Poslední měření bylo realizováno pomocí diferenciální sondy, která měřila úbytek napětí 
na rezistoru. Měřený rezistor byl zapojen na pin pro externí napájení. Proběhly dvě měření 
jedno s odporem 50 ohmů, při němž ale mikrokontroler nevykonával žádnou činnost i když 
mu bylo dodáno napětí 3,3V měřené za odporem. Po výměně odporu za nižší hodnotu, 
10 ohm, čip opět fungoval bez obtíží. Diferenciální sonda na tomto odporu nezobrazovala 
téměř žádnou změnu napětí viditelné na Obr 16.  
 
Obr. 19 Měření diferenciální sondou 
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Závěr 
 
V teoretické části této práce byly popsány metody ochrany proti útokům postraními 
kanály, jak v softwarové implementaci, tak i v implementaci hardwarové. V úvodní části 
práce jsou uvedeny metody kryptoanalýzy postraními kanály a stručný popis základních 
typů postraních kanálů. Bylo představeno několik maskovacích schémat pro algoritmus 
AES, kde každá se snažila co nejlépe zamaskovat průběh šifrovacího algoritmu. Všechny 
se především zaměřily na nelineární S-box, část algoritmu AES.  
    Zaměření na šifrovací algoritmus AES je z důvodu jeho odolnosti vůči konvečnímu 
způsobu kryptoanalýzy a jeho velkému rozšíření na většině dnes používaných zařízení. 
Šifra AES byla také použita při praktickém měření na mikrokontroleru MSP430G2955, na 
kterém měli zkoumány uniky citlivých informací pomocí proudového postranního kanálu. 
Při měření proudové spotřeby, však docházelo k zachycení vysokého množství šumu, který 
zamezil správnému měření. Bylo provedeno několik různých testů pro odstranění tohoto 
nežádoucího rušení, odstínění proudové sondy, použiti jiné implementace šifry AES, 
měření při využití algoritmu square and multiply a měření diferenciální sondou na 
rezistoru. Byla snaha o změření proudové spotřeby elektromagnetickou sondou u pinu 
napájení čipu, avšak z důvodu nedostatku prostoru u osazené patice, nebylo realizovatelné 
toto měření provést. Žádným z uvedených způsobů nebylo možné přesné změření 
proudové spotřeby mikrokontroleru.  
    Možným problémem by mohl být filtrovací kondenzátor připojený na desce. K eliminaci 
jeho vlivu by bylo nutné vyrobit vlastní tištěný spoj pro osazení čipu s možností připojit 
proudovou sondu za filtrovací kondenzátor, co nejblíže k čipu bez jiných rušivých 
elementů. Mikrokontroler by byl naprogramován přes desku MSP-TS430DA38 měření by 
probíhalo na vytvořené desce tištěného spoje. Tato realizace už nemohla být otestována 
z důvodu nedostatku času. 
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Seznam zkratek 
AES  Pokročilý šifrovací standard - Advanced Encrypted Standard 
SPA  Jednoduchá proudová analýza - Simple power analysis 
DPA  Diferenciální proudová analýza - Differential power analysis 
SCA  Analýza postraním kanálem - Side Chanel Analysis 
RSA  Asymetrický šifrovací algoritmus, iniciály autorů - Rivest, Shamir, Adleman  
FUs  Funkční jednotky - Function Unites 
KB  Kilobajt - Kilobyte 
MHz  Megahertz - megahertz 
V  Volt - Volt 
μA  Mikroampér – microampere 
mA  Miliampér - milliampere 
μs  Mikrosekunda – microsecond 
PC  Osobní počítač - Personal Computer 
MRT Maskovaná registrová tabulka – Masked Register Table 
LFSR  Posuvný registr se zpětnou vazbou - Linear feedback shift register 
TA  Časová analýza - time analysis 
CMOS Výrobní technologie integrovaných obvodů – Complementary Metal Oxide 
Semiconductor 
XOR  Bitová nonekvivalence - Exclusive OR 
RISC Procesory s redukovanou instrukční sadou - Reduced Instruction Set Computer 
RAM Paměť s náhodným přístupem – Random Access Memory 
GF Konečné těleso - Galois Field 
JTAG Joint Task Action Group 
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A Knihovna AES 
 
/* --COPYRIGHT--,BSD 
 * Copyright (c) 2011, Texas Instruments Incorporated 
 * All rights reserved. 
 * 
 * Redistribution and use in source and binary forms, with or without 
 * modification, are permitted provided that the following conditions 
 * are met: 
 * 
 * *  Redistributions of source code must retain the above copyright 
 *    notice, this list of conditions and the following disclaimer. 
 * 
 * *  Redistributions in binary form must reproduce the above copyright 
 *    notice, this list of conditions and the following disclaimer in the 
 *    documentation and/or other materials provided with the distribution. 
 * 
 * *  Neither the name of Texas Instruments Incorporated nor the names of 
 *    its contributors may be used to endorse or promote products derived 
 *    from this software without specific prior written permission. 
 * 
 * THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" 
 * AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, 
 * THE IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR 
 * PURPOSE ARE DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT OWNER OR 
 * CONTRIBUTORS BE LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, 
 * EXEMPLARY, OR CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, 
 * PROCUREMENT OF SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; 
 * OR BUSINESS INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, 
 * WHETHER IN CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR 
 * OTHERWISE) ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, 
 * EVEN IF ADVISED OF THE POSSIBILITY OF SUCH DAMAGE. 
 * --/COPYRIGHT--*/ 
/* 
 * TI_aes_128.c 
 * 
 *  Created on: Nov 3, 2011 
 *      Author: Eric Peeters 
 * 
 *  Description: Implementation of the AES-128 as defined by the FIPS PUB 197:  
 *  the official AES standard 
 */ 
#include "TI_aes_128.h" 
#include <string.h> 
 
void AES(unsigned char *key, unsigned char *in, unsigned char *out) 
{ 
  unsigned char tmpkey[16]; 
  for (char i = 0; i < 16; i++) 
  { 
    out[i] = in[i];  
    tmpkey[i] = key[i]; 
  } 
   
  aes_enc_dec(out, tmpkey, 0); 
} 
 
 
// foreward sbox 
const unsigned char sbox[256] =   { 
//0      1        2        3       4        5        6        7       8        9        A       B       C       D       E       F 
0x63, 0x7c, 0x77, 0x7b, 0xf2, 0x6b, 0x6f, 0xc5, 0x30, 0x01, 0x67, 0x2b, 0xfe, 0xd7, 0xab, 0x76, //0 
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0xca, 0x82, 0xc9, 0x7d, 0xfa, 0x59, 0x47, 0xf0, 0xad, 0xd4, 0xa2, 0xaf, 0x9c, 0xa4, 0x72, 0xc0, //1 
0xb7, 0xfd, 0x93, 0x26, 0x36, 0x3f, 0xf7, 0xcc, 0x34, 0xa5, 0xe5, 0xf1, 0x71, 0xd8, 0x31, 0x15, //2 
0x04, 0xc7, 0x23, 0xc3, 0x18, 0x96, 0x05, 0x9a, 0x07, 0x12, 0x80, 0xe2, 0xeb, 0x27, 0xb2, 0x75, //3 
0x09, 0x83, 0x2c, 0x1a, 0x1b, 0x6e, 0x5a, 0xa0, 0x52, 0x3b, 0xd6, 0xb3, 0x29, 0xe3, 0x2f, 0x84, //4 
0x53, 0xd1, 0x00, 0xed, 0x20, 0xfc, 0xb1, 0x5b, 0x6a, 0xcb, 0xbe, 0x39, 0x4a, 0x4c, 0x58, 0xcf, //5 
0xd0, 0xef, 0xaa, 0xfb, 0x43, 0x4d, 0x33, 0x85, 0x45, 0xf9, 0x02, 0x7f, 0x50, 0x3c, 0x9f, 0xa8, //6 
0x51, 0xa3, 0x40, 0x8f, 0x92, 0x9d, 0x38, 0xf5, 0xbc, 0xb6, 0xda, 0x21, 0x10, 0xff, 0xf3, 0xd2, //7 
0xcd, 0x0c, 0x13, 0xec, 0x5f, 0x97, 0x44, 0x17, 0xc4, 0xa7, 0x7e, 0x3d, 0x64, 0x5d, 0x19, 0x73, //8 
0x60, 0x81, 0x4f, 0xdc, 0x22, 0x2a, 0x90, 0x88, 0x46, 0xee, 0xb8, 0x14, 0xde, 0x5e, 0x0b, 0xdb, //9 
0xe0, 0x32, 0x3a, 0x0a, 0x49, 0x06, 0x24, 0x5c, 0xc2, 0xd3, 0xac, 0x62, 0x91, 0x95, 0xe4, 0x79, //A 
0xe7, 0xc8, 0x37, 0x6d, 0x8d, 0xd5, 0x4e, 0xa9, 0x6c, 0x56, 0xf4, 0xea, 0x65, 0x7a, 0xae, 0x08, //B 
0xba, 0x78, 0x25, 0x2e, 0x1c, 0xa6, 0xb4, 0xc6, 0xe8, 0xdd, 0x74, 0x1f, 0x4b, 0xbd, 0x8b, 0x8a, //C 
0x70, 0x3e, 0xb5, 0x66, 0x48, 0x03, 0xf6, 0x0e, 0x61, 0x35, 0x57, 0xb9, 0x86, 0xc1, 0x1d, 0x9e, //D 
0xe1, 0xf8, 0x98, 0x11, 0x69, 0xd9, 0x8e, 0x94, 0x9b, 0x1e, 0x87, 0xe9, 0xce, 0x55, 0x28, 0xdf, //E 
0x8c, 0xa1, 0x89, 0x0d, 0xbf, 0xe6, 0x42, 0x68, 0x41, 0x99, 0x2d, 0x0f, 0xb0, 0x54, 0xbb, 0x16 }; //F 
 
// inverse sbox 
const unsigned char rsbox[256] = 
{ 0x52, 0x09, 0x6a, 0xd5, 0x30, 0x36, 0xa5, 0x38, 0xbf, 0x40, 0xa3, 0x9e, 0x81, 0xf3, 0xd7, 0xfb 
, 0x7c, 0xe3, 0x39, 0x82, 0x9b, 0x2f, 0xff, 0x87, 0x34, 0x8e, 0x43, 0x44, 0xc4, 0xde, 0xe9, 0xcb 
, 0x54, 0x7b, 0x94, 0x32, 0xa6, 0xc2, 0x23, 0x3d, 0xee, 0x4c, 0x95, 0x0b, 0x42, 0xfa, 0xc3, 0x4e 
, 0x08, 0x2e, 0xa1, 0x66, 0x28, 0xd9, 0x24, 0xb2, 0x76, 0x5b, 0xa2, 0x49, 0x6d, 0x8b, 0xd1, 0x25 
, 0x72, 0xf8, 0xf6, 0x64, 0x86, 0x68, 0x98, 0x16, 0xd4, 0xa4, 0x5c, 0xcc, 0x5d, 0x65, 0xb6, 0x92 
, 0x6c, 0x70, 0x48, 0x50, 0xfd, 0xed, 0xb9, 0xda, 0x5e, 0x15, 0x46, 0x57, 0xa7, 0x8d, 0x9d, 0x84 
, 0x90, 0xd8, 0xab, 0x00, 0x8c, 0xbc, 0xd3, 0x0a, 0xf7, 0xe4, 0x58, 0x05, 0xb8, 0xb3, 0x45, 0x06 
, 0xd0, 0x2c, 0x1e, 0x8f, 0xca, 0x3f, 0x0f, 0x02, 0xc1, 0xaf, 0xbd, 0x03, 0x01, 0x13, 0x8a, 0x6b 
, 0x3a, 0x91, 0x11, 0x41, 0x4f, 0x67, 0xdc, 0xea, 0x97, 0xf2, 0xcf, 0xce, 0xf0, 0xb4, 0xe6, 0x73 
, 0x96, 0xac, 0x74, 0x22, 0xe7, 0xad, 0x35, 0x85, 0xe2, 0xf9, 0x37, 0xe8, 0x1c, 0x75, 0xdf, 0x6e 
, 0x47, 0xf1, 0x1a, 0x71, 0x1d, 0x29, 0xc5, 0x89, 0x6f, 0xb7, 0x62, 0x0e, 0xaa, 0x18, 0xbe, 0x1b 
, 0xfc, 0x56, 0x3e, 0x4b, 0xc6, 0xd2, 0x79, 0x20, 0x9a, 0xdb, 0xc0, 0xfe, 0x78, 0xcd, 0x5a, 0xf4 
, 0x1f, 0xdd, 0xa8, 0x33, 0x88, 0x07, 0xc7, 0x31, 0xb1, 0x12, 0x10, 0x59, 0x27, 0x80, 0xec, 0x5f 
, 0x60, 0x51, 0x7f, 0xa9, 0x19, 0xb5, 0x4a, 0x0d, 0x2d, 0xe5, 0x7a, 0x9f, 0x93, 0xc9, 0x9c, 0xef 
, 0xa0, 0xe0, 0x3b, 0x4d, 0xae, 0x2a, 0xf5, 0xb0, 0xc8, 0xeb, 0xbb, 0x3c, 0x83, 0x53, 0x99, 0x61 
, 0x17, 0x2b, 0x04, 0x7e, 0xba, 0x77, 0xd6, 0x26, 0xe1, 0x69, 0x14, 0x63, 0x55, 0x21, 0x0c, 0x7d }; 
 
// round constant 
const unsigned char Rcon[10] = { 
    0x01, 0x02, 0x04, 0x08, 0x10, 0x20, 0x40, 0x80, 0x1b, 0x36}; 
 
 
// multiply by 2 in the galois field 
unsigned char galois_mul2(unsigned char value) 
{ 
 if (value>>7) 
 { 
  return ((value << 1)^0x1b); 
 } else 
  return (value << 1); 
} 
 
// AES encryption and decryption function 
// The code was optimized for memory (flash and ram) 
// Combining both encryption and decryption resulted in a slower implementation 
// but much smaller than the 2 functions separated 
// This function only implements AES-128 encryption and decryption (AES-192 and  
// AES-256 are not supported by this code)  
void aes_enc_dec(unsigned char *state, unsigned char *key, unsigned char dir) 
{ 
  unsigned char buf1, buf2, buf3, buf4, round, i; 
    
  // In case of decryption 
  if (dir) { 
    // compute the last key of encryption before starting the decryption 
    for (round = 0 ; round < 10; round++) { 
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      //key schedule 
      key[0] = sbox[key[13]]^key[0]^Rcon[round]; 
      key[1] = sbox[key[14]]^key[1]; 
      key[2] = sbox[key[15]]^key[2]; 
      key[3] = sbox[key[12]]^key[3]; 
      for (i=4; i<16; i++) { 
        key[i] = key[i] ^ key[i-4]; 
      } 
    } 
     
    //first Addroundkey 
    for (i = 0; i <16; i++){ 
      state[i]=state[i] ^ key[i]; 
    } 
  } 
   
  // main loop 
  for (round = 0; round < 10; round++){ 
    if (dir){ 
      //Inverse key schedule 
      for (i=15; i>3; --i) { 
 key[i] = key[i] ^ key[i-4]; 
      }   
      key[0] = sbox[key[13]]^key[0]^Rcon[9-round]; 
      key[1] = sbox[key[14]]^key[1]; 
      key[2] = sbox[key[15]]^key[2]; 
      key[3] = sbox[key[12]]^key[3];  
    } else { 
      for (i = 0; i <16; i++){ 
        // with shiftrow i+5 mod 16 
 state[i]=sbox[state[i] ^ key[i]]; 
      } 
      //shift rows 
      buf1 = state[1]; 
      state[1] = state[5]; 
      state[5] = state[9]; 
      state[9] = state[13]; 
      state[13] = buf1; 
 
      buf1 = state[2]; 
      buf2 = state[6]; 
      state[2] = state[10]; 
      state[6] = state[14]; 
      state[10] = buf1; 
      state[14] = buf2; 
 
      buf1 = state[15]; 
      state[15] = state[11]; 
      state[11] = state[7]; 
      state[7] = state[3]; 
      state[3] = buf1; 
    } 
    //mixcol - inv mix 
    if ((round > 0 && dir) || (round < 9 && !dir)) { 
      for (i=0; i <4; i++){ 
        buf4 = (i << 2); 
        if (dir){ 
          // precompute for decryption 
          buf1 = galois_mul2(galois_mul2(state[buf4]^state[buf4+2])); 
          buf2 = galois_mul2(galois_mul2(state[buf4+1]^state[buf4+3])); 
          state[buf4] ^= buf1; state[buf4+1] ^= buf2; state[buf4+2] ^= buf1; state[buf4+3] ^= buf2;  
        } 
        // in all cases 
        buf1 = state[buf4] ^ state[buf4+1] ^ state[buf4+2] ^ state[buf4+3]; 
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        buf2 = state[buf4]; 
        buf3 = state[buf4]^state[buf4+1]; buf3=galois_mul2(buf3); state[buf4] = state[buf4] ^ buf3 ^ buf1; 
        buf3 = state[buf4+1]^state[buf4+2]; buf3=galois_mul2(buf3); state[buf4+1] = state[buf4+1] ^ buf3 ^ buf1; 
        buf3 = state[buf4+2]^state[buf4+3]; buf3=galois_mul2(buf3); state[buf4+2] = state[buf4+2] ^ buf3 ^ buf1; 
        buf3 = state[buf4+3]^buf2;     buf3=galois_mul2(buf3); state[buf4+3] = state[buf4+3] ^ buf3 ^ buf1; 
      } 
    } 
     
    if (dir) { 
      //Inv shift rows 
      // Row 1 
      buf1 = state[13]; 
      state[13] = state[9]; 
      state[9] = state[5]; 
      state[5] = state[1]; 
      state[1] = buf1; 
      //Row 2 
      buf1 = state[10]; 
      buf2 = state[14]; 
      state[10] = state[2]; 
      state[14] = state[6]; 
      state[2] = buf1; 
      state[6] = buf2; 
      //Row 3 
      buf1 = state[3]; 
      state[3] = state[7]; 
      state[7] = state[11]; 
      state[11] = state[15]; 
      state[15] = buf1;          
            
      for (i = 0; i <16; i++){ 
        // with shiftrow i+5 mod 16 
        state[i]=rsbox[state[i]] ^ key[i]; 
      }  
    } else { 
      //key schedule 
      key[0] = sbox[key[13]]^key[0]^Rcon[round]; 
      key[1] = sbox[key[14]]^key[1]; 
      key[2] = sbox[key[15]]^key[2]; 
      key[3] = sbox[key[12]]^key[3]; 
      for (i=4; i<16; i++) { 
        key[i] = key[i] ^ key[i-4]; 
      } 
    } 
  } 
  if (!dir) { 
  //last Addroundkey 
    for (i = 0; i <16; i++){ 
      // with shiftrow i+5 mod 16 
      state[i]=state[i] ^ key[i]; 
    } // enf for 
  } // end if (!dir) 
} // end function 
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