Many problems exist related to the location problems of resources in a computer network to accommodate client demands subject to constraints imposed on the clients and the servers. For example, one classical location problem consists of computing the dominating sets (DS) of a network. A DS is a set of nodes in the network (called dominating nodes) such that the remaining nodes in the network are adjacent to at least one dominating node. The problem of finding a DS of minimum cardinality is known to be NP-complete. A variety of conditions may be imposed on the dominating set . We refer to the problem of computing DS when these two conditions are taken into account as the Generic Dominating Sets (GDS) problem. Prior work on solving the GDS problem focuses on interval graphs (IG), which can represent only a few network topologies. We present the first solutions to the GDS problem for arbitrary graphs. Simulation results regarding several configurations are presented.
INTRODUCTION
Location problems on computer networks deal with the location of services (or facilities) to accommodate client demands [5] subject to some constraints. For example, given a computer network, servers could be deployed such that every client has a server within a given distance (in terms of hops). One classical location problem is the domination problem. The domination problem seeks to determine a minimum number of nodes ¡ such that every other node This work was supported in part by CNPq (Brazil), and the Baskin Chair of Computer Engineering.
Permission to make digital or hard copies of all or part of this work for personal or classroom use is granted without fee provided that copies are not made or distributed for profit or commercial advantage and that copies bear this notice and the full citation on the first page. To copy otherwise, to republish, to post on servers or to redistribute to lists, requires prior specific permission and/or a fee. in the network is adjacent to a node in ¡ . The problem of finding a DS of minimum cardinality is known to be NP-complete [4] . Domination in graphs has many applications in computer networks. Many broadcasting and topology control techniques that make use of dominating sets (DS) have been reported in the literature [1, 3] . In some scenarios (e.g., in wireless ad-hoc networks) the algorithm must compute the DS having only partial knowledge of the network topology (e.g., only the two-hop neighborhood). In wired networks, because the topology does not change, or it changes not very often, we make the assumption that the whole network topology is known.
From graph theory, we know that a variety of conditions may be imposed on the dominating set ¡ in a graph
. Among them, we have multiple domination, and distance domination [6] . Multiple domination requires that each vertex in § " ¡ . We refer to the problem of computing a DS when these two conditions are taken into account as the Generic Dominating Sets (GDS) problem. The problem of computing a GDS of minimum cardinality for arbitrary graphs is also NP-complete.
Joshi et al. [8] have provided solutions for solving the GDS problem for interval graphs (IG). A graph ¢ is said to be an interval graph if there is a one-to-one correspondence between a finite set of closed intervals of the real line and the vertex set § , and two vertices $ and % are connected if and only if their corresponding intervals have a nonempty intersection. Even though the solutions presented by Joshi et.al. [8] are optimal, IGs are limited to very simple network topologies.
We adopt the nomenclature presented in [8] to classify GDS problems. The [7] . They show that, for an integer
. An algorithm that computes a distance-r dominating set within the established bounds is also presented.
The rest of the paper is organized as follows. Section 2 presents solutions for the GDS problem for arbitrary networks. Because the GDS problem in arbitrary graphs is NP-complete, the proposed algorithms seek only approximations to the optimal solution. Section 3 presents simulation results comparing our algorithm to the algorithm presented in [7] for computing -dominating sets, and also simulation results for our algorithm under a variety of configurations. Section 4 concludes this work. 
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PROOF. The solution presented in [7] . And because algorithm OneR computes a dominating set within bounds established in [7] , so does algorithm 1 when computing ¥ 7 C 9 © ( 9 -dominating sets.
Running time
Lets consider an arbitrary graph
, represented using adjacency-lists. Algorithm 2 implements the procedure r-Tree, which is called from Algorithm 1. r-Tree builds a tree rooted at node using breadth-first search (BDF) [2] . In [2] it is shown that the total running time of BDF is ¥ § G . The main difference between algorithm r-Tree and standard BDF is that the former is restricted to the r-hop neighborhood, and the latter runs over the whole graph (network). Algorithm 2 also includes insertion in a hash table (we assume hashing with chaining). Because we assume the hash value to be the distance of a node, there is no cost regarding computing the hash value. In our case the cost of inserting a node in the hash table is constant (i.e., 
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SIMULATION RESULTS
For the simulations, we vary the network size (i.e., number of nodes) and measure the total number of dominating nodes. For each configuration (i.e., number of nodes) we obtain the value for the metric for Table 2 presents the values for the network diameter, and the average node degree for all network sizes. These results show that as the network size increases so does the network diameter. But it also shows that we try to keep the same average node degree for all network sizes. Figure 2 shows the results comparing the algorithm presented in [7] (here referenced as OneR, with R being the distance parameter) with the (k,r)-dominating set algorithm (referenced as KR). Because the OneR algorithm strictly follows the paths on the spanning tree, it does not take advantage of the particularities of the topology. For the configurations under consideration, the KR algorithm always produces smaller dominating sets. We can also observe that both algorithms have results within the bounds established in [7] . Figure 3 presents the results using the KR algorithm for several configurations. We can see that as we relax the number of dominating nodes and fix the distance parameter, the total number of dominating nodes decrease. It is noteworthy the closeness among the results for 
CONCLUSIONS
The location problem in computer networks is similar to computing Generic Dominating Sets (GDS), also called -dominating sets for arbitrary graphs [7] (referenced in the text as OneR, with ¥ as the distance parameter). We presented the first known approach for computing a GDS of an arbitrary topology. Simulation results compare our solution to the algorithm OneR, and we also present results for several other configurations.
