Abstract. As the Software Engineering landscape continues to evolve and new paradigms are introduced, there can be a tendency for both industry and academia to enthusiastically embrace new approaches and march forward under whatever banner conventional wisdom has decided to adopt. One such banner is Lean Software Development, a paradigm that continues to see a growth in interest driven by the need for cost reductions within industry. The term lean attracts the attention of business, but precisely how it applies within software development is still being debated. In addition, its relationship to the better understood agile methodologies is also a topic for debate. Having been drawn into this research area ourselves, we present here a review of Lean Software Development and try to distil out for the reader some understanding of this somewhat undefined topic. We conclude with some thoughts on where this subject might go to from here.
Introduction
We are living in a period of history which is witnessing a drive for cost reductions and efficiencies across almost every business segment in almost every developed country. Traditionally businesses have been able to find efficiencies and cost reductions through automation and organisational restructuring of the more routine and repeatable processes. However, many businesses are now looking at higher skilled functions, such as Information Technology, including Software Development, and asking how such functions might play their part in finding more cost effective ways to operate.
The manufacturing world in particular benefited greatly from the Japanese concepts, and indeed philosophy, which grew out of the Toyota Production System of the 1940s. With evidence of huge productivity gains, the declarative term of "Lean Manufacturing" wasn't coined until 1990 [1] . Driven by a need to become and remain competitive in business, the term 'Lean' is now being applied to functions outside of the manufacturing context.
Only recently has the term Lean Software Development started to become a household name within the Software Engineering vernacular. It is quite common for businesses to have a lean ethos and run lean campaigns to improve processes and reduce costs [2] . However, we should be careful not to assume that by prefixing any activity with the word 'lean', it should automatically generate more cost effective processes and instil employees with a new sense of direction. This, naturally, does not follow and we need to be clear what we actually mean when we refer to something as being lean. We therefore suggest that although Lean Software Development has piqued the interest of many within industry and academia, it lacks a formalised description which fuels the confusion which has grown up around it [3] , [4] , [5] . This paper aims to begin a process of definition by presenting a view of the origins and subsequent contributions that have been made to LSD as we know it to date.
To this end the remainder of the paper is organized as follows: Section 2 is a retrospective on the origin and fundamentals of Lean. Section 3 is focused on the application of Lean within a software development context. Specific Lean principles pertinent to software development are reviewed. It is followed by a discussion of the relation of Lean Software Development and agile methods, which is a frequently debated topic where Lean practices are concerned. Then our interpretation of Lean Software Development in the light of the agile and lean debate is presented in Section 5. The paper ends with a conclusion section in which the contributions of the paper are highlighted and future research directions proposed.
Lean Fundamentals

The Origin of Lean
The origins and taxonomy of Lean are generally attributed to the now well studied Toyota Production System (TPS) developed in Japan around the 1940s [6] . The TPS is a form of what Womack et al. Coined 'Lean Manufacturing' [1] . It is an approach to manufacturing which revolutionised the automobile industry and allowed the Japanese become one of the dominant forces in the industry worldwide. Interestingly, some of the concepts were actually used prior to this by the Ford Automobile company [7] . The core principles underlying lean manufacturing, are not confined to manufacturing processes either but have been shown to be applicable in many other disciplines too [8] .
One of the cornerstones of Toyota's success was their ability to produce high quality cars at the end of the production line with little or no need for rework. This was achieved by the early detection of defects and the immediate focus on eliminating the cause of the defect so that it would never happen again. This basic principle is of course transferable to many other domains/situations. In an interview, sportsman Brendan Cummins, one of the leading hurling 1 goalkeepers in Ireland, when asked what advice he would give to young players said:
"Go home and practice until you eliminate the mistakes that led to the defeat. It's the only way to get better." In a Software engineering context the parallel can be drawn with finding and eliminating defects in your code as quickly as possible and learning not to make those same mistakes again. [9] suggests that each bug found by a developer should lead to the following two questions:
─ How could I have automatically detected this bug? ─ How could I have prevented this bug?
However, lean is not only concerned with defect identification and eradication but equally concentrates on the surrounding processes, and getting work to 'flow' smoothly through the entire process. While this is easier to visualise in a manufacturing setting where product can be seen to flow down the assembly line [10] , this can also be applied in a product development environment [11] .
Lean Concepts
Lean is more a way of thinking about, or a mental approach taken, to a particular process or set of processes. Lean is about achieving more with less [12] , or producing in one-third the time, at one-third the cost, and with one-third the defect rate [13] . The primary focus and guiding principle is the identification and elimination of process waste in order to focus on creating customer value [14] , [15] , [10] , [16] . An important aspect is that value is determined by the customer not the producer, and so any cost incurred in the process needs to be in support of activities which add value to the customer ( Fig. 1) . There are five main modern lean concepts [8] Petersen and Wohlin summarise lean manufacturing under two important headings, the removal of waste and continuous flow [21] . It is instructive to take a brief look at both of these.
The Removal Of Waste
Lean thinking classifies work into 3 categories [8] :
─ Value-adding activities ─ Required non-value adding activities ─ Non-value adding activities
By mapping out a work process using a value stream map, process steps which do not contribute to creating value can be identified, thus allowing for a concentrated effort on reducing or eliminating these steps. The concept of waste can therefore be quite broad but Taiichi Ohno -the founder of the Toyota production process -defined 7 types of waste [14] , and an eighth has been added by [6] . These are:
─ The waste of over-production ─ The waste of time on hand (waiting) ─ The waste of transportation ─ The waste of over-processing or incorrect processing ─ The waste of stock on hand (excess inventory) ─ The waste of movement ─ The waste of making defective products ─ The waste of unused employee creativity
It is the identification of these different types of waste which make a lean approach so powerful, since it does not suggest that any particular part of the process should be targeted, but rather waste in any form and in any place should be sought out.
Continuous Flow
Within a manufacturing context the control of excess inventory is a constant focus for a number of reasons, such as storage and transportation costs, longer lead times, and the masking of quality problems [22] , [6] . The reduction of inventory is given special attention in a lean context [1, 8] . The Toyota company's approach was in fact not to manage excess inventory but to seek to eliminate it [6] . Especially within the wider supply chain this becomes an increasingly difficult problem to manage [20] .
Lean aims to achieve a smooth and continuous flow of inventory through the production process [23] . By linking together disjointed operations, thereby increasing teamwork and feedback, quality problems are identified earlier [6] . A consequence of this linking up is that it becomes possible to better schedule the generation and delivery of inventory to downstream processes in a just-in-time fashion [14] , [6] .
One technique used to achieve this smooth flow is termed Kanban. A Kanban system is:
"A production control system for just-in-time production and making full use of workers' capabilities." [17] . The core objective of the Kanban system is to minimise the amount of Work-InProgress (WIP), or inventory. This is achieved by inventory being "pulled" through the system as it is needed, as opposed to "pushing" it through. Only when a downstream process is ready and needs to do some more work does it pull inventory from an upstream process. The signalling between upstream and downstream processes is typically done via some sort of coloured card (the Kanban) which physically travels between processes [24] . The aim is to keep the process flowing at an even but continuous rate. This is achieved by controlling the number of Kanban cards which are in circulation within the process. Reducing the number of cards reduces the amount of inventory in circulation, and is therefore used to control WIP. The other important aspect of Kanban is that it includes a visual display of the entire process so everyone has visibility and can see if and where issues are starting to appear.
'Leaning' Software Development
An important question to ask is how do lean manufacturing practices -typically repeating identical tasks and producing the same product as output -relate to product development activities which always produce something different? Don Reinertsen, an expert in product development management, has applied lean manufacturing practices to product development [25] and details some significant differences he sees between the two [11] . Consequently he suggests that blindly trying to drive up efficiencies and drive down variability without considering the economic consequences is fundamentally wrong.
Looking specifically at lean from a Software Development perspective, Raman attempted to "... see whether the basic Lean principles ... can be applied to software development" [26] . He concluded, that with practices such as rapid prototyping, quality function deployment, continuous integration, object oriented and componentbased development:
"The question whether Lean Software Development is Feasible can easily be answered with "yes" " [26] . Similarly, [23] suggest that:
"Results of lean product development are more interesting for software engineering than the pure manufacturing part as the success of software development highly depends on an integrative view". They conclude that lean principles may be beneficial in a software development context but that:
"Further evaluation of lean principles is needed to understand how they affect the performance of the software process" [21] .
Waste in Software Development
A common core focus of all lean software development proponents is delivering value by identifying and eliminating waste, but the interpretation of waste and how to address it can vary. For example, while [27] and [28] identify specific wastes which should be addressed immediately, [11] suggests that only when the proposed waste has been converted into economic terms does it become useful in deciding whether it is waste and what to do about it. Additionally [29] talks about addressing what he calls the waste of negative iterations. Referring to iterative design, he says a negative iteration is one which could be eliminated without any loss in value. Table 1 shows an interpretation of waste based on [6, 27, 28] . 
Lean Software Development Principles
The core intent of lean can be summarised as follows: "All we are doing is looking at the timeline from the moment a customer gives us an order to the point when we collect the cash. And we are reducing that timeline by removing the nonvalue-added wastes" [14] . By applying this approach through the application of lean principles [6] within the context of software development, we can see how many of the modern software development techniques support them. The contemporary understanding of lean software development is largely driven by practitioners writings [27] , [30] , [28] and [31] , however the broad nature of lean means that lean software development has much in common with related domains such as lean product development [11] and lean systems engineering [19] . In [32] 
Never push LD beyond its limits Table 2 lists some of the sets of lean principles proposed in the literature more specific to a software development context and well know within the agile community. While these sets differ slightly in the lean principles they advocate, they all share some core lean concepts such as waste elimination. Poppendieck and Poppendieck tell us that waste is anything which does not add value, Anderson tells us it is important to be able to visualise such process waste within the workflow, and Reinertsen agrees but suggests that we must weigh up the economic cost of eliminating a particular type of waste. Lean principles and practices continue to evolve but a synthesis of what we can call lean practices has been started by [5] . 
Lean or Agile
We look now specifically at the confusion which has emerged about the differences/similarities between Lean Software Development and Agile Software Development. According to Robert Charette -originator of "Lean Development" [13] -LSD is a key component in building a change tolerant business [32] . The key difference he sees between lean and agile is that agile is a bottom up approach while lean is a top down approach.
The toolkit of lean SD practices developed by [27] contains many practices already well established within the agile community. This has both helped the agile community to embrace lean, but also added to the confusion as to what exactly the difference between lean and agile is. Consequently the boundary between lean SD and agile SD is something that is currently being debated [33] , [34] , [5] .
[35] performed a comparison between lean concepts and generic agile practices, with specific focus on the Scrum methodology, drawing parallels between them, but concluding that lean thinking can help a company analyse its software development process irrespective of the development methodology in use. Petersen [4] performed a more detailed comparison between two development paradigms (lean and agile) and concludes that: "(1) Agile and lean agree on the goals they want to achieve; (2) 
Lean is agile in the sense that the principles of lean reflect the principles of agile, while lean is unique in stressing the end-to-end perspective more; (3) Lean has adopted many practices known in the agile context, while stressing the importance of using practices that are related to the end-to end flow".
He also concludes that "agile uses practices that are not found in lean" but does not state the reciprocal i.e. that lean utilises practices not found in agile, as reported by [5] .
Waste elimination, within a lean manufacturing perspective, means removing steps in your process that do not directly contribute to adding customer value. From a software development perspective, one interpretation of waste is the identification and elimination of defects in the software, and so effort is expended to ensure defects are found and removed as quickly as possible. Another interpretation is writing too much code such as developing features which were not requested (over production), something which [28] suggests that Behaviour Driven Development (BDD) 2 can help address. Similarly, if defects are allowed to propagate through the system and are identified late in the project, then a considerably larger effort is required to remove them than if they were caught early. This wasted effort may be eliminated by following a test-first approach such as the agile practice of test driven development (TDD) [36] . TDD proposes that even before any code is written, a test case is written for the code. Only when the test passes does the developer move on to the next coding task. This significantly reduces the possibility of defects going undetected.
Agile and Lean Practices
Many agile practices have been mapped to form a toolset of lean SD practices by [37] , [30] and a guide on implementation was written by [28] . Table 3 shows a cross section of these practices. Table 3 Agile Practices within Lean Software Development  Run software tests as soon as code is written  Write code instead of more documentation or detailed planning  Propose user interfaces and get feedback instead of more detailed requirements  Test the top 3 tools instead of trying to pick the right one first time  Develop in short iterations  Features that are too big for 1 iteration need to be broken down  The highest priority feature should be developed first  High risk items should be addressed earlier rather than later  Make progress visible  Automate software builds and build tests  Spanning (a portion of the application is built to completion which spans all modules and dependencies)  Set-based development (multiple initial options developed in parallel)  Object oriented design  Component-based development  Avoid extra features  Fast feedback loops  Empower the team through self-organisation  Pull systems make the work self-directing  Make work packages small to assist with work flow Some lean practices however do not have any specific reference within agile practices. For example, in 1988, Harold Thimbleby published an article entitled "Delaying Commitment" [38] , in which he advocates delaying software decisions as long as possible. Although this could be termed lazy evaluation, he argued that there is much benefit in keeping your options open and as flexible as possible to be able to quickly cater for any changes that crop up further along in the project. This later became one of the lean SD practices as described by [37] . Although the agile manifesto similarly values "Responding to change", the specific practice of delaying commitment has not been seen within the corresponding methodologies. Another example is the practice of Poka-Yoke [39] , where processes are defined that make it impossible for mistakes to happen, and where that is not achievable, to design the processes in such a way that defects are easily detected and corrected. For clarification, Table 4 shows a compilation of practices which have been categorised as having only lean origins [5] . Table 4 Lean (only) Software Development Practices  Jidoka (build quality in) [6]  Poka-Yoke (Defect detection and prevention) [9]  Kano analysis to link voice of the customer to requirements [40] , [41]  Quality Function Deployment [41]  Value Stream Mapping [8] , [6] , [27] , [42]  Transparency [8]  Make project status highly visible  Visualise all work items  Limit WIP (Work in Process), [43] , [31]  Workload levelling "Heijunka" [6] , [40]  Addressing bottlenecks [6] , [44, 45] , [40] , [27]  Deferring decision making [38] , [27]  Moving variability downstream [27]  Reducing slack [22]  Measure and manage [46]  Employ Queuing Theory [25] , [44, 45] but measure the right things [11]  Employing Pull systems  Kanban, Limitied WIP, CONWIP (Sugimori et al., 1977; Bradley, 2007;  Kniberg and Skarin, 2010), [31]  Batch control processing [47] , [11]  Value stream Kaikaku [8]  Relentless reflection "Hansei" and continuous improvement "Kaizen" [6] , [28] ,
[48]  Avoiding too much local optimisation [27]  Hiding individual performance [27]  Root cause analysis  The 5 whys? [16]  Promoting a 'safe' environment. Instil a "stop the line" mentality [27] , [16]  Developing appropriate incentives/rewards [49]  Pragmatic governance (enable first, manage/control second) [49] A more scientific approach is taken by [11] and [31] , where focus is placed on measurements derived from areas such as queuing theory, variability and transaction cost analysis and using those measurements to shape and adjust the development processes.
Kanban
The most recent addition to the lean/agile methodology affray has been that of Kanban software development, and it takes its name from the Kanban scheduling system developed at Toyota [50] , [51] , [31] and explained in section 1.2 above. The Kanban approach is applied within the software development domain by means of a Kanban board. Fig. 2 shows an example of a typical software Kanban board, reconstructed from photos of boards used at Yahoo [52] . Development tasks are written on sticky notes and move (or flow) [51] from left to right across the board. High level objectives are listed to the left, and the next column, similar to agile, is a queue of prioritised stories which progress through the various development stages as identified by the column headings.
Although the process shares similarities to agile approaches, such as a prioritised feature list, Kanban's primary concern is to limit work in progress (WIP). However, there is a second significant difference between it and agile methodologies. The concept of a time-boxed (fixed duration) iteration is no longer used. Instead, the Kanban board is used to set clearly visible limits to the number of tasks allowed in any of the columns. These limits are identified as circled numbers in Fig. 2 . There is no fixed number for each WIP limit but by measuring the lead-time of individual tasks, the WIP limits and process itself can be optimised [53] . While an agile approach (agile kanban) would start a clean board for each iteration [50] , kanban software development pursues the concept of continuous flow or what [50] refers to as "Sustaining Kanban".
The adoption of kanban SD can be difficult for those already familiar with an agile approach due to the lack of iterations. However, the inability of agile methodologies to easily scale up, is something that is pushing teams to look to alternatives. One emerging approach is to combine agile and kanban into some form of hybrid methodology. An example of such an approach is the methodology termed Scrumban [54] , where the more structured and tightly coupled activities as defined by the SCRUM methodology are merged with the pull based workflow approach of kanban.
Lean Software Development -An Integrated View
Drawing upon the literature reviewed in the previous sections, we propose that LSD can be viewed as the merging of lean concepts with modern software development practices, such as those found in agile, and other general best practices for software development (Fig. 3) . General best practices are those which are common to any disciplined SD approach, such as structured code, in-code commenting, object oriented, and source code control. To position LSD in a broader context, since lean is a philosophy which can be applied at an organisational level, and agile is typically focused at a more practical level, agile methods can be seen as supportive practices of a lean software development philosophy as depicted in (Fig. 4) . In Fig. 4 we have positioned LSD within a wider umbrella of 'Lean Thinking' which spans the entire organisation. This is important to realise, since getting the entire value-stream working together towards a common goal in a continuously flowing fashion is the real aim of a 'Lean Enterprise' [8] . Trying to optimise one piece of the process, for example, writing the software code, may lead to sub-optimising the wider process [45] . [3] for example, when examining their internal processes leading to software delivery, found that the actual coding accounted for only 10% of the time it took to deliver a project into production. This indicates that 90% of the time is devoted to activities outside the actual coding and overflowing into other groups, departments, and or even companies.
Where to Now?
We have shown that there is a wealth of information available on the topic of Lean Software Development, and presented an integrative perspective of the topic. We hope the reader has an appreciation of the potential that we believe LSD holds for industry as evidenced by the volumes of contributions already within the domain. However, similar to what has happened with Agile SD adoption, once again the Software Engineering community finds itself with something which has evolved from industry and conventional wisdom. The academic world is struggling to pin down the phenomenon with any level of empirical foundation: "Further evaluation of lean principles is needed to understand how they affect the performance of the software process" [21] .
Due to the subjective nature and qualitative aspects of being 'lean', we suggest that as a research community we need to try and bring some form of unified understanding of this paradigm or methodology to the field. Its nascent nature and the continued use of the term LSD in different contexts, makes it difficult to even begin such a process. We therefore refrain from proposing a possible framework to adopt or adapt in order to achieve this, but rather call on the Software Engineering community to begin a series of workshops which would build towards such an output.
