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Táto práce se zabývá implementací ochrany softwaru před reverzním inženýrstvím pro Linux
v rámci projektu Lissom. Ochrana se skládá ze tří úrovní. První úroveň tvoří metody
detekující nástroje, které umožňují aplikaci metod reverzního inženýrství. Ochrana založená
na hashování funkcí reprezentuje druhou úroveň, která chrání aplikaci proti změnám. Třetí
úroveň ochrany představuje šifrování částí binárního souboru. Ochrany dopĺňují existující
licenční server projektu Lissom. V závěru práce jsou diskutována možná budoucí rozšíření.
Abstract
This thesis deals with an implementation of Linux software protection against reverse en-
gineering within the Lissom project. Protection consists of three layers. The first layer is
represented by methods detecting tools, that enable the application of reverse enginee-
ring methods. Protection based on hashing the functions represents the second layer which
protects the application against changes. The third layer of protection is a binary parts
file encryption. These methods complete an existing license server of the Lissom project.
Possible future extensions are discussed at the end of the thesis.
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V tejto práci, ktorá vznikla v rámci projektu Lissom, sa rozoberá problematika ochrany
softwaru pred reverzným (tiež spätným) inžinierstvom pre operačné systémy postavené na
linuxovom jadre (ďalej označované ako linuxové operačné systémy alebo Linux). Zaoberá sa
metódami reverzného inžinierstva a nástrojmi bežne dostupnými v Linuxe, prostredníctvom
ktorých môžu byť aplikované jednotlivé postupy a metódy reverzných inžinierov. Na ochranu
pred aplikovaním metód reverzného inžinierstva popísanými nástrojmi existuje niekoľko
metód, ktoré sú v práci taktiež rozobraté. V texte je vysvetlené, prečo sú tieto metódy
nedostačujúce na ochranu softwaru a následne je navrhnuté riešenie, ktoré sa snaží tieto
nedostatky odstrániť alebo minimalizovať.
Celý návrh je rozdelený na tri časti, ktoré postupne navyšujú úroveň ochrany, navzá-
jom sa dopĺňajú a chránia sa navzájom proti vyradeniu útočníkom. Na základe popísaných
existujúcich metód v kombinácii s existujúcim licenčným serverom projektu Lissom je na-
vrhnutá a implementovaná prvá úroveň ochrany. Prvá úroveň ochrany sa snaží odhaľovať
nástroje používané na analýzu reverznými inžiniermi. Je dopĺňaná ďalšou úrovňou založe-
nou na hashovaní funkcií. Táto úroveň odhaľuje zmeny v chránenej aplikácii. Chráni tak
nielen samotnú aplikáciu proti zmenám, ale aj ochrany prvej úrovne pred vyradením alebo
odstránením. Tretia úroveň ochrany je založená na šifrovaní častí binárneho súboru. Chráni
tak aplikáciu aj predchádzajúce dve úrovne ochrany pred statickou analýzou a znemožňuje
útočníkovi priamo zasahovať do kódu, ktorý daný súbor nesie.
Výsledkom práce je teda knižnica funkcií implementujúcich prvé dve úrovne ochrany
a aplikácia šifrujúca binárne súbory určené k ochrane aplikácií projektu Lissom pre plat-
formu Linux.
V nasledujúcej kapitole je stručne popísané, čím sa projekt Lissom zaoberá a čo je jeho
cieľom. Ďalšie dve kapitoly predstavujú teoretický úvod do problematiky. Osvetlia proble-
matiku reverzného inžinierstva, popisujú metódy analýzy softwaru a na príklade ukazujú,
ako môžu byť tieto metódy zneužité pri vyraďovaní kontroly licencie z aplikácie. V ďalšej
časti sú popísané existujúce spôsoby, ako je možné chrániť software v linuxových opera-
čných systémoch. Posledná časť sa venuje formátu ELF, čo je štandardný binárny formát
v linuxových operačných systémoch. V piatej kapitole je popísaný môj návrh riešenia tejto
problematiky a v šiestej kapitole jeho implementácia a začlenenie do projektu Lissom. Po-
sledná časť práce pojednáva o dosiahnutých experimentálnych výsledkoch a záver obsahuje




Cieľom projektu1 je vytvorenie a zavedenie jazyka na popis architektúry procesorov. Pre
dobrú použiteľnosť jazyka je vytvárané vývojové prostredie, ktoré zaisťuje vývoj hardware
a súčasne vývoj softwarových nástrojov (hardware/software co-design). Vďaka tomuto sú-
časnému vývoju sa skráti celkový čas vývojového cyklu. Popisným jazykom hardwarovej
architektúry je jazyk ISAC. Ide o zmiešaný jazyk, ktorý dokáže popísať ako architektúru
procesoru, tak inštrukčnú sadu. Je nadstavbou nad jazykom ANSI C[6]. Návrh procesoru
v tomto jazyku je prekladačom prevedený na XML súbor, špecifikujúci celú architektúru.
Z tohoto súboru sú následne generované nástroje: assembler, disassembler, debugger, simu-
látor, prekladač jazyka C a dekompilátor. Obrázok 2.1, prevzatý z [6], zobrazuje generovanie











Licenčný server – LM-X License Manager od spoločnosti X-Formation2 slúži pre bezpečnú
distribúciu softwaru. Podporuje rôzne typy licencií, napríklad aj trial licencie (zväčša časovo
obmedzené, určené na vyskúšanie). Licenčný server je multiplatformový, takisto ako projekt
Lissom, preto je pre projekt vhodný.
Licenčný server kontroluje licencie niekoľkých aplikácií. Ak užívateľ nemá licenciu, alebo
sa snaží jednu licenciu použiť viacej užívateľov, licenčný server to odhalí a aplikácia sa ukončí
s chybovou hláškou.
Na začiatku zdrojového kódu aplikácie je umiestnené vytvorenie inštancie triedy klient-
skej časti a prevedenie checkoutu (vstupnej kontroly) licencie pre danú aplikáciu. Neskôr pre
kontrolu licencie stačí volať metódu spomínanej inštancie triedy. Pre väčšiu odolnosť proti
útočníkom je kontrola licencie umiestnená vždy na viaceré miesta v chránenej aplikácii.
Použitím licenčného servera však nie je aplikácia nijak chránená proti odstráneniu licen-







Reverzné inžinierstvo je proces, ktorého cieľom je odkryť princíp fungovania skúmaného
predmetu. V informatike sa jedná o proces analýzy predmetného systému s cieľom identifi-
kovať komponenty systému a ich vzájomné väzby a prípadne vytvoriť reprezentáciu systému
v inej forme alebo na vyššej úrovni abstrakcie [3].
Dá sa povedať, že v informatike je reverzné inžinierstvo inverzný proces k softwaro-
vému inžinierstvu [6]. Tento vzťah je znázornený na obrázku 3.1 prevzatom z [6]. V oboch

























Obr. 3.1: Vsťah softwarového a reverzného inžinierstva [6]
Reverzné inžinierstvo môže byť využité napríklad v architektúre pre konštrukciu modelu
skutočného objektu alebo pri nedostatočnej, prípadne žiadnej dokumentácii zdrojových
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kódov programu. Často však býva zneužívané pri crackingu – metódy s cieľom vyradiť
alebo odstrániť ochranné prvky, rutiny overujúce platnosť a pravosť licencie a obmedzenia
dané licenciou u proprietárneho softwaru.





Ide o analýzu binárnych súborov aplikácie bez ich vykonania. Väčšinou je binárny súbor
prevedený zo strojového kódu do zápisu v jazyku symbolických inštrukcií. Ďalej nasleduje
takzvaná control flow analýza [2] – analýza riadenia priechodu programom. Vďaka nej zís-
kame poradie, v ktorom budú jednotlivé časti kódu vykonané.
Statickou analýzou získavame informácie platné pri každom priechode kódom. Napríklad
môžeme zistiť, že určitá premenná v kóde má na určitom mieste vždy danú hodnotu zistenú
pri analýze.
Pri vykonávaní aplikácie sa však jej kód môže za behu zmeniť. Preto hovoríme o analýze
”
mŕtveho kódu“. Výsledky analýzy potom nemusia byť úplne správne, čo sa považuje za
nevýhodu tejto metódy.
Najčastejšie používaný nástroj statickej analýzy je disassembler. Disassembler prevádza
strojový kód do zápisu v jazyku symbolických inštrukcií. Okrem zneužívania crackermi sa
disassemblery používajú napríklad na skúmanie optimalizačnej sily prekladačov.
3.1.2 Dynamická analýza
Dynamickou analýzou nazývame zbieranie informácií o aplikácii sledovaním jej vykonávania
pomocou nástrojov určených na ladenie (debugging) a sledovanie (tracing) aplikácií. Ladia-
cim nástrojom pozorujeme priebeh vykonávania aplikácie, pričom si môžeme vykonávanie
pozastaviť, sledovať hodnoty v registroch, prípadne ich pozmeniť a podobne. Sledovacím
nástrojom môžeme napríklad sledovať systémové volania alebo volania knižníc.
Dynamickou analýzou získavame informácie, o ktorých nemôžeme tvrdiť, že platia pri
každom priechode kódom. Oproti statickej analýze nemôžme tvrdiť, že určitá premenná
v kóde má na určitom mieste vždy danú hodnotu, ale že ju nadobúda len pre určitú množinu
vstupov.
Výhodou tejto metódy, oproti statickej analýze, je skúmanie len toho kódu, ktorý sa
skutočne vykoná.
Najčastejšie používaným nástrojom dynamickej analýzy je debugger. Debugger sa po-
užíva pri ladení aplikácií. Umožňuje sledovať a riadiť vykonávanie aplikácie umiestnením
breakpointov – zarážiek, na ktorých dôjde k pozastaveniu programu, meniť hodnoty v re-
gistroch procesora a podobne.
3.1.3 Možný scenár
V tejto kapitole popíšeme možný scenár ochrany aplikácie a postupu útočníka (crackera)
pri jej odstránení.
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Majme chráneny software, ktorého používanie je obmedzené licenciou. Licencia sa kon-
troluje na základe licenčného kľúča. Pri nezadaní alebo nesprávnom zadaní licenčného kľúča
kontrolná rutina túto skutočnosť zistí a program sa ukončí.
Útočník si otvorí aplikáciu v ladiacom nástroji, začne ju krokovať, až narazí na kontrolnú
rutinu. Takto zistí jej približné umiestnenie. Následne disassembluje aplikáciu a zameria
sa na toto miesto. Nájde presnú lokáciu kontrolnej rutiny a zistí ako funguje. S týmito
informáciami útočníkovi stačí už len otvoriť hex editor a kontrolnú rutinu vyradiť (napríklad
znegovať logiku podmienky, podstrčiť určité hodnoty a podobne).
3.2 Dostupné nástroje v Linuxe
Nástroje bežne dostupné v linuxových operačných systémoch sú zväčša založené na libbfd
a ptrace [10]. BFD alebo Binary File Descriptor library je hlavný mechanizmus GNU Pro-
jektu na prenositeľný spôsob manipulácie s objektovými súbormi v rôznych formátoch.
Ptrace (process trace – sledovanie procesu) je systémové volanie, pomocou ktorého môže
jeden proces riadiť iný (môže manipulovať s vnútornými stavmi svojho cieľa).
3.2.1 Nástroje pre statickú analýzu
Nástroje na statické analyzovanie binárnych súborov bežne dostupné v linuxových opera-
čných systémoch sú: strings, objdump a readelf.
Strings je nástroj, ktorý vyhľadáva v súboroch sekvencie tlačiteľných znakov nasle-
dovaných nenulovou sekvenciou netlačiteľných znakov. Bežne sa používa na identifikáciu
neznámych súborov. Môže byť použitý útočníkom pri vyhľadávaní správneho licenčného
kľúča v nedostatočne chránených aplikáciach, kde je licenčným kľúčom reťazec. V takýchto
nedostatočne chránených aplikáciach sa porovnáva zadaný licenčný kľúč s originálnym kľú-
čom, a ten je uložený priamo v zdrojovom kóde. Stačí teda nad daným binárnym súborom
spustiť strings a licenčný kľúč dostaneme ako jeden z reťazcov na výstup.
Objdump je nástroj na zobrazovanie rôznych informácií o objektových súboroch. Može
byť použitý ako disassembler na zobrazenie binárneho súboru v jazyku symbolických in-
štrukcií. Spolu so strings a readelf je súčasťou GNU Binutils. GNU Binutils je kolekcia
nástrojov, postavených na BFD knižnici, na manipuláciu s binárnymi súbormi na nízkej
úrovni. Mnoho znich používa knižnicu opcodes na zostavovanie a disassemblovanie strojo-
vých inštrukcií.
Readelf zobrazuje informácie o ELF súboroch. Oproti nástroju objdump poskytuje väč-
šie detaily.
3.2.2 Nástroje pre dynamickú analýzu
Nástroje pre dynamickú analýzu binárnych súborov bežne dostupné v linuxových operač-
ných systémoch sú: ltrace, strace a gdb.
Ltrace (library trace) je nástroj na sledovanie behu aplikácie zameraný na volania kni-
žníc a sledovanie signálov, ktoré aplikácia počas behu obdrží.
Strace (system trace) je nástroj na sledovanie behu aplikácie zameraný na systémové
volania a sledovanie signálov, ktoré aplikácia počas behu obdrží. Spolu s ltrace využívajú
na monitorovanie behu programu systémové volanie ptrace.
Gdb, celým názvom GNU Debugger, je asi najpoužívanejší ladiaci nástroj v linuxových
operačných systémoch, a zároveň jedným z najmocnejších nástrojov reverzných inžinierov.
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GNU Debugger má štyri hlavné funkcie (spolu s ďalšími čo podporujú tieto štyri hlavné)
[5]:
• spustiť program so špecifikáciou všetkého, čo by mohlo ovplyvniť jeho chovanie
• pozastaviť program za určitej podmienky
• preskúmať, čo sa stalo, keď sa program zastavil
• meniť stav programu (napríklad premenné, obsah registrov), vďaka čomu je možné
s programom experimentovať
GNU Debugger podroruje jazyky C, C++, D, Objective-C, Fortran, Java, OpenCL C,
Pascal, jazyk symbolických inštrukcií, Modula-2 a Ada.
Analyzovaný program je pozastavený po dosiahnutí breakpointu. Niektoré typy break-
pointov sú realizované prepísaním niektorého z prvých n bajtov adresy operačným kódom
breakpointu (napríklad 0xCC u architektúry x86 ). Akonáhle ladiaci nástroj na tento ope-
račný kód narazí, nahradí operačný kód pôvodným a pozastaví beh programu [8].
3.3 Dostupné metódy ochrany softwaru
Ochrana softwaru je dôležitá pre výrobcov proprietárneho softwaru. Používanie proprietár-
neho softwaru je obmedzené licenciou, pričom licenciu je zväčša nutné si zakúpiť. Softwarový
produkt je teda predmetom obchodu (zakupuje sa len licencia na jeho používanie), a preto
je pre výrobcu softwaru nepríjemné, ak sa napríklad na internete objaví jeho produkt bez
obmedzení, ktoré stanovovali licenčné podmienky voľne na stiahnutie. Preto je pre výrobcu
dôležitá ochrana jeho softwaru.
Neexistuje však žiadna ochrana, ktorá by sa nedala odstrániť alebo obísť. Všetko je to
otázkou času, možností a trpezlivosti útočníka [13]. Cieľom ochrany softwaru je čo najviac
sťažiť útočníkom prácu, v ideálnom prípade tak, že odstránenie ochrany bude pre útočníka
časovo neúnosné.
U každej ochrany je dôležité, aby na seba neupozorňovala. Upozorňovaním sa v tomto
prípade myslí napríklad chybová hláška alebo okamžité ukončenie programu po odhalení
útočníka. Ak by bola ochranná rutina implementovaná týmto spôsobom, útočníkovi by
značne uľahčila prácu s jej vyhľadaním a následným vyradením alebo odstránením. Iný
spôsob, ako program ukončiť po odhalení útočníka, môže byť, ak napríklad program vy-
čkáva náhodný časový úsek a až potom sa ukončí. Je možné tiež zmeniť adresu dôležitého
ukazovateľa alebo premennej, potrebnej k správnej funkčnosti programu.
Problematika ochrany softwaru na poli linuxových operačných systémoch nie je veľmi
rozvinutá (napríklad oproti operačným systémom Windows). Odvíja sa to od potreby chrá-
niť software. Väčšina softwaru pre linuxové operačné systémy je zdarma, často dostupná
spolu so zdrojovým kódom (v tom prípade ochrana ani nemá zmysel), takže nie je potreba
na software útočiť. Preto existuje len zopár známych metód.
3.3.1 Zmätenie disassemblera
Toto je technika [1], vďaka ktorej disassemblery vracajú nesprávne disassemblovaný kód.
Tohto zmätenia dosiahneme jednoduchým skokom doprostred inštrukcie. Skutočný kód
bude začínať v polovici tejto inštrukcie, ale disassemblovaná bude celá inštrukcia. Odtiaľto
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bude disassemblovanie pokračovať so zlým zarovnaním, a tak bude niekoľko nasledujúcich
inštrukcií disassemblovaných nesprávne.
Táto technika je platformovo závislá, pretože je postavená na inštrukciách jazyka symbo-
lických inštrukcií. Do zdrojových súborov aplikácie písanej v programovacom jazyku vyššej
úrovne by musel byť kód techniky vložený pomocou inline assembleru – spôsob, akým je
možné vkladať inštrukcie jazyka symbolických inštrukcií do zdrojových súborov v jazyku
C, čo by spôsobilo jeho neprenositeľnosť. A navyše, vďaka tejto technike by bolo skrytých
len pár inštrukcií.
3.3.2 Detekcia breakpointov
Ako už bolo spomenuté, niektoré breakpointy sú realizované prepísaním prvého bajtu ad-
resy, kam je breakpoint umiestňovaný, operačným kódom breakpointu. Na platformách x86
a x86-64 ide o operačný kód 0xCC. Ak teda chceme tieto breakpointy na funkcie v aplikácii
odhaliť, stačí prvý bajt adresy funkcií porovnať s operačným kódom 0xCC [1].
Táto ochrana sa dá obísť jednoduchým umiestnením breakpointu do funkcie na miesto,
ktoré už ochrana nekontroluje. Dnes už nieje tento typ breakpointu umiestňovaný na prvý
bajt adresy, ale častejšie až za prvých pár inštrukcií. Pre útočníka býva však väčší problém
túto ochranu odhaliť (za predpokladu, že program v mieste detekcie nevypíše hlášku alebo
okamžite neskončí), ako obísť.
Ochrana je funkčná na platformách, kde ladiace nástroje používajú operačný kód 0xCC
na vloženie breakpointov do aplikácie.
3.3.3 Falošné breakpointy
Do aplikácie možno vložiť falošné breakpointy umiestnením inštrukcie int3 [1]. V kódoch,
písaných vo vyšších programovacích jazykoch, si vloženie falošného breakpointu vyžaduje
inline assembler. Vyvolávanie falošných breakpointov týmto spôsobom je teda platformovo
závislé a samo o sebe nemá žiaden ochranný účel. Na falošných breakpointoch sa však dá
postaviť ochrana.
Ochrana využíva to, že ladiaci nástroj signál SIGTRAP, vyslaný inštrukciou int3, za-
chytí a ak ho nepošle procesu, obslužná rutina k tomuto signálu sa nevykoná.[4] Potom už
len stačí v obslužnej rutine signálu nastavovať premennú a neskôr skontrolovať jej obsah.
Ochrana je neúčinná v prípade, že ladiaci nástroj preposiela zachytené signály procesu,
ktorý sleduje.
3.3.4 Detekcia nástrojov postavených na ptrace
Systémové volanie ptrace používa mnoho ladiacich nástrojov a ďalšie nástroje na sledovanie
vykonávania aplikácie. Z bežne dostupných nástrojov v Linuxe to sú napríklad ltrace, strace
a gdb.
Ak proces zavolá ptrace sám na seba, toto volanie neskončí úspešne, ak už je proces
monitorovaný, pretože proces može byť v jeden čas monitorovaný pomocou ptrace len raz
[1].
Táto technika odhalí len nástroje, ktoré sú postavené na ptrace. Dá sa obísť napríklad
podvrhnutím funkcie ptrace vlastnou funkciou, ktorá vždy končí úspechom [9]. Nevýhodou
metódy je nemožnosť zastavenia sledovania po úspešnom volaní ptrace, a tak sa dá použiť
10
v chránenej aplikácii len raz. Ďalej po úspešnom volaní ptrace budú signály posielané apli-
kácii zachytávané a nebudú aplikácii doručené. Preto treba metódu aplikovať na vhodnom
mieste v kóde chránenej aplikácie.
3.3.5 Detekcia založená na časovej značke
Ochrana je postavená na porovnávaní dvoch časových značiek. Pomocou inštrukcií jazyka
symbolických inštrukcií si uložíme prvú časovú značku. Vykonáme napríklad delenie nulou,
čo spôsobí, že proces obdrží signál SIGFPE (float point exception). V obslužnej rutine
k tomuto signálu vykonáme skok späť a uložíme si druhú časovú značku. Ak bude aplikácia
spustená spolu s ladiacim nástrojom, bude rozdiel časových značiek niekoľkonásobne väčší
než pri normálnom spustení aplikácie [2].
U tejto techniky je potrebné vhodne zvoliť prah, podľa ktorého sa bude rozhodovať, či
sa jedná o normálny beh aplikácie alebo o pokus o útok. Ďalej je treba brať do úvahy I/O
zariadenia, ktoré by mohli pri zmene kontextu dobu behu aplikácie predĺžiť.
3.3.6 Hashovanie funkcií
Jednoduchý spôsob, akým spočítať hash (otlačok) funkcie, je využiť logickú funkciu xor.
Stačí túto funkciu aplikovať na všetky bajty funkcie, a tak dostaneme originálny výsledok
pre danú funkciu. Ak sa útočník pokúsi funkciu pozmeniť, hodnota hashu bude úplne iná
[2].
Nasadenie tejto ochrany je vhodné až po ukončení vývoja, pretože ak sa zmení kód pred
funkciou, môže sa stať, že adresa funkcie sa posunie. Ak funkcia, ktorá je hashovaná, volá
ďalšie funkcie, je jasné, že hash bude iný po každom väčšom zásahu do kódu. Nevýhodou
tejto metódy je nutnosť predpočítania hashu.
3.3.7 Šifrovanie častí binárneho súboru
Ďalšou, sofistikovanejšou metódou ochrany aplikácie je šifrovanie častí binárnych súborov.
Takto šifrovaný binárny súbor je odolnejší voči statickej analýze. Pred spustením aplikácie
v šifrovanom súbore je potrebné súbor dešifrovať. Tento koncept je už úspešne nasadený
na platforme Windows, pre ktorú existujú voľne dostupné aj komerčné aplikácie šifrujúce
binárne súbory tejto platformy. Na poli linuxových operačných systémoch je situácia dia-
metrálne odlišná (viz. kapitola 3.3).
Exisituje aplikácia s otvoreným zdrojovým kódom (open source) – ELF-Encrypter1, ktorá
implementuje rozne spôsoby šifrovania binárneho súboru. Táto aplikácia v aktuálnej verzii
0.12 má problémy správne dešifrovať zašifrovaný súbor. Dešifrovanie súboru prebieha po-
mocou zdielanej knižnice (.so) a funkcie init(), ktorá sa vykoná predtým, ako je predané
riadenie na vstupný bod (entry point) šifrovanej aplikácie. Avšak k tomu, aby sa funkcia
vykonala, je nutné manuálne nastaviť cestu k zdielanej knižnici do premennej prostredia
LD PRELOAD. Vďaka tomu bude dynamicky pripojená (prilinkovaná) táto knižnica k ap-
likácii a pred jej samotným spustením sa dešifruje. ELF-Encrypter dešifruje aplikáciu tak,
že vyžaduje interakciu s užívateľom (požaduje heslo na dešifrovanie a pod.).




Znalosť súborového formátu ELF je samozrejmosťou pre každého útočníka – linuxového re-
verzného inžiniera, pretože jeho cieľom je kód, ktorý v sebe nesú práve ELF súbory. Znalosť
ELF formátu ďalej využijú tvorcovia sofistikovanejších ochrán softwaru pred reverznými
inžiniermi, zoleženými na šifrovaní častí binárneho súboru v tomto formáte. Kapitola čerpá
informácie o ELF formáte zo špecifikácie – pre 32-bitov [11], pre 64-bitov [12].
Executable and Linking Format (kedysi nazývany Extensible Linking Format) je štan-
dardný súborový formát pre spustiteľné súbory, objektové súbory, core dump súbory a zdie-
ľané knižnice. V roku 1999 bol tento formát zvolený ako štandard pre binárne súbory v Unixe











Obr. 4.1: Príklad štruktúry ELF súboru [7]
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Dáta môžu obsahovať:
• Program header table – tabuľka programových hlavičiek, popisujúcu 0 alebo viac seg-
mentov
• Section header table – tabuľka hlavičiek sekcií, popisujúcu 0 alebo viac sekcií
• dáta, na ktoré odkazujú záznamy v programovej hlavičke alebo hlavičke sekcií
Segmenty obsahujú informácie, ktoré sú nevyhnutné pre vykonanie súboru, sekcie obsa-
hujú dôležité dáta pre linkovanie a relokáciu. Jeden segment zvyčajne obsahuje jednu alebo
viac sekcii. Príklad štruktúry ELF súboru možno vidieť na obrázku 4.1 [7].
4.1 Dátové typy
ELF pomocou základných dátových typov definuje vlastné strojovo nezávislé dátové typy,
aby bolo možné správne určiť a interpretovať dáta hlavičiek [11]. Ostatné dáta v súbore
použijú kódovanie cieľovej architektúry, bez ohľadu na to, na akej architektúre bol súbor
vytvorený. Tabuľka 4.1 a tabuľka 4.2 ukazujú 32-bitové a 64-bitové strojovo nezávislé dátové
typy formátu ELF a ich veľkosť v bajtoch.







Tabuľka 4.1: 32-bitové dátové typy









Tabuľka 4.2: 64-bitové dátové typy
Pomocou týchto dátových typov možno definovať hlavičku ELF formátu, hlavičku sek-
cie a programovú hlavičku. Tieto hlavičky obsahujú základné informácie o súbore a dátach,
ktoré nesie a informácie o tom, ako správne tieto dáta interpretovať. Hlavičky budú podrob-
nejšie rozobrané v nasledujúcich kapitolách. U každej hlavičky bude zobrazená jej štruktúra
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definovaná pomocou dátových typov z tabuľky 4.1. Budú uvedené len 32-bitové hlavičky,
pretože 64-bitové hlavičky majú rozdielne len dátové typy atribútov (u 64-bitových hlavičiek
sú použité 64 bitové dátové typy z tabuľky 4.2), ale samotné atribúty majú rovnaké.
4.2 ELF hlavička
ELF hlavička obsahuje základné informácie o ELF súbore. Obrázok 4.2 ukazuje, ako je
definovaná 32-bitová ELF hlavička. Význam jednotlivých členov štruktúry je nasledovný:
e ident – identifikačné bajty, informácie o dátovej reprezentácii štruktúry súboru
e type – určuje typ objektového súboru
e machine – špecifikuje požadovanú architektúru
e version – uřcuje verziu objektového súboru
e entry – adresa vstupného bodu (entry point) programu
e phoff – offset (posunutie) tabuľky programových hlavičiek v bajtoch
e shoff – offset (posunutie) tabuľky hlavičiek sekcií v bajtoch
e flags – príznaky
e ehsize – veľkosť hlavičky v bajtoch
e phentsize– veľkosť záznamu v tabuľke programových hlavičiek
e phnum – počet záznamov v tabuľke programových hlavičiek
e shentsize– veľkosť záznamu v tabuľke hlavičiek sekcií
e shnum – počet záznamov v tabuľke hlavičiek sekcií
e shstrndx – index do tabuľky hlavičiek sekcií ukazujúci na tabuľku reťazcov
#define EI NIDENT 16
typedef struct {
unsigned char e ident[EI NIDENT];
Elf32 Half e type;
Elf32 Half e machine;
Elf32 Word e version;
Elf32 Addr e entry;
Elf32 Off e phoff;
Elf32 Off e shoff;
Elf32 Word e flags;
Elf32 Half e ehsize;
Elf32 Half e phentsize;
Elf32 Half e phnum;
Elf32 Half e shentsize;
Elf32 Half e shnum;
Elf32 Half e shstrndx;
} Elf32 Ehdr;
Obr. 4.2: 32-bitová ELF hlavička
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4.3 Programová hlavička
Programová hlavička je hlavičkou segmentu, o ktorom nesie informácie. Obrazok 4.3 uka-
zuje, ako je definovaná 32-bitová programová hlavička. Význam jednotlivých členov štruk-
túry je nasledovný:
p type – určuje typ segmentu
p offset – posunutie (offset) segmentu v bajtoch v rámci súboru
p vaddr – virtuálna adresa segmentu v pamäti
p paddr – rezervované pre fyzickú adresu segmentu (systémy s fyzickým adresovaním)
p filesz – veľkosť segmentu v rámci súboru
p memsz – veľkosť segmentu v pamäti
p flags – príznaky segmentu
p align – zarovnanie segmentu v pamäti
typedef struct {
Elf32 Word p type;
Elf32 Off p offset;
Elf32 Addr p vaddr;
Elf32 Addr p paddr;
Elf32 Word p filesz;
Elf32 Word p memsz;
Elf32 Word p flags;
Elf32 Word p align;
} Elf32 Phdr;
Obr. 4.3: 32-bitová programová hlavička
Najčastejšie sa v binárnych súboroch vyskytujú segmenty typu:
PT NULL – nepoužitý, ostatné hodnoty sú nedefinované
PT LOAD – segment, ktorý bude načítaný do pamäte
PT DYNAMIC – obsahuje informácie potrebné pri dynamickom linkovaní
PT INTERP – obsahuje cestu k interpretu programu
PT NOTE – obsahuje špeciálne informácie, napríklad o kompatibilite
PT SHLIB – rezervovaný typ s nešpecifikovanou sémantikou
PT PHDR – špecifikuje lokáciu a veľkosť tabuľky programových hlavičiek
Ostatné typy segmentov majú sémantiku špecifickú od procesoru alebo systému.
4.4 Hlavička sekcie
Hlavička sekcie obsahuje informácie o jednej sekcii. Obrázok 4.4 zobrazuje, ako je definovaná
32-bitová hlavička sekcie. Význam jednotlivých členov štruktúry je nasledovný:
sh name – posunutie (offset) názvu sekcie v bajtoch k začiatku tabuľky reťazcov
sh type – určuje typ sekcie
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sh flags – príznaky
sh addr – virtuálna adresa začiatku sekcie v pamäti
sh offset – posunutie (offset) sekcie v bajtoch v rámci súboru
sh size – veľkosť sekcie v bajtoch
sh link – odkaz na asociovanú sekciu
sh info – extra informácie o sekcii
sh addralign– obsahuje požadované zarovnanie sekcie
sh entsize – veľkosť záznamu sekcie
typedef struct {
Elf32 Word sh name;
Elf32 Word sh type;
Elf32 Word sh flags;
Elf32 Addr sh addr;
Elf32 Off sh offset;
Elf32 Word sh size;
Elf32 Word sh link;
Elf32 Word sh info;
Elf32 Word sh addralign;
Elf32 Word sh entsize;
} Elf32 Shdr;
Obr. 4.4: 32-bitová hlavička sekcie
Pre šifrovanie binárneho súboru vo formáte ELF je dôležitá znalosť sekcií, ktoré sa
bežne vyskytujú v binárnom súbore. Na základe nej potom možno určiť, ktoré sekcie je
vhodné šifrovať, a naopak, ktoré nesmú byť šifrované. Nasledujúce sekcie možno bežne
nájsť v binárnych súboroch vo formáte ELF:
.bss – neinicializované dáta, potrebné pri vytváraní obrazu programu v pamäti
.comment – kontrolné informácie verzie
.data – inicializované dáta
.data1 – sekcia ma rovnakú úlohu ako sekcia .data
.debug – informácie pre symbolické ladenie
.dynamic – informácie potrebné pre dynamické linkovanie
.dynstr – reťazce potrebné pri dynamickom linkovaní
.dynsym – tabuľka symbolov pre dynamické linkovanie
.fini – inštrukcie vykonané pri normálnom ukončení programu
.got – global offset table – tabuľka obsahujúca absolútne adresy privátnych dát
.hash – hash tabuľka symbolov
.init – inštrukcie vykonané pred spustením programu
.interp – cesta k interpretu programu
.line – informácie o číslach riadkov pre symbolické ladenie
.note – špeciálne informácie, napríklad o kompatibilite pre iné programy
.plt – Procedure linkage table – tabuľka obsahujúca absolútne adresy funkcií
.relname – relokačné informácie
.relaname – sekcia má rovnakú úlohu ako .relname
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.rodata – dáta programu určené len na čítanie
.rodata1 – sekcia má rovnakú úlohu ako .rodata
.shstrtab – obsahuje názvy sekcií
.strtab – reťazce reprezentujúce názvy asociované so záznamami tabuľky symbolov
.symtab – tabuľka symbolov
.text – inštrukcie programu
.jcr – potrebné informácie o Java triedach













Podkapitola popisuje testovacie podmienky, metodiku testovania a testovaciu aplikáciu, na
ktorej prebehla väčšina testov.
7.1.1 Testovacia platforma
Testovanie prebiehalo zväčša na notebooku s nasledovnou hardwarovou konfiguráciou:
• Intel Core 2 Duo T7500, 2.20GHz
• 2.0 GiB RAM DDR2
Softwarová konfigurácia bola nasledovná:
• Ubuntu 10.10 32-bit
• Kernel Linux 2.6.35-29-generic
64-bitový systém bol pri testovaní virtualizovaný pomocou programu Virtualbox1 s nasle-
dujúcimi nastaveniami:
• Processory: 1 CPU (jedno jadro z Intel Core 2 Duo T7500, 2.20GHz)
• Pamäť: 1508 MB
Virtualizovaný operačný systém:
• Ubuntu 11.04 64-bit
• Kernel Linux 2.6.38-8-generic
Testovanie prebiehalo v záchrannom režime (recovery mod) bez grafického užívateľského
rozhrania. Boli spustené len nevyhnutné aplikácie. Väčšina testov sa uskutočnila na týchto
platformách, až na test pre určenie prahu ochrany založenej na časovej značke, kde sa
vyžadovalo testovanie na rôznych platformách.
1Domovská stránka projektu: http://www.virtualbox.org/
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7.1.2 Testovacia aplikácia
Aplikácia, na ktorej prebiehali testy jednotlivých častí ochrany, počítala prvých 45 čísel
fibonacciho postupnosti pomocou rekurzie. V niektorých prípadoch bolo do zdrojového
kódu aplikácie vložené statické pole, kvôli zväčšeniu objemu dát (napríklad na šifrovanie).
7.1.3 Metodika testovania
Testovanie na aplikácii prebiehalo tak, že aplikácia bola po preložení 3-krát spustená s rov-
nakými parametrami a za rovnakých podmienok, za akých sa následne testovala. Výsledky
sa nebrali do úvahy. Po úvodných troch spusteniach aplikácie nasledovali ďalšie tri spus-
tenia, z ktorých sa namerané výsledky zobrali a z nich sa vypočítal aritmetický priemer.
Tento priemer sa bral ako výsledok testu. Keďže, ako je vidieť z výsledkov testov, výsledky
mierne ovplyvnila rozličná doba počítania čísel fibonacciho postupnosti. Preto je každý
test zopakovaný s tým, že testovacia aplikácia nič nepočíta. Takto dostaneme presnejšie
výsledky testov. Tieto presnejšie výsledky sú vynášané do grafov.
7.2 Ochrana založená na časovej značke
Pred otestovaním jednotlivých častí ochrany je nutné vhodne zvoliť prah ochrany založenej
na časovej značke. Pre tento účel bol vytvorený zdrojový kód, do ktorého bola vložená
táto ochrana v cykle o tisíc iteráciach tak, že nič nechránila, neodhaľovala ladiace nástroje,
len vypísala rozdiel časových značiek na štandardný výstup (stdout). Vypísaný rozdiel bol
najvyšším rozdielom nameraným zo všetkých iterácií.
















Tabuľka 7.1: Niekoľko pokusov merania rozdielu časových značiek
Tento krátky program bol rozoslaný niekoľkým užívateľom Linuxu, ktorých spätná väzba
bola zahrnutá do výsledkov testu. Užívateľom bolo doporučené, aby svoj systém pred spuste-
ním programu zaťažili. Tabuľka 7.1 ukazuje výsledky testu. Na základe nameraných hodnôt
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bol zvolený prah 0,015 sekundy. Momentálne prebieha testovanie aplikácií projektu Lis-
som, v ktorých je ochrana nasadená, testermi, čo by malo overiť, že daný prah je zvolený
s dostatočnou rezervou.
7.3 Prvá úroveň ochrany
Ochrany prvej úrovne sú vkladané do zdrojových súborov na viaceré miesta a sú volané
viackrát za beh programu. Preto je dôležité otestovať, aký budú mať vplyv na rýchlosť
chránenej aplikácie. V tabuľke 7.2 možno vidieť výsledky testu, ktoré ukazujú závislosť
času vykonania aplikácie, počítajúcej čísla fibonacciho postupnosti, na počte volaní ochrán.
Tabuľka 7.3 zobrazuje čas vykonania ochrán v aplikácii, ktorá nič nepočíta, a tak hodnoty
v tabuľke sú priamo časy, za ktoré sa vykonajú ochranné rutiny prvej úrovne. Hodnoty
z tejto tabuľky sú vynesené do grafu 7.1.
32-bitová platforma 64-bitová platforma
Počet volaní Nameraný čas [ s ] Počet volaní Nameraný čas [ s ]
0 92.246 0 93.811
1 92.442 1 93.219
47 92.493 46 94.102
93 92.337 93 92.374
139 92.450 139 92.444
Tabuľka 7.2: Vplyv ochrany na rýchlosť testovacej aplikácie
32-bitová platforma 64-bitová platforma
Počet volaní Nameraný čas [ s ] Počet volaní Nameraný čas [ s ]
0 0.001 0 0.018
1 0.001 1 0.019
47 0.001 46 0.020
93 0.002 93 0.022
139 0.002 139 0.023
















Obr. 7.1: Vplyv ochrany na rýchlosť testovacej aplikácie bez počítania
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7.4 Druhá úroveň ochrany
V druhej úrovni ochrany, hashovaní funkcií, je dôležitým faktorom taktiež rýchlosť. V tomto
prípade je to rýchlosť počítania hashu. Do zdrojového kódu testovacej aplikácie bolo vlo-
žené statické pole, ktorého veľkosť bola postupne navyšovaná. Keďže ochrana tejto úrovne
prijíma adresu a počet bajtov, namiesto adresy funkcie jej bola predaná adresa poľa a ako
počet bajtov veľkosť tohto poľa. Tabuľka 7.4 zobrazuje čas, za ktorý sa vykonala aplikácia.
Tabuľka 7.5 ukazuje dobu hashovania v aplikácii, ktorá nič nepočíta, vďaka čomu sú údaje
o rýchlosti presnejšie. Hodnoty z tejto tabuľky sú vynesené do grafu 7.2.
32-bitová platforma 64-bitová platforma
Veľkosť dát [KB ] Nameraný čas [ s ] Veľkosť dát [KB ] Nameraný čas [ s ]
0 89.898 0 91.929
1 89.887 1 92.612
10 89.833 10 92.587
100 89.694 100 91.911
1000 89.710 1000 92.749
3000 89.611 3000 92.482
5000 89.662 5000 92.519
7000 89.792 7000 92.788
Tabuľka 7.4: Závislosť času hashovania od veľkosti dát
32-bitová platforma 64-bitová platforma
Veľkosť dát [KB ] Nameraný čas [ s ] Veľkosť dát [KB ] Nameraný čas [ s ]
0 0.001 0 0.017
1 0.001 1 0.017
10 0.001 10 0.018
100 0.001 100 0.022
1000 0.002 1000 0.057
3000 0.005 3000 0.131
5000 0.008 5000 0.207
7000 0.010 7000 0.284
















Obr. 7.2: Závislosť času hashovania od veľkosti dát
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7.5 Tretia úroveň ochrany
Tretia úroveň ochrany šifruje sekcie binárneho súboru. Na rýchlosti šifrovania nezáleží, pre-
tože to sa deje na strane výrobcu softwaru. Záleží však na rýchlosti dešifrovania aplikácie.
Do testovacej aplikácie bolo opäť vložené statické pole, ktorého veľkosť bola pri testovaní
zväčšovaná. Týmto spôsobom bolo dosiahnuté zväčšovanie dátovej siekcie, a teda naras-
tala veľkosť dát, ktoré boli šifrované a tým pádom aj dešifrované pred spustením aplikácie.
Tabuľka 7.7 zobrazuje čas, za ktorý sa dešifrovala a vykonala aplikácia. Tabuľka 7.5 uka-
zuje dobu dešifrovania aplikácie, ktorá nič nepočíta a, tak sú v tabuľke presnejšie údaje
o rýchlosti dešifrovania. Hodnoty z tejto tabuľky sú vynesené do grafu 7.3.
32-bitová platforma 64-bitová platforma
Veľkosť dát [KB ] Nameraný čas [ s ] Veľkosť dát [KB ] Nameraný čas [ s ]
0 89.746 0 91.588
1 89.828 1 91.635
10 89.798 10 91.494
100 89.907 100 91.613
1000 90.058 1000 91.699
3000 89.572 3000 92.365
5000 89.949 5000 92.755
7000 89.681 7000 92.695
Tabuľka 7.6: Závislosť času dešifrovania od veľkosti dát
32-bitová platforma 64-bitová platforma
Veľkosť dát [KB ] Nameraný čas [ s ] Veľkosť dát [KB ] Nameraný čas [ s ]
0 0.001 0 0.017
1 0.001 1 0.018
10 0.001 10 0.018
100 0.001 100 0.023
1000 0.007 1000 0.077
3000 0.019 3000 0.201
5000 0.032 5000 0.395
7000 0.044 7000 0.506




















Pred zhodnotením práce je dobré zopakovať, že žiadna ochrana nie je neprekonateľná. Pre-
konanie ochrany vždy závisí na motivácii útočníka, prostriedkoch, ktoré má k dispozícii
a čase. Cieľom tejto práce nebolo vytvoriť neprekonateľnú ochranu, ale ochranu, ktorá by
čo najviac zhoršila možnosti útočníka, ideálne tak, aby pre neho bolo jej prekonanie časovo
neúnosné.
Výsledkom tejto práce je knižnica funkcií a aplikácia, ktoré, obrazne povedané, s útoč-
níkom bojujú na niekoľkých frontoch zároveň. Ochrany prvej úrovne odhaľujú nástroje
reverzných inžinierov, ochrana druhej úrovne chráni aplikáciu proti zmenám a ochrana
tretej úrovne znemožňuje priamu statickú analýzu. Úrovne sa navzájom doplňujú a tvoria
jeden celok. Tento celok spolu s licenčným serverom poskytuje aplikáciám projektu Lissom
solídnu ochranu.
Ochrany prvej úrovne sú už v túto chvíľu nasadené a testujú sa spolu s projektom.
Použitie druhej úrovne ešte nie je naplánované. Na nasadení tretej úrovne sa momentálne
pracuje a jej začlenenie do projektu prebehne v najbližšej dobe.
Z experimentálnych výsledkov a testov vyplýva, že ochrana ako celok nemá zásadný
vplyv na aplikáciu, čo sa týka rýchlosti. Toho je docielené aj vďaka používaniu jednoduchej,
ale hlavne rýchlej logickej funkcie xor. Rozdiel v rýchlosti medzi 32-bitovou a 64-bitovou
platformou je spôsobený virtualizáciou 64-bitovej platformy. Pre túto platformu tak nebolo
k dispozícii toľko hardwarových prostriedkov.
Ochrana je pre užívateľa transparentná. Môže byť teda nasadená a distribuovaná spolu
s aplikáciou bez toho, aby o nej bežný užívateľ tušil. Pre útočníka by mala byť naopak
pomerne veľkou prekážkou, pretože jednotlivé úrovne ochrany okrem aplikácie chránia aj
seba navzájom.
Jednou z výhod rozdelenia ochrán do úrovní je to, že jednotlivé úrovne sú na sebe
nezávislé. Vďaka tomu je možné napríklad nasadiť len niektorú z úrovní. Ďalšou výhodou
je rozšíriteľnosť celkovej ochrany. Stačí pridať ďalšiu úroveň.
Štvrtou úrovňou ochrany a pokračovaním tejto práce by mohlo byť vytvorenie virtuál-
neho stroja s vlastnou inštrukčnou sadou. Táto inštrukčná sada by bola odlišná od bežných
inštrukčných sád dnešných procesorov. Aplikácia by bola skompilovaná pre tento virtuálny
stroj a pri spustení by ním bola interpretovaná.
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