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Suuri osa nykyisistä sovelluksista on selaimella käytettäviä web-sovelluksia. Eräs web-
sovellusten suurimmista haasteista on tapahtumien käsittely, joka sisältää suuren osan sovel-
luksen virheistä.
Funktionaalinen reaktiivinen ohjelmointi pyrkii selkeyttämään tapahtumienkäsittelyä ja
sovelluksen tilan automaattista päivitystä. Funktionaalinen reaktiivinen ohjelmointi tarjoaa
tähän kaksi työkalua: signaalit ja tapahtumavirrat. Signaalit ovat automaattisesti päivittyviä
arvoja, joiden avulla sovelluksen käyttöliittymä voidaan pitää automaattisesti päivitetty-
nä. Tapahtumavirrat ovat ajan mukaan järjestettyjä kokoelmia tapahtumia. Tapahtuman
tapahtuessa se lisätään tapahtumavirtaan ja käsitellään. Tapahtumavirroille voidaan tehdä
funktionaalisen ohjelmoinnin kokoelmien käsittelyn tyylisiä operaatioita.
Tutkielmassa esitellään funktionaalisen reaktiivisen ohjelmoinnin periaatteet ja käsitellään
tarkemmin Javascriptillä tehdyistä funktionaalisen reaktiivisen ohjelmoinnin toteutuksista
RxJS ja Bacon.js.
Funktionaalinen reaktiivinen ohjelmointi on selvä edistysaskel yksinkertaisista pelkkiin
takaisinkutsuihin perustuvista ratkaisuista. Se parantaa sovellusten ylläpidettävyyttä, laajen-
nettavuutta ja selkeyttää ohjelmakoodia.
Useimpien sovellusten kehittämisessä käytetään sovelluskehyksiä. Sovelluskehysten tavoit-
teet ovat usein yhteneväisiä funktionaalisen reaktiivisen ohjelmoinnin kanssa, eli ne pyrkivät
selkeyttämään tapahtumien käsittelyä, yhtenäistämään rajapintoja ja selkeyttämään sovellus-
ten rakennetta. Tutkielmassa esimerkkisovelluskehyksenä on AngularJS. AngularJS toteuttaa
monia reaktiivisuuden piirteitä ja sitä voidaan käyttää yhdessä Bacon.js:n ja RxJS:n kanssa.
Funktionaalista reaktiivista ohjelmointia voidaan käyttää yhdessä sovelluskehysten kans-
sa, mutta sovelluskehysten kanssa funktionaalisen reaktiivisen ohjelmoinnin hyöty jää pie-
nemmäksi. Monimutkaisen tapahtuman käsittelyn yhteydessä funktionaalisen reaktiivisen
ohjelmoinnin käyttö voi olla järkevää, vaikka sovelluksessa olisikin sovelluskehys käytössä.
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1 Johdanto
Suuri osa nykyisistä sovelluksista on tapahtumapohjaisia, eli ne reagoivat ym-
päristönsä tapahtumiin (events). Tapahtuma voi olla esimerkiksi painikkeen
klikkaus, palvelimelta saatu vastaus tai tietty kellonaika.
Tapahtumien käsittelystä huolehtivat tapahtumankäsittelijät (event hand-
ler). Tapahtumankäsittelijä voi esimerkiksi lähettää lomakkeen, sammuttaa
sovelluksen tai päivittää käyttöliittymää. Erilaisten tapahtumien käsittely
voi kasvaa hyvin monimutkaiseksi. Osa tapahtumista halutaan käsitellä vain
tiettyjen ehtojen ollessa voimassa, kaksi tapahtumaa voi aiheuttaa samat
seuraukset ja tapahtumien seurauksena voidaan luoda uusia tapahtumia.
Yksittäinen tapahtuma voi aiheuttaa lukuisia seurauksia. Esimerkiksi
lippuja myyvässä lippukaupassa yksittäisen lipun varaaminen lähettää palve-
limelle viestin lipun varaamisesta, käynnistää ajastuksen varauksen vapautu-
miseen ja lisää lipun käyttäjän ostoskoriin. Jokainen näistä toiminnoista voi
aiheuttaa erilaisia seurauksia. Lipun varaaminen voi muuttaa tapahtuman ti-
lan täyteen varatuksi, nostaa käyttäjän kuukausittaiset ostokset alennukseen
oikeuttavan rajan yli ja estää muita käyttäjiä varaamasta samaa paikkaa.
Nämä päivitysketjut voivat kasvaa monimutkaisiksi, jolloin niiden manuaa-
linen hallinta ja testaus muuttuvat vaikeiksi. On arvioitu, että sovelluksen
koodista noin kolmasosa käytetään tapahtumien käsittelyyn ja se sisältää
jopa puolet virheistä [51].
Tapahtumien käsittelyyn käytetään usein takaisinkutsuja (callbacks)
[46, 23]. Takaisinkutsut ovat funktioita, jotka annetaan parametrina myöhem-
min kutsuttavaksi. Tapahtumien käsittelyssä takaisinkutsut sidotaan tiettyyn
tapahtumaan ja suoritetaan aina sen tapahtuessa. Takaisinkutsut johtavat
helposti sisäkkäisiin takaisinkutsuihin, joita tarvitaan esimerkiksi kun ta-
pahtumaa käsitellessä halutaan tehdä pyyntö palvelimelle, jonka vastauksen
perusteella tehdään uusi pyyntö. Sovellusten kasvaessa ja monimutkaistuessa
takaisinkutsuja tarvitaan enemmän ja sisäkkäisten takaisinkutsujen ketjut
kasvavat syvemmiksi. Sisäkkäiset takaisinkutsut johtavat nopeasti sekavaan
ja vaikeasti testattavaan koodiin, joka tunnetaan nimellä takaisinkutsuhelvetti
(callback hell) [32, 24].
Tapahtumia voivat olla myös arvojen muuttumiset. Tilojen välisten riip-
puvuuksien hallintaan voidaan käyttää tarkkailijasuunnittelumallia (observer
pattern) [27]. Tarkkailijasuunnittelumallilla yhden olion muutokset voidaan
automaattisesti välittää kaikille muutoksista kiinnostuneille olioille, jotka
päivittävät niiden perusteella oman tilansa. Tarkkailijasuunnittelumalli kärsii
kuitenkin erilaisista ongelmista, kuten tarpeettomasta sidonnasta tarkkaile-
van ja tarkkailtavan olion välillä.
Reaktiivinen ohjelmointi (reactive programming) pyrkii selkeyttämään
tapahtumien käsittelyä, tekemään sovelluksista nopeammin reagoivia sekä
pitämään sovelluksen automaattisesti päivitettynä ja yhtenäisessä tilassa.
Reaktiivisen ohjelmoinnin avulla pyritään välttämään sekä takaisinkutsujen
1
että tarkkailijasuunnittelumallin ongelmat. Reaktiivinen ohjelmointi voidaan
toteuttaa funktionaalisella reaktiivisella ohjelmoinnilla (functional reactive
programming) [25, 62]. Funktionaalisessa reaktiivisessa ohjelmoinnissa ote-
taan käyttöön kaksi työkalua: signaalit (signal) ja tapahtumavirrat (event
stream). Signaalit ovat automaattisesti päivitettyinä pysyviä reaktiivisia ar-
voja. Tapahtumavirrat koostuvat yksittäisistä tapahtumista ja niitä voidaan
käsitellä sekä kokoelmina että yksittäisinä tapahtumina.
Signaaleille määritellään riippuvuudet, joiden perusteella signaalin arvo
määräytyy. Signaalin riippuvuuksia ovat esimerkiksi muut signaalit, arvot ja
tapahtumat. Riippuvuuksiensa muuttuessa signaali päivittyy automaattisesti.
Tapahtumavirtojen käsittely muistuttaa funktionaalisen ohjelmoinnin
kokoelmien käsittelyä. Kokoelmia ja tapahtumavirtoja voidaan molempia
esimerkiksi suodattaa, yhdistää ja summata. Tapahtumavirralle tehtävät
operaatiot jättävät alkuperäisen tapahtumavirran ennalleen, joten tapahtu-
mavirtojen avulla tehty sovellus on helposti laajennettavissa.
Funktionaalinen kokoelmien käsittely on käytössä useissa oliokielissä.
Javassa on Streams-api [49], C#:ssa on LINQ-kyselyt [41] ja Javascriptin tau-
lukoilla on funktionaalisia työkaluja [11]. Tapahtumavirtojen ja kokoelmien
käsittelyn yhteneväisyydet helpottavat tapahtumavirtojen ymmärtämistä.
Funktionaalisesta reaktiivisesta ohjelmoinnista on lukuisia toteutuksia,
jotka mahdollistavat sen käytön eri alustoilla. Toteutuksia on esimerkiksi
Haskellilla [25, 15], Scalalla [34] ja C#:lla [43]. Java-toteutukset [21, 47]
mahdollistavat funktionaalisen reaktiivisen ohjelmoinnin käytön Android-
kehityksessä ja Objective-C -toteutus [28] iOS-kehityksessä.
Yhä suurempi osa sovelluksista on selaimella käytettäviä web-sovelluksia.
Web-sivujen ja -sovellusten tapahtumien käsittely on perinteisesti tehty
Javascriptillä toteutetuilla takaisinkutsuilla. Web-sivujen pienimuotoisesta
tapahtumienkäsittelystä on siirrytty kokonaisiin selaimessa toimiviin sovelluk-
siin. Sovellusten kasvaessa Javascriptin käyttötapa on muuttunut, sillä laajan
sovelluksen kehittäminen kokoelmana yksittäisiä tapahtumankäsittelijöitä
on mahdotonta. Yksinkertaiset takaisinkutsuihin perustuvat ratkaisut muut-
tuvat kasvaessaan monimutkaisiksi, vaikeasti testattaviksi ja mahdottomiksi
hallinta.
Javascriptille on useita funktionaalisen reaktiivisen ohjelmoinnin toteu-
tuksia, joista pisimmällä ja käyttökelpoisimmat ovat Bacon.js [50] ja RxJS
[42]. RxJS on Microsoftin kirjasto funktionaaliseen reaktiiviseen ohjelmointiin
Javascriptillä ja Bacon.js on RxJS:stä vaikutteita saanut uudempi kirjas-
to. Lisäksi on lukuisia muita selaimessa käytettäviä toteutuksia, joista osa
tarjoaa vain signaalit, osa vain tapahtumavirrat ja osa on Javascriptiksi
käännettäviä kieliä.
Web-sovellusten kehittämiseen on kehitetty erilaisia sovelluskehyksiä to-
teutusta helpottamaan. Sovelluskehykset pyrkivät yksinkertaistamaan moni-
mutkaisten sovellusten toteutusta, vähentämään takaisinkutsujen ongelmia
ja tarjoamaan yhtenäisen alustan eri sovelluksille. Tällä hetkellä yleisimmät
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sovelluskehykset eivät tue funktionaalista reaktiivista ohjelmointia, mutta
sitä voidaan käyttää yhteistyössä sovelluskehyksen kanssa.
Tämän hetken suosituin sovelluskehys AngularJS [2] pyrkii helpottamaan
sovelluskehitystä laajentamalla HTML:ää uusilla elementeillä ja attribuuteilla.
Laajennuksilla staattisille dokumenteille tarkoitetusta HTML:stä saadaan
paremmin sovelluksille sopiva. AngularJS on kokonaisvaltainen sovelluskehys,
joka sisältää työkaluja myös tapahtumien käsittelyyn. AngularJS on kuitenkin
suunniteltu toimimaan yhdessä muiden kirjastojen kanssa, joten sen kanssa
on mahdollista käyttää funktionaalisen reaktiivisen ohjelmoinnin kirjastoja.
Tutkielman tarkoituksena on selvittää funktionaalisen reaktiivisen oh-
jelmoinnin nykytila Javascriptillä web-sovelluksissa ja erityisesti sen käyttö
sovelluskehysten kanssa. Esimerkkinä sovelluskehityksestä on valikoimanhal-
linnassa käytettävä AngularJS.
Valikoimanhallinta on Analyse2:n tuote, jolla hallitaan kaupan tuotevali-
koimaa. Perusnäkymä sisältää joukon tuotteita, joista vain osa on valikoi-
massa. Näiden tuotteiden perusteella lasketaan erilaisia mittareita, jotka päi-
vittyvät valikoimaan valittujen tuotteiden perusteella. Valikoiman hallinnan
käyttöliittymä on päätetty uudistaa, koska vanha Flex-versio ei tarjoa riittä-
vää tukea nykyaikaisille kehityskäytännöille. Uudessa valikoiman hallinnassa
käytetään sovelluskehyksenä AngularJS:ää.
Tutkielman rakenne on seuraava: Luvussa kaksi esitellään reaktiivisuus
yleisesti ja tapoja toteuttaa se. Esitellyt tavat ovat takaisinkutsut ja tarkkai-
lijasuunnittelumalli. Luvussa kolme käsitellään funktionaalinen reaktiivinen
ohjelmointi ja sen tärkeimmät käsitteet, eli tapahtumavirrat ja signaalit.
Luku neljä käsittelee funktionaalista reaktiivista ohjelmointia Javascriptillä
ja vertailee siihen käytettäviä kirjastoja. Luku viisi esittelee valikoimanhal-
linnan, siihen valitun sovelluskehyksen AngularJS:n, FRP:n ja AngularJS:n
yhteistoiminnan sekä niiden yhteiskäytön valikoimanhallinnassa. Luvussa
kuusi käsitellään johtopäätökset.
2 Reaktiivinen ohjelmointi
Reaktiivinen sovellus reagoi ympäristöönsä suorituksen aikana [35]. Sovellus
voi reagoida esimerkiksi käyttäjän syötteisiin, suorituksen aikaisiin virhetilan-
teisiin tai verkoista tuleviin viesteihin. Reaktiivisia sovelluksia ovat useimmat
työpöytäsovellukset, kuten web-selaimet, pelit ja tekstieditorit.
Vastakohtana reaktiivisille sovelluksille ovat eräajot (batch processing),
joissa sovellus saa syötteensä käynnistyessään ja päättää suorituksensa syöt-
teen käsittelyn valmistumiseen tai virheeseen. Esimerkki ei-reaktiivisesta
sovelluksesta on kääntäjä, joka saa syötteenä ohjelman lähdekoodin ja tuottaa
sen perusteella suoritettavan tiedoston tai päättää suorituksensa virheilmoi-
tuksen.
Takaisinkutsut (callbacks) [23] ja tarkkailijasuunnittelumalli (observer-
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pattern) [27] ovat perinteisiä tapoja toteuttaa reaktiivisuus. Takaisinkutsu
on funktio, joka annetaan parametrina funktiolle, joka kutsuu takaisinkutsua
myöhemmin. Tapahtumankäsittelijänä käytettävä takaisinkutsu sidotaan
tapahtumaan ja suoritetaan tapahtuman tapahtuessa. Takaisinkutsut ovat
tuttuja esimerkiksi kaikille jQueryn [56]käyttäjille. Pelkillä takaisinkutsuilla
tehdyt sovellukset muuttuvat laajentuessaan sekaviksi.
Lupaukset (promises) [33, 32] ovat takaisinkutsuille vaihtoehtoinen väline.
Lupauksia ovat vaihtoehto takaisinkutsuille. Takaisinkutsuihin verrattuna
lupausten käsittelymahdollisuudet ovat laajemmat. Lupauksilla voidaan
kuitenkin käsitellä vain yksittäinen operaatiota, eli toistuviin operaatioihin
tarvitaan muita välineitä.
Tarkkailijasuunnittelumallin [27] avulla luodaan olioiden välille yhteys,
jonka avulla tarkkailevat oliot päivittävät itsensä muutosten perusteella.
Tarkkailijasuunnittelumalli sisältää kuitenkin erilaisia ongelma, kuten pelk-
kiin sivuvaikutuksiin perustuvat päivitykset [34].
Perinteisillä tavoilla on omat ongelmansa, mutta ne ovat silti edelleen
käyttökelpoisia useisiin käyttötarkoituksiin. Esimerkiksi lyhyet ja yksinker-
taiset takaisinkutsut eivät kärsi laajojen toteutusten ongelmista.
Reaktiivisuuden tavoite on pitää sovelluksen tila päivitettynä ja tehdä
se mahdollisimman automaattisesti. Reaktiivisuutta sovellusten käyttöliit-
tymissä on tutkittu jo yli 50 vuoden ajan [55]. Reaktiivisuuden tavoitteet
liittyvät tapahtumien käsittelyyn, jotka ovat usein ohjelmistokehityksen
toteutusvaiheen suurin yksittäinen ongelma [51].
2.1 Takaisinkutsut
Imperatiivisilla ja oliokielillä käyttöliittymien tapahtumien käsittely on perin-
teisesti hoidettu takaisinkutsuilla (callback) [35, 46, 23]. Takaisinkutsut ovat
parametrina annettavia funktioita, joita kutsutaan suorituksen myöhemmäs-
sä vaiheessa. Esimerkiksi voidaan antaa kokoelman läpikäyvälle funktiolle
jokaiselle alkiolle suoritettava takaisinkutsu. Takaisinkutsut voivat olla ni-
mettyjä funktioita tai anonyymeja, eli nimettömiä, funktioita. Nimettyihin
funktioihin annetaan parametrina viittaus ja anonyymi funktio annetaan
kokonaisuudessaan parametrina.
Tässä luvussa käsitellään takaisinkutsuja erityisesti Javascriptin näkökul-
masta, joten luvun sisältö ei ole suoraan yleistettävissä esimerkiksi Javalle.
Takaisinkutsuilta ei saada paluuarvoa, vaan niiden toiminta perustuu puh-
taasti sivuvaikutuksiin (side effects). Sivuvaikutuksilla tarkoitetaan funktion
ympäristöönsä tekemiä muutoksia, joita ovat esimerkiksi funktion ulkopuo-
lelle näkyvien muuttujien arvojen muokkaaminen, tiedostoon kirjoittaminen
tai käyttöliittymän päivitys. Sivuvaikutuksettomat funktiot ovat puhtaita
funktioita (pure function). Puhtaat funktiot palauttavat arvon parametriensa
perusteella. Puhtaissa funktioissa parametreihin ei tehdä muutoksia, eikä
laskennan tulos riipu suoritusympäristön tilasta.
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Listaus 1: Esimerkki takaisinkutsusta.
1 var fooButton = document.getElementById(’fooButton’);
2 fooButton.addEventListener(’click’, function() {
3 console.log("Click");
4 });
5
6 var barButton = document.getElementById(’barButton’);
7 barButton.addEventListener(’click’, function(event) {
8 if (event.ctrlKey) {
9 var input = document.getElementById("search").value;
10 console.log("Hakukentän arvo: " + input);
11 }
12 });
Listauksen 1 esimerkissä riveillä 1-4 sidotaan fooButton-elementin klik-
kaukseen anonyymi funktio. Joka kerta elementtiä klikattaessa annettu
funktio kirjoittaa lokiin "Click". Riveillä 6-12 sidotaan funktio barButton-
elementtiin. Sidottava takaisinkutsu saa parametrinaan tapahtumaolion.
Tapahtumaolion perusteella tarkistetaan oliko näppäimistön Ctrl-näppäin
alhaalla klikkauksen aikana. Mikäli Ctrl on alhaalla, niin hakukentän arvo
kirjoitetaan lokiin.
Tapahtumankäsittelyssä takaisinkutsu sidotaan tiettyyn tapahtumaan ja
suoritetaan aina sen tapahtuessa. Tapahtuman käsittely koostuu usein kol-
mesta vaiheesta: käsittelypäätöksen tekemisestä, tarvittavien tietojen hausta
ja varsinaisesta toiminnasta. Tapahtumankäsittelijän on pääteltävä halu-
taanko tapahtumaa käsitellä lainkaan. Yllä olevassa esimerkissä tapahtuma
käsiteltiin vain, jos Ctrl-näppäin oli alhaalla. Toinen vaihe on hakea tarvitta-
vat tiedot. Tarvittavat tiedot voivat olla esimerkiksi tapahtumaolion kenttiä,
lomakkeiden kenttien arvoja tai muita järjestelmän tietoja. Vasta näiden
kahden vaiheen jälkeen tehdään varsinainen käsittely.
Takaisinkutsujen avulla ohjelman suorituksesta voidaan tehdä asynk-
ronista (asynchronous) [23]. Synkronisen (syncronous) ohjelman jokainen
käsky suoritetaan järjestyksessä ja synkroninen takaisinkutsu suoritetaan
ennen takaisinkutsun saaneesta funktiosta palaamista. Esimerkiksi taulukoi-
den käsittelyssä annettavat takaisinkutsut ovat synkronisia ja takaisinkutsua
kutsutaan välittömästi. Asynkronisessa versiossa funktiosta palataan ennen
takaisinkutsun suoritusta. Asynkroninen takaisinkutsu suoritetaan operaa-
tion valmistuttua. Operaation aikana muun ohjelman suoritus voi jatkua.
Asynkroniset takaisinkutsut ovat tapahtumankäsittelijöitä, joiden tapahtuma
on operaation valmistuminen.
Listauksen 2 esimerkissä ylempänä on synkroninen versio tietokantahaus-
ta. Rivillä kaksi odotetaan, kunnes data on haettu tietokannasta. Rivillä neljä
kirjataan data lokiin ja rivillä viisi tehdään datasta riippumaton lokikirjaus.
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Listaus 2: Esimerkki synkronisuudesta ja asynkronisuudesta.
1 //Synkroninen
2 var data = getDataFromDB();
3 //odotetaan datan hakemisen ajan
4 console.log("Data: " + data);
5 console.log("Suoritetaan datan hakemisen jälkeen");
6
7 //Asynkroninen
8 getDataFromDB(function (data) {
9 console.log("Data: " + data);
10 });
11 console.log("Suoritetaan datan hakemisen aikana");
12
13 //Lokissa suorituksen jälkeen:
14 //Data: foo, bar, baz
15 //Suoritetaan datan hakemisen jälkeen
16 //Suoritetaan datan hakemisen aikana
17 //Data: foo, bar, baz
Alemmassa asynkronisessa esimerkissä tiedon kirjaus hoidetaan takaisin-
kutsun avulla. Rivillä kahdeksan aloitetaan haku tietokannasta, mutta sen
aloittamisen jälkeen jatketaan riville 11. Rivin 11 kirjaus lokiin suoritetaan
välittömästi, mutta rivin yhdeksän kirjaus vasta kun kaikki tieto on haettu.
Synkroninen ohjelma saattaa viettää suuren osan ajastaan odottaen
erilaisten operaatioiden valmistumista. Tietokantahaut, verkon yli tuleva data
ja hitaat laskentaoperaatiot vievät huomattavan paljon aikaa ja niiden aikana
voidaan muun ohjelman suoritusta edistää. Kuvassa 1 havainnollistetaan
saman operaation synkronista ja asynkronista suoritusta. Asynkronisuudella
ohjelmasta ja ohjelman käyttöliittymästä saadaan nopeammin reagoivia.
Asynkronisen takaisinkutsun suoritustapa riippuu ympäristöstä. Joissain
sovellusympäristöissä se voidaan suorittaa eri säikeessä kuin alkuperäinen
funktio. Eri säikeessä suoritettavan takaisinkutsun on huolehdittava mahdol-
lisista rinnakkaisuuden ongelmista. Javascriptissä suoritus on yksisäikeistä ja
perustuu tapahtumiin, joten asynkroniset takaisinkutsut sidotaan operaation
valmistuessa tapahtuviin tapahtumiin. Javascriptin suoritusmallia käsitellään
tarkemmin luvussa 4.
Anonyymien funktioiden käyttö takaisinkutsuina tekee koodista tiivis-
tä, mutta anonyymien funktioiden poistaminen ja tapahtuman tarkkailun
lopettaminen on mahdotonta. Yhdellä tapahtumalla voi olla monta käsit-
telijää, joten käsittelijää ei voida poistaa pelkän tapahtuman perusteella.
Tapahtumankäsittelijä voidaan poista vain, jos siihen on olemassa viittaus.
Viittaus voi olla funktion nimi tai muuttujaan tallennettu funktio. Kutsujalle
ei jää viittausta parametrina annettuun anonyymiin funktioon. Kaksi saman
koodin sisältävää anonyymia funktiota ovat eri ilmentymiä, eli eri funktioita.
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Kuva 1: Synkroniset ja asynkroniset operaatiot
Anonyymeja funktioita onkin parasta käyttää vain, jos voidaan olla varmoja,
että tarkkailua ei haluta lopettaa.
Listauksen 3 ylempi esimerkki ei toimi, koska annetut funktiot ovat
erilliset ilmentymät. Alemman esimerkin viittaukset kohdistuvat molemmat
samaan handler-funktioon. Sidonnan poistaminen onnistuu, eikä elementin
klikkaus aiheuta enää funktion handler kutsua.
Takaisinkutsut ovat selkeä ja tiivis tapa esittää tapahtuman käsittely,
jos tapahtuman käsittely voidaan hoitaa yhdellä takaisinkutsulla. Takaisin-
kutsuilla tehtävän ratkaisun ymmärrettävyys heikkenee nopeasti ratkaisun
kasvaessa [35]. Sisäkkäisten takaisinkutsujen määrän kasvaessa tietovuon
(data flow) ja tapahtumalogiikan ymmärtäminen muuttuu mahdottomaksi.
Takaisinkutsujen ongelmat tunnetaan kahdella nimellä: tuomion pyramidi
(pyramid of doom) ja takaisinkutsuhelvetti (callback hell) [32, 24]. Nimitys
tuomion pyramidi johtuu sisäkkäisten takaisinkutsujen ulkonäöstä, jossa
koodi siirtyy nopeammin oikealle kuin alas ja sulkevat sulut tekevät saman
rakenteena alaspäin, ja muodostavat näin pyramidin. Takaisinkutsuhelvetillä
tarkoitetaan sisäkkäisiä takaisinkutsuja ja tapahtumankäsittelijöitä, joiden
keskinäinen järjestys ja suhteet on vaikeaa ymmärtää [24].
Takaisinkutsut eivät voi heittää poikkeuksia, koska suoritus on jatkunut
eteenpäin takaisinkutsun sitomisen jälkeen. Virheiden käsittely toteutetaan
usein antamalla metodille kaksi takaisinkutsua [36]. Toista kutsutaan ope-
raation päättyessä normaalisti ja toista virhetilanteessa. Virheiden käsittely
kaksinkertaistaa parametrina annettavien funktioiden määrän ja vaikeuttaa
osaltaan monimutkaisen tapahtumalogiikan ymmärtämistä.
Jatkokäsittelyn puute on eräs suurimpia takaisinkutsujen heikkouksia
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Listaus 3: Esimerkki sidonnan poistamisesta.
1 var foo = document.getElementById(’foo’);
2
3 //Ei toimi
4 foo.addEventListener(’click’, function() {
5 alert("Klikattu");
6 });
7 foo.removeEventListener(’click’, function() {
8 alert("Klikattu");
9 });
10
11 //Toimii
12 function handler() {
13 alert("Klikattu");
14 }
15 foo.addEventListener(’click’, handler);
16 foo.removeEventListener(’click’, handler);
[36]. Takaisinkutsua ei voi antamisen jälkeen peruuttaa, vaan käsittely tapah-
tuu väistämättä. Paluuarvoihin perustuvassa logiikassa paluuarvo voidaan
jättää käsittelemättä, mutta sivuvaikutuksiin perustuvien takaisinkutsujen
vaikutuksia ei voida estää.
Takaisinkutsut ovat yleinen tapa hoitaa tapahtumankäsittely, mutta nii-
den käyttö aiheuttaa laajemmissa ratkaisuissa ongelmia. Takaisinkutsujen
käytössä on pyrittävä mahdollisimman yksinkertaisiin funktioihin, jolloin
koodi pysyy ymmärrettävänä ja sovelluksen jatkokehitys helppona. Mikäli
yksinkertaisten funktioiden käyttö ei onnistu, on käytettävä muita ratkaisu-
menetelmiä.
2.2 Lupaukset
Lupaus (promise) on olio, joka edustaa operaation tulosta, jonka lupaus
jossain vaiheessa tarjoaa [33, 32]. Lupaukset ovat takaisinkutsuille vaih-
toehtoinen ratkaisu asynkronisessa ohjelmoinnissa. Operaation valmistuessa
lupaus suorittaa määritellyn käsittelijän ja palauttaa arvon. Takaisinkutsu
suoritetaan ja sen lopputulos on pääteltävä sivuvaikutuksista. Lupausten
avulla koodista saadaan selkeämpää ja takaisinkutsuhelvetti voidaan välttää.
Lupaukset ovat ensimmäisen luokan arvoja, joten niiden käsittelymahdolli-
suudet ovat takaisinkutsuja laajemmat [32].
Takaisinkutsut kääntävät kontrollin ja siirtävät kutsumisvastuun pois
ohjelmoijalta [33]. Takaisinkutsu annetaan ja sen saaneen funktion tehtävänä
on kutsua sitä, joten käyttäjän on luotettava että takaisinkutsua kutsutaan
oikein. Lupaukset kääntävät tämän kontrollin toiseen suuntaan ja kutsuvastuu
on jälleen ohjelmoijalla, jolloin voidaan varmistua kutsujen oikeellisuudesta,
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Listaus 4: Esimerkki lupauksesta.
1 ResultAsPromise()
2 .then(function (result) {
3 console.log(" Ensimmäinen käsittelijä: " + result);
4 return result;
5 })
6 .then(function (result) { ShowResult(result); },
7 function(reason) { console.log("Tapahtui virhe: " + reason); },
8 function(note) { console.log("Notify: " + note); })
9 .finally( function() { console.log("Lupauksen käsittely ohi"); } );
eikä tarvitse luottaa mahdolliseen kolmannen osapuolen koodiin.
Lupaus voidaan luomisen jälkeen ratkaista (resolve) kerran. Ratkaistu
lupaus joko täytetään (fulfill) tai hylätään (reject). Lupauksen täyttäminen
tai hylkäys tehdään vain kerran, eikä koskaan tehdä molempia. Täytetyn lu-
pauksen tapauksessa sen käsittelijä saa käsiteltäväkseen paluuarvon. Hylätyn
lupauksen käsittelijä saa käsiteltäväkseen hylkäyksen syyn.
Vaikka yksittäinen lupaus ratkaistaan vain kerran, niin sillä voi olla usei-
ta käsittelijöitä [4]. Lupauksen käsittelijät voidaan asettaa myös lupauksen
ratkaisemisen jälkeen, jolloin oikea käsittelijä suoritetaan välittömästi asetta-
misen jälkeen. Vastaavaan ei takaisinkutsuilla pystytä, vaan ne on asetettava
ennen operaation valmistumista.
Lupausten käyttö on yleistynyt Javascript-toteutuksissa ja esimerkiksi
AngularJS palauttaa useissa tilanteissa lupauksia. Q [33] on lupauskirjasto
Javascriptille, josta AngularJS sisältää oman toteutuksensa $q:n [4]. Angu-
larJS:n versio on yksinkertaisempi, eikä sisällä kaikkia Q:n ominaisuuksia.
Lupausten rajapinta on yksinkertainen ja sisältää kaksi metodia: then
ja finally [33, 4]. Then on näistä useammin käytettävä ja sillä käsitellään
lupausten ratkaiseminen. Finally puolestaan vastaa Javan virheenkäsittelyn
finally-lohkoa, eli se suoritetaan aina käsittelyn päätteeksi tapahtui virheitä
tai ei.
Then-metodi saa parametrinaan kolme takaisinkutsua, joita kutsutaan
lupauksen täyttämisen, hylkäämisen tai ilmoituksen (notify) yhteydessä.
Ilmoituksella voidaan antaa tietoa lupauksen käsittelyn edistymisestä. Osa
käsittelijöistä voidaan jättää määrittelemättä. Lisäksi then-metodilla on
aliakset catch ja notify, jotka ottavat vain yhden käsittelijän. Metodi catch
saa parametrinaan virheiden käsittelijän ja notify ilmoitusten käsittelijän.
Then-metodi palauttaa uuden lupauksen, joka täytetään alkuperäisen
lupauksen täyttämisen paluuarvolla tai hylätään sen aikana syntyneellä
virheellä. Uuden lupauksen palauttaminen mahdollistaa lupausten ketjutta-
misen.
Listauksessa 4 on esimerkki lupauksen käsittelystä. Ensimmäinen käsit-
telijä riveillä 2-5 lokittaa ja palauttaa saamansa tuloksen. Toinen käsittelijä
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Listaus 5: Esimerkki Deferred-olion käytöstä.
1 function getUrl(url){
2 var deferred = Q.defer();
3
4 httpGet(url,
5 function(data) { deferred.resolve(data); },
6 function(error) { deferred.reject(data); }
7 );
8
9 return deferred.promise;
10 }
riveillä 6-8 lähettää tuloksen eteenpäin, käsittelee virheet rivillä 7 ja lokittaa
mahdolliset ilmoitukset rivillä 8. Mikäli ensimmäinen käsittelijä saa käsi-
teltäväkseen virheen, niin virhe siirtyy ketjussa eteenpäin ja sen käsittelee
toisen käsittelijän virheenkäsittelijä.
Lupausten luomiseen ja ratkaisuun käytetään Deferred-oliota [4, 33]. Sen
rajapinta koostuu metodeista resolve, reject ja notify, jotka aiheutta-
vat lupauksen vastaavien käsittelijöiden kutsumisen. Resolve täyttää olioon
liittyvät lupaukset annetulla arvolla ja reject hylkää vastaavasti annetul-
la arvolla. Metodilla notify voidaan ilmoittaa suorituksen etenemisestä.
Deferred-olioon liittyy yksittäinen lupaus, joka on sen promise-kentässä.
Listauksessa 5 esitellään deferred-olion käyttöä. Esimerkissä esitellään
funktio, joka palauttaa lupauksen, joka edustaa pyydetystä URL:sta haettua
dataa. Esimerkissä muutetaan takaisinkutsuja käyttävä metodi lupauksia
tarjoavaksi. Rivillä 2 haetaan Q-kirjastolta deferred-olio, joka lupaus pa-
lautetaan funktion lopussa rivillä 9. Rivillä 4 tehdään httpGet-kutsu, joka
saa parametrinaan osoitteen ja kaksi takaisinkutsua. Rivillä 5 määriteltävää
ensimmäistä takaisinkutsua kutsutaan onnistuneen haun yhteydessä ja toista
virhetilanteessa. Takaisinkutsuissa lupaus täytetään tai hylätään, jolloin pa-
lautetun lupauksen käsittelijät saavat käsiteltäväkseen täytetyn tai hylätyn
lupauksen.
Lupaukset tarjoavat takaisinkutsuja selkeämmän virheiden hallinnan, joka
on lähellä yleisesti käytettyä try, catch ja finally -mallia [33, 4]. Jokainen
lupaus muodostaa implisiittisen try-lohkon ja sitä seuraavat lupaukset voivat
sisältää virheenkäsittelijän, joka vastaa catch-lohkoa. Lisäksi on mahdollista
määritellä erillinen finally-lohkoa vastaava takaisinkutsu.
Virhe lupauksessa päätyy aina sitä seuraavaan virheenkäsittelijään, joka
hoitaa sen käsittelyn. Virheenkäsittelijä voidaan määritellä missä tahansa
kohdassa lupausketjua. Jos yksittäinen lupaus ei käsittele sitä, niin se etenee
seuraavaan mahdolliseen virheenkäsittelijään. Lupausten poikkeukset siis
siirtyvät eteenpäin lupausketjussa, kun taas esimerkiksi Javan poikkeukset
siirtyvät ylöspäin kutsujille.
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Useita lupauksia voidaan yhdistää yhdeksi lupaukseksi funktiolla all
[33, 4]. All saa parametrinaan taulukon lupauksista ja palauttaa uuden
lupauksen, joka täyttyy kun kaikki lupaukset täyttyvät. All-funktion palaut-
tama lupaus palauttaa taulukon, jossa alkioiden arvot vastaavat parametrina
saatuja lupauksia. Jos mikä tahansa annetuista lupauksista hylätään, niin
all hylätään samalla syyllä.
Lupaukset ovat takaisinkutsuja kehittyneempi väline asynkroniseen oh-
jelmointiin. Niillä on selkeämpi malli virheiden käsittelyyn ja niiden avulla
voidaan välttää takaisinkutsuhelvetti. Lupaukset ovat kuitenkin välineitä vain
yksittäisten tapahtumien käsittelyyn, joten niillä ei voida käsitellä toistuvia
tapahtumia.
2.3 Tarkkailijasuunnittelumalli
Tarkkailijasuunnittelumallilla [27] luodaan yhden suhde moneen riippuvuus
olioiden välille. Kun kohde (subject) vaihtaa tilaa, niin kaikki sen tarkkailijat
(observer) saavat tiedon muutoksesta ja voivat päivittää oman tilansa.
Yksi tarkkailijasuunnittelumallin käyttökohteista on käyttöliittymäoh-
jelmointi, jossa halutaan erottaa sovelluslogiikka ja käyttöliittymälogiikka.
Saman olion perusteella voidaan haluta näyttää useampia eri näkymiä. Esi-
merkiksi samaa dataa voidaan näyttää taulukkona ja histogrammina. Näky-
mät ovat toisistaan täysin itsenäiset, eikä niiden kuulu tietää toisistaan tai
vaikuttaa toisiinsa. Tarkkailijamallin avulla molemmat esitystavat riippuvat
samasta oliosta ja molemmat päivittyvät muutoksista automaattisesti.
Tarkkailijamallia käytetään erityisesti kun halutaan ilmoittaa kohteen
päivittymisestä, mutta ei etukäteen tiedetä tarkkailijoiden määrää tai tyyppiä.
Toinen yleinen syy on abstraktion jakautuminen kahteen osaan, jossa toinen
riippuu toisesta. Näissä tilanteissa tarkkailijamalli jakaa koodia pienempiin
ja helpommin käsiteltäviin osiin.
Tarkkailijasuunnittelumalliin osallistuvat kohde ja tarkkailija. Kohde
tietää tarkkailijansa ja tarjoaa rajapinnan niiden lisäämiseen ja poistami-
seen. Tarkkailija tietää kohteensa ja tarjoaa rajapinnan päivitysilmoitusten
vastaanottamiseen. Tarkkailija ylläpitää tilaa kohteen tilan perusteella. Tark-
kailijoiden lisäys ei vaikuta muihin tarkkailijoihin eikä kohteeseen, joten niitä
voi olla vapaavalintainen määrä.
Tarkkailijasuunnittelumallin kohde ja tarkkailija voivat olla eri abstraktio-
tasoilla. Esimerkiksi kohde voi olla korkean tason komponentti ja tarkkailija
matalan tason verkkokirjasto, joka lähettää tiedon eteenpäin. Näiden yhdistä-
minen samaan olioon pakottaisi olion olemaan kahdella eri abstraktiotasolla
tai vaihtoehtoisesti joko kohteen tai tarkkailijan ominaisuuksien olisi oltava
väärällä tasolla.
Muutoksen tapahtuessa tarkkailijat saavat tiedon kohteen muutokses-
ta. Tarkkailijat reagoivat muutokseen ja voivat päivittää oman tilansa sen
perusteella.
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Oletuksena tieto tapahtumista lähetetään kaikille tarkkailijoille eikä
vastaanottajaa täsmennetä. Kaikille tarkkailijoille tiedon lähettäminen jättää
tapahtumien suodattamisen tarkkailijoiden huoleksi.
Kohdetta ja tarkkailijaa voidaan muokata ja käyttää uudelleen toisistaan
riippumatta, mutta vain jos kohde ja tarkkailija toteuttavat rajapinnan
samalla tavoin.
Yhteys kohteen ja tarkkailijan välillä on abstrakti, sillä ne kommunikoivat
vain yksinkertaisen rajapinnan kautta. Kumpikaan ei tiedä toisen varsinaista
toteutusta tai konkreettista luokkaa.
Toisinaan tarkkailija saattaa tarkkailla useampaa kohdetta. Tällöin päi-
vitysrajapintaa on laajennettava, jotta tarkkailija tietää miltä kohteelta
päivitys on tullut.
Yksinkertaisimmillaan kohteiden ja tarkkailijoiden suhteiden hallinta on
kohteessa oleva kokoelma, jossa ovat kaikki tarkkailijat. Muutosten tullessa
käydään kokoelma läpi ja ilmoitetaan muutoksesta kaikille kokoelmassa
oleville tarkkailijoille. Tarkkailijassa on vastaavasti oma kohteeseen viittaava
kenttä. Toinen vaihtoehto on käyttää hajautustaulua yhteisenä tietovarastona
suhteille.
Kuva 2: Tarkkailijasuunnittelumalli
Kohteen poiston ei pitäisi jättää jäljelle viittauksia tarkkailijoista kohtee-
seen. Yksi vaihtoehto on, että kohde ilmoittaa tarkkailijoilleen poistostaan,
jolloin ne voivat poistaa viittaukset. Tarkkailijoita ei voida hävittää auto-
maattisesti, koska tarkkailijat saattavat tarkkailla muitakin kohteita tai niillä
voi olla muita tehtäviä.
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Muutoksiin reagoimisen käynnistämisestä voi vastata kohde tai kohteen
käyttäjä, eli kohteen metodeja kutsuva koodi. Mikäli kohde hoitaa päivityk-
sen käynnistämisen itse, niin se tehdään aina kun tila muuttuu. Huonona
puolena tässä on, että päivitys tehdään myös kesken laajempaa operaatiota,
jolloin kohteen tila on rikkonainen tarkkailijoiden saadessa tiedon. Toise-
na vaihtoehtona on siirtää vastuu kohteen käyttäjille. Tällöin päivityksen
käynnistys voidaan tehdä vasta tarvittavien operaatioiden jälkeen, mutta ei
voida varmistua siitä, että päivitys varmasti tehdään aina. Joka tapauksessa
vastuu reagoimisen käynnistämisestä on oltava aina samalla osapuolella, eli
joko kohteella tai kohteen käyttäjällä, jotta voidaan varmistaa reagoimisen
käynnistäminen.
Päivityksen toteuttamiseen on kaksi kaksi vaihtoehtoa: työntömalli (push
model) ja vetomalli (pull model). Vetomallissa korostetaan kohteen tietämät-
tömyyttä tarkkailijoistaan. Työntömallissa kohteen on tiedettävä tarkkaili-
joidensa tarpeista.
Työntömallissa tarkkailijalle annetaan kaikki saatavissa oleva tieto päivi-
tyksestä riippumatta tarvitseeko tarkkailija kaikkia tietoja. Työntömalli tekee
tarkkailijoista vähemmän uudelleenkäytettäviä, sillä kohde joutuu tekemään
oletuksia tarkkailijan toiminnasta. Kohteen tekemät oletukset tarkkailijoista
eivät välttämättä päde uusissa ympäristöissä.
Toinen ääripää on vetomalli, jossa tarkkailija saa vain tiedon tilan muut-
tumisesta. Vetomallissa tarkkailijan tehtävänä on selvittää kiinnostaako
muutos sitä ja hakea tarvittavat tiedot tilansa päivittämiseen. Vetomalli on
tehoton, koska tarkkailijat joutuvat tekemään huomattavan määrän töitä,
selvittääkseen kiinnostaako päivitys niitä.
Päivityksen tehokkuutta voidaan parantaa laajentamalla kohteen rekis-
teröintirajapintaa. Tällöin annetaan tarkkailijalle mahdollisuus määrittää,
mistä tapahtumista se on kiinnostunut ja lähetetään tieto ainoastaan kiin-
nostavista tapahtumista.
Monimutkaiset päivityslogiikat voidaan kapseloida erilliseen olioon [27].
Tämä muutosten hallinnoija (change-manager) pyrkii minimoimaan tark-
kailijoiden ja kohteiden tekemän työn. Esimerkiksi jos operaatio sisältää
useiden kohteiden muutoksia, niin tarkkailijoille voidaan lähettää ilmoitus
muutoksesta vasta kaikkien muutosten jälkeen. Muutosten hallinnoija päät-
tää päivitysstrategian, päivittää tarkkailijat kohteen pyynnöstä ja ylläpitää
kohteiden ja tarkkailijoiden välisiä suhteita.
Tarkkailijasuunnittelumalli kärsii lukuisista ongelmista [34], jotka rikko-
vat useita tärkeitä ohjelmistosuunnittelun periaatteita.
Tarkkailu perustuu pelkkiin sivuvaikutuksiin, mikä esimerkiksi vaikeut-
taa testausta ja tuottaa vaikeasti löydettäviä virheitä. Tarkkailijat saavat
tiedon muutoksesta ja tekevät sen perusteella muutoksia itseensä. Paluuar-
voa ei saada, joten testaus on hoidettava olion tilaa tutkimalla, jolloin jokin
sivuvaikutuksista voi jäädä huomaamatta.
Usean tarkkailijan yhteistyö johtaa usein yhteisten muuttujien käyttöön
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[34]. Useita tarkkailijoita tarvitaan usein monimutkaisten tilakoneiden simu-
loimiseen. Yhteiset muuttujat ovat kaikkien tarkkailijoiden käytettävissä ja
usein liian laajalla näkyvyydellä. Kapselointia (encapsulation) rikotaan, kun
tarkkailijoihin liittymätön koodi käyttää tarkkailijoiden yhteistä muuttujaa.
Koostaminen (composability) on tarkkailijasuunnittelumallilla vaikeaa.
Koostamisella tarkoitetaan suurempien kokonaisuuksien kasaamista pienem-
mistä osista. Tarkkailijasuunnittelumallilla on vaikea koostaa useita tarkkaili-
joita ja kohteita sisältäviä toimintoja, joita voitaisiin hallita kokonaisuuksina.
Toisiinsa liittyvien toimintojen tarkkailijat aloittavat ja lopettavat tarkkailun
eri aikoina ja eri kohdista koodia. Esimerkiksi raahaamisen yhteydessä tark-
kaillaan napin alas painamista ja sen tapahtuessa aletaan tarkkailla hiiren
liikettä ja napin nostamista.
Tarkkailijan elinkaari täytyy erikseen määritellä koodissa erillisellä olion
luomisella, tarkkailun aloittamisella ja tarkkailun päättämisellä, eli resurssien
hallinta (resource management) on eksplisiittistä. Tarkkailijoiden elinkaaren
hallinta on raskasta etenkin tilanteissa, joissa tarkkailua halutaan tehdä vain
tietyissä tilanteissa ja vain tietyn aikaa. Esimerkiksi raahausta tarkkaillessa
hiiren liikkeitä tarkkaillaan vain, jos hiiren nappi on painettu alas.
Ongelmien erottaminen (separation of concerns) on usein heikkoa tark-
kailijasuunnittelumallissa, koska yksittäinen tarkkailija tekee useita toisiinsa
liittymättömiä asioita. Esimerkiksi hiiren raahauksen kohdalla sama tarkkai-
lija sekä seuraa hiiren liikkeitä että piirtää niiden perusteella viivaa.
Datan yhtenäisyys (data consistency) saattaa kärsiä päivitysten yhtey-
dessä [27, 34]. Ongelmia voi aiheutua, jos ilmoitus muutoksesta lähtee tark-
kailijoille ennen kun kaikki toisiinsa liittyvät muutokset on saatu tehtyä.
Sama ongelma voi seurata, jos tarkkailijat tekevät muutoksia kohteeseen.
Uusien muutosten seurauksena muut tarkkailijat tekevät muutoksia, jolloin
yksittäinen tarkkailija voi saada väärää tietoa kohteen tilasta. Väärää tietoa
saaneella tarkkailijalla saattaa olla omia tarkkailijoita tai se esimerkiksi lä-
hettää verkon yli tietoa palvelimelle. Datan yhtenäisyyden puutteen vuoksi
väärä tieto voi aiheuttaa häiriön.
Tarkkailun aloittaminen tehdään eri tavoin eri tapauksissa [34], jolloin
koodin yhtenäisyys (uniformity) kärsii.
Tarkkailijasuunnittelumallin yhteydessä käytettävät rajapinnat ovat usein
raskaita ja niiden vuoksi joudutaan toteuttamaan tarpeettomia metodeita.
Esimerkiksi Java-apin Observable-rajapinnassa metodeita on yhdeksän [48].
Tarkkailijasuunnittelumalli on yleisesti käytössä, toteutettu lähes kaikilla
kielillä ja suosittu etenkin käyttöliittymäohjelmoinnissa. Tarkkailijamallin
avulla voidaan yhden olion tila ja muutokset jakaa niistä kiinnostuneille
olioille. Kuitenkin tarkkailijamalli sisältää myös lukuisia ongelmia, joiden
vuoksi vaihtoehtoisten ratkaisujen tutkimus on välttämätöntä.
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3 Funktionaalinen reaktiivinen ohjelmointi
Funktionaalinen reaktiivinen ohjelmointi (FRP, Functional Reactive Pro-
gramming) on funktionaaliseen ohjelmointiin perustuva tapa toteuttaa reak-
tiivisuus [25, 62, 34].
FRP antaa ohjelmoijan käyttöön kaksi ensimmäisen luokan arvoa (first-
class value) ajasta riippuvat signaalit ja tapahtumavirrat [35, 26, 34]. En-
simmäisen luokan arvoja voidaan antaa funktioille parametreina, asettaa
muuttujien arvoksi ja palauttaa funktioista. Tapahtumavirta on ajan mukaan
järjestetty kokoelma tapahtumia, jonka alkiot käsitellään niiden saapuessa.
Signaalit ovat automaattisesti päivittyviä arvoja.
Ensimmäiset funktionaalisen reaktiivisen ohjelmoinnin toteutukset on
tehty Haskellilla [25], joten nimeämiskäytännöt ja käytetyt työkalut ovat
funktionaalisen ohjelmoinnin (functional programming) käytäntöjä. FRP siir-
tää datan riippuvuuksien seuraamisen sovellusohjelmoijalta FRP-kirjastolle
ja huolehtii tapahtumien käsittelyn oikeasta järjestyksestä [35].
FRP on funktionaalinen malli, joten tapahtumavirrat ja signaalit ku-
vaavat asioita, ja niiden suhteita [26]. Imperatiivinen malli taas keskittyy
asioiden käsittelyyn. Esimerkiksi suodatettu tapahtumavirta esitetään funk-
tionaalisesti muodossa: tässä virrassa ovat tapahtumavirran a alkiot, jotka
toteuttavat ehdon x. Imperatiivinen versio samasta olisi: kun tapahtumavir-
taan a tulee alkio, niin lisätään se uuteen tapahtumavirtaan, jos se toteuttaa
ehdon x.
Funktionaalisella reaktiivisella ohjelmoinnilla voidaan saavuttaa funktio-
naalisen ohjelmoinnin edut tapahtumien käsittelyssä [25]. Funktionaalisten
ratkaisujen etuja ovat esimerkiksi ohjelmakoodin lyhyempi pituus ja selkeys,
toteutuksen laajennettavuus sekä koostettavuus [31, 25].
FRP on funktionaalinen malli, joten esimerkiksi tapahtumavirran käsitte-
lyn oletetaan tapahtuvan ilman sivuvaikutuksia, eli käsittely vaikuttaa vain
palautettuun tapahtumavirtaan ja riippuu vain alkuperäisestä tapahtumavir-
rasta. Tapahtumavirtojen alkiolle tehtävä tarkkailu (observing) sisältää kui-
tenkin yleensä sivuvaikutuksia. Tarkkailu on tapahtumavirtojen ulkopuolelle
näkyvä vaihe, jossa esimerkiksi päivitetään käyttöliittymää tai lähetetään
pyyntö palvelimelle. FRP vähentää sivuvaikutusten määrää ja selkeyttää koo-
dia. Tarkkailijat ovat yksinkertaisia ja imperatiivisia tapahtumankäsittelijöitä
helpommin testattavissa.
Funktionaalista ohjelmointia on lisätty viime vuosina oliokieliin ja eri-
tyisesti niiden kokoelmien käsittelyyn. Vuonna 2007 julkaistu LINQ [41]
mahdollistaa funktionaalisen kokoelmien käsittelyn C#:lla. Javascriptin tau-
lukoihin lisättiin 2009 julkaistussa standardissa [11] funktionaalisia työkaluja,
kuten filter, map ja reduce. Viimeisimpänä Javan vuonna 2014 julkaistu
versio 8 toi Streams API:n [49], joka mahdollistaa funktionaalisten työkalujen
käytön kokoelmien käsittelyyn Javalla.
Funktionaalisen kokoelmien käsittelyn lisäksi myös funktionaalisen reak-
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tiivisen ohjelmoinnin kirjastoja on tehty oliokielillä. FRP:n avulla funktionaa-
lisen ohjelmoinnin edut saadaan myös oliokielten tapahtumien käsittelyyn.
Käyttöliittymäohjelmoinnissa suuri osa koodista liittyy tapahtumien
käsittelyyn [51]. FRP:n selkein käyttökohde onkin käyttöliittymät, mutta se
soveltuu myös muihin kohteisiin.
Yksi funktionaalisen reaktiivisen ohjelmoinnin vahvuuksista on koodin yh-
tenäistäminen. Erilaiset tapahtumat käsitellään yhtenäisen rajapinnan avulla,
jolloin uudesta tapahtumalähdetyypistä tulevien tapahtumien vuoksi ei tar-
vitse opetella uutta syntaksia. Samoja työkaluja voidaan käyttää laitteiston
tapahtumille, muiden säikeiden ilmoituksille, palvelimelta tuleville tiedolle
ja niin edespäin. Funktionaalista reaktiivista ohjelmointia voidaan käyttää
kaikissa tilanteissa, joissa halutaan reagoida suorituksen aikana saapuvaan
dataa ja tapahtuviin tapahtumiin.
3.1 Tapahtumavirrat
Tapahtumavirrat on tapahtumien päälle luotu abstraktio, jonka avulla ta-
pahtumien käsittelystä saadaan yhtenäisempää [34]. Tapahtumavirrat ovat
ensimmäisen luokan arvoja, joten niiden päälle uusien rakenteiden luominen
on helppoa. Tapahtumavirtoja voidaan ajatella myös asynkronisina kokoel-
mina [36], joiden alkiot käsitellään niiden saapuessa.
Tapahtumavirtojen ja funktionaalisen ohjelmoinnin kokoelmien käsittelyn
periaatteet ovat samat. Tapahtumavirroille tehtävät operaatiot palauttavat
uusia tapahtumavirtoja, joille voidaan tehdä uusia operaatioita. Alkuperäinen
tapahtumavirta jää ennalleen, joten sille voidaan tehdä muitakin operaatioita.
Tapahtumavirran operaatiot voivat esimerkiksi yhdistää virtojen sisältöjä,
suodattaa osan alkioista pois tai luoda uuden tapahtumavirran, jossa alkiot
on luotu alkuperäisen virran alkioista. Tapahtumavirran alkiot käsitellään
tapahtumisjärjestyksessä. Esimerkkejä tapahtumavirroista on tietyn kohteen
klikkaus, näppäimen painallus, hiiren liike tai palvelimelta tulevat viestit.
Tapahtumavirran käyttöä kutsutaan tarkkailuksi (observing). Tarkkailu
aloitetaan määrittämällä tapahtumavirran alkiot käsittelevä funktio. Useim-
missa toteutuksissa tämä vaihe sisältää sivuvaikutuksia, kuten käyttöliitty-
män tilan muuttamista.
Tapahtumavirtoja on toteutuksesta riippuen laiskoja [50], aktiivisia tai
tarvittaessa molempia [42]. Esimerkiksi Bacon.js:ssä [50] tapahtumavirrat
ovat laiskoja, eli ne eivät tuota arvoja ennen kuin niillä on tarkkailija. Ennen
tarkkailijan lisäämistä tapahtuneita tapahtumia ei lisätä tapahtumavirtaan.
Aktiiviset virrat tuottavat arvoja myös ilman tarkkailijoita.
Tämän luvun esimerkit eivät noudata minkään kirjaston tai kielen syn-
taksia, vaan pyrkivät Javaa muistuttavan pseudokoodin avulla esittelemään
yleisiä periaatteita. Luvussa ei käydä läpi koko rajapintaa minkään kirjaston
osalta. Tarkoituksena on esitellä mitä erityyppisiä operaatioita tapahtuma-
virroilla on ja antaa esimerkkejä niiden yhteiskäytöstä.
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Listaus 6: Esimerkki käytetystä pseudokoodista.
1 x −> x + 2
2 //laajentuu muotoon:
3 function (x) {
4 return x + 2;
5 }
Listaus 7: Tapahtumavirran luominen.
1 EventStream<int> es = new EventStream<int>();
2 es.emit(1);
3 es.emit(4);
4 es.emit(8);
Koodiesimerkeissä käytetään Java 8:n syntaksia lambda-lausekkeille. Lis-
tauksen 6 esimerkistä nähdään, millaiseksi lauseke laajennetaan.
3.1.1 Tapahtumavirtojen luominen
Tapahtumavirtojen luominen tapahtuu periaatetasolla hyvin yksinkertaisesti.
Luodaan uusi tapahtumavirta ja sen jälkeen lisätään siihen halutut alkiot.
Listauksessa 7 luotu tapahtumavirta tuottaa alkiot 1, 4 ja 8.
Yksikertaisimman tapauksen avulla voidaan helposti luoda käytännöl-
lisempiä tapahtumavirtoja. Esimerkiksi hiiren klikkauksista voidaan luo-
da tapahtumavirta luomalla sille tapahtumankäsittelijä, joka lisää jokaisen
klikkauksen tapahtumavirtaan. Tapahtumavirtojen luominen tapahtumis-
ta perustuu takaisinkutsuihin, mutta yksittäiset takaisinkutsut eivät kärsi
monimutkaisten takaisinkutsujen ongelmista.
Listauksen 8 esimerkissä luodaan Javalla tapahtumankäsittelijä, joka
kuuntelee hiiren tapahtumia. Konstruktorissa luodaan tapahtumavirta ja
kiinnitetään käsittelijä hiiren tapahtumiin. Metodissa mousePressed lisätään
tapahtumavirtaan saatu klikkaustapahtuma. Hiiren klikkaukset sisältävä ta-
pahtumavirta palautetaan metodilla getMouseClicksStream. Klikkauksista
kiinnostuneet ohjelman osat voivat nyt saada tapahtumavirran hiiren klik-
kauksista ja käsitellä sitä myöhemmin tässä luvussa esiteltävillä välineillä.
Useimmissa kirjastoissa on automaattisia työkaluja tämän tyylisten ta-
pahtumavirtojen luomiseen, joten niitä ei tarvitse luoda käsin. Esimerkiksi
Bacon.js [50] tarjoaa funktion, jolla elementin tapahtumista luodaan tapah-
tumavirtoja.
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Listaus 8: Tapahtumavirran luominen hiiren klikkauksista.
1 public class MouseListenerImpl implements MouseListener {
2 ...
3 private EventStream<MouseEvent> eventStream;
4 public MouseListenerImpl() {
5 ...
6 eventStream = new EventStream<MouseEvent>();
7 target.addMouseListener(this);
8 }
9
10 public void mousePressed(MouseEvent e) {
11 this.eventStream.emit(e);
12 }
13
14 public EventStream<MouseEvent> getMouseClicksStream() {
15 return this.eventStream;
16 }
17 }
Listaus 9: Tarkkailun aloittaminen.
1 EventStream<Message> stream = getMessageStream();
2 stream.subscribe(x −> println(x.getText()));
3.1.2 Tapahtumavirtojen tarkkailu
Tapahtumavirran tarkkailussa tapahtumavirran alkiolle suoritetaan tarkkaili-
jafunktio [34]. Tarkkailu aloitetaan kutsumalla tapahtumavirran subscribe-
metodia, jolle annetaan parametrina yksittäiset tapahtumat käsittelevä funk-
tio. Tapahtumat käsittelevä tarkkailijafunktio sisältää yleensä erilaisia sivu-
vaikutuksia, kuten käyttöliittymän päivitystä, tietojen lokitusta tai muita
funktiokutsuja.
Yksittäisellä tapahtumavirralla voi olla useita toisistaan riippumatto-
mia tarkkailijoita. Toisin kuin tarkkailijamallissa, FRP:ssä tarkkailtavan ei
tarvitse tallentaa tarkkailijoitaan [34], eikä tarkkailijan tarkkailtavaansa.
Tarkkailijafunktiot ovat tapahtumankäsittelijöitä yksinkertaisempia, kos-
ka käsiteltäväksi tulevat vain tarpeelliset tapahtumat ja niistä vain tarpeelli-
set tiedot. Ennen tarkkailua ylimääräiset tapahtumat suodatetaan pois ja
tapahtumavirran alkiot muunnetaan haluttuun muotoon.
Listauksen 9 esimerkissä tapahtumavirran alkiot ovat viestejä. Tark-
kailu aloitetaan rivillä 2 ja tarkkailija tulostaa konsoliin jokaisen viestin
tekstisisällön.
Kaikkien tapahtumavirtojen tarkkailu aloitetaan ja lopetetaan samalla
tavalla, jolloin koodin yhtenäisyys paranee. Takaisinkutsuissa ja tarkkailija-
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Listaus 10: Map-esimerkki.
1 EventStream<ActionEvent> buttonClicks = getButtonClicks();
2 EventStream<String> actionCommands = buttonClicks
3 .map(x −> x.getActionCommand());
4 actionCommands.subscribe( x −> println(x) );
5
6 EventStream<ActionEvent> nineButton = getNineButtonClicks();
7 EventStream<int> nine = nineButton.map(() −> 9);
8 nine.subscribe( x −> inputField.append(x) );
9
10 EventStream<Messages> messages = getMessages();
11 EventStream<Message> legacyMessages = messages
12 .map(x −> new Message(x.getTitle,
13 x.getText().subString(0, 200)));
14 legacyMessages.subscribe( x −> sendToLegacySystem(x) );
mallissa ongelmana on seurannan aloittamisen ja lopettamisen epäyhtenäi-
syys. Periaatteet ovat samoja, mutta lähes jokaisen eri kirjaston malleissa
on eroja.
Tapahtumavirtojen tarkkailun rajapinta on kevyt, sillä tarkkailtavan
ja tarkkailijoiden välillä on käytössä vain subscribe-metodi. Kevyen ja
yksinkertaisen rajapinnan ansiosta sekä tarkkailijaa että tarkkailijaa voidaan
käyttää uudelleen ilman muutoksia.
3.1.3 Tapahtumavirtojen muokkaus
Perinteisissä malleissa tapahtumankäsittelijä saa parametreina tapahtumao-
lioita, joiden perusteella tapahtumankäsittelijä hakee tarvittavat tiedot [36].
Käsittelyyn voidaan esimerkiksi tarvita vain tiettyä kenttää tapahtumaoliosta,
tapahtuman perusteella tehtävän laskennan tulosta tai yksinkertaisimmillaan
vakioarvoa.
FRP tarjoaa tapahtumien muokkaukseen listojen käsittelyssäkin käyte-
tyn map-funktion. Map palauttaa uuden tapahtumavirran, jonka alkiot ovat
alkuperäisen tapahtumavirran alkioita, joille on suoritettu annettu funktio.
Listauksen 10 riveillä 1-4 ActionEvent-olioita sisältävästä tapahtuma-
virrasta tehdään uusi tapahtumavirta, jonka alkiot ovat getActionCommand-
metodin palauttamia merkkijonoja. Uuden tapahtumavirran käsittelijät voi-
vat käsitellä pelkkiä merkkijonoja tapahtumien sijaan.
Toisessa esimerkissä riveillä 6-8 luodaan uusi kokonaislukuja sisältävä ta-
pahtumavirta, jonka jokainen alkio on vakio yhdeksän. Tätä voidaan käyttää
esimerkiksi laskimen toteutuksessa, jossa yksittäisten numeropainikkeiden
klikkauksista saadaan vain kyseisen painikkeen arvo. Esimerkin viimeisel-
lä rivillä luodaan tarkkailija, joka lisää laskimen input-kenttään annetun
numeron.
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Listaus 11: Scan.
1 EventStream<Orders> orders = getOrders();
2 EventStream<double> sum = orders
3 .map( x −> x.getTotal() )
4 .scan(0, add);
5 sum.subscribe( x −> ui.updateSum(x) );
Listauksen 10 kolmannessa esimerkissä riveillä 10-14 alkioiden tyyppi
pysyy samana, mutta se sisältää uusia viestiolioita, joiden tekstikentän pituus
on rajattu map-funktiossa 200 merkkiin.
Kokoelmien arvojen koostaminen on operaatio, jossa kaikkien alkioiden
perusteella koostetaan koko kokoelmaa kuvaava arvo. Koostefunktio voi
esimerkiksi olla yhteenlasku, jolla lopputuloksena saadaan kaikkien alkioiden
arvojen summa. Täysin vastaava operaatio tapahtumavirroille palauttaa
kuitenkin arvon vasta kun tapahtumavirta on päättynyt. Päättymättömien
tapahtumavirtojen tapauksessa tulosta ei saataisi koskaan.
Kuva 3: Scanin toiminta
Tapahtumien koostamiseen FRP tarjoaa operaation scan [50, 34]. Scan
palauttaa uuden tapahtumavirran, jonka alkiot ovat koosteita sen hetki-
sistä tilanteista. Parametrinaan scan saa alkuarvon ja kaksiparametrisen
funktion. Ensimmäisen alkion kohdalla funktio saa parametrinaan alkuarvon
ja tapahtumavirran alkion. Toisen alkion kohdalla parametrit ovat edelli-
sen alkion kohdalla saatu tulos ja toinen alkio. Esimerkiksi jos suoritettava
funktio on kertolasku, alkuarvo kaksi ja ensimmäinen alkio arvoltaan viisi,
niin ensimmäisellä kerralla lasketaan 2 * 5. Toisen alkion kohdalla laske-
taan 10 * toisen alkion arvo ja niin edespäin. Scan-operaation toimintaa
havainnollistetaan kuvassa 3.
Listauksen 11 rivillä 1 haetaan tapahtumavirta orders, joka sisältää
kaikki saapuvat tilaukset. Rivillä 3 luodaan uusi virta, joka sisältää kaikkien
tilausten loppusummat. Rivillä 4 suoritetaan scan, joka saa alkuarvokseen
nollan ja suoritettavaksi funktioksi yhteenlaskun. Rivillä 5 aloitetaan tark-
kailu, jossa käyttöliittymään päivitetään saatu summa. Mikäli ensimmäisten
20
Listaus 12: Esimerkki mergestä.
1 EventStream quitButtonClicks = getQuitButtonClicks();
2 EventStream fatalErrors = getFatalErrors();
3 EventStream CtrlQPresses = getCtrlQPresses();
4
5 EventStream allQuitReasons = quitButtonClicks.merge(fatalErrors)
6 .merge(CtrlQPresses);
7
8 allQuitReasons.subscribe(quitProgram());
tilausten arvot olisivat 12,34 euroa, 194,55 euroa ja 10,11 euroa, niin tapah-
tumavirran sum alkiot olisivat 12.34, 206.89, 217.00.
3.1.4 Tapahtumavirtojen yhdistäminen
Useista eri lähteistä tulevien tapahtumien käsittely voidaan yhdistää yh-
distämällä tapahtumavirrat [34, 50]. Esimerkiksi ohjelma halutaan lopettaa
useissa eri tilanteissa: käyttäjä valitsee valikosta sulkemisen, käyttöjärjestel-
mä lähettää pyynnön lopettaa ohjelma tietokoneen sammutuksen vuoksi tai
ohjelma sammutetaan pikanäppäimillä. Yksinkertaisin toteutus olisi suorit-
taa kaikissa näissä tilanteissa sama lopettamisesta huolehtiva metodi, joka
hoitaa halutun käsittelyn. Tällöin kuitenkin lopettamisen käynnistäminen
on hajautettuna useaan eri käsittelijään, kun halutaan ilmaista että kaikki
kolme tapahtumaa käsitellään samalla tavoin.
Funktiolla merge voidaan yhdistää kaksi tapahtumavirtaa yhdeksi uudek-
si tapahtumavirraksi, jonka alkiona on kaikki yhdistettyjen virtojen alkiot.
Uuteen tapahtumavirtaan voidaan yhdistää toinen tapahtumavirta, joten
tapahtumavirtoja voidaan yhdistää mielivaltainen määrä. Nyt kaikkien ta-
pahtumavirtojen alkiot voidaan käsitellä yhdellä käsittelyllä. Operaation
toimintaa kuvataan kuvassa 4.
Kuva 4: Merge-operaation toiminta
Listauksen 12 esimerkissä käsitellään kolmea eri tapahtumavirtaa: lope-
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tuspainikkeen klikkauksia, ohjelman lopettamiseen johtavia virheitä ja Ctrl-Q
painalluksia. Kaikki nämä johtavat samaan käsittelyyn, jossa ohjelman suo-
ritus lopetetaan. Rivillä 5 yhdistetään quitButtonClicks- ja fatalErrors-
tapahtumavirrat. Yhdistämisen tuloksena saadaan uusi tapahtumavirta, jo-
hon yhdistetään CtrlQPresses-tapahtumavirta rivillä 6. Toisen yhdistämi-
sen tuloksena saatu tapahtumavirta sisältää kaikkien kolmen alkuperäisen
tapahtumavirran alkiot ja se sijoitetaan muuttujaan allQuitReasons. Rivil-
lä 8 aloitetaan allQuitReasons-virran tarkkailu ja määritetään ohjelman
lopetus tapahtuvaksi tarkkailijassa.
Operaatio flatMap [47, 50] saa parametrinaan funktion, joka luo tapah-
tumavirran alkioista uusia tapahtumavirtoja. Esimerkiksi kokoelmia sisäl-
tävästä tapahtumavirrasta luodaan yksittäisen kokoelman alkiot sisältävä
tapahtumavirta, käyttäjiä sisältävästä tapahtumavirrasta käyttäjän ostot
sisältävä tapahtumavirta ja tilauksia sisältävästä tapahtumavirrasta luodaan
tuotteet sisältävä tapahtumavirta. FlatMap palauttaa tapahtumavirran, jos-
sa on kaikkien luotujen tapahtumavirtojen kaikki alkiot. Eli esimerkiksi
kaikkien kokoelmien kaikki alkiot, kaikkien käyttäjien kaikki ostot ja kaik-
kien tilausten kaikki tuotteet. Havainnollistava kuva flatMapin toiminnasta
kuvassa 5.
Yksi usein web-sovelluksissa käytettävä käyttötapaus flatMapille liittyy
lupausten käsittelyyn. Tapahtumavirran alkiolle halutaan kutsua funktio-
ta, joka tekee alkiolle lupauksen palauttavan operaation, esimerkiksi haun
verkosta. FlatMap saa parametrinaan funktion, joka luo palautetusta lupauk-
sesta yhden alkion pituisen tapahtumavirran. FlatMapin avulla saadaan
yhtenäinen jokaisen lupauksen täyttäneen arvon sisältävä tapahtumavirta.
Kuva 5: FlatMap-operaation toiminta
FlatMapista on myös versio flatMapLatest, jonka palauttama tapahtu-
mavirta sisältää vain viimeisimmän uuden tapahtumavirran alkiot. Alkupe-
räisen tapahtumavirran alkiot käsitellään samoin kuin normaalissa flatMap-
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Listaus 13: Esimerkki flatMapista.
1 EventStream orders = getOrdersStream();
2 EventStream products = orders.flatMap( x −>
3 EventStreamFromArray(x.getProducts()) );
4 products.subscribe( x −> handleProduct(x) );
5
6 EventStream searchTerms = getSearchTermsStream();
7 searchTerms.flatMapLatest( x −> eventStreamFromPromise(getSearchResultsAsPromise(x)))
8 .subscribe(result −> showSearchResult(result));
metodissa. FlatMapLatest-metodin palauttama tapahtumavirta sisältää kui-
tenkin vain uusimman alkuperäisen tapahtumavirran alkion perusteella luo-
dun tapahtumavirran alkiot. FlatMapLatest-operaation toimintaa havain-
nollistetaan kuvassa 6.
Kuva 6: FlatMapLatest-operaation toiminta
Listauksessa 13 haetaan rivillä 1 tilaukset sisältävä tapahtumavirta. Ri-
veillä 2 ja 3 rivillä luodaan jokaisen tilaukset tuotteet sisältävästä taulukosta
uusi tapahtumavirta. Rivin 4 käsittelijä voi nyt käsitellä suoraan tuotteita,
eikä tuotetaulukoita tai tilauksia.
Listauksen toisessa esimerkissä kuudennelta riviltä alkaen haetaan haku-
termit sisältävä tapahtumavirta, jolle seitsemännellä rivillä tehdään operaatio
flatMapLatest. Funktio getSearchResultsAsPromise palauttaa lupauksen
ja suorittaa haun annetun termin perusteella. Funktio eventStreamFromPromise
puolestaan luo saamastaan lupauksesta tapahtumavirran. FlatMapLatest
palauttaa tapahtumavirran, jonka alkioita ovat viimeisimmän haun tulokset.
Mikäli jonkin aikaisemman haun tulos tulee vasta uudemman tuloksen jäl-
keen, aikaisempi tulos jätetään käsittelemättä. Rivillä kahdeksan näytetään
haun tulokset käyttäjälle.
23
Listaus 14: Filter-esimerkki.
1 EventStream<Stock> stocks = getStocks();
2 EventStream<Stock> stocksToBuy =
3 stocks.filter(x −> x.index() > TO_BUY_INDEX);
4 stocksToBuy.subscribe( s −> buy(x) );
3.1.5 Tapahtumavirtojen suodattaminen
Usein tapahtumavirran alkioista halutaan käsitellä vain osa [36, 34, 50].
Tavallisten kokoelmien tapauksessa valinta perustuu yleensä alkioiden jär-
jestykseen ja niiden ominaisuuksiin. FRP:ssä suodatus voi perustua näiden
lisäksi vertailuun edellisen läpipäästetyn alkion kanssa ja edellisen alkion
tapahtuma-aikaan. Tekstikentän muutokset sisältävästä tapahtumavirrasta
halutaan suodattaa pois tyhjät ja muuttumattomat alkiot. Toisaalta tal-
lennusta ei haluta tehdä jokaisen kirjaimen jälkeen, vaan vasta käyttäjän
lopetettua kirjoittamisen. Tapahtumien suodattaminen mahdollisimman ai-
kaisessa vaiheessa vähentää tehtävää työtä ja yksinkertaistaa jatkokäsittelyä.
Alkioiden ominaisuuksien perusteella tapahtumavirtaa voidaan suodat-
taa filter-operaatiolla. Filter saa parametrinaan predikaatti-funktion ja
palauttaa uuden tapahtumavirran. Predikaatti on totuusarvon palauttava
funktio, joka kertoo onko ehto voimassa annetulla parametrilla. Filterin
palauttamassa tapahtumavirrassa on vain ne alkuperäisen virran alkiot, joilla
predikaatti on tosi.
Listauksessa 14 käsitellään virtaa osakkeista, joille on valmiiksi laskettu
indeksi. Rivillä 3 osakkeista suodatetaan mukaan vain ne osakkeet, joiden
indeksi on suurempi kuin TO_BUY_INDEX. Nyt rivin 4 tarkkailija saa
ainoastaan osakkeet, joita halutaan ostaa. Tämän vuoksi ostosta huolehtiva
koodi on yksikertainen ja helposti ymmärrettävä.
Joissain tapauksissa alkioita halutaan käsitellä vasta kun alkioiden saa-
puminen on pysähtynyt hetkeksi ja käsitellä tällöin viimeinen alkio [36].
Esimerkiksi hakupyyntöä ei haluta lähettää palvelimelle jokaisen kirjoitetun
kirjaimen jälkeen, vaan vasta kun käyttäjä lopettaa kirjoittamisen. Ajan pe-
rusteella tehtävä suodatus voidaan tehdä throttle-operaatiolla. Throttle
saa parametrinaan kokonaisluvun, joka kertoo kuinka pitkä hiljainen aika
vaaditaan ennen alkion läpi päästämistä. Alkio päästetään uuteen tapah-
tumavirtaan vain, jos edellisen alkion saapumisesta on kulunut vähintään
annettu aika.
Listauksen 15 esimerkin tapahtumavirrassa throttledSearchStrings on
ainoastaan ne arvot, joita ennen käyttäjä ei ole kirjoittanut mitään vähintään
200 millisekuntiin. Nyt haku voidaan tehdä jokaisen saadun arvon kohdalla,
koska käyttäjä ei aktiivisesti kirjoita ja haluaa nähdä tulokset.
Operaatiolla distinctUntilChanged luodaan tapahtumavirta, joka sisäl-
tää vain muuttuneet alkiot. Esimerkiksi hakukentän uudella arvolla ei haluta
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Listaus 15: Throttle-esimerkki.
1 EventStream<String> searchStrings = getSearchStrings();
2 EventStream<Strings> throttledSearchStrings = searchStrings.
3 .throttle(200);
4 throttledSearchStrings.subscribe(x −> searchFromServer(x));
Listaus 16: DistinctUntilChanged-esimerkki.
1 EventStream<Stock> stocks = getStocks();
2 EventStream<Stock> nokia = stocks.filter(x −> x.getCompany() == "Nokia")
3 .distinctUntilChanged();
4 nokia.subscribe( x −> ui.updateValueOfNokia(x) );
tehdä uutta hakua, jos se on sama kuin edellinen arvo eikä käyttöliittymään
haluta tehdä päivitystä, jossa tila pysyy muuttumattomana. Graafinen esitys
operaation toiminnasta kuvassa 7.
Kuva 7: DistinctUntilChanged-operaation toiminta
Listauksen 16 esimerkissä tapahtumavirtaan nokia saadaan ainoastaan
Nokian osakkeiden arvot, joissa on muutoksia suhteessa edelliseen arvoon.
Käyttöliittymää päivitetään ainoastaan Nokian osakkeiden arvon muuttuessa.
Käytössä on myös yksinkertaisempia järjestykseen liittyviä suodatuso-
peraatioita, kuten take ja skip [36, 50]. Take saa parametrinaan montako
alkiota tapahtumavirran alusta päästetään läpi. Tämän jälkeiset alkiot eivät
pääse uuteen tapahtumavirtaan. Esimerkiksi kutsun take(2) jälkeen tapah-
tumavirrasta 1, 2, 3 uuteen tapahtumavirtaan päästetään vain alkiot 1
ja 2. Skip ohittaa annetun määrän alkioita ja päästää kaikki sen jälkeiset
uuteen tapahtumavirtaan. Esimerkiksi kutsun skip(5) jälkeen vasta kuudes
alkio päästetään uuteen tapahtumavirtaan.
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Listaus 17: Tarkkailun lopettaminen.
1 EventStream<ActionEvent> stream = getEventStream();
2 Disposable disposable = stream.subscribe(x −> println(x.getActionCommand());
3 ...
4 disposable.dispose();
3.1.6 Tarkkailun lopettaminen, tapahtumavirran päättyminen ja
virheiden käsittely
Tapahtumavirran tarkkailu lopetetaan kutsumalla subscribe-metodin pa-
lauttaman olion dispose-metodia [36, 34, 50]. Toisin kuin takaisinkutsuissa
ja tarkkailijamallissa, tapahtumavirtojen ei tarvitse tallentaa käsittelyyn
tarvittavia metodeita ja tarkkailun lopetus tehdään aina samalla tavalla.
Tarkkailijan poistaminen ei lopeta tapahtumavirran alkioiden lisäystä, jos
sillä on muita tarkkailijoita tai kyseessä on aktiivinen virta. Esimerkiksi
hiiren klikkausten kuuntelua ei lopeteta, vaikka FRP-kirjaston kautta ei
olisikaan enää tarkkailijoita.
Listauksen 17 rivillä 1 haetaan tapahtumavirta, jonka tarkkailu aloitetaan
rivillä 2. Rivi 3 kuvaa muuta ohjelmakoodia. Rivillä 4 lopetetaan tapahtuman
tarkkailu, eikä rivillä kaksi annettu tarkkailija enää käsittele tapahtumia.
Jos tapahtumavirta päättyy, niin sen kaikki tarkkailijat poistetaan [50, 36].
Bacon.js:aa tai Reactive Extensioneita käytettäessä voidaan antaa erillinen
tarkkailijafunktio, joka suoritetaan tapahtumavirran päättyessä.
Tapahtumavirta voi jatkua ikuisesti, jolloin sen tarkkailu päättyy vain
ohjelman suorituksen päättyessä.
Tapahtumavirran virheet voidaan käsitellä erillisellä onError-metodilla
[36, 50]. Bacon.js tarjoaa lisäksi pelkät virheet sisältävän tapahtumavirran
palauttavan errors-metodin, jonka tarkkailija käsittelee pelkästään virheet.
OnError-metodi vastaa käytännössä poikkeustenkäsittelijää, joka käsittelee
kaikki poikkeukset.
Toteutuksesta riippuen tapahtumavirta voi päättyä ensimmäiseen vir-
heeseen [43] tai jatkua virheistä huolimatta [50]. Jossain toteutuksissa on
mahdollista määritellä tapahtumavirta toimimaan kummalla tavalla tahansa
[50].
Takaisinkutsuihin verrattuna tapahtumavirtojen käsittelyn testaaminen
on helppoa. Kolmivaiheisen tapahtumankäsittelyn sijasta voidaan testata
osat erikseen. Suodatuksesta vastaavien funktioiden paluuarvojen testaus on
yksinkertaista, mutta takaisinkutsun tapauksessa joudutaan tutkimaan ovat-
ko suodatuksen jälkeiset sivuvaikutukset tapahtuneet. Tyypin muuttamisesta
vastaavat puhtaat map-funktiot voidaan testata paluuarvojen perusteella. Yk-
sinkertaisten tarkkailijafunktioiden testaus on myös helpompaa, kuin testata
kokonaisia tapahtumankäsittelijöitä. Helpompi testaus voi johtaa parempaan
testikattavuuteen.
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Listaus 18: Esimerkki signaalista.
1 Signal<Time> time = FRP.getTimeSignal();
2 Time startTime = time.now();
3 Signal<Time> elapsedTime = time − startTime;
Tapahtumavirtojen avulla voidaan välttää lukuisia takaisinkutsuihin ja
tarkkailijasuunnittelumalliin liittyviä ongelmia. Eri lähteistä tulevien tapahtu-
mien käsittelyn yhtenäistäminen, ylimääräisten tapahtumien suodattaminen
ja tarkkailun päättäminen ovat kaikki tapahtumavirroilla helpompia kuin
takaisinkutsuilla. Tapahtumavirtojen muuttumattomuus antaa mahdollisuu-
den laajentaa toteutuksia helposti tai esimerkiksi lisätä lokitusta kehityksen
ja ongelmien selvittämisen aikana.
3.2 Signaalit
Sovelluksissa tarvitaan usein arvoja, jotka pysyvät automaattisesti päivitet-
tyinä. Erityisesti päivitettyinä pysyviä arvoja tarvitaan käyttöliittymissä,
joissa sovelluslogiikan tila näytetään käyttäjälle.
Signaalit (signal) ovat automaattisesti päivittyviä reaktiivisia arvoja, joil-
la on kaikissa tilanteissa ajantasainen arvo [25, 34, 62]. Signaalit päivittyvät
reaktioina riippuvuuksiensa muutoksiin tai tapahtumiin. Signaalin riippu-
vuuksia ovat ne arvot, joiden perusteella signaalin arvo määräytyy. Signaaleja
voidaan koostaa toisista signaaleista, tapahtumista tai staattisista arvoista.
Signaalien avulla data voidaan synkronoida automaattisesti. Esimerkiksi
Franissa [25] ja Flapjaxissa [37] signaalit tunnetaan käytöksinä (behavior).
Nimeämiseroista huolimatta kyseessä on kuitenkin sama asia.
Signaalin tyylisiä automaattisesti päivittyviä arvoja on lukuisissa sovel-
luskehyksissä, kuten AngularJS:ssä [3] ja Ember.js:ssä [7]. Sovelluslogiikan
muuttujiin sidotut automaattisesti päivittyvät arvot helpottavat käyttöliitty-
män toteutusta. Automaattisesti päivittyvät arvot voivat olla joko osa käyt-
töliittymän toteutusta tai sovelluslogiikkaa. Riippuvuuksiensa muutoksiin
automaattisesti reagoivat arvot helpottavat ohjelmointia, koska päivityslo-
giikkaa ei tarvitse toteuttaa eikä tehdä erillistä päivityskutsua.
Yksinkertaisin signaali on aika. Muita signaaleja ovat esimerkiksi hiiren
sijainti, osakekurssin arvo ja käyttöliittymän painikkeen teksti. Tunnetuin
esimerkki signaalin tyylisistä arvoista ovat taulukkolaskennan solut, jotka
voivat riippua muista soluista ja joiden päivittäminen aiheuttaa muiden
solujen automaattisen päivityksen.
Tyyppiä Signal<T> olevalla signaalilla on tyyppiä T oleva arvo [62].
Muuttujien tapaan signaalit voidaan alustaa alkuarvolla, jolloin niiden arvo
on luomishetkellä annettu arvo. Jos alkuarvoa ei anneta, niin signaalin tai
muuttujan alkuarvo on kielen oletusarvo, esimerkiksi Javassa null.
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Listauksessa 18 haetaan rivillä 1 ajan signaali time, joka on jatkuvasti
kuluva hetki. Rivillä 2 tallennetaan muuttujaan startTime ajan hetkelli-
nen arvo. Rivillä 3 luodaan signaali elapsedTime, joka kertoo toisen rivin
suorituksesta kuluneen ajan ja pysyy automaattisesti päivitettynä.
Tapahtumavirtojen ja signaalien tärkein ero on now-metodi, joka palaut-
taa hetkellisen arvon [37, 34]. Metodin now palauttama arvo on tavallinen
arvo, joka ei päivity automaattisesti. Tapahtumavirroilla vastaavaa metodia
ei ole, vaan ne unohtavat käsittelemänsä tapahtumat.
Signaaleista voidaan luoda tapahtumavirtoja, joissa tapahtumina on jokai-
nen signaalin muuttunut arvo [34]. Tällöin voidaan helposti pitää muuttujan
tilaa yllä signaaliin perustuen, kun tarkkailija päivittää muuttujan joka kerta
signaalin arvon vaihtuessa. Erillisessä muuttujassa olevaa tilaa tarvitaan,
jos esimerkiksi käyttöliittymään ei voida suoraan sijoittaa signaalin arvoa.
Joissain toteutuksissa signaali ja tapahtumavirta ovat saman luokan aliluok-
kia tai toteuttavat saman rajapinnan. Tällöin signaalista ei tarvitse tehdä
tapahtumavirtaa, vaan operaatioita voidaan käyttää suoraan signaalille.
Signaaleja käyttävät funktiot täytyy nostaa (lift) ennen kuin niitä käy-
tetään signaaleille. Funktion nostaminen tarkoittaa funktion parametrien
ja paluuarvojen nostamista tavallisista arvoista samaa tyyppiä oleviksi sig-
naaleiksi [26, 25]. Esimerkiksi nostettu kokonaislukujen yhteenlasku laskee
yhteen kaksi kokonaislukusignaalia ja palauttaa uuden kokonaislukusignaalin.
Tapahtumavirtojen käsittelyssä funktioiden nostamista ei tarvita, koska niille
annettavat funktiot käsittelevät tapahtumavirtojen yksittäisiä alkioita, jotka
ovat tavallisia arvoja.
Funktiota nostettaessa palautetaan uusi funktio, joka hakee signaaleilta
hetkelliset arvot, kutsuu hetkellisiä arvoilla alkuperäistä funktiota ja palaut-
taa alkuperäisen funktion tuloksen. Funktionaaliset kielet tarjoavat tähän
paremmat työkalut, mutta sama asia onnistuu myös esimerkiksi Javascriptil-
lä.
Listauksessa 19 riveillä 1-5 esitellään kaksiparametrisen funktion nostava
funktio lift2. Funktio saa parametrina nostettavan funktion ja palauttaa
siitä nostetun version. Rivillä 3 näytetään kuinka alkuperäistä funktiota
kutsutaan sen parametrin hetkellisillä arvoilla. Riveillä 7-9 luodaan kaksi
kokonaislukua yhteen laskeva funktio add. Rivillä 11 nostetaan funktio add
ja tallennetaan se muuttujaan liftedAdd. Riveillä 12 ja 13 luodaan vakio-
signaalit, joilla kutsutaan nostettua funktiota liftedAdd rivillä 14. Rivillä
14 tallennetaan liftedAdd-funktion palauttama luku muuttujaan result.
Rivillä 15 tulostetaan muuttujan result arvo, eli 11.
Signaalit ovat yksinkertainen ja helposti hahmotettava tapa muuttujien
arvojen päivitettyinä pitämiseen. Signaalit voidaan usein korvata tapahtu-
mavirroilla, koska signaalien arvot muuttuvat tapahtumien seurauksena ja
signaalien arvoja käsitellään yleensä niiden muuttuessa. Signaalit ovat kui-
tenkin helppo ajatusmalli automaattisesti päivittyville arvoille, joten niitä
voidaan pitää käyttökelpoisina.
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Listaus 19: Esimerkki nostamisesta.
1 function lift2(func) {
2 return function(a, b) {
3 return func(a.now(), b.now());
4 };
5 }
6
7 function add(int a, int b) {
8 return a + b;
9 }
10
11 var liftedAdd = lift2(add);
12 Signal<int> a = 5;
13 Signal<int> b = 6;
14 int result = liftedAdd(a, b)
15 print(result) // 11
3.3 Toteutuksia
Funktionaalisen reaktiivisen ohjelmoinnin kirjastoja on saatavilla useille eri
kielille ja alustoille. Ensimmäinen kirjasto oli Haskellilla toteutettu Fran [25].
Myöhemmin Haskellilla tehty muitakin toteutuksia, esimerkiksi Reactive
[26] ja Bacon.js:n vaikuttanut Reactive Banana [15]. Muita funktionaalisille
kielille tehtyjä toteutuksia on esimerkiksi PLT Schemellä toteutettu FrTime
[19] ja Scalalla toteutettu Scala.React [34, 35].
Imperatiivisille kielille toteutuksia ovat esimerkiksi Frappé Javalle [21],
ReactiveCocoa Objective-C:lle [28] ja myöhemmin käsiteltävät Javascript-
toteutukset.
Yhtenäisimmän kokemuksen eri alustojen välillä tarjoaa Microsoftin Reac-
tive Extensions [43], joka on saatavilla lukuisille eri alustoille, kuten C#:lle,
Rubylle, Pythonille, Javascriptille [42] ja C++:lle.
Toteutusten tasot vaihtelevat harrasteprojekteista tuotantokäyttöön tar-
koitettuihin kirjastoihin. Osa kirjastoista on aktiivisessa kehityksessä ja
osan kehitys on päättynyt. Aktiivisen kehityksen kohteena ovat esimerkiksi
Reactive Extensions [43], ReactiveCocoa [28] ja Bacon.js [50].
Fran (Functional Reactive Animation) [25] on ensimmäinen funktionaa-
lisen reaktiivisen ohjelmoinnin kirjasto. Fran on toteutettu Haskellilla ja
julkaistu vuonna 1997. Nimensä mukaisesti Franin pääasiallinen sovellusa-
lue on animaatiot. Animaatiokirjaston tavoitteet eroavat yleiskäyttöisten
kirjastojen tavoitteista, joten Franin ja uudempien kirjastojen välillä on
käyttötarkoituksesta johtuvia eroja. Kuitenkin osa Franin periaatteista on
yleiskäyttöisiä ja ne muodostavat pohjan myöhemmille funktionaalisen reak-
tiivisen ohjelmoinnin kirjastoille.
Scala.React [34, 35] on reaktiivisen ohjelmoinnin kirjasto Scalalle. Pe-
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rusrakenteeltaan Scala.Reactin toiminta on funktionaalista, mutta kirjastoa
voidaan käyttää myös imperatiivisen koodin kanssa. Scala.Reactin suun-
nittelussa on pyritty parantamaan erityisesti tarkkailijamallin heikkouksia.
Scala.React on tutkimusprojekti, jonka kehitys on päättynyt ja viimeisimmät
muutokset ovat vuodelta 2012.
Elm on funktionaaliseen reaktiiviseen ohjelmointiin tarkoitettu kieli, joka
käännetään Javascriptiksi ja HTML:ksi [22]. Aktiivisessa kehityksessä oleva
Elm on vaihtoehto reaktiivisten web-sovellusten toteutukseen. Elm ei kuiten-
kaan muistuta Javascriptiä, vaan enemmänkin Haskellia, joten sen käyttö
vaatii uuden kielen opettelun.
Googlen Dart [29] sisältää tapahtumavirrat [30]. Dart voidaan kääntää on
Javascriptiksi, eli sitä voidaan käyttää selaimissa suoritettaviin sovelluksiin.
Dartin tapahtumavirtojen operaatioiden nimeämiskäytännöt ovat osittain
funktionaalisesta ohjelmoinnista ja osittain SQL:stä.
Erikoisuutena Dart tarjoaa tarkkailijoiden määrän yhteen rajoittavan
tapahtumavirran [30]. Vain yhden tarkkailijan salliva Single subscriber
-tapahtumavirta puskuroi tapahtumat, jos sillä ei ole tarkkailijoita. Tark-
kailun alkaessa puskuroidut tapahtumat annetaan välittömästi tarkkaili-
jalle. Puskuroinnin ansiosta tapahtumia ei hukata, vaikka tarkkailijaa ei
olisikaan vielä asetettu. Yksittäisen tarkkailijan salliva tapahtumavirta heit-
tää poikkeuksen, jos sitä yritetään tarkkailla usealla tarkkailijalla. Single
subscriber -tapahtumavirta on mahdollista muuttaa useamman tarkkai-
lijan sallivaksi asBroadcastStream-metodilla. Useita tarkkailijoita salliva
Broadcast Stream ei puskuroi tapahtumia.
Funktionaalisen reaktiivisen ohjelmoinnin kirjastoja on saatavilla kaikille
yleisimmille kielille ja alustoille. Toteutuksia on myös suoraan kielen tasolla.
Toteutukset eroavat toisistaan yksityiskohtien osalta, mutta noudattavat
samoja perusperiaatteita.
3.4 Funktionaalinen reaktiivinen ohjelmointi ja muut toteu-
tustavat
Yhdessä funktionaalisen reaktiivisen ohjelmoinnin kanssa käytetään myös
perinteisiä toteutustapoja.
Funktionaalisen reaktiivisen ohjelmoinnin yhteydessä takaisinkutsuja käy-
tettään lähes kaikkiin tapahtumavirtojen operaatioihin. Esimerkiksi map ja
filter saavat parametrinaan takaisinkutsun, jota kutsutaan joka alkion
kohdalla. Lisäksi Javascriptin tapahtumamalli pakottaa käyttämään tapah-
tumavirojen kytkennässä tapahtumiin takaisinkutsuja, vaikkakin tämä on
kirjaston käyttäjältä usein piilotettu. Takaisinkutsut ovat oikein käytettynä
toimiva työkalu ja FRP mahdollistaa lyhyiden ja yksinkertaisten takaisin-
kutsujen käytön.
Lupausten ja funktionaalisen reaktiivisen ohjelmoinnin yhteiskäyttö on
luontevaa. Lupaukset käsittelevät yksittäistä asynkronista operaatiota ja
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funktionaalinen reaktiivinen ohjelmointi mielivaltaista määrää tapahtumia.
Lupausten ja tapahtumavirtojen käsittely muistuttaa paljon toisiaan. Mo-
lempien yksinkertaisin käyttötapaus on samanlainen, eli metodille annettava
takaisinkutsu, joka saa parametrina datan. Tapahtumavirran tapauksessa
käytettävä metodi on subscribe ja lupausten kohdalla then.
Tarkkailijasuunnittelumallia ei ole tarpeen käyttää FRP:n yhteydessä.
Muutokset voidaan muuttaa tapahtumavirraksi ja käyttää tapahtumavirtaa
käsittelemään muutoksia yhdessä oliossa. Tällä vältetään tarkkailijasuunnit-
telumallin ongelmat ja saadaan käyttöön kaikki FRP:n hyödyt.
4 Funktionaalinen reaktiivinen ohjelmointi ja web-
sovellukset
Yhä suurempi osa sovelluksista on selaimella käytettäviä web-sovelluksia.
Web-sovellusten on reagoitava käyttäjän toimiin, palvelimen vastauksiin ja
mahdollisesti myös muihin tapahtumiin, kuten verkkoyhteyden katkeamiseen.
Uuden sivun lataaminen jokaisen tapahtuman seurauksena ei ole mahdollista
huonon käytettävyyden ja hitauden vuoksi.
Web-sovellusten palvelintoteutuksille voidaan käyttää esimerkiksi luvussa
3.3 esiteltyjä toteutuksia. Selaimessa tapahtuva tapahtumien käsittely on
kuitenkin hoidettava Javascriptillä tai Javascriptiksi käännettävällä kielellä.
Javascriptin pääasiallinen käyttötarkoitus on selaimessa suoritettava koo-
di. Node.js [12] mahdollistaa palvelinsovellusten ja Windows 8 [44] työpöytä-
sovellusten toteuttamisen Javascriptillä, mutta edelleen suurin osa tehtävästä
Javascript-koodista on tarkoitettu suoritettavaksi selaimessa.
Javascriptissä interaktiivisuus toteutetaan tapahtumilla. Useimmat tapah-
tumat ovat yksinkertaisia, kuten klikkauksia ja kenttien arvojen muutoksia.
Tapahtumia on myös monimutkaisemmista tilanteista, kuten laitteen akun
tilan muutoksista [58] tai kokoruututilaan siirtymisestä [57].
Web-selainten Javascriptin suoritusmalli perustuu tapahtumasilmukkaan
(event loop) [60]. Tapahtumasilmukassa tapahtumia lisätään tapahtumajo-
noon, josta ne käsitellään yksitellen. Tapahtuman käsittely aloitetaan vasta,
kun edellisen tapahtuman käsittely on päättynyt. Javascript-tiedostot lisä-
tään ladattaessa tapahtumajonoon ja suoritetaan omalla vuorollaan.
Tapahtumien käsittely perustuu W3C:n määrittelemään ja selainten
toteuttamaan standardiin [59]. Tapahtumankäsittelijät lisätään metodilla
addEventListener ja poistetaan metodilla removeEventListener. Molem-
mat metodit saavat parametreinaan käsiteltävän tapahtuman tyypin ja ta-
pahtumankäsittelijän. Vanhemmat Internet Explorer -selaimet vaativat oman
syntaksinsa, mutta versiosta 9 lähtien myös Internet Explorer on tukenut
standardia [38]. Tapahtumankäsittelijöiden manuaalinen hallinta on usein
monimutkaista ja kärsii lisäksi takaisinkutsujen ongelmista.
Useat kirjastot ja sovelluskehykset pyrkivät piilottamaan matalan tason
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tapahtumankäsittelijöiden hallinnan. Yksinkertaisin tapa on käyttää esimer-
kiksi jQuerya [56] ja lisätä tapahtumankäsittelijään käyttöliittymän päivitys.
Tämä tapa johtaa kuitenkin usein sekavaan spagettikoodiin ja kärsii takai-
sinkutsujen ongelmista. Muut ohjelmistokehykset ovat kehittäneet eri tapoja
toteuttaa reaktiivisuus ja sovelluksen päivitettynä pitäminen.
Eri sovelluskehykset ovat luoneet erilaisia malleja tapahtumien käsitte-
lyyn. Funktionaalisessa reaktiivisessa ohjelmoinnissa toistuvat tapahtumat
käsitellään tapahtumavirtoina. Yksittäisten tapahtumien käsittelyyn voi-
daan käyttää myös lupauksia, jotka eivät kärsi kaikista takaisinkutsujen
ongelmista.
Javascriptin viime aikainen kehitys on vienyt sitä funktionaalisempaan
suuntaan, jolloin funktionaalinen reaktiivinen ohjelmointi on luonteva tapa
toteuttaa reaktiivisuus. Vuonna 2009 julkaistu ECMAScriptin viides versio
[11] lisäsi Javascriptin taulukoihin on esimerkiksi metodit map, filter ja
some, joilla kokoelmien käsittelyä voidaan tehdä helposti ja funktionaalisesti.
Yksi FRP:n vahvuuksista on sen kyky yhtenäistää kaikki käytettävät
rajapinnat saman abstraktion taakse. Web workereiden [61] tulokset, ele-
mentin klikkaukset, akun tilan muutokset ja verkkoyhteyden katkeamiset
voidaan kaikki käsitellä samalla tavalla. Web workereiden avulla voidaan
ajaa Javascriptillä tausta-ajoja käyttöliittymästä erillisessä säikeessä. FRP
antaa tapahtumankäsittelyyn paljon W3C:n standardia laajemmat välineet.
Funktionaalisesta reaktiivisesta ohjelmoinnista on Javascriptillä lukuisia
eri toteutuksia. Näistä tärkeimmät ovat RxJS ja Bacon.js, jotka käsitellään
tarkemmin omissa aliluvuissaan. Bacon.js ja RxJS ovat Javascriptille sopivista
FRP toteutuksista laajimmat ja pisimmälle kehitetyt. Kumpikaan ei toteuta
signaaleja, mutta myöhemmin esiteltävä AngularJS toteuttaa signaalien
kaltaiset automaattisesti päivittyvät arvot, joten signaalien puute ei ole
merkittävä haitta.
Reactor.js [9] on Bacon.js:ää ja RxJS:ää yksinkertaisempi kirjasto funk-
tionaaliseen reaktiiviseen ohjelmointiin. Reactor.js tarjoaa signaalit ja niille
tarkkailijat, jotka suoritetaan signaalien päivittyessä.
Kefir [54] on RxJS:stä ja Bacon.js:stä hyvin paljon vaikutteita saanut
kirjasto. Kefirin kehitys on alkanut vasta vuonna 2014, eikä se ole vielä
valmis tuotantokäyttöön. Jatkossa kuitenkin Kefir voi kehittyä vaihtoehdoksi
Bacon.js:lle ja RxJS:lle.
Flapjax [37] on funktionaaliseen reaktiiviseen ohjelmointiin tarkoitettu
ohjelmointikieli, joka voidaan kääntää Javascriptiksi tai käyttää Javascript-
kirjastona. Flapjax tarjoaa signaalit ja tapahtumavirrat. Flapjax julkaistiin
vuonna 2006 [37] ja sen viimeisimmät päivitykset ovat vuodelta 2012 [17].
Päättynyt kehitys tarkoittaa, ettei Flapjax ole järkevä vaihtoehto uusille
sovelluksille.
Muita kirjastoja ovat esimerkiksi pelkät signaalit tarjoava Reactive.js
[16] ja käyttöliittymiin tarkoitettu Ractive.js [8].
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4.1 RxJS
Reactive Extensions (Rx) on Microsoftin funktionaalisen reaktiivisen oh-
jelmoinnin toteutus, joka perustuu C#:n kokoelmatyökaluihin. Reactive
Extensions on saatavilla lukuisilla eri kielillä, kuten C#:lla, Javascriptillä,
Pythonilla ja Rubylla.
Rx:n alkuperäinen toteutus on C#:lla tehty Rx.NET. Reactive Extensions
on kehitetty olemassa olevista C#:n työkaluista ilman Franin vaikutusta [36].
Kirjaston käyttäjälle tämä näkyy signaalien puutteena ja muista poikkeavina
operaatioiden niminä.
Perusajatus Rx:n takana on luoda asynkronisia kokoelmia, joiden käyt-
tötavat ovat mahdollisimman lähellä tavallisten kokoelmien käyttöä. Tämä
ajatusmalli eroaa alkuperäisestä Franin mallista, mutta lopputulos on hyvin
lähellä Franin pohjalta tehtyjä toteutuksia. Lähtökohtien ero aiheuttaa sen,
että Reactive Extensionin yhteydessä puhutaan usein tapahtumavirtojen
sijaan tarkkailtavista (observable) tai toisinaan myös datavirroista (data-
stream). Datavirrat, tarkkailtavat ja tapahtumavirrat ovat sama asia, sillä
kaikkien alkiot voivat olla mitä tahansa tyyppiä ja ne toimivat samalla tavoin.
Termistön yhtenäistämisen vuoksi Rx:n tarkkailtavia kutsutaan tässä työssä
tapahtumavirroiksi.
Kokoelmien käsittelyyn .NET:ssä käytetään kahta työkalua: IEnumerable-
ja IEnumerator-rajapintoja sekä LINQ-kyselyitä (Language Integrated Que-
ry). IEnumberable ja IEnumerator tarjoavat rajapinnat kokoelmien läpi-
käyntiin ja LINQ:n avulla tehdään kyselyitä kokoelmista.
LINQ-kyselyt mahdollistavat funktionaalisen ohjelmoinnin tyylisen ko-
koelmien käsittelyn C#:lla. LINQ:n nimeämiskäytännöt eroavat kuitenkin
funktionaalisesta ohjelmoinnista, sillä operaatioiden nimet tulevat SQL:sta.
Esimerkiksi suodattava operaatio ei ole filter vaan where. Nimiä luuku-
nottamatta LINQ-operaatiot toimivat funktionaalisten operaatioiden tavoin.
LINQ:n avulla käsiteltävä kokoelma voi olla esimerkiksi lista, taulukko, xml-
dokumentti tai tietokanta. Useimmat tavalliset LINQ-operaatiot ovat käytös-
sä Rx:ssä, mutta niiden lisäksi on myös pelkästään asynkronisille kokoelmille
käytettäviä operaatiota, kuten throttle ja delay.
Kokoelmien läpikäyntiä vastaavalle operaatiolle Reactive Extensions tar-
joaa IObserver- ja IObservable-rajapinnat. IObserver on tarkkailija, jolle
voidaan määrittää kolme eri metodia: OnNext, OnError ja OnCompleted
OnNext käsittelee datavirran yksittäiset alkiot ja vastaa normaalia alkion
käsittelyä. OnError käsittelee virheet, eli toimii poikkeustenkäsittelijänä.
OnCompleted suoritetaan virran päättyessä ilman virhettä ja vastaa kokoel-
man käsittelyn jälkeistä koodia.
Reactive Extensionsin tapahtumavirrat toteuttavat aina säännöllisen
lausekkeen (OnNext)*(OnError|OnCompleted)?, eli tavallisia tapahtumia
tulee mielivaltainen määrä, joiden jälkeen saattaa tulla yksi virhe tai ilmoitus
tapahtumavirran päättymisestä.
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Listaus 20: Tapahtumavirtojen tarkkailu RxJS:lla.
1 var observer = Rx.Observer.create(
2 function(x){console.log(x)},
3 function(error) {console.log("Error:" + error)},
4 function() {console.log("Tapahtumavirta päättyi")}
5 );
6 var dispose1 = stream.subscribe(observer);
7
8 var dispose2 = stream.subscribe(
9 function(x){console.log(x)},
10 function(error) {console.log("Error:" + error)},
11 function() {Console.log("Tapahtumavirta päättyi")}
12 );
13 ...
14 dispose1();
15 dispose2();
RxJS on Microsoftin ylläpitämä Javascript-versio Reactive Extensionsista.
RxJS sisältää sekä LINQ:n SQL:stä saadut operaatioiden nimet, kuten where
ja select, että niille aliaksina funktionaalisen ohjelmoinnin tyyliset nimet,
kuten filter ja map.
4.1.1 Tapahtumavirtojen tarkkailu
Tarkkailu aloitetaan kutsumalla tapahtumavirran subscribe-metodia, joka
saa parametrinaan tarkkailijan (observer) tai tarkkailijan funktiot. Tarkkaili-
ja luodaan metodilla Rx.Observer.create, joka saa parametrinaan kolme
funktiota, joista ensimmäinen käsittelee tapahtumat, toinen virheet ja kolmas
tapahtumavirran päättymisen. Create palauttaa tarkkailijan, joka voidaan
antaa tapahtumavirran subscribe-funktiolle. Vastaavat funktiot voidaan
antaa myös suoraan subscribe-metodille. Subscribe palauttaa funktion,
jonka avulla tapahtumavirran tarkkailu voidaan lopettaa.
Listauksessa 20 esitellään kaksi eri tapaa aloittaa tarkkailu. Riveillä 1-
5 luodaan tarkkailija, joka aloittaa tarkkailun rivillä kuusi. Tarkkailijaa
voitaisiin käyttää myös muille tapahtumavirroille. Riveillä 8-12 aloitetaan
tarkkailu antamalla subscribe-metodille parametrina eri tilanteiden käsitte-
lijät. Molemmissa tapauksissa subscribe-metodi palauttaa dispose-metodin,
joita kutsutaan riveillä 13 ja 14.
4.1.2 Tapahtumavirtojen luominen
RxJS tarjoaa monipuoliset mahdollisuudet luoda tapahtumavirtoja. Tapah-
tumavirtoja voidaan luoda esimerkiksi tapahtumista, taulukoista tai lupauk-
sista.
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Listaus 21: Tapahtumavirtojen luominen RxJS:lla.
1 Rx.Observable.fromArray([1, 5, 7]).subscribe(function(x) {console.log(x)});
2
3 Rx.Observable.generate(2,
4 function(x) { return x <= 2048 },
5 function(x) { return x ∗ 2 },
6 function(x) { return "Next Value: " + x }
7 ).subscribe(function(x) {console.log(x)});
8
9 Rx.Observable.fromEvent($("#clickme"), "click");
Yhden arvon sisältäviä tapahtumavirtoja voidaan luoda esimerkiksi ta-
kaisinkutsuista metodilla Rx.Observable.fromCallback ja lupauksista me-
todilla Rx.Observable.fromPromise.
Useita alkioita sisältäviä tapahtumavirtoja voidaan luoda esimerkiksi tau-
lukoista metodilla Rx.Observable.fromArray tai Rx.Observable.range-
metodilla alku- ja loppuarvojen perusteella.
Monimutkaisempaan generointiin on Rx.Observable.generate, joka luo
tapahtumavirran annettujen funktioiden perusteella. Ensimmäinen argu-
mentti on alkuarvo, toinen argumentti on lopetusehdon määrittelevä funktio,
kolmas on arvoja generoiva funktio ja neljäs on varsinaiset arvot palauttava
funktio.
Tapahtumista voidaan luoda tapahtumavirtoja Rx.Observable.fromEvent-
metodilla. Tapahtumien käsittelyyn fromEvent käyttää ensisijaisesti jQue-
ryn, Zepton, AngularJS:n tai Ember.js:n tapahtumankäsittelyä. Jos mitään
mainituista ei ole käytettävissä, käytetään Javascriptin natiivia tapahtuman-
käsittelyä. Tapahtumista tapahtumavirtojen luomisen lisäksi on mahdollista
käyttää laajempia rajapintoja yhteiskäyttöön tarjoavia lisäosia [40] Angu-
larJS:lle, jQuerylle, Dojolle, node.js:lle ja muille kirjastoille.
Listauksessa 21 esitellään erilaisia tapoja luoda tapahtumavirtoja RxJS:n
avulla. Rivillä 1 luodaan tapahtumavirta taulukosta, jolloin esimerkin ta-
pauksessa konsoliin kirjoitetaan 1, 5, 7. Riveillä 3-7 luodaan tapahtuma-
virta generate-metodin avulla. Rivillä 3 kutsutaan generate-metodia ja
annetaan sille alkuarvo. Rivin 4 funktio määrittelee päättymisehdon, jonka
palauttaessa ensimmäisen kerran false tapahtumavirta päättyy. Rivillä 5
määritellään varsinainen generointifunktio, joka saa parametrinaan edelli-
sen generoimansa arvon tai ensimmäisellä kierroksella alkuarvon. Rivillä 6
annetaan funktio, joka saa parametrinaan alkuarvon tai generointifunktion
tuottaman arvon ja palauttaa ulkopuolelle näkyvän arvon. Esimerkin ta-
pauksessa lokiin kirjoitetaan Next value: 2, Next value: 4,..., Next
value 2048. Viimeisellä rivillä luodaan tapahtumavirta elementin clickme
klikkauksista.
Manuaalisesti tapahtumavirtoja voidaan luoda Rx.Observable.create-
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Listaus 22: Tapahtumavirtojen luominen RxJS:lla create-metodin avulla.
1 Rx.Observable.create(function (observer) {
2 observer.onNext(1);
3 observer.onError(2);
4
5 return function () {
6 console.log(’disposed’);
7 };
8 }).subscribe(
9 function(x) {console.log(x)},
10 function(error){console.log("Error: " + error)}
11 );
metodilla, joka saa parametrinaan tapahtumavirtoja luovan funktion. Yk-
sinkertaisimmillaan annetussa funktiossa on joukko onNext-metodin kutsuja
ja tapahtumavirran päättävä onCompleted-metodin kutsu. Create-metodin
avulla voidaan kuitenkin luoda myös monimutkaisempia tapahtumavirto-
ja, esimerkiksi lisäämällä tapahtumien käsittelyyn onNext-metodin kutsu.
Tapahtumavirtoja luova funktio palauttaa dispose-funktion, jonka tehtä-
vänä on suorittaa mahdollinen siivous. Create-metodille annettu funktio
puolestaan saa parametrinaan tarkkailijan.
Riveillä 1-7 luodaan tapahtumavirta Rx.Observable.create-metodin
avulla. Create-metodin sisällä voidaan onNext-, onError- ja onCompleted-
metodien avulla määritellä tapahtumavirran sisältö. Esimerkin tapauksessa
rivillä 2 lisätään normaaliarvo 1 ja rivillä 3 virhe arvolla 2. RxJS:n tapahtu-
mavirrat päättyvät ensimmäiseen virheeseen, joten tapahtumavirta päättyy
rivin 3 onError-kutsun jälkeen. Tapahtumavirran päättyminen aiheuttaa
automaattisen dispose-kutsun. Riveillä 9-11 aloitetaan tapahtumavirran
tarkkailu. Rivillä 9 määritellään normaalin tapahtuman käsittely ja rivillä 10
virheen käsittely. Konsoliin kirjoitetaan esimerkin tarkkailijalla 1, Error:
2, disposed.
4.1.3 Tapahtumavirtojen virheet
Vaikka tapahtumavirrat Reactive Extensionsissa päättyvät oletuksena vir-
heeseen, Rx mahdollistaa kuitenkin erilaisten työkalujen käyttämisen vir-
heiden käsittelyyn. Virheen tapahtuessa voidaan esimerkiksi siirtyä toiseen
tapahtumavirtaan tai yrittää käsittelyä uudelleen.
Rx.Observable.catch saa parametrinaan kaksi tapahtumavirtaa ja pa-
lauttaa uuden tapahtumavirran. Uuden tapahtumavirran alkiot ovat en-
simmäisen tapahtumavirran alkioita, kunnes tapahtumavirta päättyy joko
onnistuneesti tai virheeseen. Jos ensimmäinen tapahtumavirta päättyy on-
nistuneesti, niin catch-metodin palauttama tapahtumavirta päättyy, eikä
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Listaus 23: RxJS ja virheenkäsittely.
1 var streamWithErrors = getStream(); //onNext(1), onNext(2), onError(3)
2 var streamWithErrors2 = getStream(); //onNext(95), onError(100)
3 var stream = getStream(); //onNext(42), onCompleted()
4
5 streamWithErrors.catch(stream); //1, 2, 42
6 Rx.Observable.catch(stream, streamWithErrors); //42
7
8 streamWithErrors.retry(2);//1, 2, 1, 2, error(3)
9
10 Rx.Observable.onErrorResumeNext
11 (streamWithErrors, stream, streamWithErrors2); //1, 2, 42, 95
toista tapahtumavirtaa käsitellä. Virheen tapahtuessa siirrytään toiseen ta-
pahtumavirtaan ja käsitellään sen alkioita, kunnes toinen tapahtumavirta
päättyy.
Rx.Observable.OnErrorResumeNext saa parametrinaan tapahtumavir-
toja ja palauttaa uuden tapahtumavirran. Uuden tapahtumavirran alkiot ovat
ensimmäisen parametrina saadun tapahtumavirran alkioita, kunnes tapahtu-
mavirta päättyy onnistuneesti tai virheeseen, jolloin siirrytään seuraavaan
tapahtumavirtaan. Näin käydään läpi kaikki tapahtumavirrat.
Tapahtumavirran metodi retry mahdollistaa uudelleen yrittämisen vir-
heiden tapahtuessa. Tarkkailijoille ei anneta virhettä, ennen kuin kutsussa
määritelty määrä uudelleen yrityksiä on tehty. Mikäli retry ei saa yritysten
määrää parametrina, niin lukemista yritetään uudelleen loputtomasti.
Listauksessa 23 esitellään erilaisia tapoja käsittellä tapahtumavirtojen vir-
heitä. Rivillä 1-3 esitellään käytetyt tapahtumavirrat, joista vain stream päät-
tyy normaalisti. Rivillä 5 kutsutaan tapahtumavirran streamWithErrors
metodia catch parametrilla stream. Palautettu tapahtumavirta sisältää
streamWithErrors-tapahtumavirran alkioita sen ensimmäiseen virheeseen
asti, jonka jälkeen siirrytään tapahtumavirtaan stream. Rivillä 6 ensimmäi-
nen tapahtumavirta päättyy normaalisti, jolloin toiseen tapahtumavirtaan ei
siirrytä koskaan ja catch-metodin palauttama tapahtumavirta päättyy ensim-
mäinsen tapahtumavirran päättyessä. Rivillä 8 kutsutaan tapahtumavirran
streamWithErrors metodia retry, joka aiheuttaa lukemisen uudelleen yrityk-
sen. Esimerkin tapauksessa yritetään uudelleen kahdesti, jonka jälkeen tark-
kailijalle annetaan virhe. Rivillä 10 luodaan tapahtumavirta, joka siirtyy seu-
raavaan virtaan edellisen tapahtumavirran loputtua mistä syystä tahansa. Esi-
merkin tapauksessa siis ensin tulevat streamWithErros-tapahtumavirran al-
kiot ensimmäiseen virheeseen asti, sen jälkeen stream-tapahtumavirran alkiot
sen päättymiseen asti ja viimeisenä streamWithErrors2-tapahtumavirran
alkiot sen ensimmäiseen virheeseen asti.
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Listaus 24: Tapahtumavirtojen jakaminen.
1 this.products
2 .groupBy(function(p){return p.groupId;}, function(p) {return p;});
3 .subscribe(function (stream) {
4 stream.scan(0, function(acc, p){ return acc + p.amount})
5 .subscribe(function(x) {console.log(x)};
6 });
Listaus 25: Tapahtumavirtojen koostaminen.
1 var obs = Rx.Observable.fromArray([1, 5, 7]);
2 var objectObs = Rx.Observable.fromArray([{value: 1}, {value: 3}, {value: 11}]);
3
4 obs.scan(function(acc, x) {return acc + x}); //1, 6, 13
5 obs.sum(); //13
6 obs.count();//3
7 objectObs.sum(function(x) {return x.value}); //15
4.1.4 Tapahtumavirtojen jakaminen
Tapahtumavirta voidaan jakaa useaksi tapahtumavirraksi metodilla groupBy,
joka saa parametrina elementistä ryhmittelyavaimen hakevan funktion. Ryh-
mittelyavaimen lisäksi groupBy voi saada parametrinaan map funktion, joka
suoritetaan elementeille ennen niiden lisäämistä uuteen tapahtumavirtaan, se-
kä vertailufunktion, jota käytetään ryhmittelyavainten vertailussa. GroupBy
palauttaa tapahtumavirran, joka sisältää uudet tapahtumavirrat. Sisäkkäisis-
tä tapahtumavirroista johtuen groupBy-metodin tarkkailija sisältää yleensä
subscribe-metodia kutsuvan subscribe-metodin.
Listauksessa 24 esitellään groupBy-metodin käyttö. Rivillä 2 jaetaan alku-
peräisen tapahtumavirran alkiot uusiin tapahtumavirtoihin kentän groupId
perusteella. Samalla annetaan myös map-funktio, joka tässä tapauksessa
palauttaa alkuperäisen alkion. Rivillä 3 tarkkaillaan groupBy-metodin pa-
lauttamaa tapahtumavirtaa, jonka alkiot ovat tapahtumavirtoja. Jokaisen
tapahtumavirran alkioiden amount-kentät summataan rivillä 4 ja niille puo-
lestaan asetetaan tarkkailija rivillä 5.
4.1.5 Tapahtumavirtojen koostaminen
Koska Reactive Extensions suhtautuu tapahtumavirtoihin kokoelmina, useat
operaatiot palauttavat tuloksen vasta kun tapahtumavirta päättyy. Esimer-
kiksi max palauttaa suurimman alkion vasta kohteena olevan tapahtumavirran
päätyttyä. Scan-operaatiolla voidaan luoda näistä manuaalisesti vastaavat
operaatiot, jotka päivittävät arvon jokaisen alkion jälkeen.
Listauksessa 25 esitellään RxJS:n koostamiseen tarkoitettuja työkaluja.
38
Listaus 26: Kylmä tapahtumavirta.
1 var es = Rx.Observable.fromArray([1,2]);
2 //Kylmä
3 es.subscribe(function(x) {
4 console.log("A:" + x);
5 es.subscribe(function(x) {console.log("B:" + x)});
6 });
7 /∗ Tulostaa:
8 A:1, B:1, A:2, B:2, B:1, B:2
9 ∗/
Riveillä 1 ja 2 esitellään esimerkeissä käsiteltävät tapahtumavirrat. Rivillä 4
käytetään jokaisen arvon jälkeen uusimman arvon palauttavaa scan-metodia,
joka saa funktion, joka puolestaan parametrinaan laskurin ja uusimman
arvon. Rivillä viisi ja kuusi lasketaan summa ja alkioiden määrä sum- ja
count-metodeilla. Rivillä seitsemän annetaan sum-metodille map-funktio,
jonka tulokset summataan.
Esimerkissä nähtyjen lisäksi Aggregates-kirjasto sisältää mm. metodit
all, some, min ja reduce.
4.1.6 Kuumat ja kylmät tapahtumavirrat
Reactive Extensionsin tapahtumavirtoja on kahta eri tyyppiä: kuumat ja
kylmät.
Kuuma tapahtumavirta (hot observable) jaetaan kaikkien tarkkailijoiden
kesken, eikä tarkkailijoiden määrällä ole väliä. Kuumat tapahtumavirrat
tuottavat arvoja tarkkailijoista riippumatta. Esimerkkejä kuumista tapahtu-
mavirroista ovat hiiren liikkeet ja osakekurssit. Kuuma tarkkailtava sekvenssi
on jaettu tarkkailijoiden kesken ja jokaiselle työnnetään uusin arvo, mutta
arvoja syntyy myös ilman tarkkailijoita.
Kylmä tapahtumavirta (cold observable) alkaa tuottaa arvoja vasta, kun
sille on lisätty tarkkailija. Kun kylmälle tapahtumavirralle lisätään uusi
tarkkailija, niin se saa oman versionsa tapahtumavirrasta eikä aikaisempi
tarkkailija vaikuta siihen. Arvoja ei siis jaeta tarkkailijoiden kesken, vaan
jokaisella on oma ilmentymänsä. Jos tapahtumavirran alkiot ovat olioita,
niin niitä ei kuitenkaan kopioida, vaan jokainen tarkkailija saa viittauksen
samaan olioon. Kylmiä tapahtumavirtoja ovat esimerkiksi taulukoista luodut
tapahtumavirrat.
Listauksessa 26 esitellään kylmän tapahtumavirran tarkkailu. Riveillä 3-5
aloitetaan tarkkailu, jossa jokaisen alkion jälkeen lisätään uusi tarkkailija.
Uudet tarkkailijat saavat omat versionsa tapahtumavirrasta ja aloittavat sen
alusta lähtien.
Esimerkissä nähdään, että jokaiselle kylmää tarkkailtavaa kutsuneelle
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Listaus 27: Kuuma ja kylmä tapahtumavirta.
1 var es = Rx.Observable.fromArray([1,2]);//Kylmä versio
2 //Kylmästä kuuma
3 var hot = es.publish(); //Palauttaa kuuman version
4
5 hot.subscribe(function(x) {
6 console.log("A:" + x);
7 hot.subscribe(function(x) {console.log("B:" + x)});
8 });
9 hot.connect();//Yhdistää kuuman version kylmään
10 /∗ Tulostaa:
11 A:1, A:2, B:2
12 ∗/
tarkkailijalle annetaan oma versio tarkkailtavasta ja se uusi versio aloittaa
alusta.
Kylmästä tapahtumavirrasta on mahdollista tehdä kuuma versio. Kyl-
mällä tapahtumavirralla on publish-metodi, joka palauttaa kuuman version.
Ennen kuin kuuma versio alkaa tuottaa arvoja, on se yhdistettävä vielä
kylmään versioon connect-metodilla.
Listauksessa 27 muutetaan taulukosta luotu tapahtumavirta kuumaksi
versioksi itsestään. Rivillä 3 haetaan kuuma versio rivillä 2 luodusta tapah-
tumavirrasta. Rivillä 5-8 aloitetaan tarkkailu, jonka sisällä rivillä 7 lisätään
uusi tarkkailija. Nyt molemmat tarkkailevat samaa tapahtumavirtaa, mutta
jokaisen alkion kohdalla lisätään uusi tarkkailija. Rivillä 9 yhdistetään kuu-
ma tapahtumavirta kylmään, jolloin se alkaa tuottaa arvoja. Rivillä 11 on
esimerkkitulostus.
4.1.7 Subject
Reactive Extensionsin Subject on sekä tapahtumavirta että tapahtumavirran
tarkkailija. Subjectia voidaan tarkkailla ja se voi reagoida itse tapahtumiin.
Subject voi sisältää omaa logiikkaansa, joten sillä voidaan toteuttaa muu-
ten vaikeasti toteutettavia operaatioita, kuten tapahtumavirtojen sisäistä
logiikkaa tai erilaisia välimuistiratkaisuja.
RxJS sisältää valmiiksi toteutettuja Subjecteja, kuten BehaviorSubject
ja AsyncSubject. BehaviorSubject tallentaa viimeisimmän alkion ja kun
uusi tarkkalija lisätään, niin uusi tarkkailija saa välittömästi tallennetun
alkion. BehaviorSubject mahdollistaa signaaleja vastaavien rakenteiden
luomisen. AsyncSubject tallentaa viimeisen tapahtumavirtansa alkion ja
päästää sen läpi, kun tapahtumavirta on päättynyt.
Listauksessa 28 esitellään kolme eri Subjectia, joita kaikkia tarkkailee
riveillä 1-4 esitelty tarkkailija. Riveillä 6-12 käsitellään tavallinen Subject, jolle
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Listaus 28: Subject.
1 var obs = Rx.Observer.create(
2 function(x) {console.log(x)},
3 function (err) {console.log(’Virhe: ’ + err);},
4 function () {console.log(’Valmis’);});
5
6 var subject = new Rx.Subject();
7
8 subject.onNext("hukattava arvo");
9 subject.subscribe(obs);
10 subject.onNext("arvo");
11 subject.onNext("toinen arvo");
12 subject.onCompleted();
13 //Tulostaa: arvo, toinen arvo, Valmis
14
15 var behaviorSubject = new Rx.BehaviorSubject();
16
17 behaviorSubject.onNext("arvo");
18 behaviorSubject.onNext("toinen arvo");
19 behaviorSubject.subscribe(obs);
20 behaviorSubject.onNext("kolmas arvo");
21 behaviorSubject.onCompleted();
22 //Tulostaa: toinen arvo, kolmas arvo, Valmis
23
24 var asyncSubject = new Rx.AsyncSubject();
25
26 asyncSubject.subscribe(obs);
27 asyncSubject.onNext("arvo");
28 asyncSubject.onNext("toinen arvo");
29 asyncSubject.onCompleted();
30 //Tulostaa: toinen arvo, Valmis
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voidaan asettaa tarkkailijoita ja lisätä arvoja. Tavallinen Subject ei tallenna
arvoja, joten rivillä kahdeksan annettava arvo ei koskaan päädy tarkkailijalle.
Riveillä 15-21 käsitellään BehaviorSubject, joka muistaa viimeisimmän
arvon ja antaa sen uusille tarkkailijoille. Tämän toiminnon ansioista rivillä
18 annettu arvo annetaan myös rivillä 19 kiinnitetylle tarkkailijalle. Riveillä
24-29 käsitellään AsyncSubject. AsyncSubject päästää läpi vain viimeisen
arvon, eli tässä tapauksessa rivillä 28 annettavan arvon. Viimeinen arvo
päästetään tarkkailijoille vasta kun tapahtumavirta on päättynyt. Tämän
jälkeen AsyncSubjectin palauttama tapahtumavirta päättyy.
4.1.8 Muut toteutukset
Reactive Extensioneista on olemassa lukuisia toteutuksia, joista osan kehi-
tyksestä vastaa Microsoft ja muiden kehityksestä ulkopuoliset tekijät. Micro-
softin toteutuksista ovat aktiivisessa kehityksessä ovat Javascriptillä tehty
RxJS, C++:lla tehty RxCpp, Rubylla tehty Rx.rb, Pythonilla tehty RxPy
sekä alkuperäinen Rx.NET. Objective-C:llä tehty toteutus Rx.ObjC on jää-
nyt prototyypin asteelle. Microsoftin toteutuksista tuotantokelpoisia ovat
Rx.NET ja RxJS. RxCpp, Rx.rb ja RxPy ovat vielä varhaisessa vaiheessa
kehitystään.
Vaihtoehtoinen Objective-C:llä tehty toteutus on GitHubin ReactiveCocoa
[28]. ReactiveCocoa on aktiivisesti kehitettävä avoimen lähdekoodin toteutus,
jonka avulla funktionaalista reaktiivista ohjelmointia voidaan käyttää myös
iOS-sovelluksissa. ReactiveCocoa ei ole varsinainen Reactive Extensionsin
toteutus, mutta on ottanut siitä hyvin paljon vaikutteita.
Netflix on toteuttanut Javalla Reactive Extensions version RxJavan
[47]. Java Virtual Machinella toimiva RxJava tukee Javan lisäksi Groovya,
Clojurea, JRubya, Kotlinia ja Scalaa.
Kaikki Microsoftin toteutukset [43] ja RxJava [47] ovat avointa lähdekoo-
dia [43] ja julkaistu Apachen 2.0 lisenssillä [14]. Myös ReactiveCocoa [28] on
avointa lähdekoodia.
4.1.9 Yhteenveto
Reactive Extensions on laaja ja monipuolinen kirjasto, jolla on Microsoftin
tuki ja toteutuksia lukuisille eri alustoille. Rx perustuu asynkronisiin kokoel-
miin, eikä sisällä signaaleja. Lukuisten toteutustensa ansiosta se on kuitenkin
ehkä suosituin funktionaalisen reaktiivisen ohjelmoinnin kirjasto.
4.2 Bacon.js
Bacon.js [50] on RxJS:stä vaikutteita saanut funktionaalisen reaktiivisen
ohjelmoinnin kirjasto Javascriptille. Bacon.js on toteutettu Coffeescriptillä ja
julkaistu vuonna 2012. Bacon.js tarjoaa tapahtumavirrat ja signaalin tyyliset
Propertyt.
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Listaus 29: Tapahtumavirtojen luominen Bacon.js:lla.
1 $(document).ready(function() {
2 var sendClicks = $("#send").asEventStream("click");
3 }
4 var fromArr = Bacon.fromArray([1, 2, 3]);
5 var fromP = Bacon.fromPoll(1000, function() {
6 return new Bacon.Next(new Date());
7 })
8
9 var once = Bacon.once("Vakio");
10 var interval = Bacon.interval(2000, "Toistuva");
11 var empty = Bacon.never();
Bacon.js tarjoaa monipuoliset työkalut tapahtumavirtojen luomiseen. Ta-
pahtumavirtoja voidaan luoda muun muassa lupauksista, taulukoista tai
tapahtumista. Vain yhden arvon sisältäviä tapahtumavirtoja voidaan luoda
vakioarviosta tai takaisinkutsuista. Erilaisista tapahtumista tapahtumavirto-
jen luomiseen Bacon.js lisää metodin asEventStream jQueryn elementeille.
AsEventStream palauttaa tapahtumavirran elementin parametrina saadusta
tapahtumasta. Metodia tapahtumavirtojen luomiseen natiiveista DOM:in
tapahtumista ei ole.
Koska Bacon.js käyttää jQuerya DOM:in käsittelyyn, on Bacon.js:n
määrittelyt käärittävä jQueryn $(document).ready-kutsun sisään.
Listauksessa 29 esitellään Bacon.js:n erilaisia tapoja luoda tapahtumavir-
toja. Rivillä 2 luodaan elementin send klikkauksista tapahtumavirta. Ele-
mentin haku tehdään jQuerylla, joten jQueryn avulla odotetaan dokumentin
valmistumista, ennen kuin elementti haetaan ja tapahtumavirta luodaan.
Rivillä 4 luodaan tapahtumavirta taulukosta. Riveillä 5-6 luodaan tapah-
tumavirta metodilla fromPoll, jonka ensimmäinen parametri määrittelee
kuinka usein funktiota kutsutaan ja toinen parametri on kutsuttava funktio.
Listauksen tapauksessa funktio palauttaa kutsuhetken Date-olion. Rivin 8
tapahtumavirta sisältää vain yhden tapahtuman, jonka arvo on Vakio. Rivil-
lä 9 luodaan tapahtumavirta, joka saa kahden sekunnin välein tapahtuman
arvolla Toistuva. Rivin 10 tapahtumavirta päättyy välittömästi, eikä sisällä
yhtään alkiota.
4.2.1 Bacon.Bus
Manuaaliseen tapahtumavirtojen hallintaan Bacon.js tarjoaa tapahtumavir-
ran alityypin Bus, jota tarkkaillaan samalla tavoin kuin muitakin tapahtu-
mavirtoja. Tarkkailun lisäksi Bus tarjoaa mahdollisuuden lisätä tapahtumia
ja virheitä sekä ilmoittaa virran päättymisestä. Muita tapahtumavirtoja voi-
daan lisätä metodilla plug, joka saa parametrinaan tapahtumavirran ja lisää
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Listaus 30: Bus ja sen käyttö.
1 bus = new Bacon.Bus();
2 var sendClicks = $("#send").asEventStream("click").map("send");
3 var updateClicks = $("#update").asEventStream("click").map("update");
4 bus.push(12);
5 bus.plug(sendClicks);
6 bus.plug(updateClicks);
7 bus.push(42);
8
9 setInterval(function() {
10 bus.end();
11 },5000);
annetun tapahtumavirran alkiot Bus:n tapahtumavirtaan. Metodia plug voi-
daan kutsua useaan kertaan ja kaikkien tapahtumavirtojen alkiot lisätään
Bus-olion tapahtumavirtaan. Bus vastaa RxJS:n Subjectia.
Listauksessa 30 luodaan Bacon.Bus rivillä 1. Riveillä 2 ja 3 luodaan kak-
si muuta tapahtumavirtaa. Rivillä 4 lisätään tapahtumavirtaan bus arvo
12. Riveillä 5 ja 6 yhdistetään aikaisemmin luodut tapahtumavirrat busin
tapahtumavirtaan. Nyt busin tarkkailijat saavat myös niiden tapahtumat.
Rivillä 7 lisätään uusi arvo. Rivillä 9-11 määritellään 5 sekunnin kuluttua
suoritettavaksi bus.end, jonka jälkeen uusia tapahtumia ei voi lisätä, ei-
kä riveillä 5 ja 6 lisättyjen tapahtumavirtojen tapahtumia toimiteta enää
eteenpäin bus:n tarkkailijoille.
4.2.2 Tapahtumavirtojen manuaalinen luominen
Bacon.fromBinder mahdollistaa tapahtumavirtojen luomisen manuaalises-
ti ja on samantyylinen kuin RxJS:n Observable.create. Parametrinaan
Bacon.fromBinder saa subscribe-funktion, jonka pitää palauttaa unsubscribe-
funktio. Subscribe saa parametrinaan sink-funktion, jolle tapahtumia syö-
tetään. Sink vastaanottaa Bacon.js:n eri tyyppisiä tapahtumia, tavallisia
arvoja ja taulukoita. Paluuarvona sink voi palauttaa mitä tahansa, mutta
ainoa merkityksellinen paluuarvo on Bacon.noMore, jonka jälkeen suorite-
taan unsubscribe. Mikäli sink saa parametrinaan tapahtuman tyyppiä
Bacon.End, niin tapahtumavirta päättyy välittömästi.
Listauksessa 31 näytetään yksinkertainen esimerkki fromBinder-metodin
käytöstä. Rivillä 1 aloitetaan tapahtumavirran luonti. Riveillä 2 ja 3 rivillä
lisätään tapahtumavirtaan tavallisia tapahtumia. Rivillä 4 lisätään tapah-
tumavirran päättävä Bacon.End. Riveillä 6-8 esitellään tässä tapauksessa
tyhjä unsubscribe-funktio. Viimeisellä rivillä aloitetaan aikaisemmin luodun
tapahtumavirran tarkkailu.
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Listaus 31: FromBinder.
1 var stream = Bacon.fromBinder(function(sink) {
2 sink(42)
3 sink(new Bacon.Next(21))
4 sink(new Bacon.End())
5 return function() {
6 // unsubscribe
7 }
8 })
9 stream.onValue(function(x) {console.log(x)});
4.2.3 Tapahtumavirtojen tarkkailu
Bacon.js tarjoaa tapahtumien ja propertyjen arvojen tarkkailuun kaksi eril-
listä metodia. Metodilla onValue tarkkailun aloittaneet tarkkailijat saavat
tavallisten tapahtumien arvot ja metodilla subscribe tarkkailun aloitta-
neet saavat käsiteltäväkseen tapahtumaolioita. Subscribe käsittelee kaikki
tapahtumatyypit, eli myös virheet ja tapahtumavirran päättymiset.
Bacon.js:n tapahtumaoliolla Bacon.Event on neljä aliluokkaa, jotka edus-
tavat alkuarvoa, normaalia arvoa, virhettä ja tapahtumavirran loppua. Al-
kuarvoa edustava tapahtuma on käytössä vain propertyilla, joilla mahdollinen
alkuarvo on tyyppiä Bacon.Initial. Normaalit tapahtumavirran alkiot ovat
tyyppiä Bacon.Next. Bacon.Next ja Bacon.Initial sisältävät arvon, joka
on kentässä value. OnValue-metodilla tarkkailun aloittaneet tarkkailijat saa-
vat value-metodin palauttamat arvot parametrinaan. Bacon.Error edustaa
virhettä tapahtumavirrassa ja Bacon.End tapahtumavirran päättymistä. Vir-
heen arvo saadaan kentästä error. Oletusarvoisesti Bacon.Error-tyyppisiä
tapahtumia voi tulla useita, mutta Bacon.End-tyyppisiä korkeintaan yksi.
Tapahtumaolioiden tyyppi voidaan päätellä isNext-, isEnd-, isError ja
isInitial-metodeilla.
Tapahtumavirtojen päättymistä tarkkaillaan onEnd-metodilla, jota kut-
sutaan korkeintaan kerran. OnEnd-metodin vastaanottama tapahtuma on ta-
pahtumaolio tyyppiä Bacon.End. Vastaavasti virheitä tarkkaillaan metodilla
onError, joka saa tapahtumaolioita tyyppiä Bacon.Error.
Listauksessa 32 on erilaisia tapoja aloittaa tarkkailu Bacon.js:llä. Rivil-
lä 1 aloitetaan tavallisten arvojen tarkkailu ja rivillä 2 pelkkien virheiden
tarkkailu. Rivillä 3 tarkkaillaan tapahtumavirran päättymistä. Rivillä 4
aloitetaan kaikkien tapahtumatyyppien tarkkailu metodilla subscribe ja
tallennetaan metodin palauttama tarkkailun lopettamisfunktio. Samanlainen
funktio palautetaan myös muista tarkkailun aloittamismetodeista. Tarkkai-
lijafunktio tarkistaa tapahtuman tyypin ja päättelee sen perusteella mitä
tehdään. Esimerkissä tavallisten tapahtumien arvot ja virheiden syyt lo-
kitetaan ja tapahtumavirran päättymisestä ilmoitetaan. Viimeisellä rivillä
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Listaus 32: Tapahtumavirtojen tarkkailu Bacon.js:lla.
1 bus.onValue(function(x) {...});
2 bus.onError(function(x) {...});
3 bus.onEnd(function() {console.log("Tapahtumavirta päättyi")});
4 var dispose = bus.subscribe(function(x) {
5 if ( x.isNext() ) {
6 console.log(x.value() );
7 } else if ( x.isError() ) {
8 console.log(x.error);
9 } else if ( x.isEnd() ) {
10 console.log("Tapahtumavirta päättyi")
11 }
12 });
13 ...
14 dispose();
kuuntelu lopetetaan kutsumalla aikaisemmin saatua funktiota.
4.2.4 Tapahtumavirtojen virheet
Virheitä edustavat Bacon.Error-oliot päästetään aina läpi kaikkiin myö-
hempiin tapahtumavirtoihin, eikä niitä ei voi suodattaa filter-metodilla.
Esimerkiksi merge-operaation palauttama tapahtumavirta sisältää molem-
pien alkuperäisten tapahtumavirtojen virheet. FlatMap-operaation palautta-
ma tapahtumavirta sisältää alkuperäisen tapahtumavirran virheiden lisäksi
kaikkien uusien tapahtumavirtojen virheet. Filter ei suodata virheitä pois,
vaan virheet sisältyvät uuteen tapahtumavirtaan, vaikka kaikki tapahtumat
suodatettaisiin pois.
Tapahtumavirran virheet voidaan käsitellä erillisellä tarkkailijalla, muun-
taa ne normaaleiksi arvoiksi, suodattaa kaikki virheet pois tai käsitellä pelkät
virheet. Oletuksena tapahtumavirta voi sisältää mielivaltaisen määrän vir-
heitä, mutta metodilla endOnError voidaan tapahtumavirta määrittää päät-
tyväksi ensimmäiseen virheeseen. Tapahtumavirran virheiden tarkkailu aloi-
tetaan metodilla onError. OnError toimii samoin, kuin onValue, mutta saa
käsiteltäväkseen vain virheet. Metodi mapError saa parametrinaan funktion,
jolle annetaan parametrina jokaisen Bacon.Error-olion virhekenttä. Funk-
tion paluuarvon perusteella mapError luo uuden Bacon.Next-tapahtuman.
Metodilla skipErrors voidaan ohittaa kaikki virheet. Metodi errors pa-
lauttaa uuden tapahtumavirran, joka sisältää vain virheet.
Listauksessa 33 esitellään eri tapoja käsitellä virheitä. Rivillä 1 anne-
taan virheille oma käsittelijä, jonka saamat arvot ovat Bacon.error-olioiden
error-kenttien arvoja. Rivillä 3 luodaan virheistä uusi tapahtumavirta, jo-
ka tässä tapauksessa on vain suoraan virheiden arvot. Rivillä 4 asetetaan
virheet sisältävälle tapahtumavirralle tarkkailija, jonka saamat arvot ovat
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Listaus 33: Tapahtumavirtojen virheiden käsittely Bacon.js:lla.
1 bus.onError(function(x) {console.log("Error: " + x)})
2
3 bus.mapError(function(x) {return x;})
4 .onValue(function(x) {console.log(x)});
5
6 bus.skipErrors().subscribe(function(x) {
7 //Virheitä ei tule käsiteltäväksi
8 });
9
10 bus.errors().subscribe(function(x) {
11 //Käsiteltäväksi tulevat pelkät virheet
12 });
virheiden perusteella luotuja normaaleja tapahtumia. Rivillä 6 kutsutaan
skipErrors-metodia, jolla on merkitystä lähinnä vain subscribe-metodia
käytettäessä. SkipErrors-kutsun jälkeen subscribe ei saa käsiteltäväkseen
lainkaan virheitä. Rivillä 10 kutsutaan metodia errors, jonka palauttama
tapahtumavirta sisältää pelkästään virheet. Mikäli sille haluttaisiin käyt-
tää jotain muuta tarkkailun aloittamistapaa kuin subscribe-metodia, niin
olisi käytettävä onError-metodia, koska muut tyyppiset tapahtumat on
suodatettu pois.
Luvussa 3.1 esiteltyjen välineiden lisäksi Bacon.js tarjoaa muitakin työka-
luja tapahtumavirtojen käsittelyyn. Tapahtumavirran alkioille voidaan tehdä
sivuvaikutuksellisia kutsuja operaatioilla doAction. Metodi doAction ottaa
parametrinaan sivuvaikutuksia sisältävän funktion ja palauttaa tapahtumavir-
ran, jonka alkioille on suoritettu annettu funktio. DoAction-metodia voidaan
käyttää esimerkiksi kutsumaan oletustoiminnon estävää preventDefault-
metodia. FlatMapLatest-operaation käänteisversio flatMapFirst palauttaa
tapahtumavirran, jonka alkiot ovat ensimmäisen tapahtumavirran alkiota sen
päättymiseen asti, jolloin siirrytään toiseen tapahtumavirtaan ja niin edespäin.
Useita tapahtumavirtoja voidaan yhdistää yhdeksi mergeAll-funktiolla.
Tapahtumavirtojen päättämiseen Bacon.js tarjoaa useita versiota erilai-
sista take-operaatioista. TakeWhile-operaatiosta on sekä predikaatin että
propertyn parametrinaan saava versio. Predikaatin saava versio päättää
tapahtumavirran kun ensimmäinen alkio saa epätoden arvon. Propertyn
saanut versio taas tarkastaa propertyn arvon ja päästää läpi arvot, kunnes
propertyn arvo on epätosi. TakeUntil-operaatio saa parametrinaan tapahtu-
mavirran ja päästää alkiot läpi, kunnes päättää itsensä parametrina annetun
tapahtumavirran päättyessä.
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Listaus 34: Propertyn luonti ja muutos tapahtumavirraksi Bacon.js:lla.
1 var prop = stream.toProperty(false);
2 prop.assign($("#mybutton"), "attr", "disabled");
3 var andProp = prop.and(otherProperty);
4.2.5 Property
Bacon.js:ssa signaaleja korvaavat arvot ovat Propertyja. Uusi property
voidaan luoda tapahtumavirran operaatioilla scan, fold tai toProperty.
Propertyja voidaan luoda myös vakioarvoista. Fold toimii samalla tavoin
kuin scan, mutta tuottaa arvon vasta tapahtumavirran päätyttyä. Fold ei
siis näytä uusinta laskettua summaa jokaisen arvon jälkeen. ToProperty luo
tapahtumavirrasta propertyn, jonka arvo on tapahtumavirran edellinen alkio.
Bacon.js:n propertyt eivät vastaa signaaleita, koska niissä ei ole nykyisen
arvon kertovaa kenttää tai metodia. Signaalien arvoja halutaan kuitenkin
käsitellä yleensä vain arvon muuttuessa, joten propertyja voidaan käyttää
signaalien sijasta.
Property ja tapahtumavirta ovat molemmat luokan Observable aliluok-
kia, joten ne toteuttavat lukuisia samoja metodeita, kuten esimerkiksi errors,
map, filter ja scan.
Tarkkailun työkalut ovat samat kuin tapahtumavirroilla, mutta proper-
tyille on olemassa myös onValue-metodin alias assign, jolla voidaan halutun
olion tiettyä metodia kutsua jokaisella uudella propertyn arvolla.
Property täytyy muuttaa tapahtumavirraksi metodilla toEventStream,
jos halutaan käyttää pelkästään tapahtumavirroilta löytyviä metodeita, kuten
merge tai skipWhile.
Propertysta voidaan tehdä tapahtumavirtoja lukuisilla eri tavoilla. Pro-
pertyn muutoksista saadaan tapahtumavirta metodilla changes, jota voidaan
käsitellä muiden tapahtumavirtojen tapaan. Myös skipDuplicates-metodi
palauttaa tapahtumavirran, mutta sen palauttama tapahtumavirta sisältää
vain muuttuneet arvot. Metodi sample saa parametrinaan millisekuntimää-
rän, jonka välein propertyn arvo tarkistetaan ja lisätään palautettavaan
tapahtumavirtaan. Metodi sampledBy saa parametrinaan tapahtumavirran
tai propertyn ja lisää palautettavaan tapahtumavirtaan propertyn arvon aina,
kun parametrina annetun propertyn arvo muuttuu tai tapahtumavirtaan
tulee tapahtuma.
Propertyihin perustuvia ehtoja voidaan luoda metodeilla and ja or. Mo-
lemmat palauttavat uuden propertyn, jonka totuusarvo riippuu annettujen
propertyjen totuusarvoista. Esimerkiksi lomakkeen lähetyspainiketta voi käyt-
tää, jos pakollinen viestikenttä sisältää tekstiä ja sähköpostikentässä on validi
osoite.
Listauksessa 34 esitellään propertyn käyttöä. Rivillä 1 luodaan tapahtu-
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mavirrasta stream uusi property, jonka alkuarvoksi tulee false. Rivillä 2
asetetaan mybutton-painikkeen attribuutin disabled arvoksi edellisellä rivil-
lä luotu property. Nyt painike on käytössä ainoastaan, jos prop on arvoltaan
tosi. Rivillä 3 luodaan uusi property, joka on tosi ainoastaan, jos sekä prop
että otherProperty ovat arvoltaan tosi.
Property on lopulta vain erityinen versio tapahtumavirrasta, eikä sillä
todellisuudessa ole nykyistä arvoa. Propertyn mahdolliset hyödyt tulevatkin
niiden yhteiskäytöstä erilaisten ehtojen kanssa.
4.2.6 Yhteenveto
Bacon.js on yhtenäinen ja selkeä funktionaalisen reaktiivisen ohjelmoinnin
kirjasto. Tällä hetkellä versiossa 0.7.23 oleva Bacon.js on tekijänsä mukaan
valmis tuotantokäyttöön. Bacon.js on kuitenkin käytännössä yhden miehen
projekti, jonka tulevaisuudesta ei ole takeita. Toisaalta avoimen lähdekoodin
kirjastona sen kehitys voi jatkua alkuperäisen tekijän mahdollisen poistumisen
jälkeen.
4.3 Bacon.js:n ja RxJS:n vertailu
Toteutuksista laajimmat ovat RxJS ja Bacon.js. Muiden osalta vertailua ei
tehdä, koska ne keskittyvät vain signaaleihin tai eivät ole riittävän laajoja
haluttuun käyttötarkoitukseen.
Bacon.js on kehitetty RxJS:n pohjalta, joten niissä on paljon yhtäläisyyk-
siä. Kirjastojen välillä on kuitenkin myös eroja, kuten Bacon.js:n tapahtuma-
virtojen laiskuus ja RxJS:n kuumat ja kylmät tapahtumavirrat.
Bacon.js:n ja RxJS:n välillä on myös nimeämiseroja, kuten Bacon.js:n Bus,
jota vastaa RxJS:n Subject. Bacon.js ei myöskään sisällä SQL:n mukaan
nimettyjä aliaksia, kuten map-funktion aliasta select.
4.3.1 Kirjastojen koot
RxJS on jaettu useisiin erillisiin tiedostoihin, joista voidaan sivulle lisätä
vain tarpeelliset. Käyttämättömien tiedostojen pois jättäminen nopeuttaa
sivun latausta ja vähentää siirrettävän datan määrää. Erillisissä tiedostoissa
ovat esimerkiksi testaukseen liittyvät, summaukseen käytettävät metodit ja
aikaan liittyvät työkalut.
Bacon.js on yhdessä tiedostossa, joten sen kokoa ei voida helposti pienen-
tää jättämällä turhia pois.
Bacon.js:n versio 0.7.22 on minimoituna kooltaan 37.9 kilotavua. RxJS:n
useimmat työkalut tarjoava lite-versio puolestaan 52,7 kilotavua. RxJS:n
kaikki ominaisuudet tarjoava all-versio taas 86.7 kilotavua. RxJS:n perusver-
siokin on minimoituna 43.7 kilotavua ja tähän tulee useimmissa tapauksissa
muita tiedostoja lisäksi. Bacon.js on siis selvästi pienempi kuin RxJS.
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4.3.2 Tapahtumavirtojen käsittely
Tapahtumavirtojen luomiseen on molemmissa kirjastoissa melko toisiaan
vastaavat välineet. Suurimmat erot ovat siinä kuinka DOM:in tapahtumista
luodaan tapahtumavirtoja. Bacon.js osaa luoda tapahtumavirtoja tapahtu-
mista vain jQueryn ja Zepton avulla. RxJS osaa luoda tapahtumavirtoja
natiiveista tapahtumista sekä lisäksi jQueryn, AngularJS:n, Ember.js:n tapah-
tumista. RxJS tarjoaa siis paremmat työkalut tapahtumavirtojen luomiseen
ilman jQuerya.
Tapahtumavirtojen tarkkailun osalta kirjastojen välillä ei ole juuri eroa.
Bacon.js sisältää useampia metodeja tarkkailuun, mutta ne liittyvät lähinnä
erilaiseen virheiden käsittelyyn. Molemmat kuitenkin tarjoavat mahdolli-
suuden tarkkailla tapahtumavirtaa ja suorittaa sivuvaikutuksellisia kutsuja
metodilla doAction.
4.3.3 Tapahtumavirtojen muokkaus, suodatus ja koostaminen
Tapahtumavirtojen suodatus ja muokkaus tapahtuvat molemmilla kirjas-
toilla lähinnä metodeilla flatMap, map ja filter. Sekä Bacon.js että RxJS
tarjoavat nämä metodit, joten eroa ei kirjastojen välillä ole.
RxJS sisältää Bacon.js:ää useampia metodeja koostamiseen, esimerkiksi
sum ja count. Bacon.js sisältää koostamiseen vain metodit fold ja scan,
joiden avulla sum ja count voidaan helposti toteuttaa.
Uusien koostamismetodien teko on helppoa, eikä RxJS tarjoa jokaisella
alkiolla päivittyviä versioita omista lisämetodeistaan. Koostamisen suhteen
molemmat kirjastot käytännössä ovat yhtä laajoja, vaikka RxJS sisältää
useampia metodeita.
4.3.4 Virheiden käsittely
Kirjastojen mallit virheiden käsittelyyn eroavat selvästi toisistaan. RxJS:n
tapahtumavirrat päättyvät aina virheeseen, mutta on mahdollista siirtyä
virheen tapahtuessa uuteen tapahtumavirtaan tai yrittää käsittelyä uudes-
taan. Bacon.js sallii useita virheitä yhdessä tapahtumavirrassa, mutta mah-
dollistaa tapahtumavirran päättämisen ensimmäiseen virheeseen. Bacon.js
mahdollistaa monipuolisemmat tavat virheen käsittelyyn.
4.3.5 Signaalit
Bacon.js tai RxJS eivät kumpikaan tarjoa signaaleja, mutta molemmissa on
niiden tyylinen työkalu. Bacon.js:n property ja RxJS:n BehaviorSubject
ovat molemmat signaalin tyylisiä. Suurin ero näiden kahden käytössä on
se, että property ei muista viimeisintä arvoaan, jolloin uusi tarkkailija saa
vasta seuraavan arvon tarkkailun alkamisen jälkeen. BehaviorSubject taas
muistaa edellisen arvonsa, jolloin uusi tarkkailija saa välittömästi arvon.
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Property voi hukata arvon ja etenkin harvoin päivittyvien arvojen kohdalla
tämä voi olla ongelma, koska tarkkailun aloittamisesta näkyvään arvoon voi
kulua pitkä aika. RxJS:n BehaviorSubject ei kärsi vastaavasta ongelmasta.
Kumpikaan näistä ei silti ole signaali, koska niiltä puuttuu nykyisen
arvon palauttava now-metodi. Propertyt ja Subjektit eivät mahdollista yhtä
helppoja määrittelyitä toisten vastaavien avulla kuin signaalit, joiden käytön
eräs tärkeimmistä ominaisuuksista on uusien signaalien määrittely toisten
signaalien avulla.
RxJS:n Subject on tapahtumavirta ja sillä on kaikki tapahtumavirran
ominaisuudet. Bacon.js:n Property taas on oma tyyppinsä, eikä toteuta
tapahtumavirran kaikkia operaatioita.
Propery ei toteuta esimerkiksi merge-operaatiota, vaan se täytyy ensin
muuttaa tapahtumavirraksi. Toisaalta, jos Propertya tarkastellaan erillisenä
arvoa säilyttävänä tyyppinä, niin merge on sille järjetön operaatio. Subject
puolestaan ei ole oma tyyppinsä, joten on luontevaa, että sillä on merge-
metodi.
4.3.6 Eri tyyppiset tarkkailtavat
Bacon.js ja RxJS sisältävät molemmat eri tyyppisiä tarkkailtavia.
Bacon.js tarjoaa kolme eri tyyppistä tarkkailtavaa: tapahtumavirta, Bus
ja Property. Bus vastaa Subjectia, mutta sillä on lisäksi muiden tapahtuma-
virtojen lisäämisen mahdollistava plug-metodi. Tämä ei kuitenkaan ole kovin
merkittävä ero, koska Subject on tapahtumavirta ja sillä on merge-metodi.
RxJS:n kuumat ja kylmät tapahtumavirrat voivat olla vaikeasti ymmär-
rettäviä ja sekavia. Sama ongelma koskee kuitenkin muillakin kielillä tehty-
jä toteutuksia, joten asia joudutaan todennäköisesti opettelemaan, vaikka
Bacon.js otettaisiinkin käyttöön Javascript-toteutuksissa.
4.3.7 Dokumentaatio
RxJS:n dokumentaatio on selvästi laajempi kuin Bacon.js:n. Bacon.js:n doku-
mentaatio on tiiviimpää ja kärsii pienistä epäselvyyksistä. RxJS:n dokumen-
taatio on kuitenkin sekavaa ja monin paikoin vaikealukuista, joten Bacon.js:n
dokumentaatio on todettava paremmaksi.
4.3.8 Selaintuki
Molempien kirjastojen selaintuki on hyvä, eikä sitä voida pitää perusteena
kummankaan valinnalle. Molemmat kirjastot tukevat kaikkia nykyaikaisia
selaimia, sekä Internet Explorerin vanhempia versioita versiosta 6 alkaen.
Tarkemmat tiedot kirjastojen selaintuesta taulukossa 1.
AngularJS on yhteensopiva nykyaikaisten selainten ja Internet Explorerin
kanssa versiosta 9 alkaen [6]. Sekä RxJS että Bacon.js tukevat vanhempia
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Taulukko 1: Bacon.js:n ja RxJS:n varhaisimmat tuetut selaimet.
Selain Bacon.js RxJS
Internet Explorer 6 6
Firefox 12 1
Chrome 4 22
Taulukko 2: Bacon.js:n ja RxJS:n suosiotilastoja
Lähde Bacon.js RxJS Selite
npm 126 351 3 457 097 Latauksia npm:n avulla vuon-
na 2014.
npm 5 106 148 685 Latauksia npm:n avulla välillä
30.8.2012-5.9.2014.
GitHub kehittäjät 56 42 Kehitykseen osallistuneita Git-
Hubin käyttäjiä (contribu-
tors).
GitHub tähdet 3 013 1 979 GitHubissa repositoryn tark-
kailuun ottaneita käyttäjiä.
GitHub haarat 197 186 GitHubissa erillisten haarojen
(fork) määrä.
NuGet 865 9 026 Latauksia NuGetin avulla.
Stackoverflow 74 71 Kysymyksiä Stackoverflowssa.
Npm:n tiedot on kerätty 23.1.2015 ja muut tiedot 26.9.2014.
selaimia kuin AngularJS, joten yhteiskäytössä AngularJS:n selaintuki on
rajoittava tekijä.
4.3.9 Suosio
Javascript-kirjastojen suosion luotettava vertailu on vaikeaa. Lisäksi suosio
voidaan määritellä lukuisilla eri tavoilla, sillä voidaan tarkoittaa esimerkiksi
yksittäisten kirjastoa käyttävien sovellusten määrää, sovellusta käyttävien
kehittäjien määrä tai verkossa olevien sitä käyttävien sovellusten määrää,
jolloin saman sovelluksen eri asennukset lasketaan eri käyttäjiksi.
Kirjastojen suosioiden määrittämiseen helpoin ja toimivin tapa on tutkia
erilaisten epäsuorien mittareiden avulla sen käyttömääriä. Taulukossa 2
listataan erilaisia tilastoja Bacon.js:n ja RxJS:n suosiosta.
Taulukon 2 tiedoista kaksi, eli npm1 ja NuGet2, kuvaavat latauksia ja
todennäköisemmin antavat parhaan kuvan käyttösuosiosta. NuGet on Micro-
softin pakettien hallintaan käytetty työkalu, jota yleensä käytetään Visual
Studion kautta. Npm taas on node.js:n pakettien hallintaan käytetty työka-
1http://npm-stat.com
2https://www.nuget.org/
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lu. Kumpikaan näistä ei siis ole tarkoitettu pelkästään asiakaspuolen kehi-
tyksessä käytettävästi, mutta NuGetiä käytetään useissa tapauksissa myös
Javascript-kirjastojen hallintaan, jos kehitys tehdään esimerkiksi ASP.NET
MVC:llä. Asiakaspään pakettien hallintaan on kaksi muutakin suosittua
työkalua, bower ja jam, joista kumpikaan ei mahdollistanut latausmäärien
tarkistusta. Lataustilastojen perusteella RxJS on selvästi suositumpi kuin
Bacon.js.
Stackoverflown3 kysymysten määrä on lähes sama, joten sen perusteella
ei voida mitään päätelmiä kirjastojen suosiosta.
GitHubin haaraumien (fork) ja kehitykseen osallistuneiden (contributors)
määrä on lähes sama, mutta tähtiä on Bacon.js:n repositorylla huomatta-
vasti enemmän. Tämän perusteella GitHubissa Bacon.js herättää enemmän
kiinnostusta.
Jo mainittujen lisäksi molemmilla on GitHubissa myös erillinen sivu,
joiden käyttäjämääristä ei ole mitään tietoa, eikä myöskään siitä kuinka
moni on sitä kautta ladannut kirjaston. GitHubin lisäksi RxJS:llä on sivu
CodePlexissä.
Saatujen tietojen perusteella RxJS on huomattavasti suositumpi. Bacon.js
on suositumpi GitHubin käyttäjien keskuudessa, mutta suurinkin ero Bacon.js:n
hyväksi on noin 1000 tähteä, eli noin kolmasosa enemmän kuin RxJS:llä.
Latausten osalta RxJS oli molemmissa työkaluissa yli 10 kertaa suositumpi.
RxJS vaikuttaa olevan kirjastoista selvästi suositumpi, mutta ilman bowerin
ja jamin tietoja tästä ei voida olla täysin varma.
4.3.10 Yhteenveto
Bacon.js ja RxJS ovat oleellisilta osiltaan yhtä laajoja ja myös hyvin sa-
mantyylisiä kirjastoja. Suurimmat erot niiden välillä syntyvät suosiosta ja
siitä seuraavasta osaavien kehittäjien määrästä sekä kehityksen tuesta. RxJS
on tutkituilla mittareilla kiistatta suositumpi kirjasto. RxJS:n kehitystä tu-
kee Microsoft, kun taas Bacon.js on käytännössä yhden miehen projekti.
Lisäksi Reactive Extensions on saatavilla useille eri alustoille. Mikään näistä
eroista ei ole kovin merkittävä ja valinta onkin parasta tehdä kehittäjien
mieltymysten mukaan.
5 Valikoimanhallinta, AngularJS ja FRP
Tutkielman esimerkkisovelluksena on Analyse2:n valikoimanhallintasovel-
lus. Sovelluksessa käytetään sovelluskehyksenä AngularJS:ää [2], joka on
kasvattanut suosiotaan nopeasti [18]. Luvussa esitellään valikoimanhallinta,
AngularJS ja AngularJS:n yhteistyö FRP:n kanssa. Lopuksi kuvataan sovel-
luksen funktionaalisen reaktiivisen ohjelmoinnin avulla tehty vaihtoehtoinen
3http://stackoverflow.com/
53
toteutus ja verrataan sitä ilman funktionaalista reaktiivista ohjelmointia
tehtyyn alkuperäiseen toteutukseen.
5.1 Valikoimanhallinta
Tutkielman esimerkkisovellus on Analyse2:n valikoimanhallinnan uudistet-
tu käyttöliittymä. Tällä hetkellä käytössä oleva käyttöliittymä on toteu-
tettu Flexillä [13]. Flex ei kuitenkaan tarjoa riittävää tukea nykyaikaisille
kehityskäytännöille. Käyttöliittymä on päätetty uudistaa ja uudistetussa
käyttöliittymässä on käytössä Typescript [45] ja AngularJS [2].
Valikoimanhallinta on päivittäistavarakaupan valikoiman suunnitteluun
tehty sovellus. Sovelluksessa näytetään nykyinen valikoima ja valikoiman ulko-
puolisia tuotteita. Käyttäjä voi muokata valikoimaa lisäämällä ja poistamalla
tuotteita.
Sovelluksen palvelinpään toteutus on tehty ASP.NET Web API:lla, joka
tarjoaa REST-rajapinnan käyttöliittymälle. Sovelluksen palvelintoteutukseen
ei oteta tarkempaa kantaa.
Kuva 8: Koko valikoiman mittareita
Käyttöliittymässä näytetään nykyistä ja muokattua valikoimaa käsit-
televiä mittareita sekä yksittäisten tuotteiden mittareita. Mittareita ovat
esimerkiksi erilaiset arvioidut myynnit, myyntien summat, eri valmistajien
tuotteiden määrä ja eri tyyppisille kuluttajille suunnattujen tuotteiden mää-
rä. Mittareita lasketaan sekä alkuperäisestä että muokatusta valikoimasta.
Tuotteen lisäys tai poisto muuttaa jokaista muokatun valikoiman mittaria.
Mittareiden jatkokehitys ja uusien mittareiden toteuttaminen ovat yleisiä
kehitystehtäviä.
Kuva 9: Yksittäisen tuotteen mittareita
Valikoimanhallinnan tapahtumienkäsittely on melko yksinkertaista, mutta
päivittyvien kokoelmien perusteella laadittavat mittarit ovat merkittävä osa
toteutusta.
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5.2 AngularJS
AngularJS [2] on Javascript-sovelluskehys, joka toimii laajentamalla HTML:ää
dynaamisemmaksi uusilla elementeillä ja attribuuteilla. AngularJS-sovellus
jakaantuu näkymässä käytettäviin HTML:n laajennuksiin, kontrollereihin, eri
tyyppisiin palveluihin sekä näkymämallia (view model) vastaavaan $scopeen.
AngularJS on laaja sovelluskehys, jonka ominaisuuksista käsitellään vain
reaktiivisuuden kannalta tärkeimmät osat.
HTML-laajennusten lisäksi toinen AngularJS:n tärkeä ominaisuus on
kaksisuuntainen datansidonta (two-way data binding), jonka avulla näkymä
ja malli pysyvät samassa tilassa. Käyttöliittymässä tehdyt muutokset näkyvät
välittömästi mallissa ja vastaavasti mallin muutokset näkyvät välittömästi
käyttöliittymässä.
AngularJS:ää käyttävä sovellus määritellään HTML-attribuutin ng-app
avulla ja se voi kattaa koko sivun, mikäli attribuutti lisätään body-elementtiin,
tai minkä tahansa pienemmän osan sivusta, jos attribuutti lisätään johonkin
muuhun elementtiin. Yhdellä sivulla voi olla useita AngularJS-sovelluksia ja
lisäksi muilla kirjastoilla tai sovelluskehyksillä toteutettuja osia.
Logiikkaa AngularJS:ssä voidaan sijoittaa erilaisiin palveluihin, jotka
abstraktioivat ja kapseloivat toteutuksensa pois muun sovelluksen näkyvistä.
HTML:ää voidaan laajentaa direktiiveillä (directive), jotka voivat olla
elementtejä, attribuutteja tai luokkia. Direktiivi sisältää mallinteen (templa-
te) ja logiikan. Direktiivi on ainoa paikka AngularJS-sovelluksessa, johon
sijoitetaan DOM:in muokkausta.
AngularJS on suunniteltu toimimaan muiden kirjastojen kanssa [2]. So-
velluksen osat on kapseloitu, joten yksittäisen palvelun tai direktiivin to-
teutuksessa voidaan käyttää ulkopuolista kirjastoa ilman, että se vaikuttaa
muun sovelluksen toimintaan.
Listauksessa 35 esitellään pieni AngularJS-sovellus. Rivit 2-23 esittelevät
Javascript-koodin ja rivit 26-33 oleellisen osan HTML-koodista. Sovellus
määritellään rivillä 2 antamalla angular.module-metodille sovelluksen nimi
ja riippuvuudet. Tässä tapauksessa riippuvuuksia ei ole, joten annetaan
tyhjä taulukko. Module-metodi palauttaa moduulin, jonka avulla voidaan
määritellä sille muita ominaisuuksia.
Rivillä 3 luodaan kontrolleri antamalla kontrollerin nimi ja kontrolleri-
funktio parametrina controller-metodille. Controller-metodi palauttaa
oman moduulinsa, joten kutsuja voidaan ketjuttaa. Kontrollerifunktio saa
parametrina riippuvuutensa, eli tässä tapauksessa $scopen ja DemoServicen.
Riveillä 4-13 esitellään $scopen kentät ja metodit. Näistä mielenkiintoisin on
riveillä 8-10 määriteltävä DemoServicen getPromise-metodin kutsu, joka
saa vastauksena lupauksen. Lupauksen käsittelijässä määritellään lupauksen
arvo $scopen muuttujan promiseResult arvoksi. Riveillä 11-14 taas määri-
tellään resolve-funktio, joka kutsuu DemoServicen lupauksen ratkaisevaa
metodia.
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Listaus 35: Esimerkki AngularJS-sovelluksesta.
1 Javascript:
2 angular.module("DemoApp", [])
3 .controller("DemoController", function($scope, DemoService) {
4 $scope.counter = 0;
5 $scope.increment = function() {
6 $scope.counter++;
7 };
8 DemoService.getPromise().then(function(value) {
9 $scope.promiseResult = value;
10 });
11 $scope.resolve = function() {
12 DemoService.resolvePromise();
13 };
14 })
15 .service("DemoService", function($q) {
16 var defer = $q.defer();
17 this.getPromise = function() {
18 return defer.promise;
19 };
20 this.resolvePromise = function() {
21 defer.resolve("Ratkaistu lupaus")
22 };
23 });
24
25 HTML:
26 <body ng−app="DemoApp">
27 <div ng−controller="DemoController">
28 {{counter}} <br>
29 <button ng−click="increment()">Kasvata</button>
30 <div>{{promiseResult}}</div>
31 <button ng−click="resolve()">Ratkaise</button>
32 </div>
33 </body>
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Esimerkkipalvelu määritellään riveillä 15-23. Samoin kuin controller-
metodi, myös service-metodi palauttaa oman moduulinsa. Palvelu luodaan
antamalla palvelun nimi ja palvelun määrittävä funktio. Rivillä 16 määritel-
lään $q-kirjaston avulla deferred-olio, jota käytetään molemmissa palvelun
metodeissa.
Esimerkin HTML-koodi riveillä 26-33 sisältää vain oleelliset osat. Rivin 1
body-elementillä on attribuutti ng-app, jonka arvo määrittelee käytettävän
sovelluksen, jolloin body-elementin sisäpuolella voidaan käyttää määriteltyä
sovellusta. Vastaavasti rivillä 2 div-elementillä on attribuutti ng-controller,
jonka arvo määrittelee käytettävän kontrollerin. Div-elementin sisällä voi-
daan siis käyttää annetun kontrollerin $scopen kenttiä ja metodeita. Ensim-
mäinen esimerkki käytettävästä muuttujasta on {{counter}}, joka näyttää
counter-muuttujan ajantasaisen tilanteen. Riveillä 29 ja 31 sidotaan $scopen
metodit painikkeiden klikkauksiin. Rivillä 30 sidotaan $scopen muuttuja
promiseResult elementin sisällöksi.
$scope [5] on sovelluksen näkymämalliin (view model) viittaava olio.
Näkymämalli tarjoaa sovelluksen näkymän tarvitsemat tiedot ja logiikan.
$scope tarjoaa suoritusympäristön lausekkeille, tavan lähettää tapahtumia
muille $scopeille ja on eräs AngularJS:n tärkeimmistä ominaisuuksista.
Jokaisella kontrollerilla on oma $scope, jonka avulla välitetään tietoa
näkymän ja mallin välillä. Näkymällä ja kontrollerilla on molemmilla viit-
taus $scopeen, mutta ei toisiinsa, jolloin näkymä ja kontrolleri on eristetty
toisistaan.
$scopetmuodostavat keskenään DOM-puuta muistuttavan oliohierarkian
perinnän avulla. Puun juuressa on $rootScope, josta muut sovelluksen
$scopet peritään. $scope sisältää siis ylempien $scopejen muuttujat ja
metodit.
Tärkeimpänä ominaisuutenaan $scope mahdollistaa näkymän ja mallin
muutosten tarkkailun. Muutokset havaitaan vertaamalla aikaisempaa tilaa
uuteen. Muutoksen käsittelijä käynnistetään aina kun vanha ja uusi tila
eroavat. Tämä likaisuuden tarkistus (dirty checking) pitää sovelluksen tilan
automaattisesti päivitettynä ja yhtenäisenä.
AngularJS:n lausekkeet (expression) suoritetaan yksittäisen $scopen
kontekstissa, eli $scope tarjoaa niille suoritusympäristön, jossa käytetään
$scopenmetodeja ja muuttujia. Yksinkertaisin esimerkki lausekkeen käytöstä
on näkymässä käytettävä {{muuttuja}}, joka suoritetaan kyseisen näkymän
$scopen kontekstissa. Toinen esimerkki lausekkeiden käytöstä on muutosten
tarkkailu, jossa tarkkaillaan annetun lausekkeen arvoa eri suorituskerroilla.
Käyttöliittymän HTML-elementtien ja $scopen muuttujien välille voi-
daan luoda yhteys erilaisten mallinteiden (template) avulla. Mallinteita on
erilaisia, kuten {{lauseke}}, arvon elementin sisältöön sitova ng-bind ja
kokoelman näyttämiseen tarkoitettu ng-repeat. Mallinteen avulla määritelty
näkymän osa päivittyy automaattisesti riippuvuuksiensa päivittyessä.
Likaisuuden tarkistuksen mahdollistava muutosten tarkkailu tehdään
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Listaus 36: Esimerkki $watchin käytöstä.
1 $scope.$watch("counter", function(newValue, oldValue) {
2 console.log(newValue, oldValue);
3 });
$scope.$watch-metodilla. $scope.$watch saa parametrinaan tarkkailtavan
lausekkeen ja muutoksen käsittelijän. Tarkkailtava lauseke on evaluoitavaa
koodia, eli useimmiten funktio tai merkkijonona annettu $scopen muuttujan
nimi. Muutoksen käsittelijää kutsutaan, kun tarkkailtavan lausekkeen arvo
on muuttunut edellisestä arvosta. Muutoksen käsittelijä saa parametreinaan
lausekkeen uuden ja vanhan arvon ja päivittää niiden perusteella sovelluksen
tilaa. Kokoelmien tarkkailu hoidetaan metodilla $watchCollection.
AngularJS asettaa omissa direktiiveissään tarkkailijat itse, mutta nii-
tä voidaan lisätä myös manuaalisesti. Esimerkiksi näkymässä käytettävä
{{lauseke}} asettaa tarkkailijan, jossa tarkkailtava lauseke on annettu lause-
ke ja muutosten tarkkailija on sisällön päivittävä funktio.
Listauksessa 36 esitellään yksinkertainen muutoksen tarkkailija. $scopen
kentän counter muuttuessa kutsutaan määriteltyä funktiota, joka saa para-
metrinaan uuden ja vanhan arvon. Molemmat arvot kirjoitetaan esimerkissä
lokiin, mutta luonnollisesti käsittely voi olla monimutkaisempaa.
Jotta AngularJS olisi tietoinen tapahtuneista muutoksista ja suorittaisi
muutosten tarkkailijat, on muutokset tehtävä $apply-metodin avulla. Mikäli
muutoksia ei tehdä AngularJS:n kontekstissa, ei AngularJS:n likaisuuden tar-
kistus toimi. AngularJS:n omat välineet kutsuvat $apply-metodia automaat-
tisesti, mutta sovelluskehittäjä voi joutua kutsumaan sitä omia laajennuksia
tehdessään, mikäli muutoksia tehdään AngularJS:n kontekstin ulkopuolella.
$apply suorittaa parametrinaan saamansa lausekkeen $eval-metodin
avulla ja siirtää sen virheen käsittelyn $exceptionHandlerille. $eval vas-
taa varsinaisesta lausekkeen suorituksesta ja palauttaa lausekkeen arvon,
joka on samalla $apply-metodin paluuarvo. $exceptionHandler on Angu-
larJS:n poikkeusten käsittelystä vastaava palvelu. Lausekkeen suorituksen
jälkeen $apply kutsuu $rootScope.$digest-metodia, joka hoitaa likaisuu-
den tarkistuksen ja tilan päivityksen. $apply-metodia voidaan kutsua ilman
suoritettavaa lauseketta ja käynnistää näin $rootScope.$digest virheenkä-
sittelyn kanssa.
$scope.$digest tarkastaa kaikki $watch-metodin avulla määritellyt
lausekkeet. Muuttuneiden tarkkailijoiden kohdalla kutsutaan muutosten
tarkkailijaa. Koska muutosten tarkkailijat voivat aiheuttaa uusia muutoksia,
tarkkailtavia lausekkeita käydään läpi, kunnes koko kierroksella ei enää ha-
vaita yhtään muutosta. Mikäli näitä kierroksia tulee liikaa, $scope.$digest
heittää poikkeuksen. Kun $scopen tarkkailtavat on käyty läpi, käydään
rekursiivisesti läpi kaikki sen jälkeläiset. Kun $digest-kierros on päätty-
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nyt, DOM päivitetään ja selain jää odottamaan seuraavaa tapahtumaa.
$scope.$digest-metodia ei yleensä haluta kutsua suoraan, vaan kutsutaan
$scope.$apply-metodia, joka kutsuu $rootScope.$digest-metodia ja hoi-
taa samalla virheiden käsittelyn.
AngularJS on laaja ja monipuolinen sovelluskehys, jonka suosio on vah-
vassa kasvussa. AngularJS ei kuitenkaan ole kaiken kattava kehys, vaan se
on suunniteltu käytettäväksi muiden kirjastojen kanssa.
5.3 FRP ja AngularJS
AngularJS:n ja FRP:n välillä voidaan nähdä monia yhtäläisyyksiä. $scopen
$watch antaa mahdollisuuden tarkkailla yksittäisen muuttujan muutoksia.
FRP taas mahdollistaa tapahtumavirtojen tapahtumien tarkkailuun. Angu-
larJS reagoi muutoksiin ja FRP tapahtumiin. Yleensä muutokset johtuvat
tapahtumista ja tapahtumat johtavat muutoksiin, joten näiden ajatusmallien
ero ei ole suuri.
AngularJS:n ja FRP:n välillä on kuitenkin myös selvä ero. AngularJS:llä
toteutetun sovelluksen tila on hyvin vahvasti sidottu muuttujien tilaan, kun
taas FRP pyrkii funktionaalisuuden avulla pienentämään tilan merkitystä.
FRP:n ja AngularJS:n suora vertailu ei ole mielekästä, koska toinen on
web-sovelluskehys ja toinen on tapa reaktiiviselle datan käsittelylle. Molem-
mat pyrkivät pitämään sovelluksen päivitettynä ja selkeyttämään tapahtu-
mien käsittelyä, mutta AngularJS tekee myös paljon muuta, kuten reititystä
(routing) ja HTTP:n käyttämiseen tarkoitettuja palveluita.
AngularJS keskittyy web-sovelluksiin ja tarjoaa laajat välineet web-
sovellusten toteuttamiseen. AngularJS ei sisällä juurikaan muihin kuin web-
sovelluksiin liittyviä ominaisuuksia, vaan web-sovelluksiin liittymättömät
ominaisuudet on tarkoitus toteuttaa itse tai käyttää valmiita kirjastoja.
Likaisuuden tarkistus saattaa tehdä turhaa työtä vertaillessaan muuttu-
mattomia arvoja. Tapahtumavirroilla vastaavaa turhaa läpikäyntiä ei tapah-
du, vaan kaikki suhteet on määritelty ja muutokset ilmenevät ainoastaan
määritellyissä paikoissa. Jos AngularJS:n kanssa käytetään FRP-kirjastoja,
sovelluksen näkymän päivittämiseen käytetään edelleen AngularJS:n väli-
neitä. Likaisuuden tarkistus on siis käytössä, mutta pienemmässä osassa
sovellusta.
5.3.1 Filter
AngularJS:n filtteri (filter) on tarkoitettu arvojen ja kokoelmien suodatta-
miseen tai muuttamiseen. Yksittäinen arvo voidaan esimerkiksi muuttaa
kokonaan pienillä kirjoitetuksi filtterillä lowercase tai esittää valuuttana
filtterillä currency. Kokoelmia voidaan valmiilla välineillä järjestää, suo-
dattaa tai rajoittaa niiden alkioiden määrää. Valmiit työkalut korvaavat
esimerkiksi FRP:n take- ja filter-metodit.
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Valmiiden välineiden lisäksi on mahdollista luoda omia filttereitä. Filtteri
luodaan samaan tapaan kuin palvelut ja kontrollerit, ja niitä voidaan käyttää
sovelluksen eri osissa, esimerkiksi näkymissä ja kontrollereissa.
FRP:n operaatioiden ja AngularJS:n filttereiden välillä on selviä yhteyk-
siä. Molempien käsittelyfunktioiden on oltava puhtaita funktioita, molem-
mat jättävät alkuperäisen kokoelman ennalleen ja molempia on mahdollista
ketjuttaa.
Filtteri mahdollistaa FRP:n tyyliset operaatiot, mutta eroaa niistä toimin-
talogiikaltaan. FRP:n käsittelijät saavat käsiteltäväkseen kokoelman alkioita
yksitellen, mutta AngularJS:n filtterit saavat käsiteltäväkseen kokonaisen
päivitetyn kokoelman jokaisen muutoksen jälkeen.
Javascriptin kokoelmatyökalut ovat suppeat, joten useimmissa tapauk-
sissa käytetään erillistä kirjastoa, kuten underscore.js:ää [10], joka tarjoaa
laajemmat välineet kokoelmien käsittelyyn. AngularJS:n käsittelemät ko-
koelmat eivät ole asynkronisia, joten jokaisen muutoksen jälkeen käydään
läpi koko kokoelma. Kokoelmien läpikäynti jokaisen muutoksen jälkeen on
suurten kokoelmien ja lukuisten laskentojen kanssa tehotonta. Pahin tilanne
suorituskyvyn kannalta on, jos filtteri asetetaan vasta näkymässä, jolloin se
suoritetaan jokaisella $digest-kierroksella. Kontrollerissa filtteri suoritetaan
harvemmin, mutta koko kokoelma joudutaan sielläkin käsittelemään jokaisen
muutoksen jälkeen.
Listauksessa 37 esitellään esimerkki AngularJS:n filteristä. Varsinainen
filter esitellään riveillä 2-8. Mikäli filterin saama syöte ei ole taulukko, filter
palauttaa saamansa syötteen sellaisenaan. Jos syöte on taulukko, niin sen
sisällöstä lasketaan summa rivillä 6. Riveillä 11-18 on kontrollerin logiikan
toteuttava koodi. Metodi addToArray tarkistaa onko kentässä nextNumber
numero, ja jos on, niin se lisätään taulukkoon arr. Riippumatta siitä oliko
kentässä numero, kenttään nextNumber asetetaan tyhjä merkkijono. Riveillä
21-23 näytettävässä näkymän osassa yhdistetään nextNumber syötekenttään
ja metodi addToArray painikkeeseen. Syötekentän alapuolella näytetään
taulukko arr, jolle kutsutaan filtteriä sum. Nyt käyttöliittymässä näkyy kent-
tään syötettyjen numeroiden summa, joka päivitetään aina uuden numeron
lisäämisen jälkeen.
Tapahtumavirtojen avulla kokoelman koosteet voidaan helposti pitää päi-
vitettyinä. Tapahtumavirtojen välineet ovat selvästi AngularJS:n kokoelma-
välineitä, eli filttereitä laajemmat, ja asynkronisuuden vuoksi tehokkaammat.
Vaikka filtteri mahdollistaa kokoelmien dynaamisen käsittelyn, ovat sen
mahdollisuudet kuitenkin suppeammat kuin esimerkiksi underscore.js:n tai
FRP-kirjastojen. Filter ei esimerkiksi mahdollista kokoelmien yhdistämistä,
eikä sitä kautta esimerkiksi flatMapin tyylisiä operaatioita.
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Listaus 37: AngularJS:n filter.
1 //Filter
2 module.filter("sum", function() {
3 return function(input) {
4 if (!angular.isArray(input))
5 return input;
6 return input.reduce(function(a, b) { return a+b; }, 0)
7 }
8 });
9
10 //Controller
11 $scope.arr = [];
12 $scope.addToArray = function() {
13 var number = parseInt($scope.nextNumber, 10)
14 if (!isNaN(number)) {
15 $scope.arr.push(number)
16 }
17 $scope.nextNumber = ’’;
18 }
19
20 //View
21 <input ng−model="nextNumber" />
22 <button ng−click="addToArray()">Lisää</button>
23 <div> {{ arr | sum }}</div>
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5.3.2 Signaalit
AngularJS ei sisällä signaaleja, mutta $scopen muuttujat reagoivat riippu-
vuuksiensa muutoksiin. Erona signaaleihin $scopen muuttujat ovat tavallisia
muuttujia, joiden arvot pysyvät päivitettyinä. $scopen muuttujia käsittele-
viä funktioita ei tarvitse nostaa, eikä arvon saamiseksi tarvitse tehdä erillistä
now-metodin kutsua. $scopen muuttujien määrittelyt voidaan tehdä tois-
ten $scopen muuttujien, vakioarvojen ja funktioiden avulla, joten niiden
määrittelymahdollisuudet ovat signaaleja laajemmat.
Sekä signaalien että $scopen muuttujien muutoksista on mahdollista
tehdä tapahtumavirtoja. Signaaleilla muutos tehdään FRP-kirjaston välineil-
lä ja $scopen muuttujista tapahtumavirta tehdään RxJS:n tai Bacon.js:n
AngularJS-lisäosien avulla.
Tapahtumavirtojen tavoin signaalit päivittyvät ainoastaan määriteltyjen
tapahtumien seurauksena. Tämän vuoksi signaalit voivat olla suoritusky-
vyltään $scopen muuttujia parempia, koska likaisuuden tarkistuksen turha
työ voidaan välttää. Signaalien käyttö ei kuitenkaan ole järkevää AngularJS-
sovelluksessa, koska mahdollinen hyöty on pieni. Signaalien käyttö tuo yhden
lisäkäsitteen ja $scopen muuttujat tarjoavat samat toiminnallisuudet.
5.3.3 Tapahtumavirrat
FRP:n ja AngularJS:n yhteistyö perustuu tapahtumavirtoihin, koska sig-
naaleja ei käytetä. Tapahtumavirtojen ja AngularJS:n yhteistyössä on kaksi
vaihetta, eli AngularJS:stä FRP:n kontekstiin siirtyminen ja FRP:n konteks-
tista takaisin AngularJS:n kontekstiin siirtyminen. Ensimmäinen voidaan hoi-
taa sopivalla $watch-tarkkailijalla ja toinen hoidetaan subscribe-metodilla,
jossa sijoitetaan tapahtumavirran alkio $scopen muuttujaan. $scopen avul-
la tapahtumavirtojen tekemät päivitykset saadaan AngularJS:n välineillä
automaattisesti näkymään.
$scope.$watchin kuuntelijoita voidaan ajatella tapahtumavirtojen tark-
kailijafunktioina. Ne saavat käsiteltäväkseen jokaisen uuden arvon ja tekevät
sen perusteella sivuvaikutuksellisia toimenpiteitä. Tapahtumavirroille on
kuitenkin käytössä laajemmat työkalut.
Tapahtumavirtoja voidaan luoda manuaalisesti $scopen muuttujien muu-
toksista. Tapahtumavirta luodaan asettamalla muuttujalle tarkkailija, joka
lisää jokaisen muuttuneen arvon tapahtumavirtaan. Tälle uudelle tapahtuma-
virralle voidaan tehdä tapahtumavirran operaatioita ja tarkkailijassa asettaa
tulokset $scopen muuttujiin, joista ne näkyvät muulle sovellukselle [53].
Tapahtumavirtoja voidaan luoda myös lupauksista, joita esimerkiksi An-
gularJS:n $http-palvelu palauttaa. Bacon.js ja RxJS molemmat palautta-
vat lupauksista yhden alkion pituisia tapahtumavirtoja. Alkiolle voidaan
esimerkiksi tehdä flatMap-kutsu, jonka saamassa funktiossa tehdään $http-
palvelun kutsu, jonka palauttamasta lupauksesta luodaan tapahtumavirta.
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Listaus 38: RxJS:n ja AngularJS:n lupausten yhteiskäyttöä.
1 var searchSubject = new Rx.Subject();
2
3 $scope.$watch(’searchField’, function(newValue) {
4 searchSubject.onNext(newValue);
5 });
6
7 var search = function(term) {
8 return rx.Observable
9 .fromPromise( $http.get("http://example.com/search?q="+term))
10 };
11
12 searchSubject.skip(1)
13 .throttle(500)
14 .flatMapLatest(search)
15 .subscribe(function(x) {$scope.result = x)});
FlatMapin palauttama tapahtumavirta sisältää kaikkien lupausten paluuar-
vot. Muuttamalla flatMap-metodi metodiksi flatMapLatest, voidaan käsi-
tellä vain uusimman kutsun tulos ja automaattisesti jättää käsittelemättä
väärässä järjestyksessä saapuneet vastaukset.
Listauksessa 38 esitellään lupausten ja RxJS:n yhteiskäyttöä. Riveillä 3-5
asetetaan muutosten tarkkailija, joka lisää tapahtumavirtaan hakukentän
uusimman arvon jokaisen muutoksen jälkeen. Riveillä 7-10 on hakufunk-
tio, joka suorittaa haun AngularJS:n $http-palvelulla ja tekee palautetusta
lupauksesta tapahtumavirran. Riviltä 12 eteenpäin on varsinainen tapahtuma-
virran käsittely. Rivillä 12 ohitetaan ensimmäinen alkio, joka on AngularJS:n
alkuarvon asetus. Rivin 13 throttle-kutsun avulla odotetaan, että käyttäjä
on lopettanut kirjoittamisen puolen sekunnin ajaksi. Rivillä 14 kutsutaan ha-
kufunktiota flatMapLatest-kutsulla ja viimeisellä rivillä tallennetaan saatu
vastaus.
Sekä RxJS:n että Bacon.js:n yhteistoiminta AngularJS:n kanssa perustuu
tapahtumavirtojen luomiseen $scopen muuttujista. Luotuja tapahtumavir-
toja käsitellään normaaleilla tapahtumavirtojen metodeilla.
5.3.4 AngularJS ja Bacon.js
AngularJS:n ja Bacon.js:n väliseen yhteistyöhön on olemassa projekti nimeltä
Angular-Bacon [52]. Angular-Bacon on todella pieni, sillä sen lähdekoodi
on vain 36 riviä. Angular-Bacon mahdollistaa yksittäisten $scopen pro-
pertyjen muuttamisen Bacon.js:n propertyiksi ja Bacon.js:n propertyjen ja
tapahtumavirtojen muuttamisen $scopen propertyiksi.
$scopen muuttujien muuttaminen propertyksi voidaan tehdään metodilla
$scope.$watchAsProperty, joka luo $scopen muuttujasta Bacon.js:n pro-
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Listaus 39: AngularJS:n ja Bacon.js:n yhteiskäyttöä.
1 $scope.$watchAsProperty(’amount’)
2 .map(function(x) { return x ∗ 2 })
3 .digest($scope, ’doubledAmount’)
pertyn. Metodilla $watchCollectionAsProperty voidaan luoda kokoelmista
propertyja.
Bacon.Observable.digest lisää Bacon.js:n tapahtumavirran tai proper-
tyn viimeisimmän arvon $scopenmuuttujaan. $scope.$digestObservables
yhdistää useita tarkkailtavia ja $scopen muuttujia.
Angular-Bacon on pieni ja yksinkertainen kirjasto, jonka käyttö helpottaa
AngularJS:n ja Bacon.js:n yhteistyötä.
Listauksessa 39 esitellään Bacon.js:n ja AngularJS:n yhteiskäyttöä. Rivillä
1 muutetaan $scopen kenttä amount tapahtumavirraksi, johon lisätään alkio
aina kentän muuttuessa. Rivillä 2 jokainen alkio kerrotaan kahdella. Rivillä
3 sijoitetaan tapahtumavirran uusin arvo $scopen kenttään doubledAmount.
5.3.5 AngularJS ja RxJS
RxJS:ää voidaan käyttää yhdessä AngularJS:n kanssa joko sellaisenaan
[53] tai rx.angular.js -kirjaston avulla [39]. Rx.angular.js on kirjasto, joka
helpottaa AngularJS:n ja RxJS:n yhteiskäyttöä.
Kirjastoa käyttäessä yksittäisistä $scopen muuttujista luodaan tapah-
tumavirtoja metodilla observeOnScope. Tapahtumavirta saa uuden arvon
joka kerta kun tarkkailtava muuttuja muuttuu. Tapahtumavirran alkiot ovat
muutosolioita, jotka sisältävät uuden ja vanhan arvon.
Metodi $scope.$createObservableFunction saa parametrinaan funk-
tion nimen, jonka perusteella se luo funktion $scopeen ja palauttaa funktion
kutsuista koostuvan tapahtumavirran. Luodun funktion kutsuminen aiheut-
taa tapahtuman lisäämisen tapahtumavirtaan. Tapahtumavirran alkiot ovat
taulukoita funktion parametreista.
Tarkkailtavasta lausekkeesta luodaan tapahtumavirta $toObservable-
metodilla, joka ottaa parametrinaan tarkkailulausekkeen ja luo $scope.$watchin
avulla tapahtumavirran. Tapahtumavirta koostuu tarkkailulausekkeen muu-
toksista.
$eventToObservable saa parametrinaan tapahtuman nimen ja palauttaa
tapahtumista tapahtumavirran. Tapahtumavirran alkiot sisältävät tapahtu-
man tiedot ja mahdolliset lisätiedot.
Listauksessa 40 esitellään RxJS:ää käyttävä versio listauksen 37 käyttöliit-
tymästä. Riveillä 2-9 on kontrollerin ja filtteriä vastaavan toiminnallisuuden
luonti. Rivillä 2 luodaan tarkkailtava funktio addToArray, joka seuraavil-
la kahdella rivillä muutetaan halutuksi kentäksi ja parsitaan siitä numero.
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Listaus 40: AngularJS:n ja RxJS:n yhteiskäyttöä.
1 //Controller
2 $scope.sum = 0;
3 $scope.$createObservableFunction(’addToArray’)
4 .map(function() { return $scope.nextNumber })
5 .map(function(x) { return parseInt(x, 10) })
6 .do(function(x) { $scope.nextNumber = ’’ })
7 .filter(function(x){ return !isNaN(x) })
8 .scan(0, function(a,b) { return a+b })
9 .subscribe(function(sum) { $scope.sum = sum })
10
11 //View
12 <input ng−model="nextNumber" />
13 <button ng−click="addToArray()">Lisää</button>
14 <div ng−bind="sum"></div>
Rivillä 6 asetetaan kentän nextNumber arvoksi tyhjä merkkijono. Rivillä 7
suodatetaan pois muut kuin numeeriset arvot. Rivillä 8 summataan tulokset
ja rivillä 9 asetetaan tulos kenttään sum.
5.3.6 Yhteenvetoa
FRP:n ja AngularJS:n yhteistyö perustuu tapahtumien lisäämiseen tapah-
tumavirtaan ja tapahtumavirran arvojen lisäämiseen $scopen muuttujaan.
Funktionaalista reaktiivista ohjelmointia on mahdollista käyttää tapahtu-
mien käsittelyssä, jolloin saadaan kaikki sen työkalut käyttöön. Lisäksi FRP
mahdollistaa asynkronisten kokoelmien käsittelyn AngularJS-sovelluksessa.
AngularJS ja FRP sisältävät samoja periaatteita. Molemmat pyrkivät
deklaratiivisuuteen ja molemmat käyttävät siihen esimerkiksi automaattisia
päivityksiä, mutta niiden toteutustavat poikkeavat toisistaan.
AngularJS on kuitenkin laaja sovelluskehys, jonka kokonaisvaltainen
osaaminen vaatii aikaa ja työtä. FRP:n käyttö laajentaa käytettävissä olevia
välineitä vielä entisestään ja vaikeuttaa siten esimerkiksi uusien kehittäjien
tuomista mukaan sovelluksen kehitykseen. Mikäli FRP sopii sovellukseen ja
siitä on selviä hyötyjä, sen käyttö on suositeltavaa. Toisaalta pienten hyötyjen
vuoksi FRP-kirjastoa ei kannata AngularJS-sovellukseen ottaa.
5.4 Funktionaalinen reaktiivinen ohjelmointi valikoimanhal-
linnassa
Sovellus on toteutettu Typescriptillä, mutta esimerkkikoodit ovat Javascrip-
tiä, josta on siivottu pois Typescript-spesifiset osat ja -tyypitykset. Esimer-
keissä käytetään kuitenkin Typescriptin syntaksia funktioille. TypeScriptin
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syntaksi on saman tapainen kuin aikaisemmin esitelty Java 8:n syntaksi,
mutta esittelyssä käytettävä merkki on =>.
Luvun vertailut tehdään AngularJS:llä ja TypeScriptillä toteutetun
AngularJS-version ja funktionaalista reaktiivista ohjelmointia AngularJS:n
lisäksi käyttävän FRP-version välillä. Vanhaan Flex-versioon ei tässä alilu-
vussa viitata.
FRP-toteutuksessa käytetty FRP-kirjasto on RxJS. RxJS oli todennäköi-
sempi valinta käytettäväksi kirjastoksi, mutta asian ratkaisi lopulta RxJS:lle
löytyneet TypeScript-tyyppitiedostot, joiden avulla toteutus saatiin aloitet-
tua ilman manuaalista tyyppitiedostojen luomista. Tyyppitiedostojen avulla
Javascript-kirjastoille saadaan Typescriptin tyypitys käyttöön. Toteutukses-
sa ei kuitenkaan käytetty mitään RxJS:n ominaisuuksia, joiden toteuttami-
nen Bacon.js:lla olisi ollut erityisen vaikeaa. Tulokset olisivat olleet samat
Bacon.js:ää käytettäessä.
Valikoimanhallinnan tapahtumien käsittely on melko yksinkertaista ja
tapahtumat koostuvat lähinnä tuotteiden valinnoista, näkymän vaihdoista ja
muista vastaavista. Näiden osalta funktionaalinen reaktiivinen ohjelmointi ei
tarjoa lisäarvoa verrattuna pelkän AngularJS:n käyttöön.
Mittareiden toteutusten vertailusta saadaan huomattavasti kiinnostavam-
pia tuloksia. Esimerkkisovelluksen mittareita toteutettiin uudelleen funktio-
naalista reaktiivista ohjelmointia käyttäen.
Jo etukäteen oli tiedossa, että erilaisten mittareiden laskeminen valikoi-
man perusteella on suuri haaste sovelluksen toteutuksessa. Tuotteen valikoi-
maan lisäämisen tai poistamisen jälkeen lasketaan mittareiden uudet arvot ja
päivitetään $watch-kuuntelijan avulla päivitetty arvo käyttöliittymään. Mit-
tareita on paljon ja niiden usein tapahtuvien muutosten vuoksi AngularJS:n
filtteriin pohjautuvat laskennat ovat liian hitaita.
AngularJS-toteutukseen on toteutettu oma laskentaluokka, joka laskee
mittarin saamiensa funktioiden perusteella. Laskenta tehdään inkrementaa-
lisesti tuotteiden tilan muuttuessa, jolloin käsitellään aina vain muuttunut
tuote. Laskentaluokalle voidaan antaa esimerkiksi suodattava funktio, arvojen
muuttamisesta vastaava funktio ja ryhmityksen määrittävä funktio.
FRP-toteutus on kokonaisrivimäärältään yhtä laaja kuin AngularJS-
toteutus, mutta se sisältää vähemmän varsinaisiin mittareihin liittymätöntä
koodia, sen laajennusmahdollisuudet ovat paremmat ja se on alkuperäistä
selkeämpi. Lisäksi käyttöön saatiin laajasti käytössä oleva kirjasto, joka on
aktiivisen kehityksen alla.
Sovelluksen mittareita on kahta eri tyyppiä. Alkuperäisestä valikoimasta
ja kaikista tuotteista laskettavat mittarit, joiden arvot pysyvät samana koko
suorituksen ajan ja valikoiman muutoksiin reagoivat mittarit, joiden arvot
päivittyvät käyttäjän valintojen mukaan.
Kerran laskettaville mittareille RxJS:n omat välineet ovat laajat ja toimi-
vat hyvin. Esimerkiksi lukumäärien laskentaan ja summaukseen on molempiin
omat operaationsa. Kerran laskettaville mittareille käytettiin operaatioita,
66
Listaus 41: RxJS:n lisäoperaatiot.
1 function inAssortmentMultiplier(product) {
2 return product.inAssortment ? 1 : −1;
3 }
4
5 Rx.Observable.prototype.inAssortmentSum = function (mapF) {
6 return this.map(product => mapF(product) ∗ inAssortmentMultiplier(product))
7 .scan(0, (acc, x) => acc + x);
8 }
9
10 Rx.Observable.prototype.inAssortmentCount = function () {
11 return this.map(inAssortmentMultiplier)
12 .scan(0, (acc, x) => acc + x);
13 }
jotka antavat arvon vasta tapahtumavirran päätyttyä, kuten esimerkiksi
count ja sum.
Päivittyville mittareille RxJS tarjoaa pelkän scan-metodin, jonka avulla
muut koosteet luodaan. Päivittyvät mittarit koostuivat määristä tai summis-
ta, joiden muutos riippui siitä lisättiinkö vai poistettiinko tuote valikoimasta.
Mittareiden laskentaan toteutettiin kaksi lisäoperaatiota tapahtumavir-
roille, joiden käyttö helpotti toteutusta merkittävästi. Pelkistä summauksen
ja lukumäärän laskennan päivittyvistä versioista olisi ollut hyötyä toistu-
van koodin vähentämisessä, mutta sovelluskohtaiset operaatiot helpottivat
toteutustyötä enemmän. Kahden uuden operaation lisääminen tapahtumavir-
roille selkeytti toteutusta, vähensi kirjoitettavaa koodia ja nopeutti kehitystä.
Listauksessa 41 esitellään käytössä olleet uudet tapahtumavirtojen operaatiot.
Riveillä 1-3 on käytössä ollut apufunktio, joka antaa kertoimen, joka riippuu
siitä onko tuote lisätty vai poistettu. Riveillä 5-8 on summaukseen käytettävä
funktio, joka saa parametrinaan map-funktion. Toimintaperiaate on siis sama
kuin RxJS:n omassa sum-metodissa. Map-funktion antama tulos kerrotaan
apufunktion antamalla kertoimella ennen summausta. Riveillä 10-13 esitel-
lään lukumäärän laskeva operaatio. Funktio inAssortmentCount palauttaa
ajantasaisen lukumäärän sille annetun tapahtumavirran valikoimassa olevista
tuotteista.
Alkuperäisen valikoiman tilanne saatiin laskettua tapahtumavirrasta,
joka luotiin alkuperäisestä kokoelmasta fromArray-metodin avulla. Alku-
peräisen valikoiman lisäksi luotiin tapahtumavirta, joka sisälsi sekä lisätyt
että poistetut tuotteet. Yhdistämällä nämä kaksi tapahtumavirtaa saatiin
kaikki tarpeelliset tuotteet sisältävä tapahtumavirta, jonka perusteella voi-
tiin laskea muuttuneen valikoiman mittarit. Listauksessa 42 esitellään eri
tapahtumavirtojen määrityksiä. Rivillä 1 luodaan productSubject, joka
sisältää muuttuneet tuotteet, eli kokoelmaan lisätyt tai sieltä poistetut tuot-
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Listaus 42: Tapahtumavirtojen määritykset.
1 this.productSubject = new Rx.Subject();
2 this.allProducts = Rx.Observable.fromArray(products);
3 this.allProductsInAssortment = this.allProducts.filter(p => p.inAssortment);
4 this.productsInAssortmentAndChangedProducts
5 = this.productSubject.merge(this.allProductsInAssortment);
6
7 function toggleProductStatus(product) {
8 this.productSubject.onNext(product);
9 }
Listaus 43: Lukumäärälaskentoja.
1 //AngularJS
2 this.notComparisonAssortmentProductCount = new NumberAggregation(products,
3 (p) => 1, (p) => !p.inComparisonAssortment);
4 this.noveltyProductCount = new NumberAggregation(products, (p) => 1,
5 (p) => p.isNovelty);
6 //Kerran laskettava FRP
7 this.allProducts.count(p => !p.inComparisonAssortment)
8 .subscribe(count => this.notComparisonAssortmentProductCount);
9 this.allProducts.count(p => p.isNovelty)
10 .subscribe(result => this.noveltyProductCount = result)
11
12 //AngularJS
13 this.assortmentNoveltyProductCount = new NumberAggregation
14 (products, (p) => 1, (p) => p.inAssortment && p.isNovelty);
15 //Päivittyvä FRP
16 this.productsInAssortmentAndChangedProducts.filter(p => p.isNovelty)
17 .inAssortmentCount()
18 .subscribe(count => this.assortmentNoveltyProductCount = count);
teet. Rivillä 2 luodaan kaikki tuotteet sisältävä tapahtumavirta. Rivillä 3
luodaan edellisen rivin tapahtumavirrasta vain valikoimassa olevat tuotteet
sisältävä tapahtumavirta. Tätä tapahtumavirtaa käytetään vertailulukujen
laskuun valikoiman alkuperäisestä tilanteesta. Riveillä 4 ja 5 määritellään
kaikki valikoimassa olevat ja muuttuneet tuotteet sisältävä tapahtumavirta.
Tämän tapahtumavirran perusteella laskettavat mittarit ovat alkutilassaan
alkuperäisen valikoiman mittareita, mutta päivittyvät muutosten mukana.
Riveillä 7-9 on muuttuneiden tuotteiden käsittelyn hoitava funktio, jota
kutsutaan aina kun tuote lisätään valikoimaan tai poistetaan valikoimasta.
Listauksessa 43 esitellään eri lukumäärien laskentoja sekä AngularJS-
toteutuksen että FRP:n tyylillä. Ensimmäiset esimerkit käyttävät RxJS:n
omaa count-metodia, joka ottaa parametrinaan filter-funktion. Viimeisessä
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Listaus 44: Päivittyviä summauksia.
1 //AngularJS
2 this.assortmentSales = new NumberAggregation(products, (p) => posSales[p.id].sales,
3 (p) => p.inAssortment);
4 this.assortmentAmount = new NumberAggregation(products,
5 (p) => posSales[p.id].amount, (p) => p.inAssortment);
6
7 //FRP
8 this.productsInAssortmentAndChangedProducts
9 .inAssortmentSum(p => this.posData[p.id].sales)
10 .subscribe(sum => this.assortmentSales = sum);
11 this.productsInAssortmentAndChangedProducts
12 .inAssortmentSum(p => this.posData[p.id].amount)
13 .subscribe(sum => this.assortmentAmount = sum);
esimerkissä käytetään sovellusta varten luotua laajennusta inAssortmentCount.
FRP-versioissa funktioiden tehtävät ovat selkeämpiä ja erityisesti luku-
määrän laskenta selviää metodin nimestä, eikä sitä tarvitse päätellä map-
funktiosta.
Listaus 44 näyttää kaksi esimerkkiä summausten toteutuksesta alkupe-
räisellä toteutuksella ja FRP-toteutuksella. AngularJS-toteutus on tiiviimpi
ja luodaan yhdellä kutsulla. FRP-toteutus taas on jaettu kahteen kutsuun,
joista ensimmäinen on map-kutsu ja toinen normaali subscribe-kutsu.
Listauksessa 45 esitellään FRP-toteutuksen ehkä monimutkaisin laskenta,
eli asiakasryhmien mukaan ryhmitelty myyntisumma. Tässä alkuperäinen
toteutus on huomattavasti FRP-toteutusta tiiviimpi ja helpommin ymmärret-
tävä. AngularJS-toteutus saa parametrinaan map-funktion, suodatusfunktion
ja ryhmittelyfunktion. FRP-toteutus on monimutkaisempi, mutta toisaalta
kaikki epätriviaalit osat ovat nähtävillä. Muuttuneiden tuotteiden perusteella
haetaan ensin asiakasryhmäkohtainen data map-funktiossa. Sen jälkeen ote-
taan mukaan vain dataa sisältävät tuotteet. Funktiolla customerGroupSales
luodaan yksittäisestä tuotteesta saatujen tietojen perusteella tapahtumavir-
ta, jonka alkiot ovat yksittäisen tuotteen asiakasryhmäkohtaisia myyntie-
toja. Eli yksittäisestä tuottesta saadaan esimerkiksi oliot, jotka sisältävät
tuotteen tunnisteen, hintatietoisten tai perinteitä arvostavien asiakasryh-
mien myyntisumman ja tiedon onko tuote valikoimassa. Tämän jälkeen
alkiot ryhmitellään asiakasryhmien mukaan. Ryhmitellyt tapahtumavirrat
summataan myyntien osalta, jolloin yksittäinen tapahtumavirta sisältää
yksittäisen asiakasryhmän ostosten summan. Lopulta tulokset sijoitetaan
assortmentSalesByCustomerGroup-tauluun.
Toteutukset olivat rivimääriltään käytännössä yhtä pitkiä. FRP-version
pituus oli 277 riviä, kun taas AngularJS-toteutuksen pituus oli 145 riviä. FRP-
versio tekee useimmista tilanteissa yhden operaation aina omalla rivillään,
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Listaus 45: Esimerkkilaskentoja.
1 //AngularJS
2 this.assortmentSalesByCustomerGroup = new NumberAggregation(
3 products, (p, cg?) => safevalue(customerGroupSales, p.id, cg, ’sales’),
4 (p) => p.inAssortment, (p) => keys(customerGroupSales[p.id]));
5
6 //FRP
7 function customerGroupSales(x) {
8 return Rx.Observable.fromArray(
9 Object.getOwnPropertyNames(x.cgsales).map(function (key) {
10 return {
11 productId: x.product.id,
12 sales: x.cgsales[key].sales,
13 customerGroup: key,
14 inAssortment: x.product.inAssortment
15 };
16 })
17 )
18 }
19
20 function toCustomerData(product) {
21 return { product: p, cgsales: this.customerGroupData[p.id] }
22 }
23
24 this.assortmentSalesByCustomerGroup = [];
25 var assortmentCustomerData = this.productsInAssortmentAndChangedProducts
26 .map(toCustomerData)
27 .filter(x => x.cgsales !== undefined)
28 .flatMap(customerGroupSales)
29 .groupBy(x => x.customerGroup, x => x)
30 .subscribe(function (stream) {
31 stream.inAssortmentSum(x => x.sales)
32 .subscribe(x => that.assortmentSalesByCustomerGroup[stream.key] = x)
33 });
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kun taas AngularJS-toteutuksessa annetaan samalla rivillä laskentaluokalle
useita funktioita. Ilman FRP:tä toteutettu laskenta kuitenkin käytti apu-
naan tähän tarkoitukseen tehtyjä luokkia, joiden yhteispituus oli 128 riviä.
Tällöin kokonaistoteutuksen rivimäärä kasvoi 273 riviin, jolloin toteutusten
yhteispituus on käytännössä sama.
AngularJS-toteutuksen merkittävin ongelma on vaikea ymmärrettävyys,
joka johtuu parametrien suuresta määrästä. FRP-toteutus on alkuperäistä hel-
pompi ymmärtää, koska yksittäisten funktioiden käyttötarkoitus selviää suo-
ritettavasta operaatiosta. AngularJS-toteutuksessa taas funktioiden käyttö-
tarkoitus on pääteltävä niiden sisällöstä tai järjestyksestä. FRP-toteutuksessa
on selvempää kuinka summa lasketaan ja mitkä arvot vaikuttavat lopputu-
lokseen.
FRP-toteutuksessa laskennat suorittavan olion kenttään sijoitetaan las-
kennan tulos, kun AngularJS-toteutuksessa se on olio, jonka value-kentästä
löytyy varsinainen haluttu arvo. Toisaalta laskennan tuloksen sijoittaminen
muuttujaan on selkeämpää alkuperäisessä versiossa, koska FRP-versiossa
tieto tästä jää subscribe-metodin sisään. Tämä on kuitenkin AngularJS-
kehittäjälle tuttua, koska lupaukset noudattavat samaa mallia.
Suorituskyky oli molempien toteutusten osalta hyvä, eikä siinä havaittu
merkittäviä eroja suuntaan tai toiseen.
Valikoimanhallinnan sovellus on kehitysvaiheessa, joten lopullisia pää-
telmiä ei vielä voida tehdä. Kuitenkin sovelluksen tämän hetkisen tilanteen
perusteella tapahtumien käsittely ei ole erityisen monimutkaista, eikä tule
muodostumaan ongelmaksi. Tapahtumienkäsittelyn osalta RxJS:n käyttö
ei tuonut mainittavia hyötyjä. Tämä johtui lähinnä AngularJS:n hyvästä
tapahtumienkäsittelystä ja käsittelyn yksinkertaisuudesta. Mikäli tapah-
tumienkäsittely monimutkaistuu jatkossa, niin FRP:n välineet voivat olla
hyödyksi, mutta tällä hetkellä niiden käyttöön ei ole riittäviä perusteita.
Funktionaalinen reaktiivinen malli toimi hyvin tilanteissa, joissa tapah-
tumien seurauksena oli muutoksia kokoelmaan. Reactive Extensionin aja-
tusmalli asynkronisista kokoelmista helpotti käsittelyä ja teki käsittelystä
luontevaa.
AngularJS-toteutus toimi hyvin, eikä kärsinyt esimerkiksi AngularJS:n
filttereiden käytöstä johtuvista suorituskykyongelmista. FRP-toteutuksen
parannuksiksi jäi nimetyistä operaatioista johtuva selkeämpi koodi ja kirjas-
tosta tuleva laskentalogiikka. Mikäli vertailukohtana olisi ollut AngularJS:n
filttereitä käyttävä malli, olisi pelkkä suorituskyvyn parannus ollut riittävä
syy siirtyä käyttämään FRP-toteutusta. Jatkokehityksen kannalta FRP-
versio on helpommin laajennettavissa. RxJS:n muut välineet voidaan helposti
ottaa käyttöön, kun taas alkuperäisessä versiossa on laskentaluokkaa laa-
jennettava. Esimerkiksi mikäli osa laskennasta siirretään palvelimelle, niin
FRP-toteutuksen avulla se voidaan helposti tehdä käyttämällä lupauksia ja
flatMap-operaatiota. AngularJS-toteutuksessa joudutaan tekemään muutok-
sia ja enemmän jatkokehitystä tämän tavoitteen saavuttamiseksi.
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6 Johtopäätökset
Funktionaalinen reaktiivinen ohjelmointi pyrkii ratkaisemaan tapahtumien
käsittelyn ongelmia. Näitä ongelmia ovat esimerkiksi monimutkaiset riippu-
vuussuhteet, huono testattavuus ja vaikea laajennettavuus. Tapahtumien
käsittely sisältää jopa puolet sovelluksen virheistä [51].
Tämän tutkielman tarkoituksena on selvittää funktionaalisen reaktiivisen
ohjelmoinnin käyttö web-sovelluksissa ja sen yhteiskäyttö sovelluskehitysten
kanssa.
Funktionaalisen reaktiivisen ohjelmoinnin Javascript-toteutukset ovat
melko kaukana alkuperäisestä Franissa [25] esitellystä ideasta. Tämä johtuu
suurimmaksi osaksi siitä, että Reactive Extensions [43, 36] kehitettiin C#:n
kokoelmatyökalujen pohjalta.
Sekä RxJS [42] että Bacon.js [50] ovat tuotantokelpoisia toteutuksia
tapahtumavirtojen osalta. Kumpikaan niistä ei kuitenkaan toteuta signaaleja.
Signaalien hyödyllisyys on selvää, sillä niitä vastaavia ominaisuuksia
on lukuisissa kirjastoissa, jotka ovat syntyneet ilman toistensa vaikutusta.
Esimerkkejä näistä ovat AngularJS [2], Reactive.js [16] ja Ember.js [7].
Funktionaalisen reaktiivisen ohjelmoinnin käyttö on mahdollista nyky-
aikaisissa web-sovelluksissa ilman sovelluskehysten tukea. Bacon.js ja RxJS
tarjoavat kumpikin tapahtumavirrat ja muut kirjastot signaalit. Tapahtuma-
virtojen käyttö selkeyttää sovellusta ja parantaa ylläpidettävyyttä vähentä-
mällä syviä takaisinkutsuketjuja ja sivuvaikutuksiin perustuvia ratkaisuja.
Signaalien käyttö vähentää päivityskoodia ja pitää sovelluksen tilan auto-
maattisesti päivitettynä.
FRP on selvä edistys pelkkiin takaisinkutsuihin ja tapahtumankäsittelijöi-
hin verrattuna. Useimmat laajat sovellukset tehdään jonkin sovelluskehyksen
avulla, joilla on samoja tavoitteita ja etuja kuin funktionaalisella reaktiivisel-
la ohjelmoinnilla. Funktionaalista reaktiivista ohjelmointia voidaan käyttää
yhdessä sovelluskehyksen kanssa, mutta sovelluskehyksen kanssa käytettynä
FRP:n hyödyt jäävät pienemmiksi.
Tutkielmassa esimerkkisovelluskehyksenä on AngularJS [2]. Tulokset yh-
teiskäytön mahdollisuuksista eivät ole yleistettävissä muille sovelluskehyk-
sille, mutta yhteiskäytön yleiset periaatteet ja logiikka on todennäköisesti
laajennettavissa muillekin sovelluskehyksille.
Suurin rajoite AngularJS:n ja FRP:n yhteiskäytölle on AngularJS:n
laajuus. Jo nyt AngularJS sisältää suuren määrän erilaisia käsitteitä. Yh-
teiskäytössä FRP tuo vielä lisäksi omat käsitteensä sovellukseen ja nostaa
entisestään oppimiskynnystä.
AngularJS:n ja FRP-kirjastojen yhteiskäyttö onnistuu hyvin sekä apukir-
jastoja käyttäen että ilman niitä. Angular-Bacon [52] ja rx.angular.js [39]
ovat molemmat pieniä kirjastoja, jotka helpottavat FRP-kirjaston ja Angu-
larJS:n yhteistyötä selvästi. Mikäli FRP-kirjastoa päätetään käyttää, niin on
järkevää käyttää apukirjastoa yhteistyön helpottamiseen.
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AngularJS:n kanssa FRP:n käyttö voi olla hyödyllistä, jos tapahtuman-
käsittely on monimutkaista tai sovelluksessa on paljon muuttuvien kokoel-
mien käsittelyä. Yksinkertaisessa ja pienimuotoisessa kokoelmien käsittelyssä
AngularJS:n filtterit ovat riittäviä kokoelmien käsittelyyn. Samoin tapahtu-
mien käsittelyn ollessa yksinkertaista, ei FRP-kirjaston käyttö tuo lisäarvoa.
FRP-kirjaston käyttö yksinkertaisessa sovelluksessa vaikeuttaa sovellukseen
tutustumista ja heikentää ylläpidettävyyttä.
Monimutkaisessa sovelluksessa taas FRP:n hyödyt voivat ylittää haitat.
Monimutkaisen ja laajan sovelluksen kohdalla opittavaa on joka tapauksessa
paljon, jolloin FRP-kirjaston hyödyt nousevat haittoja suuremmiksi.
Pääosa FRP:n tutkimuksesta on keskittynyt sen käyttöön funktionaali-
silla kielillä. Web-sovellukset ovat kuitenkin pakotettuja käyttämään joko
Javascriptiä tai jotain Javascriptiksi käännettävää kieltä. Vaikka Javasc-
riptillä onkin tehty useita FRP-toteutuksia, ei FRP:tä Javascriptillä ole
juuri tutkittu. Kuitenkin Javascript on erittäin suosittu kieli, jota käytetään
nykyään yhä laajemmin eri tarkoituksiin.
Tutkielman aiheesta on lukuisia jatkotutkimuksen aiheita, jotka laajen-
taisivat tietoa tämän tutkielman rajoitusten ulkopuolelle:
• Funktionaalisen reaktiivisen ohjelmoinnin käyttö muiden sovelluskehys-
ten kuin AngularJS:n kanssa. Vaikka AngularJS onkin suosittu kirjasto,
suurin osa sovelluksista käyttää jotain muuta sovelluskehystä.
• FRP-kirjaston tekninen toteutus ja sen haasteet. Tässä tutkielmassa ei
otettu kantaa esimerkiksi suorituskykyyn tai väliaikaisiin virheellisiin
arvoihin (glitch) [20], joita voi esiintyä toisistaan riippuvien arvojen
päivittyessä.
• Funktionaalisen reaktiivisen ohjelmoinnin periaatteita noudattavan
kokonaisen sovelluskehyksen mahdollisuudet. Kokonainen sovelluske-
hys tukisi paremmin tapahtumankäsittelyä ja muodostaisi yhtenäisen
kokonaisuuden.
• Web-sovellusten toteuttaminen funktionaalista reaktiivista ohjelmointia
käyttävällä kielellä. Tällainen kieli on esimerkiksi Elm [22].
• Muut tavat toteuttaa reaktiivisuus. Esimerkiksi Akkan [1] käyttämä
aktorimalli.
• Tarkempi selvitys muista FRP-kirjastoista. Tässä tutkielmassa käsitel-
tiin laajasti vain Bacon.js ja RxJS.
Funktionaalinen reaktiivinen ohjelmointi tarjoaa selvän parannuksen ta-
kaisinkutsuihin perustuvaan tapahtumienkäsittelyyn ja vaihtoehdon ongel-
man muilla tavoin ratkaiseville sovelluskehyksille ja kirjastoille. FRP-kirjastoa
käyttävissä toteutuksissa käytetään luontevasti lyhyitä ja puhtaita funktioita,
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joiden testaus on helppoa. Funktionaalisen kokoelmien käsittelyn suosion
kasvun myötä FRP on luonteva tapa hoitaa tapahtumien käsittely.
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