Abstract
Introduction
The conclusion of a survey [17] of industrial software projects insists on the industrial need to base system tests on use cases and scenarios. However, most projects lack a systematic approach for defining test cases based on functional requirements, expressed within the UML with use cases. Important benefits are expected from expressing and deriving functional test objectives at this level. Time-tomarket constraints are easier to satisfy since integration and unit test stages are lightened. Moreover, the consistency between requirements and implementation is guaranteed, and test objectives are more reusable than code specific tests in the case of software evolution. While in the literature, it is admitted that use-cases and scenarios offer a good input to generate test cases and oracles [16, 14, 3, 4] , many obstacles remain, that have been identified by Binder [2] 
in terms of three questions : How do I choose test cases? ; In what order should I apply my tests? ; How do I know when I'm done?
The first question concerns the domain definition of inputs and output variables at requirement level. The second one concerns the generation of test cases that are consistent with sequential constraints, and the last one concerns the definition of a non-ambiguous test adequacy criterion. To our knowledge, the only work in that direction is Briand's one [3, 4] with a complete system-based testing methodology. In this paper, we go along the same lines and focus on requirement-based testing and not on system testing in the sense we want our approach to be independent from analysis and design steps. We propose a systematic requirement-by-contract approach, close to the design-bycontract approach proposed in [10] , except that logical expression are very simple to fit with requirement level of preciseness. This approach answers Binder's problematic by identifying in the contracts the variables involved in testing, by generating a formal representation of all valid use-cases sequences (with a labeled transition system model) and by proposing, for this representation, coverage criteria, unambiguous and intuitively meaningful. The key question we address here is to determine whether test cases generated at very high level are still relevant at code-level. Secondary issues also addressed in this paper concern which criteria may be the most efficient to generate test objectives, and an evaluation of using activity diagrams for requirement-based testing.
The rest of the paper is organized as follows. Section 2 presents a contract language for requirements and illustrates it on a case study. Section 3 details the generation of functional test objectives from requirements enhanced with contracts. This generation is based on a use case labeled transition system, and we propose test coverage criteria to extract test objectives from this model. Section 4 explains how this generation can be extended to automated robustness test generation, with a complementary criterion. Section 5 is an experimental part aiming at studying the effectiveness of generated test cases on a case study, and at comparing it with another approach based on activity diagrams. Section 6 and 7 state the related work and give our conclusions and future work.
A contract language for requirements
In this section, we present a way to express the sequential constraints existing between the use cases of an application, remaining within the UML. This approach proposes to associate contracts -i.e. pre and post conditions -to each use case, in the form of logical expressions. Such contracts allow the designer to express for each use case both the system properties making it applicable, and the properties acquired by the system after its application. This approach provides a rigorous language as a response to the proposal of the Catalysis approach [6] , which proposes to see the use cases as joint actions, thus owning pre and post conditions. We seek to build a simple language, so that it can be used during the requirements analysis; we did not want to introduce a new formalism for which the requirement analyst would need a specific learning.
In the next sections, we present how those contracts on the use cases are used to build a transition system representing all the valid sequences of use cases. As shown in Figure  1 , this execution model is then exploited to generate test objectives, using several coverage criteria. The experimental studies is then made using a test generator to go from test objectives to test cases. Note that the method is totally supported by prototype tools, which can be found in [1]. In the following, we present a case study which is used to illustrate the rest of the paper.
A case study: a virtual meeting server
The case study is a product instantiated from a product line which has been implemented in Java, Eiffel and C# languages. It is used in the advanced courses of the Univ. of Rennes.
The virtual meeting server offers simplified web conference services, simulating work meetings on a distributed platform (a kind of generalized "chat" program). When connected to the server, a user can enter or exit a meeting, speak, or plan new meetings. Each meeting has a manager. The manager is the participant who has planned the meeting and set its main parameters (such as its name, its agenda, and its moderator). Each meeting may also have a moderator, designated by the meeting manager. The moderator gives the floor to the participants asking to speak. The corresponding use case diagram is given on figure 2. At any time, a user can consult the status of the system, i.e. the meeting planned and their attributes. The disconnection is conditioned to certain natural constraints such as: a participant entered in a meeting must leave it before disconnecting from the server.
Expressing use cases sequential constraints with pre and post conditions
In general, the partial order existing between the uses cases is given in the use cases textual description, or just left implicit. Here, we propose to make it explicit in a declarative way. Indeed, we claim that a declarative specification is easier to express than an activity diagram as proposed in [3, 4] (activity diagrams are a graphical language used in [3, 4] to express sequential constraints between the use cases). As shown in Section 5.3, activity diagrams rapidly become too complex while their expressiveness in our context is limited to specify communication between actions. They even lead to some false sequences of use cases. Since the use cases are described very early in the software life cycle, we think that their ordering must be expressed with a light formalism, such that the use case diagram remains a good communication basis with the domain experts. That is why the use of preconditions and postconditions is a good way to easily and quickly express the mutual obligations and benefits among functional requirements, expressed with use-cases. Pre and postconditions are attached as UML notes to each use case, and are expressed with logical expressions, as it is explained and illustrated below. The sequential constraints are then deduced from the set of contracts.
Use cases parameters and contracts

Use cases parameters
As proposed in Catalysis [6] , we consider parameterized use cases. The parameters of a use case (denoted UC in the following) are generally used in the scenarios attached to it. Actors involved in the use case are particular parameters. For example, the use case plan is parameterized by the manager of the meeting, and the name of the planned meeting. It is expressed as follows:
UC plan (u:participant, m:meeting).
Parameters can either be actors (like the participant u in the UC plan) or main concepts of the application (like the meeting m in our example). Those main concepts will probably be reified (i.e. transformed in our case into UML elements such as classes) in the design process, and are pointed out as business concepts during the requirements analysis. All types are enumerated types, the enumerations are only needed when the use case orderings are deduced (from the execution model presented below). For example, each participant and each meeting are declared by a specific label.
The use case parameters answer Binder's first question. First, the inputs and outputs of the use cases are defined in the form of parameters, and second, the parameters are propagated as it is explained in the following.
Contracts: logical expressions on predicates
When the parameters of a use case have been determined, one can express contracts on the use case in the form of pre and post conditions. The UC contracts are logical expressions on predicates, that are declared as follows:
UC plan (u:participant, m:meeting). pre logical-expression post logical-expression A logical expression combines predicates with logical operators. In the following, we first define the predicates, and then the set of logical operators.
A predicate has a name, and a potentially empty set of typed formal parameters. Those parameters are a subset of the use cases parameters. As a consequence, their types are either names of actors or main business concepts, as explained above. The predicates are used to describe facts in the system: facts on the status of the actors, or main concepts involved, facts on actors roles, etc. In this way, the predicates names are generally either semantical derivatives of a use case name (as opened), or role name (as moderator), or a combination of both.
The predicates' names are semantically rich: in this way, the predicates are easy to write and to understand. In order for the contracts to be fully understandable, the semantics of each predicate has to be made as explicit as possible.
As an illustration, here are two examples of predicates, with their semantics: created(m) is a predicate which is true when the meeting m is created and false otherwise; manager(u,m) is a predicate which is true when the participant u is the manager of the meeting m and false otherwise.
Since we use classical boolean logic, a predicate is either true or false, but never undefined. Consequently a system of use cases with pre and post condition needs an initial state setting which predicates are true at the initial state of the system. The precondition expression is the guard of the use case execution. The postcondition expresses the new values of the predicates after the execution of the use case. Note that all the predicates that are not involved in the post condition are left unchanged. Figure 3 provides the grammar of the logical expressions we use. The operators are the classical ones of boolean logic: the conjunction (and), the disjunction (or) and the negation (not). The implication (implies) is used to condition a new assertion with an expression. It allows postconditions depending on the preconditions to be specified. In a postcondition, the values of the predicates involved in the left part of an implies are the values of the predicates before the execution of the use case. Quantifiers are also used in order to increase the expressive power of the contracts: those quantifiers are forall and exists.
An example of a choice of contracts is given on figure  4 . The use case open requires that the actor performing the opening on a meeting is its moderator and is connected. It also requires that the meeting is created, and neither closed nor already opened. After performing an opening, the meeting is opened. The use case close requires the meeting to be opened, and the actor performing the closing to be its moderator. After closing a meeting, it is closed, not opened, and all its participants are out of the meeting (in particular, there are neither waiting to speak nor speaking participants). After opening a meeting, an actor can immediately close it, since the precondition and the postcondition of the enter UC implies the precondition of the close UC. The declarative definition of the contracts makes them simple to write and forces the requirement analyst to be precise and rigorous in the semantics given to each use case. The declarative definition is in the same time flexible and easy to maintain and to modify: writing contracts is quite an easy task as soon as the use cases are well defined. The only formalism that the requirement analyst needs is predicate logic, which is a well known formalism. Thanks to a complete set of enhanced use cases, the protocol a user has to follow to speak can be made clearer: the current speaker is designated by a moderator (nominated by the organizer of the meeting). In order to speak, a participant has to ask for the floor, then be designated as the current speaker by the moderator. The speaker can speak as long as he or she wants; he or she can decide to stop speaking by using the over action. The moderator can then designate another speaker. The moderator can also stops the speaker using the same over action.
Dealing with use cases relationships
The use cases of a system can be divided into fundamental ones, and operational ones. The fundamental ones represent the key-functionalities of the system, whereas the operational ones represent secondary use cases used by the fundamental ones. In order for our method to generate relevant test objectives, we need a description of the operational use cases, and the links existing between fundamental and operational use cases.
Independently from this distinction between use cases, the UML proposes 3 types of relationships between the use cases: "include", "extend" and "generalization". We propose the following rules to deal with the refinement of use cases, but we did not yet exploited them.
include link: we here assume that the include link is used to link a fundamental use case with operational use cases. We also assume that if a use case U C 1 uses a use case U C 2 , then pre(U C 1 ) ) pre(U C 2 ).
Then when U C 1 is applied, then U C 2 is also applied, and thus post(U C 1 ) is transformed into the conjunction post(U C 1 ) and post(U C 2 ).
extend link: we do not treat here the notion of extension point, since its semantics is not so clear in the UML 1.x semantics. We then propose to treat extensions and inclusions the same way.
generalization link: the semantics we propose for generalization is the same as the one proposed in [10] for contracts on methods. If a use case U C 1 inherits of a use case U C 2 , then pre(U C 1 ) is transformed into the disjunction pre(U C 1 ) or pre(U C 2 ), and post(U C 1 ) is transformed into the conjunction post(U C 1 ) and post(U C 2 ). In other words, preconditions may only be weakened and postconditions strengthened.
Automatic test generation from Use cases enhanced with contracts
In this section, we explain how we exploit use cases enhanced with contracts to generate test objectives. We first build a use case transition system and then exploit it with several criteria to generate relevant test objectives.
The Use Case Transition System
From the requirement artifacts composed of a use case diagram, whose use cases are enhanced with pre and post conditions, we propose to build a representation of the valid sequences of use cases. Since pre and post conditions contain parameters, this representation will also deal with those parameters. The idea is to "instantiate" the use cases with a set of effective values replacing its parameters. For example, suppose that one wants to obtain the ordering of the use cases of the virtual meeting system containing 2 participants p1 and p2, and 1 meeting m1. The instantiated use cases of the use case plan(p:participant,m:meeting) are in this case plan(p1,m1) and plan(p2,m1). In the following, we call instantiated use cases (resp. predicates) the set of use cases (resp. predicates) obtained by replacing their sets of formal parameters by all the possible combinations of their possible effective values.
A transition system to represent the valid sequences of use cases
The sequences of use cases are represented by a transition system M defined by M = ( Q q 0 A , !) where:
Q is a finite non-empty set of states, each state being defined as a set of instantiated predicates, q 0 is the initial state, A is the alphabet of actions, an action being an instantiated use case, , ! Q A Q is the transition function.
We call such a transition system a Use Case Transition System (UCTS). The states of the transition system represent the state of the system (in terms of predicates) at different stages of execution. Each transition is labeled with an instantiated use case, and represents the execution of this instantiated use case. A path in the UCTS is thus a valid sequence of use cases. A partial UCTS obtained for the virtual meeting example (with 2 participants p1 and p2 and 1 meeting m1) is given on figure 5.
Due to its finite set of states (itself due to the finite number of combinations of instantiated predicates), the UCTS is itself finite. Its maximal size in the worst case is 2 np Q nv i=1 vi states, where n v is the number of types used, v i is the number of possible values for each type i, and n p is the number of predicates. This maximal size is reached when all the predicates have parameters of each possible type, and when all the possible states are reachable from the initial state. In practice, this maximal size is never reached. For the virtual meeting with 3 participants and one meeting, the UCTS has 1616 states.
Figure 5. Extract of the UCTS for the virtual meeting
The UCTS is an answer for Binder's second question: a test objective has to be a path in the UCTS to be a correct sequence of use cases. The UCTS represents all the valid sequences of use cases. In a way, the contract system itself is already an answer since it contains the information to build the UCTS, but the UCTS makes the ordering explicit.
Building algorithm
The algorithm that builds such a UCTS from a set of contracts is given in Algorithm 1. The initial state is built from the initial true predicates. Then the algorithm tries to successively apply each instantiated use case, as a puzzle game. Applying an instantiated use case is possible when its precondition is true w.r.t the set of true instantiated predicates contained in the current state's label. Applying an instantiated use case leads to create an edge from the current state to the state representing the system after that the postcondition is applied. The algorithm stops when all the reachable states have been explored.
To obtain the instantiated use cases from the formal description of the use cases, the possible instances (values) of each type are given, that corresponds to the enumeration of all the types of the system. In practice, we give the building algorithm all the instances it has to deal with, in the form of a declaration. As an example, to deal with 3 participants and 1 meeting, we declared: p1, p2, p3:PARTICIPANT m1: MEETING
Test case generation w.r.t coverage criterion
A UCTS is a compact representation of all the possible orderings of the use cases. From an UCTS, we aim at generating test objectives w.r.t a given UCTS covering criterion. We define in this sub-section four structural criteria to cover an UCTS and then one semantical criterion.
A test objective is defined here as a finite sequence of instantiated use cases. It has to be noticed that in most cases, a test objective cannot be directly used on an implementation, a test case generator has to be used to go from test objectives to test cases (see section 5.1). The all edges and all vertices criteria are classical criteria used for automata or graph coverage. The all edges criterion subsumes all the other criteria: having each edge exercised at least once obviously implies that each instantiated use case is exercised, since edges are labeled with instantiated use cases; it also implies that the vertices are exercised. In addition, we propose a semantical criterion, which is not directly based on the UCTS but rather on the contracts system. This criterion is similar (but not identical) to the full predicate coverage proposed in [12] in the context of test criteria for state-based functional specification. The philosophy of the criterion All Precondition Terms is to guarantee that all the possible ways to apply a use case are exercised. A use case can be applied iff its precondition is true; this precondition being a logical expression on predicates, there are several valuations of the predicates which makes it true (as an example, if a precondition is a o r b , three valuations makes it true: (a b) (a not b) (not a b)). The criterion All Precondition Terms will find sequences of use cases such that each use case is applied with all the reachable valuations of the expression : (precondition = true).
All Precondition Terms criterion: A set of test objectives
TOs satisfies the All Precondition terms criterion for a contracts system iff each use case is exercised in as many different ways as there are predicates combinations to make its precondition true. More formally, for each uc 2 ens uc , let E be the set of valuations making uc:pre true. Then, 8uc 2 set uc 8(e 2 E j9q 2 Q q:label ) e) 9t 2, ! t:action 2 uc:set iuct :origin:label ) e.
Each of the proposed criterion has a corresponding algorithm (implemented in our prototype tool), that produces a set of consistent test objectives satisfying the criterion. All those algorithms are based on a breadth-first search in the UCTS, from its initial state. Such a technique ensures that the obtained sets of test objectives are consistent with the considered UCTS. The result of our algorithms depends on the order the nodes are visited, they thus contain some indeterminism, even if our implementation is totally deterministic. The choice of a breadth-first search is made in order to obtain small test objectives: small tests are more meaningful and humanely understandable than large ones.
Using a breadth-first search algorithm ensures that the size of the computed paths is minimal, but does not ensure that the number of paths found is minimimal. Algorithm 2 provides the algorithm allowing to generate the set of test objectives consistent with the all vertices criterion. The algorithms for the 4 structural criteria are very similar, they differ essentially from the marking process and the stop condition. For the all edges criterion, the edges are marked (instead of the vertices), and the algorithm stops when all the transitions has been visited. For the all IUC criterion, the IUC are marked, and the algorithm stops when all the existing IUC have been marked. Algorithm 3 provides the algorithm for the semantical criterion: All Precondition Terms. In this algorithm, all the valuations making the precondition true are computed, and then paths in the UCTS are found to reach states that verify those constraints.
Robustness testing
In the previous section, we have proposed a structurethe UCTS-describing all the possible orderings of instantiated use cases, and criteria to cover it with test objectives. For each criterion, we provided an algorithm to compute a set of test objectives satisfying it. Those functional tests objectives aim at testing whether the functional requirements expressed in the use cases are satisfied, but do not verify that unexpected behaviors occur when contracts are violated. In other words, this method and its associated criteria does not provide robustness tests. This section explains how it is possible to generate robustness tests from the requirements with contracts.
In order to be able to generate robustness tests from use cases enhanced with contracts, the contracts must be detailed enough so that all the unspecified behaviors are incorrect. If so, the UCTS built from the enhanced use cases will be used as an oracle for the robustness. To improve the contracts, we propose to use a requirement simulator, which allows the requirement analyst to see step by step which use cases are applicable, and then to determine if their contracts are sufficient. This simulator interactively computes valid sequences of instantiated use cases: all the choices are made by the simulator's user, by selecting an instantiated use case in a list of all the applicable instantiated use cases.
Robustness test generation
As soon as the requirements are precise enough, the generated UCTS can be used as an oracle for robustness tests. The principle is to generate paths that lead to an invalid application of a use case. The idea is thus to correctly exercise the system and then to make a non specified action. The execution of such a robustness test must lead to a failure (in our example, the receipt of an error message). If not, a robustness weakness has been detected. The goal is thus to test the robustness/defensive code of the system. The difficulty is to propose an adequate criterion. The UCTS plus the contracts provide all the information we need for that purpose. The criterion we use to generate robustness paths with the UCTS is quite similar to the All Precondition Terms one: for each use case, it looks for all the shortest paths leading to each of the possible valuations that violate its precondition. The robustness tests will test the defensive code of the application, which is not tested with the functional tests previously generated. Joining the two sets of tests, not only will we test that the application does what it should (according to the requirements) but also that it does not what it should not.
Robustness criterion : A set of test objectives
Experimental validation: test cases generation and criteria comparison
This section offers an experimental validation of the proposed approach. We first detail the experimental process we used to bridge the gap between the test objectives and the test cases runnable on an implementation of our virtual meeting. Then, we study and compare the efficiency of the generated tests (both the functional and robustness ones) w.r.t a code-coverage measure. Finally, we compare our approach (use cases enhanced with contracts) with an approach using activity diagrams (ADs) as a basis to generate test objectives.
From test objectives to test cases
As explained in Section 3, our test generation from requirements provides the tester with test objectives, i.e. sequences of instantiated use cases. A test case generator has to be used in order to produce concrete test cases from those test objectives.
The test case generator is based on the use of scenarios documenting use cases. Indeed, we assume that sequence diagrams are attached to each use case. The idea is, for each test objective, to "substitute" the use case by one of its scenarios. In our example, there is only one scenario per use case, which corresponds to a single command of the system. Then we obtain the test cases using a template associated to each use case giving the syntactic requirements of the implementation. Other existing test cases generation can be used such as TGV [13] or AGATHA [9] .
Study of the generated test efficiency
System structure. For the experimental validation, we used a Java implementation of the virtual meeting. This implementation is made of about 35 classes and 150 methods. We analyzed our implementation code and partitioned it into four categories as shown in figure 6 . Around 9% of the code is dead code. Nevertheless, this code is relevant: it consists of pertinent but unused accessors, which could be used in future evolutions of the system. Functional testing cannot deal with this code: it has to be tested during the unit testing. For the following study, we removed those 9% of dead code to focus on the efficiency of our tests on reachable code. Around 26% of the code is robustness code: robustness w.r.t. the specification which asserts that only the required functions are present, and robustness w.r.t. the environment which asserts that the inputs coming from the environment are correct.
A lesson learnt during this study is that our testing approach does not replace integration or unit testing stages, that allow specific aspects that are not described at very high level to be covered. Results for functional testing. For criteria comparison, we generated the test cases with each of the criteria, and measured the percentage of covered code (using the tool JTracor [7] ). Statistics on the test cases generated for the virtual meeting system are given in table 1. For all the criteria, the average size of each test case (length of a use case sequence) varies from 5 to 11 instantiated use cases, and so the test cases are easy to interpret.
The results of the code coverage measures are given in figure 7 , in the form of a percentage of covered by functional test cases. Except for the All vertices criterion, a 70% code coverage is reached by all the criteria, and combined with robustness criterion, 80% of the code is covered. The Table 1 . Statistics on generated tests code coverage of the All vertices criterion is weak since optimally covering all vertices of the graph does not even ensure that all the use cases are used once: the use cases that do not modify the system state are not covered (since they appear as loops on a single vertex of the UCTS).
If All vertices, AV-AIUC, All instantiated UC, and All precondition term criteria are equivalent for code coverage, their respective efficiency is not equal. In figure 8 , we propose to estimate their efficiency, in terms of a ratio between the covered statements and the test cases. Intuitively, it corresponds to the relative contribution a test case makes to code coverage. It clearly appears that each test case generated with the criteria All edges, All vertices and AV-AIUC has a low efficiency in average. This is due to the fact that the sets of test cases generated with those criteria are not more efficient (in terms of code coverage) but only larger than the sets of test cases generated with the All instantiated UC and All precondition terms criterion. Indeed, the All edges criterion generates for example 13841 test cases (see Table  1 ).
As a conclusion to this study, the All instantiated UC and All precondition terms criteria appear as the most efficient criteria in terms of code coverage. Those criteria thus answer the third Binder's question: functional test is achieved when all the test cases generated with one of the criteria have succeeded. 
Robustness tests. To estimate the quality of the robustness
t test cases efficiency
criterion presented in Section 4, we generated the 62 test cases with the robustness criterion. Since the code coverage of those robustness tests is not meaningful on its own, we computed the coverage of the union of sets of functional test cases (previously generated) with those 62 test cases.
The obtained results are presented in Figure 7 , as a percentage of code covered by the robustness test cases. As mentioned above, the robustness code can be divided into two categories, the robustness w.r.t. the environment, and the robustness w.r.t. the requirements. Since our robustness tests come from functional requirements, they cannot cover all the robustness code but they cover 100% of the robustness code w.r.t. the requirements. The uncovered code concerns syntactical verifications of the inputs, and treatments of network exceptions (these aspects are specific to the distributed platform). So far, we thus identified two relevant functional criteria and a robustness one. In the next section, we compare in terms of test efficiency our approach (using contracts) with another one using activity diagrams to express the use cases dependencies.
Activity diagrams vs contracts
Since several methods propose to use activity diagrams to express sequential dependencies of the use cases, we compare our contract approach with an approach using activity diagrams. Our activity diagram is divided into swimlanes, one per actor in the system and seeks to express the dependencies between use cases, similarly to what we express with contracts. Precedence constraints are expressed thanks to ControlFlows and JoinNodes. Choices are represented by DecisionNodes and correspond to the different calls users can perform. Such an activity diagram is given on figure 9 . To compare the two approaches in terms of test efficiency, we translated the activity diagrams into a contracts system. The algorithm is available in [1]. Then we compared the tests obtained with the original contracts system and with the one stemming from the activity diagram. In the following, we first explain the translation from activity diagrams to a contracts systems, then we discuss which language is most adapted to express dependency between the use cases, and finally we compare the obtained test cases in terms of code coverage.
A qualitative comparison. So far, we had expressed the virtual meeting requirements in both AD and contract system formalism. In the following, we compare those two approaches in terms of expressiveness and easiness of use.
On the one hand, the activity diagram is much more difficult to build, since the use cases interactions have to be thought globally. On the opposite, writing contracts is much easier, since we only have to think in terms of the requirements a use case has in order to be applicable, and in terms of the consequences the execution of a use case has on the system.
On the other hand, the activity diagrams being a graphical language, they are supposed to be more easily understandable. But as soon as the activity diagrams have to completely describe the system behavior, they quickly become very difficult to read, due to a huge number of control nodes introduced to handle loops and interactions between actors. Due to this complexity, we studied two activity diagrams for the virtual meeting system. The first one (AD1) is simple and without loops (AD1 is given on Figure 9 ). The second one (AD2) was built by completing the first one to express all the system behaviors. Yet, AD2 is not complete since all interactions between actors are not possible to express. For example, it is not possible to express that when the moderator closes a meeting, then all the participants are ejected from the meeting.
To conclude, ADs are well-suitable for very simple systems (or to document partial behaviors), but for complete and realistic systems, the contracts approach is more adequate regarding both complexity and expressiveness. Comparison of tests efficiency. To compare the efficiency of the generated tests, we first studied the inclusion relation existing between them. As shown in Table 2 , 80 % of the tests generated from AD1 (resp. AD2) are included in the UCTS built from the contracts system. Studying the remaining 20% of tests showed that those tests were not correct. This means that the test generation from an AD may lead to generate sequences of use cases that are expected to be valid, while they contradict the requirements. Those incorrect test sequences come from the fact that, as previously said, some interactions were not possible to express with an AD.
Expressing use cases dependencies with an AD thus leads to generate tests accepting (and requiring) incorrect behaviors. That is why we consider the AD as a wrong basis to generate test objectives.
To estimate the quality of the test cases generated using activity diagrams as a way to express dependency of use cases, we compare them with the test cases obtained using the contracts system. To perform a meaningful comparison, we removed the incorrect test cases generated from the ADs. The results of this comparison are given in Figure 10 . Due to the low expressiveness of ADs, their generated test cases lead to a poor code coverage, as it clearly appears in Figure 10 . An interesting point is that completing the simple AD did not significantly improve the efficiency of the generated test cases. To conclude, expressing requirements dependencies with contracts is more adapted to automated test generation than using ADs since: contracts are more expressive than AD and thus lead to a more complete test coverage, for the same level of specification, the relative effort to write contracts is less important than to draw an activity diagram, the ADs may lead to generate a significant amount of invalid test cases.
Related work
The main contribution for system testing from use cases can be found in [3, 4] . The authors propose to express the sequential constraints of the use cases with an extended activity diagram, with new stereotypes for expressing iteration. One activity diagram is provided per actor, and the use cases are grouped into swimlanes depending on the responsibilities they have w.r.t the main objects of the system. The activity diagram is then transformed into a weighted graph, from which regular expressions are exhaustively extracted. The regular expressions correspond to use case sequences. Then, all use cases are supposed to be documented with sequence diagrams. Those ones are also transformed into regular expressions. Finally, in each sequence of use cases, the use cases are replaced with their scenarios's regular expression. In this way, test cases are obtained. However, several limitations appear. First, the test criteria is based on the coverage of the regular expressions obtained by the projection from the activity diagram. This criterion leads to a very high number of test cases: we believe that test criteria have to be found, leading to a more realistic number of test cases. Second, as outlined in 5.3, the activity diagram is either a very incomplete basis to generate significant test sequences (so all functions are not covered) or very complex to define (with the risk of specifying infeasible use-case sequences). Moreover, not all the interactions between actors are taken into account.
Other approaches rely on use cases and scenarios to generate system tests. In [16] a method is detailed in order to systematically derive test cases for system testing. In [8] , a complete approach is proposed to generate system-level test cases from an accurate description of the use cases of a system. The use cases description includes pre and post conditions in natural language, and scenarios, also in natural languages. Then each use case is transformed into a state machine. The test objective is described in the form of a certain state to reach. Then the problem to find a test sequence to achieve the test objective is modeled (and solved) as a planning problem. Coverage criteria are given to cover the state machines. The limitations of this method is that it does not take into account the sequential dependencies existing between the use cases, independently from the relationships proposed by the UML. Moreover, the transformation from a use case description to a state machine is done manually.
Concerning requirements-based testing, a good overview of the state of the art is given in [15] . The conclusion of this state of the art is that automated test case generation is mainly done from formal specification, and so is far too expensive for a practical use. Moreover it does not lead to good coverage. The authors suggest then to focus on methods guiding the testers into a systematic test approach.
The test generation from UML artifacts is now the object of a large number of works. In particular, [11] proposes an approach to generate tests from UML state machines, w.r.t. efficient test coverage. This technique is well suited for unit testing, but not for system testing (or for system of small size), since a system can hardly be entirely described with a unique state machine (and if it is possible, its size would be too large to use it).
Generating tests from contracts has been done in [5] for unit testing. The principle was to use contracts written in JML to generate a test oracle. Nevertheless only the oracle is generated, and not the entry data in this method.
Conclusion and future work
This paper describes a requirement-based testing technique that leverages use-cases to generate functional test objectives. These test objectives may be easily derived as test cases for sequential systems such as the one studied in the paper. This technique is associated with a light declarative formalism to express the mutual dependencies between the use cases, in terms of pre/post conditions (kind of "contracts"). From these enhanced requirements, a labeled transition system is built to capture all the possible valid sequences of use-cases from an initial configuration. Several structural coverage criteria are proposed and compared. Two other criteria (semantical coverage) are also introduced and their efficiency compared with the others. The first aims at covering, with short sequences of use-cases, all the semantically different ways to exercise a use case. The second is similar except that at the end of a valid sequence of use-cases, it violates one use case precondition, in every semantically different possible ways, in order to exercise the robustness capability of the system under test. One structural criterion (all instantiated use cases) and the two semantic criteria (all preconditions terms and robustness) have clearly been found more efficient than the others.
Concerning the efficiency of such requirement-based testing approach, the main lesson is probably that it does not replace integration or unit testing, that allow specific aspects to be covered, that are not described at very high level. The promising result is that, for the strict coverage of functional and robustness code, results are good since all the code that could be covered has been covered.
Unlike previous testing techniques that order use-cases to generate tests (e.g. using activity diagrams), this approach only generates valid use-case sequences, as shown in a comparison with tests generated from an activity diagram (20 % of the sequences of use-cases are invalid on the studied example).
Future work are two-fold : first connecting the prototype to a UML CASE tool, using specific more adequate (less ad hoc) test case generator, and validating the approach on other case studies. Second, we would like to study the functional variants for product-line software and also the flexibility of the approach to deal with the fact that requirements are frequently modified in an OO life-cycle.
