Abstract. We provide algorithms for performing computations in generalized numerical semigroups, that is, submonoids of N d with finite complement in N d . These semigroups are affine semigroups, which in particular implies that they are finitely generated. For a given finite set of elements in N d we show how to deduce if the monoid spanned by this set is a generalized numerical semigroup and, if so, we calculate its set of gaps. Also, given a finite set of elements in N d we can determine if it is the set of gaps of a generalized numerical semigroup and, if so, compute the minimal generators of this monoid. We provide a new algorithm to compute the set of all generalized numerical semigroups with a prescribed genus (the cardinality of their sets of gaps). It was used to compute the number of such semigroups, and its implementation allowed us to compute (for various dimensions) the number of numerical semigroups for genus that had not been attained before.
Introduction
Let d be a positive integer. A generalized numerical semigroup is a submonoid of N d with finite complement in N d , where by N we mean the set of non negative integers. Submonoids of N d have been studied by many authors, and in particular those that are finitely generated, which are known in the literature as affine semigroups.
Generalized numerical semigroups were studied in [8] as a straightforward generalization of the well known concept of numerical semigroup, that is, a submonoid of N with finite complement in N. If S is a submonoid of N d with finite complement in N d , then the elements in H(S ) = N d \ S are the gaps of S , and the genus of S is g(S ) = | H(S )|. In [8] , a procedure to compute the set of generalized numerical semigroups in N d with genus g is presented; the cardinality of this set is denoted by N g,d . Also it is shown that for fixed genus g, the map d → N g,d is a polynomial of degree g. Other asymptotic properties are presented and several interesting conjectures are raised. In [11] , the number N g,d is computed for several (low) values, and the concept of generalized numerical semigroup is extended to affine semigroups having finite complement in their associated spanning cones. In [5] (finite) sets generating generalized numerical semigroups are characterized, and a procedure to compute the set of gaps is presented.
The aim of this manuscript is to present procedures to determine if a given set of elements in N d generates a generalized numerical semigroup and, if so, compute the set of gaps of the resulting monoid. Dually, we present a procedure to determine if a finite set of points in N d represents the set of gaps of an affine semigroup, and then we give a method for constructing the minimal generating set of this affine semigroup. We use then these procedures to produce the set of generalized numerical semigroups with given genus. Careful implementations of the mentioned procedures have been made in order to make them usable in practice. As a consequence, various not previously known experimental results have been obtained. A section is devoted to them.
The GAP [9] package numericalsgps [7] offers tools to deal with numerical and affine semigroups. The possibility of having fast methods to pass from generators to gaps and viceversa allows to describe an affine semigroup by its set of gaps (in the case this set is finite). Membership in a generalized numerical semigroup for which the gaps are known is then trivial, in contrast to membership for an affine semigroup for which only a set of generators is known. Also given an affine semigroup defined by a set of generators one may wonder if it is a generalized numerical semigroup, and thus compute its gaps. Benefiting of the features of the computer algebra system GAP, one can, once computed, add the set of gaps as an attribute of the semigroup (which in particular makes, from that moment on, the membership problem trivial during the GAP session). This opens the possibility of defining new methods for affine semigroups once their gaps are known. In particular, this provides ways to compute special gaps and pseudo-Frobenius elements (the later terminology was used in [10] ). The implementations of these methods are available in [7] , in particular in the files affine.* and afine-def.*. The documentation produced for these functions can be consulted in the GAP help system or in the manual of the package.
The paper is structured as follows. In Section 2 we summarize the main definitions and properties concerning generalized numerical semigroups, that will be used in the algorithms presented in this manuscript. Sections 3, 4 and 5 are devoted to describe three algorithms, one to compute the set of all generalized numerical semigroups of given genus, another to calculate the set of gaps from a minimal generating set of a generalized numerical semigroup, and a procedure to compute the minimal set of generators of a generalized numerical semigroup, once its gaps are known. In Section 6, we provide a new and alternative way to produce all generalized numerical semigroups of given genus, different from that of Section 3. Then we have two sections with a rather experimental flavor. First we comment on the implementations of the algorithms; then we gather some computational results obtained.
Basics on Generalized numerical semigroups
We recall that a numerical semigroup is a submonoid S of N such that N \ S is a finite set. The elements of H(S ) = N \ S are called the gaps of S (in some places they are known as holes) and the largest integer not in S is the Frobenius number of S , denoted by F(S ). The number g = | H(S )| is the genus of S .
It is well known that every numerical semigroup S has a unique finite minimal set of generators A(S ), that is, every element in S is a linear combination of elements in A(S ) with coefficients in N (S = A(S ) ) and no subset of A(S ) has this property. The elements of A(S ) are sometimes known as the atoms of S or simply minimal generators. Moreover, every set of generators of a numerical semigroup is characterized by the fact that the greatest common divisor of its elements is one. The cardinality of A(S ) is the embedding dimension of S . For an introduction to numerical semigroups please refer to [14] , and also to [1] , where it is explained where the names used above come from.
Also generalized numerical semigroups in N d , with d ≥ 2, admit an unique finite minimal set of generators (see [5] ; this is true in general in any cancellative monoid, [13] ). The most important differences between numerical semigroups and generalized numerical semigroups consist in the identification of a Frobenius element and those generators larger than this element: N has a natural total order while N d has only a natural partial order (that is induced by the total order in N). The notions of Frobenius element and generators greater than the Frobenius element provide a way to build the semigroup tree of all numerical semigroups up to a given genus (see [3] ). The corresponding notions for generalized numerical semigroups are given in [8] introducing particular total orders in N d , called relaxed monomial orders. • Let α, β ∈ N d , we define α β if and only if it is positive the first nonzero coordinate of β − α (from the left-hand side If S is a numerical semigroup, and we remove one of its minimal generators, then we obtain another numerical semigroup, and the genus increases by one. We can go the other way around by adding gaps to S . The only gaps h that make S ∪ {h} a numerical semigroup are those such that h + (S \ {0}) ⊆ S (pseudoFrobenius numbers of S ) and 2h ∈ S . These gaps are known as special gaps and can be used to construct the set of oversemigroups of a numerical semigroup [15] . If the generator a we remove from S is greater than its Frobenius number, then this generator becomes trivially the Frobenius number of S \ {a}. Also the Frobenius number of S is a special gap of S (unless S = N). Thus adjoining F(S ) to S produces a numerical semigroup. An analogue for generalized numerical semigroups is given in the following result. • The set T = S ∪ {F (S )} is a generalized numerical semigroup, moreover F (S ) ∈ U (T ).
• The set T = S \ {h} is a generalized numerical semigroup. Furthermore if is a relaxed monomial order in
Observe that from the definition of relaxed monomial order, for a given generalized numerical semigroup S ⊆ N d and a given relaxed monomial order , the multiplicity of S with respect to is a minimal generator of S . For its importance in this work, we state this fact as a lemma. As a consequence we get the following result. Given a relaxed monomial order in N d it is possible to arrange the set S d of all generalized numerical semigroups in N d as a rooted tree T , with root in N d (similarly as for numerical semigroups, see [3] ). In particular we can write an algorithm that provides all generalized numerical semigroups in N d of a given genus g.
Proposition 7. [8, Proposition 4.3] Let S ⊆ N d be a generalized numerical semigroup, and let v ∈ A(S ).

Then S \ {v} is generated by (A(S )
Remark 8. The system of generators described in Proposition 7 does not have to be a minimal generating system. Notice that this proposition applies to any affine semigroup. (3, 3) } is a set generating for S ′ . However (3, 0) + (0, 1) = (3, 1), whence (3, 1) is not an atom of S ′ .
Interesting combinatorial properties involving the number of generalized numerical semigroups in N d of a given genus are provided in [8] . If A ⊆ N d , we denote by Span R (A) the R-vector space spanned by the elements of A. Recall that a coordinate linear space is vector subspace generated by a subset of the set of standard basis vectors of R d .
is a coordinate linear space.
Let g, d, r ∈ N, with d and r positive. We will use the following notation.
• S g,d is the set of all generalized numerical semigroups with genus g in
A first algorithm generating all generalized numerical semigroups of a given genus
Now we can write a first algorithm that computes all generalized numerical semigroup in N d of a given genus g, as explained in [8] . The main idea is the following: starting from the trivial generalized numerical semigroup N d of genus 0, whose set of generators is the standard basis of the vector space R d , denoted by {e 1 , . . . , e d }, we produce all generalized numerical semigroups of genus k from the ones of genus k − 1, for k from 1 up to g. Fixed a relaxed monomial order , for every generalized numerical semigroup S of genus k − 1, if U (S ) = {g 1 , . . . , g m }, we produce the generalized numerical semigroups S \ {g 1 }, . . . , S \ {g m }, all of them with genus k. In this way all generalized numerical semigroups of genus k are produced without redundancy. If we consider the directed graph T whose set of vertices is the set of all generalized numerical semigroups, and whose edges are the pairs (S , S ∪ {F (S )}) (we say that is S is a son of S ∪ {F (S )}) with S a generalized numerical semigroup, S N d , by Proposition 4 we have the following result.
Theorem 12. Let be a relaxed monomial order. Then the graph T is a rooted tree whose root is N d . Moreover, if S is a generalized numerical semigroup, then the sons of S are S
Recall that we denote by S g,d the set of generalized numerical semigroups in N d of genus g, and
Algorithm 1 consists of pseudocode for the algorithm for computing N g,d . We give a brief description of it:
• Line 1 contains the initial step of the algorithm, that is, the root of T . It starts from the trivial generalized numerical semigroup N d , that is finitely generated by the standard-basis vectors and whose set of gaps is empty. Moreover it is the unique generalized numerical semigroup of genus 0, so
is the set of all generalized numerical semigroup in N d of genus i, we represent each one of these semigroups S ( j) by a finite system of generators A ( j) .
• Line 3: A ( j) is not in general the minimal system of generators for S ( j) ; a refinement is needed to find A(S ( j) ) and U (S ( j) ) to continue the process.
Algorithm 1: Algorithm for computing N g,d
Data: Two integers g, d ∈ N and a relaxed monomial order .
• Lines 4 and successive: if i + 1 = g, then N g,d is computed and the algorithm ends. One can compute also the set S g,d , it suffices to do another step instead of interrupting here. If i + 1 < g all generalized numerical semigroups of genus i + 1 are produced from the generalized numerical semigroups of genus i, by Proposition 4.
• Line 5: a finite system of generators A ( j,k) for S ( j,k) can be obtained from Proposition 7. In fact the previuos algorithm produces the rooted tree T , where the root is N d and the elements of depth g are all generalized numerical semigroups of genus g. We observe that different relaxed monomial orders can define different Frobenius elements, and thus generators greater than this element, in the same generalized numerical semigroup, producing a different rooted tree T . However, with every relaxed monomial order, the sons of all generalized numerical semigroups of genus g − 1 are going to be all generalized numerical semigroups of genus g, generated without redundancy.
4. An algorithm to compute minimal generators of a generalized numerical semigroup from its set of gaps
Let S ⊆ N d be a generalized numerical semigroup and let be a relaxed monomial order. We suppose that the set H(S ) of gaps is known and we want to find the set A(S ) of minimal generators of S . If S = N d , then we know that S is generated by {e 1 , e 2 , . . . , e d }, the standard basis vectors of R d . If S is a proper subset of N d , our procedure is based on the following result, that can be found in a more general setting in [12, Corollary 9] . • h 1 is a minimal generator of N d ,
• for every i ∈ {2, . . . , g}, S \ {h 1 , h 2 , . . . , h i−1 } is a generalized numerical semigroup, and
Proof. It follows easily from Proposition 4, since
Algorithm 2: Algorithm to compute A(S ) from the set H(S )
return G
• Line 1. We arrange the elements of H with respect to .
• Observe that Algorithm 1 is similar to Algorithm 2: the first covers all the branches of the tree T with respect to (up to depth g) while the second covers the unique branch linking N d with S = N d \ H, in the case S is actually a generalized numerical semigroup such that H(S ) = H. Moreover, Algorithm 2 can verify if a given finite set H ⊆ N d has the property that N d \ H is a generalized numerical semigroup. Another way to test if a given set is the set of gaps of a submonoid in N d is provided by the next result. For x ∈ N d we define
where ≤ denotes the usual partial order in N d .
is a semigroup if and only if for every
Proof. Necessity. Suppose there exists h ∈ H such that y = h − x H for some x ∈ B(h) \ H. Then h = x + y with x, y ∈ N d \ H; a contradiction. Sufficiency. Suppose that N d \ H is not a semigroup. Then there exists h ∈ H such that h = x + y with x, y ∈ N d \ H. In particular, x ∈ B(h) \ H and h − x H, contradicting the hypothesis.
Observe that B(h) is a finite set for each h ∈ N d . So if H is a finite set, the condition in the previous proposition is easy to test. In particular, it is also possible to obtain a procedure to test if a given finite set H is the set of gaps of a generalized numerical semigroup, without using Algorithm 2.
5. An algorithm to compute the set of gaps of a generalized numerical semigroup from a generating set Let S ⊆ N d be a generalized numerical semigroup and suppose that a finite set of (not necessarily minimal) generators is known. A possible way to compute H(S ) is via the following characterization that appears in [5] . (1) For all j ∈ {1, 2, . . . , d}, there exist a
r j , r j ∈ N \ {0}, such that gcd(a
r j is a numerical semigroup), and a
where
Note that the first condition in the characterization provided by the above result implies that the intersection of a generalized numerical semigroup with any coordinate axis is a numerical semigroup. 
. , d} do
Gather in a set A j the elements a ∈ N such ae j ∈ A .
else A is not a generalized numerical semigroup STOP
A brief description of some points:
• 
(S ) ⊆ B(v).
• Line 4: observe that B(v) is a finite set, so we have to look for the gaps of the semigroup among a finite number of elements.
6. An alternative procedure to compute all generalized numerical semigroups of given genus
The algorithm described in Section 3 allows to obtain all generalized numerical semigroups in N d up to genus g, and in particular, to compute N g,d , the cardinality of S g,d . Observe that with that procedure, in order to compute N g,d one has to compute all N g ′ ,d for all g ′ < g, that is, the whole semigroup tree T up to level g.
In this section we define a rooted tree that contains all generalized numerical semigroups in N d of fixed genus g, so that we are able to compute the set S g,d without considering all generalized numerical semigroups of genus less than g. Such rooted tree is inspired by the ordinarization tranform for numerical semigroups, introduced in [4] . Observe that the previous definition of ordinary generalized numerical semigroup depends strongly on the relaxed monomial order defined: different relaxed monomial orders define different ordinary generalized numerical semigroup of given genus.
If S ⊆ N d is a generalized numerical semigroup, we can define, as in the one dimensional case, SG(S ) = {h ∈ H(S ) | 2h ∈ S , h + s ∈ S for all s ∈ S \ {0}}, and its elements are called special gaps of S . Observe that H(S ) and SG(S ) do not depend on the fixed relaxed monomial order. The following result, which is the analogue to [14, Proposition 4 .33] for generalized numerical semigroups, characterizes the elements in SG(S ). The proof is straightforward and we will omit it.
Proposition 17. Let S ⊆ N d be a generalized numerical semigroup and let h ∈ H(S ). Then S ∪ {h} is a generalized numerical semigroup if and only if h ∈ SG(S ).
The following result will help us to construct a generalized numerical semigroup from another by removing the multiplicity and adding the Frobenius element, and thus keeping the genus untouched.
Lemma 18. Let S N d , let be a relaxed monomial order and suppose S not ordinary with respect to . Let T = (S ∪ {F (S )}) \ {m (S )}. Then
• T is a generalized numerical semigroup,
Proof. From the definition of relaxed monomial order, F (S ) ∈ SG(S ). Hence S ∪ {F (S )} is a generalized numerical semigroup in light of Proposition 17. Since S is not ordinary, we have that m (S ) F (S ). It follows that m (S ) = m (S ∪ {F (S )}). Thus, by Corollary 6, T is a generalized numerical semigroup. Also, as T ∪ {m (S )} = S ∪ {F (S )} is a semigroup, by Proposition 17, m (S ) ∈ SG(T ). Moreover, F (S ) is a minimal generator of T ∪ {m (S )} and m (S ) F (S ) ≻ F (T ∪ {m (S )}).
Let S d be the set of all generalized numerical semigroups in N d . As for numerical semigroups we define the ordinarization transform with respect to , O : S d → S d as follows:
Lemma Proof. We have T = (S ∪ {x}) \ {h}, and so in light of Lemma 18, it suffices to prove that h = m (S ) and x = F (S ). Since h m (T ), we deduce h t for every t ∈ T , and consequently h = m (S ). Furthermore, since x ∈ U (T ∪ {m (S )}), we get x ≻ F (T ∪ {h}) = F (S ∪ {x}), whence x = F (S ). Proof. Let T ∈ S g,d , we define the following sequence:
This sequence stabilizes at a certain point, since the multiplicity must be among the first g + 1 elements of N d (ordered by ), and at each step the multiplicity increases. Let k be the first integer such that T k = R g,d ( ). So the edges (T 0 , T 1 ), (T 1 , T 2 ), . . . , (T k−1 , T k ) provide the unique path from T to the ordinary numerical semigroup of genus g (with respect to ). By Lemma 19, every pair (T h,x , T ) is an edge of T d g, for every choice of h and x as in the statement. Lemma 18 ensures that all descendants are of this form.
Corollary 22. Let T ∈ S g,d . Then T is a leaf in T d g, if and only if for all
Theorem 21 allow us to write another algorithm to produce all generalized numerical semigroups in N d of genus g; the previous corollary gives us the stop condition.
Algorithm 4: Algorithm for computing the set S g,d
Data: Two integers g, d ∈ N and a relaxed monomial order in
• Line 1: The algorithm stops when all computed semigroups are leaves of
We gather in L the semigroups for which we have to do computations at each step.
• Line 2: For each semigroup S of the current step we have to compute its sons, and for this we need all semigroups S ∪ {h} with h ∈ SG(S ) and smaller than m (S ) with respect to . • Line 3: For each semigroup T computed in the previous line we compute T \ {x} for all x ∈ U (T ).
These are the sons of all semigroup in L, that we gather in I. • Line 4: In the next step we have to repeat the same procedure considering the semigroups in I.
Example 23. Let be the lexicographic order in N 2 . Consider the semigroup R 3,2 ( ) = N 2 \{(0, 1), (0, 2), (0, 3)}, we compute its sons in T 2 3, . Following the pseudocode we start with S 3,2 = {R 3,2 ( )}, L = {R 3,2 ( )}. In line 1 we have m (R 3,2 ( )) = (0, 4) so {h ∈ SG(R 3,2 ( )) | h m (0, 4))} = {(0, 2), (0, 3)}. So, following line 2 of the pseudocode, we consider:
This means that we obtain R = {T (0,2) , T (0,3) }. So the sons of R 3,2 ( ), obtained with the procedure in line 3, are the following:
In particular I = {S 1 S 2 , S 3 , S 4 , S 5 , S 6 , S 7 , S 8 } and S 3,2 = {R 3,2 ( )} ∪ I. At this point (that is line 4) L = I and we start again the procedure considering all semigroups in L. If we continue, we obtain all generalized numerical semigroup of genus g. Observe that for S 1 , S 2 , S 3 , S 6 , S 7 , S 8 the set {h ∈ SG(S ) | h m (S )} is empty, so they are leaves in T 2 3, and in this second step we have to consider the procedures in line 2 and line 3 only for the semigroups S 4 and S 5 .
The sons of S 4 are:
The sons of S 5 are:
In particular, in line 3 of the second step we obtain I = {S 9 , S 10 , S 11 , S 12 , S 13 , S 14 }. Now the third step starts. The semigroups S 10 , S 11 , S 14 are leaves in T 2 3, , so for the successive computations we have to consider S 9 , S 12 , S 13 .
The sons of S 9 are:
The sons of S 12 are:
The sons of S 13 are:
At the end of third step we have L = {S 15 , S 16 , S 17 , S 18 , S 19 , S 20 , S 21 , S 22 }. For each one of these semigroups m (S ) = (0, 1) and the set {h ∈ SG(S ) | h m (S )} is empty, so the procedure ends. By Theorem 21 it is possible to produce all generalized numerical semigroups of genus g starting from the ordinary generalized numerical semigroup of genus g with respect to a fixed relaxed monomial order. This procedure works as in the previous example, and it avoids considering all generalized numerical semigroup of genus less then g, as happens in the algorithm given in Section 3.
Some remarks concerning implementations
The relaxed monomial order GAP used by default is the lexicographic order. Our current implementations are not yet prepared to give the user the possibility of choosing another order.
There was an important speedup in a preliminary implementation of Algorithm 3 after observing that the cartesian product of elements of the numerical semigoups in the axes consists of elements of the generalized numerical semigroup. Thus one may exclude this set from the set of possible gaps. Note one can use the relatively efficient function that the numericalsgps package provides for computing the the small elements of a numerical semigroup.
We implemented Algorithm 4 in a recursive way. It explores the tree in a depth first manner. Note that an exploration in a breadth first manner soon causes memory problems since at least the semigroups of previous genus have to be stored, even when one is just concerned with counting. By doing this in a depth first manner there is only a small amount of information that needs to be stored (unless we go very deep in the tree), the disadvantage being that one has to decide in advance the genus one wants to attend. One somehow overcomes this by making some previsions on the time that will be spent based on the time taken for computations of lower genus. Furthermore, our implementation includes the computation of the coefficients needed for the polynomial referred in Theorem 11. In particular we considered the following GAP code: We used the previous recursive procedure as a local function, initializing S := R g,d ( ) (while is the lexicographic order), N := 0 and L be the zero list with d entries. In fact, the code works in such a way that at the end of all recursion steps the variable N will contain the number of all generalized numerical semigroups with given genus, and the list L in such a way that L[i] (that is the ith element of L) will contain the number of generalized numerical semigroups whose set of gaps generates a vector space of dimension i. These variables are updated for the first time when the current semigroup has no sons and successively each time going up in the recursion. The local function affineSons computes the sons of the current semigroup. This function requires as input also the set of special gaps smaller than the multiplicity of the current semigroup, in order to avoid to compute many times the set SmSG.
Algorithm 4 can be used also to compute the number of numerical semigroups of given genus. The present implementation in the package numericalsgps of the function NumericalSemigroupsWithGenus designed for this uses the "standard tree" and is faster than the implementation we have for our algorithm. This is maybe due to the choice of a more appropriate encoding (which in the case of the package is presently based on Apéry sets).
In order to have sufficient examples to test our implementations at the time this work was being prepared we implemented a method to generate a pseudo-random generalized numerical semigroup of a genus given: from a semigroup of genus g − 1 one obtains one of genus g by removing one minimal generator at random (obtained using the GAP function RandomList). [16] ), as conjectured by M. Bras-Amóros in [2] . That conjecture was justified by the computation of the values N g,1 for g = 1 up to g = 50. We question if also the sequence {N g,d } with d > 1 has a particular behaviour.
Remark 24. The values presented in Table 1 for g = 19, 20, 21 are new. The others coincide with those presented in [11, Table 3 ], except for g = 18, which seems to be wrong in that paper. Our suspicion is based on the fact that that the number n 18 /n 17 in the second column of the table in their paper, which corresponds to the number N 18,2 /N 17,2 in the forth column of Table 1 , is smaller than expected, from the regularity exhibited by the sequence of values in that column.
We compute some values of N (r) g,d in order to build the polynomial F g (d) of Theorem 11. Some polynomials are given in [8] , exactly: 9,1 = 118 so the following polynomials can be expressed : The numerical data collected is for the moment not sufficient to let us state any conjecture with some confidence, as happened with Bras-Amorós when she realized that the sequence of the number of numerical semigroups counted by genus had a Fibonacci-like behaviour. Since the algorithms and the implementations have still space to be improved, obtaining more numerical data may be seen as an active goal.
