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ABSTRAKT 
 
Bakalářská práce se zabývá možností nízkoúrovňové komunikace mezi obvodem 
účastnické sady Silicon Laboratories Si3220 a mikroprocesorem Marvell PXA270 
s instalovaným operačním systémem Linux. Podle materiálů zveřejněných výrobcem 
byly prostudovány způsoby komunikace mezi obvodem Si3220 a mikroprocesorem 
PXA270. Pro jádro operačního systému Linux byl vytvořen dynamicky připojitelný 
modul umožňující čtení a zápis do registrů a paměti RAM obvodu Si3220 přes sériové 
rozhraní SPI. Pro ověření bylo vytvořeno testovací propojení obvodu Si3220 a PXA270 
a byly přečteny vybrané registry obvodu Si3220. 
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ABSTRACT 
 
This bachelor thesis deals with potentiality of low-level communication ways between 
the Silicon Laboratories Si3220 subscriber line circuit and Marvell PXA270 
microprocessor with the Linux operating system installed on it. Following  the materials 
published by the manufacturer, the means of communication between the Si3220 
subscriber line circuit and PXA270 microprocessor were examined thoroughly. 
The dynamically attachable unit for the core of  the Linux operating system was created 
to support read and write operations in the register and RAM address of the Si3220 
circuit via the SPI serial interface. For the purpose of  verification the test linking 
between the Si3220 circuit and PXA270 was created and selected 
registers of the Si3220 circuit were read. 
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CD-ROM  Compact Disc Read-Only Memory 
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TQFP   Thin Quad Flat Pack 
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ÚVOD 
 
Pro připojení zařízení na účastnická vedení jsou vyráběny různé obvody. Tyto 
obvody mohou na základě jistých pravidel komunikovat, za pomoci implementovaných 
kodeků či jiných předdefinovaných funkcí, s některými zařízeními účastnické linky. 
Jedním z těchto obvodů je  Si3220 od firmy Silicon Laboratories. 
Nejprve prozkoumáme rozhraní obvodu, prostudujeme výrobcem poskytnuté 
manuály a seznámíme se se způsoby jeho konfigurace. 
Jelikož jsme se rozhodli obvod ovládat pomocí operačního systému Linux, 
který standardně toto zařízení nepodporuje, bude dalším úkolem vytvoření testovacího 
modulu ovladače pro tento obvod. 
Operační systém Linux poběží na zařízení ovládaném mikroprocesorem 
PXA270, které disponuje třemi SPI rozhraními. Po odladění bude modul přizpůsoben 
tomuto procesoru a bude realizována komunikace zastoupená zápisem a čtením 
do a z registrů obvodu Si3220. 
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1     Dual ProSLIC® Si3220/25 
 
1.1     Popis zařízení 
 
Dual ProSLIC je série nízkonapěťových CMOS zařízení, které spojují SLIC 
a funkčnost kodeku do jediného IC, aby poskytovaly úplné dvoukanálové analogové 
telefonní rozhraní v souladu se všemi příslušnými LSSGR, ITU a ETSI podmínkami. 
Si3220 obsahuje vnitřní generování vyzvánění, aby vyrušilo skupinové vyzvánění 
a vyzváněcí relé, a podporuje skupinové vyzvánění pro smyčkové a odkazové aplikace. 
Přípojka integrovaná na čipu a audio testování umožňují vzdálenou diagnostiku 
a zjišťování chyb bez jakéhokoliv externího testovacího vybavení nebo relé. Si3220 
a Si3225 pracují na jeden 3,3 nebo 5V článek a mají stejné rozhraní jako je digitální 
rozhraní u standardních PCM/SPI nebo GCI sběrnic. Si3200/2 řádkovač IC provádí 
všechny vysokonapěťové funkce a pracuje na 3,3 nebo 5V článek, stejně jako na jeden 
nebo dva články až do napětí 100V (Si3200) nebo 125V (Si3202). Si3220 a Si3225 jsou 
k dostání v 64-pinovém tenkém čtvercovém balení (TQFP) a Si3200/2 je k dostání 
v teplotně obohaceném 16-pinovém malém balení (SOIC) [3]. 
 
1.2     Rozhraní SPI 
 
 SPI je sériové periferní rozhraní. Používá se pro komunikaci mezi řídícími 
mikroprocesory a ostatními integrovanými obvody (EEPROM, A/D převodníky, 
displeje, apod.). Komunikace je realizována pomocí společné sběrnice. Adresace 
se provádí pomocí zvláštních vodičů, které při logické nule aktivují příjem a vysílání 
zvoleného zařízení [4]. 
 
Kontrolní rozhraní pro Dual ProSLIC zařízení je 4-drátová SPI sběrnice 
formovaná za mikrořadičem a sériovým periferním zařízením. Rozhraní se skládá 
z taktovacího obvodu počítače, SCLK, výběru čipu, CS, sériového vstupu dat, SDI, 
a sériového výstupu dat, SDO. Kromě toho Dual ProSLIC zařízení obsahují sériový 
průchod dat (SDI_THRU), aby podporoval řetězové operace až osmi zařízení 
(až šestnácti kanálů). Na Obr. 1 [3] je znázorněno řetězové spojení. Všimněme si, 
že SDI_THRU pin posledního zařízení v řetězci nesmí být připojená k zemi 
(SDITHRU = 0 udávaný GCI režim). Zařízení pracuje  s 8-bitovými i 16-bitovými SPI 
řadiči. 
 
Každá SPI operace se skládá z řídícího bytu, adresového bytu (ze kterého se jen 
sedm LSB používá interně), a buď jednoho nebo dvou bytů dat, v závislosti na šířce 
řadiče a jestli je přístup k 8-bitovému zápisu nebo 16-bitovému RAM paměťovému 
místu. Byty jsou vždycky přenášeny nejdříve MSB. Varianty v použití tohoto 
čtyřdrátového rozhraní jsou následující: 
14 
 
 
 
Obr. 1  Znázornění řetězového spojení v SPI módu 
 
 
Nepřetržité taktování. Během nepřetržitého taktování jsou přenosy dat řízeny 
vložením CS pinu. CS musí být vložena před sestupnou hranou SCLK, 
na které se předpokládá první bit dat během čtecího cyklu, a musí zůstat nízká po dobu 
trvání osmibitového přenosu (příkaz/adresa nebo data) a stoupat po posledním stoupání 
SCLK po přenosu.  
 
Taktování pouze během přenosu. V tomto módu probíhá taktovací cyklus 
pouze během skutečného přenosu bytů. Každý přenos bytů se skládá z osmi taktovacích 
cyklů při návratu k „1“ formátu. 
 
SDI/SDO spojené operace. Nezávislé na taktovacích možnostech popsaných 
výše, s SDI a SDO můžeme pracovat jako se dvěma jednotlivými linkami, 
nebo se spojenými dohromady, pokud je master (matrice) schopný třístavovat svůj 
výstup během přenosu dat nebo při operaci čtení. 
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Měkký reset. Stavové zařízení SPI resetuje, jakmile se CS vloží během operace 
na SCL
.2.1 Kontrolní (řídící) byte 
ontrolní byte má následující strukturu a je přítomen na SDI pinu jako MSB [3]: 
7 6 5 4 3 2 1 0 
K cyklus, který není násobek osmi. Tento mechanismus slouží k tomu, aby řadič 
přiměl stavové zařízení do známého stavu, když jsou řadič a zařízení 
nesynchronizované [3]. 
 
1
 
K
 
BRD ST R/W REG/RAM Res ed CI ] CI ] CI ] CI ] C erv D[0 D[1 D[2 D[3
 
Obr. 2  Struktura kontrolního bytu 
 
Adresa bitů CID v kontrolním SDI bytu při průběhu zápis/čtení je vysílána 
v opačn
ce jsou definována jednotlivé bity kontrolního slova 
a nasta
Tab. 1  Nastavení jednotlivých bitů SPI kontrolního bytu 
 
7 BRDCST Vyjadřuje operaci vysílání, která je určená 
ém pořadí od LSB. 
V následující tabul
vení jednotlivých módů [3]:  
 
pro všechna zařízení v řetězci. Toto je platné pouze 
pro zapisovací operace, protože během čtení 
by to způsobilo rozpor na SDO pinu. 
6 R/W 
ování 
Bit čtení/zápisu 
0 = operace zapis
1 = operace čtení 
5 REG/RAM gistru/RAM 
 
Přístupový bit k re
0 = přístup k RAM 
1 = přístup k registru
4 Reserved Vyhrazeno 
3  anál, na který je operace zaměřena. 
 kanál 
:0 CID[3:0] Vyjadřuje k
Hodnota 4-bitového kanálu je nejdříve poskytnuta 
LSB. Zařízení jsou umístěna v řetězci tak, 
že zařízení 0 je nejblíže k řadiči a zařízení 15 
je nejdál po SDI/SDU_THRU řetězci (Obr. 1). 
Jak se SDI informace šíří po řetězci, každý
snižuje CID o 1. SDI uzly mezi zařízeními odráží 
snížení o 2 na zařízení, neboť každé zařízení obsahuje 
dva kanály. Když zařízení přijímá hodnotu 0 v CID 
poli, odpovídá to SPI převodu. Když je vyžadováno 
vysílání do všech zařízení zapojených v řetězci, CID 
se nesnižuje. V tomto případě jsou zavedeny stejná 
8 - bitová nebo 16 - bitová data do všech kanálů, 
nehledě na CID hodnoty. 
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1.2.2 Čtení a zápis do re
 
Obrázky 3 a 4 [3] ukazují operace zápis a čtení do adresy registru pomocí 
16-bitového SPI řadiče. Tyto operace vyžadují 4-bytový přenos uspořádaný jako dvě 
16-bitová slova. Nepřítomnost CS stoupání po osmém bitu dat signalizuje SPI 
stavovému zařízení, že následuje dalších osm SCLK pulsů k dokončení operace. 
Pro operaci zapisování se posledních osm bitů ignoruje. Pro operaci čtení se hodnota 
8-bitových dat opakuje, takže data jsou zachycena během poslední poloviny datového 
přenosu, pokud to vyžaduje řadič. 
 
gistru 
 
 
Obr. 3  Průběh zápisu do registru přes 16-bitový SDI port 
 
 
  
 
Obr. 4  Průběh čtení z registru přes 16-bitový SDI port 
 
 
Během přístupů do registru jsou v SPI modulu zachycovány byty řízení 
(CONTROL), adresy (ADDRESS) a dat (Data). Při dokončení bytu adresy, při přístupu 
čtení, je obsah registru adresy přesunut do registru dat u SPI data registru. Při dokončení 
bytu dat, při přístupu zapisování (zápisu), jsou data přesunuta z SPI do registru adresy 
[3].  
 
.2.3 Čtení a zápis do paměti RAM 
 
Obrázky AM, která jsou 
reprezentována jako 16-bitové objekty, proto tedy přístupy vždycky vyžadují 4 byty. 
1
5 a 6 [4] ukazují čtená a zápis k paměťovým místům R
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Obr. 5  Průběh zápisu do paměti RAM přes 16-bitový SDI port 
 
 
 
  
 
Obr. 6  Průběh čtení z paměti RAM přes 16-bitový SDI port 
 
Během přístupů k paměti RAM jsou v SPI modulu zachycovány byty řízení 
(CONTROL), adresy (ADDRESS) a dat (Data). Při dokončení bytu adresy, při přístupu 
čtení je obsah datové vyrovnávací paměti na základě kanálů přesunut do datového 
registru v SPI  pro odchýlení se během datové části SPI přenosu. Zápis do paměti RAM 
ení realizován přímo, ale přes vyrovnávací paměť, proto je nutné po každém přístupu 
zkontrolovat h
Přerušení přístupu k paměti RAM v každém kanálu signalizuje, že se spravuje 
nevyříz
Zařízení umí provádět operace zapisování a čtení do adresy registru i pomocí 
8-bitov
 
n
odnotu registru RAMSTAT, který informuje o dokončení operace. 
 
ený požadavek přístupu k paměti RAM. Pro přístup k RAM jsou byty adresy 
a dat přesunuty z SPI registrů do vyrovnávací paměti adresy a dat v příslušném kanálu. 
Požadavek na zápis do paměti RAM je nahraný. Co se týče operací čtení, stav 
nevyřízeného požadavku je kontrolován buď dotazováním se RAMSTAT bitu na kanál, 
nebo umožněním přerušení přístupu k paměti RAM pro každý kanál. 
 
ého SPI řadiče. Tyto operace jsou prováděny jako 3-bytový přenos. CS je vložen 
mezi každý byte, je pro něj vyžadováno, aby se vložil před první sestupnou hranu SCLK 
po DATA bytu, aby ukazovalo stavovému zařízení, že by měl 
být přesunut pouze jeden byte [3]. 
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1.3 
7 6 5 4 3 2 1 0 
Základní registry 
 
Pro identifikaci typu obvodu je možné použít registr ID (Chip Identification), 
který je uložen na adrese 0 a obsahuje identifikace typu a revize obvodu [7]. 
 
  PARTNUM[2:0] REV[3:0] 
 
Obr. 7  Struktura registru ID 
 
Všechny bity v registru ID jsou pouze informativní, tedy typu READ. 
 
Tab. 2  Jednotlivé funkce registru ID 
 
7 Reserved Vyhrazený bit 
6:4 PARTNUM[2:0] Identifikace typu zařízení. 
000 = Si3220 
001 = Vyhrazeno 
010 = Si3225 
011–111 = Vyhrazeno 
3:0 REV[3:0] Identifikace revidovaného vydání. 
0001 = Revize A 
0010 = Revize B 
0011 = Revize C 
0100 = Revize D 
0101 = Revize E 
0110 = Revize F 
 
 
Základní stav obvodu vyjadřuje registr MSTRSTAT (Master Initialization 
Status), který je uložen v registru na adrese 3 [7]. 
 
7 6 5 4 3 2 1 0 
      SRCLR PLOCK FSDET     
 
Obr. 8  Struktura registru MSTRSTAT 
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Tab. 3  Funkce nastavení registru MSTRSTAT 
 
7:5 Reserved Vyhrazený bit 
4 SRCLR Detekce mazaní SRAM. 
0 = Proces mazání paměti SRAM nebyl zahájen nebo probíhá
1 = Proces mazání pamě ěhla ti SRAM prob
3 PLOCK Detekce rámcové synchronizace. 
0 = PLL není synchronizován s vnejší rámcovou 
synchronizací FSYNC. 
1 = PLL není synchronizován s vnejší rámcovou 
synchronizací FSYNC. 
2 FSDET Detekce povoleného násobku.. 
YNC není povoleným 
násobkem periody hodinového signálu PCLK. 
1 = Perioda rámcové synchronizace FSYNC je povoleným 
y  
0 = Perioda rámcové synchronizace FS
násobkem period  hodinového signálu PCLK.
1:0 Reserved Vyhrazený bit 
 
 
Ostatn stry jso iz. [7í regi u uvedeny v ]. 
20 
 
2     MODULY V OS LINUX 
 
.1     Ovladače zařízení 
 
P pln oléhá na ovladače zařízení (Device 
Drivers), pomocí nichž t. 
Aplikacím je takto posk kladní technologii. 
Příklade je ry můžeme používat stejné 
příkazy bez ohledu na to .  
 
Ovladačem je s elné rozhraní 
umožňuj  jin r ikovat. Nemusí nutně ovládat 
fyzickou část hardwaru. , 
nazýváme tato zařízení ja
 
2.2     Rozdělení ovla
 
vladače jako takové většinou rozdělujeme do tří tříd (podle druhu zařízení, 
které obsluhují). 
2.2.1     Znakové zařízení (character devices)  
 
Přístup k nim je podobný přístupu ke klasickým souborům. K těmto zařízením 
přistupujeme jako k proudu znaků a ovladač ve většině případech implementuje funkce 
otevření zařízení (open), čtení - zápis dat zpětně do paměťového prostoru (read), 
předávání dat zařízení (write) a jeho uzavření (close). Rozdíl mezi klasickým souborem 
a tímto je ten, že v klasickém souboru můžeme měnit aktuální pozici směrem dozadu, 
tj. číst data zpětně, kdežto u znakových zařízení přistupujeme k datům pouze sekvenčně. 
Existují zde vyjímky, například frame grabber, kde je aplikaci umožněn přístup 
k celému sejmutému obrázku pomocí mmap či lseek. K znakovému zařízení 
se přistupuje pomocí speciálních souboru, jejichž seznam můžeme získat pomocí 
příkazu [5]: 
 
ls -l /dev | grep ^c 
 
2.2.2     Blokové (block devices)  
 
Blokové zařízení se liší od znakového "pouze" tím, že čtení či zápis dat 
je prováděn pouze v blocích, které mají ve většině případů velikost 1kB (mohou mít 
ale libovolnou velikost představující jakoukoli mocninu čísla 2). Tento blokově 
orientovaný přístup je uživateli neviditelný, protože je implementován uvnitř jádra 
a uživatel má možnost přečíst/zapsat libovolné množství znaků z/na zařízení. Mezi tyto 
zařízení patří například pevné disky a diskety. Z toho také plyne, že dané zařízení 
2
ři ění požadavku aplikací se jádro sp
komunikuje se všemi typy zařízení, se kterými se může setka
ytováno jednotné rozhraní, bez ohledu na zá
m systém souborů - při manipulaci se soubo
, zda jsou uloženy na disku IDE, CD-ROM či RAM
oftware, který řídí zařízení a exportuje použit
ící ým prog amům s tímto zařízením komun
 Jedná-li se pouze o způsob přenosu dat z jádra k aplikacím
ko softwarová (software devices) [6]. 
dačů (třídy zařízení) 
O
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umožňuje hostit souborový systém, který může být připojen (mount) a využíván 
stémem. Přístup k těmto zařízením, je stejně jako u znakových, pomocí souborů 
t analogicky pomocí příkazu [5]: 
měny dat 
ezi dvěma a více počítači. Většinou se jedná o různé síťové karty, ale není tomu 
tak vžd
 které obsluhuje stejné 
děl, že tyto data jsou FTP přenosu 
udy přetransformuje na jednoduché 
atové
vaný, nelze toto zařízení jednoduše mapovat jako tomu bylo 
u předchozích dvou. K tomu účelu slouží přiřazené unikátní jméno (jako eth0, ...), 
ěchto interfaců 
funkcíc
r a minor čísla 
Přístup k zařízení v ocí speciálních souborů 
umístě ři /dev. cí těchto souborů. Jádro provede 
tnímu ovladači na základě tzv. major a minor 
sy
a jejich seznam je možné získa
 
ls -l /dev | grep ^b 
 
2.2.3     Síťový interface (network interface)  
 
Pro síťové transakce je používáno toto zařízení, které je schopno vý
m
y, může se jednat i o čistě softwarové zařízení kterým je kupříkladu 
tzv. loopback. Toto zařízení má na starosti odesílání/přijímání dat a je řízeno 
subsystémem jádra bez znalosti toho, co to je za data. Za příklad si můžeme vzít 
jakékoli dvě a více síťových služeb, například FTP a SSH,
zařízení (posílá a příjímá data) bez toho, aniž by vě
 tyto pro SSH seanci. Vyšší vrstva tyto datové proa
d  pakety o které se již postará síťové zařízení. Jelikož síťový interface není 
proudově oriento
které již ale nemá korespondující záznam na disku. Komunikace jádra a t
 odlišná od znakového (či blokově) orientovaného zařízení a shoduje se pouze ve dvou je
h read a write, které se týkají přenosu paketů. Seznam síťových interfaců 
lze získat například pomocí příkazu ifconfig [5]. 
 
2.2.4     Další zařízení  
 
V Linuxu existují další třídy ovladačů kterými jsou například USB, FireWire 
či SCSI. Přistupuje se k nim stejně jako ke znakovým (či blokovým) jen s tím rozdílem, 
že interní uspořádání ovladače je rozdílné od klasických znakových (či blokových) [5]. 
 
2.3     Majo
 
Linuxu je řešen pom
Zařízení jsou volána pomoných v adresá
identifikaci zařízení příslušícímu konkré
čísel. 
Major číslo je jedinečné pro třídu zařízení, kdežto minor pro jeho instanci. Major 
čísla se buď volí staticky nebo je jádro může přidělovat dynamicky. Přidělování minor 
čísel i další operace s nimi jsou plně v režii modulu. 
Speciální znakově orientované soubory jsou při výpisu příkazu ls –l 
identifikovány písmenem c v prvním sloupci tabulky. Blokově orientovaná zařízení 
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se objeví v adresáři /dev identifikovaná písmenem b, jak je také zřejmé z prvního 
sloupce.  
 
Zadáním příkazu ls –l můžeme vidět dvě čísla oddělená čárkou, 
která jsou ve výpisu zobraze odifikace. Jde o major a minor 
čísla pro jednotlivá zařízení. Následující výpis ukazuje několik zařízení jak se zobrazí 
zatímco minor čísla jsou 1, 3, 5, 
64, 65 a 29.  
 
evices.txt. 
ikuje ovladač přidružený k danému zařízení. Například 
dev/nulla dev/zero jsou oba řízeny ovladačem 1, zatímco virtuální konzoly a sériové 
jsou ov
 
ajor číslo) [5]. 
ádro samo o sobě neví téměř nic o minor číslech mimo skutečnost, že odkazují 
na zaří
vě orientovaná zařízení ve výše 
uveden
minor čísel 0, 1 a 2, udávající pozici konkrétního zařízení na rozhraní IDE. 
 
na před datem poslední m
v typickém systému. Jejich major čísla jsou 1, 4, 7 a 10, 
crw-rw-rw- 1 root root  1,   3 Apr 11  2002 null 
crw------- 1 root root 10,   1 Apr 11  2002 psaux 
crw------- 1 root root  4,   1 Oct 28 03:04 tty1 
crw-rw-rw- 1 root tty   4,  64 Apr 11  2002 ttys0 
crw-rw---- 1 root uucp  4,  65 Apr 11  2002 ttyS1 
crw--w---- 1 vcsa tty   7,   1 Apr 11  2002 vcs1 
crw--w---- 1 vcsa tty   7, 129 Apr 11  2002 vcsa1 
crw-rw-rw- 1 root root  1,   5 Apr 11  2002 zero 
brw-rw---- 1 root root  3,   0 čen  3  2008 hda 
brw-rw---- 1 root root  3,   1 čen  3  2008 hda1 
brw-rw---- 1 root root  3,   2 čen  3  2008 hda2 
 
Obě čísla jsou osmibitová a jejich rozsah je "pouze" 0 až 255. Z toho 
jsou rozsahy major čísla 60-63, 120-127 a 240-254 rezervovány pro experimentování. 
Je to docela málo a tak vznikla možnost dynamického přidělování major čísel. 
Již alokovaná major čísla získáme ze souboru:  
      
/usr/src/linux/Documentation/d
 
Major číslo identif
ládané ovladačem 4, podobně jako vcs1 a vcsa1 ovladačem 7. Moderní linuxová 
jádra povolují ovladačům sdílení major čísel, ale většina zařízení, se kterými se můžete 
setkat, jsou stále organizována na principu one-major-one-driver principu
(tzn. že jednomu ovladači přísluší jedno m
 
Minor číslo je užíváno jádrem k tomu, aby přesně určilo, na které zařízení 
se odkazuje, je předáváno přímo ovladači. Závisí na tom, jak je daný ovladač napsaný. 
Můžeme získat buď přímý ukazatel na naše zařízení přímo z jádra nebo pomocí minor 
čísla. J
zení implementovaná ovladačem, jádru samotnému na nic neslouží [2]. 
 
Příkladem využití minor čísel jsou bloko
ém výpisu: hda, hda1 a hda2. Jedná se o disková zařízení ovládané ovladačem 
s major číslem 3, udávající, že se jedná o zařízení rozhraní IDE, a rozlišeny jsou pomocí 
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2.3.1     Dynamická major čísla 
 ato možnost je o něco složitější než výše uvedená a to z toho důvodu, 
že je nu
stup: 
2.4     Souborový systém 
) 
ísmena {bcu} či p znamenají typ vytvářeného souboru: 
p - pojmenovaná roura (FIFO) bez major a minor čísla. 
T
tné vytvořit speciální soubory pro přístup k zařízením až po zavedení modulu 
do jádra. Tyto informace dostaneme necháme-li si vypsat obsah souboru 
/proc/devices.  
Ukázkový vý
Character devices: 
  1 mem 
  2 pty 
  3 ttyp 
  4 ttyS 
  5 cua 
  6 lp 
  7 vcs 
 10 misc 
 13 input 
 
Druhý sloupec udává název ovladače, první sloupec udává major číslo, 
které mu bylo přiděleno. Aby bylo možné ovladač použít v uživatelských programech, 
je nutné vytvořit v adresáři /dev příslušné speciální soubory [5]. 
 
 
Další možností je tzv. "Device filesystem". Ve zkratce jde o to, že při inicializaci 
modulu bude vytvořen speciální soubor a po odstranění modulu bude tento soubor také 
odstraněn. Systém souborů zprostředkovává přístup k zařízením. Je zcela nezávislý 
na typu zařízení. Ovladače zařízení proto musí zaregistrovat skupinu operací 
se soubory, které definují specifickou implementaci, již nabízejí [4]. 
 
2.4.1     Vytváření speciálních souborů (mknod
 
K vytváření nových speciálních znaků slouží systémové volání mknod, 
které lze vyvolat pomocí stejnojmenné utility, jehož syntaxe je následující [5]: 
 
mknod název typ major_číslo minor_číslo 
 
P
 
b - blokově orientované zařízení, 
c - znakově orientované zařízení, 
u - znakově orientované zařízení (nebufferované), 
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V následující ukázce si vytvoříme znakové zařízení SI3220 s major číslem 62 
a minor číslem 0. 
root]#  
 
ořený soubor bude na disku do té doby než ho smažeme, 
stačí na to příkaz rm. 
 
 
 
[root@martin03 root]# mknod /dev/SI3220 c 62 0 
[root@martin03 root]# ls -l /dev/SI3220 
crw-r--r--    1 root     root      62,   0 dub 16 19:54 /dev/SI3220 
[root@martin03 
Takto vytv
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3 
3.1     Návrh struktury speciálních souborů pro Si3220 
20 
 
o zápis tení do/z registru nebo do/z paměti RAM. Tuto strukturu vytvoříme pomocí 
již zmi
vladači zařízení, tak volíme identické major číslo.  
Výslená struktura může vypadat následovně: 
 
      major  minor 
  /dev/SI3220/regs0  150  0 
  /dev/SI3220/ram0  150  1 
  /dev/SI3220/regs1  150  16 
  /dev/SI3220/ram1  150  17 
 
Byte obsahující adresu chipu (CID [0:3]) a rozlišení o jaký typ zápisu se jedná 
(REG/RAM) bude mít následující podobu: 
 
 adresa chipu     vyhrazené bity 
CID [0] CID [1] CID [2] CID [3]    REG/RAM
PRAKTICKÁ ČÁST 
 
 
Speciální soubory zařízení Si3220 jsme vytvořili v adresáři /dev/SI32
 musí být dvojího typu, abychom rozlišili, jestli se jedná(viz. kapitola 2.4.1). Soubory
/č
ňovaných minor čísel. Protože oba typy těchto speciálních souborů chceme 
přiřadit ke stejnému o
 
 
Obr. 9  Struktura kontrolního slova  
 
 
3.2     Základní struktura ovladače 
 
Na začátku souboru musí být vloženy hlavičkové soubory. 
 
#include <linux/kernel.h> 
#include <linux/module.h> 
#include <linux/init.h> 
 
#include <linux/fs.h> 
 
Nejprve je důležité definovat název zařízení, pro který ovladač tvoříme. 
 
#define DEV_NAME "MODUL" 
#define MODUL "MODUL" 
 
MODULE_LICENSE("GPL"); 
MODULE_DESCRIPTION("zkusebni modul"); 
MODULE_AUTHOR("SvehlikM"); 
 
Pro testování modulu jsou definovány následující řetězce, které budou 
při zavádění a odhlašování vypisovány jádrem. 
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static char __initdata hello[] = KERN_NOTICE MODUL ": Nazdar\n"; 
": Sbohem\n"; 
m parametrem 
DEV_NAME zaregistrujeme zařízení v souboru /proc/devices. Posledním parametrem 
je struk že věnovat v následující kapitole. 
 
  res = register_chrdev( MOD_MAJOR, DEV_NAME, &modul_fops); 
   } 
 
Funkce unregi ření ovladače, 
i kterém kontroluje sho ní ve výpisu souboru 
proc/devices. 
  unregister_chrdev( MOD_MAJOR, DEV_NAME); 
nkce  má být volána při nahrávání. Je zodpovědná za nastavení 
vnitřní  provést 
před p aopak funkce module_exit má být volána 
při uza které mají být volány při nahrávání nebo uzavření 
zařízen
 
static char __exitdata bye[] = KERN_NOTICE MODUL 
static int MOD_MAJOR = 0; 
 
Funkce register_chrdev se postará o to, aby se zařízení v jádru zaregistrovalo 
a poskytlo mu informace, na jejichž základě bude jádro moci spouštět jednotlivé funkce, 
když budou chtít aplikace se zařízením komunikovat. V případě záporné návratové 
hodnoty se zařízení nezaregistruje. Prvním parametrem je MOD_MAJOR. Použijeme-li 
na jeho místě nulu, dosáhneme dynamického přiřazení major čísla. Druhý
tura souborových operací, které se budeme blí
 
static int __init start( void) 
{ 
    int res; 
    printk( hello); 
 
  
  
    if( res < 0){ 
 printk( "MOD: registrace se nezdarila\n"); 
 return res; 
 
    MOD_MAJOR = res; 
} 
 
ster_chrdev se postará o uzav
du major čísla a názvu zařízepř
/
 
Stat 
ic void __exit go_away( void) 
{ 
  
 
    printk( bye); 
} 
 
 
Fu module_init
ch datových struktur, inicializaci hardwaru a další operace, které je nutné
rvním spuštěním zařízení. N
cí, vření zařízení. Definice funk
í se nastavují pomocí maker: 
 
 
dule_init( start); mo
module_exit( go_away); 
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3.3     Opera
 
3.3.1 
  read: modul_read, 
odul_release, 
eek, 
3.3.2 
ž je speciální soubor svázaný se zařízením otevřen 
aplikac ura svázaná se speciálním souborem, která obsahuje 
mimo jiné i major a minor čísla. Druhá struktura file obsahuje informace o režimu, 
ve kterém je zařízení otevřeno. Pro testování se ve funkci vypisuje informativní hlášení 
int modul_open( struct inode *inode, struct file *filp) 
pen minor %d\n", minor); 
 printk( "MOD: open\n"); 
  return 0; 
dě uzavírání zařízení. Má podobné struktury jako 
funkce ead. Opět jsme pro kontrolu při uvolňování ovladače nechali vypsat pár 
informativních hlášení. 
 
ce se soubory 
Struktura fops 
 
Jak jsme se již mohli dočíst v kapitole 2.4, ovladače zařízení musí zaregistrovat 
skupinu operací se soubory file_operations. Existují všechny možné typy funkcí, 
ale modul sám o sobě nemusí definovat všechny. Postačí jen ty, které bude využívat. 
Skupina ukazatelů na funkce je definována ve struktuře v hlavičkovém souboru 
linux/fs.h [6].  
 
 
atic struct file_operations modul_fops = { st
  
    write: modul_write, 
  open: modul_open,   
    release: m
    llseek: modul_lls
 };
 
 
open 
 
Funkce open je volána, kdy
í. První parametr je strukt
„MOD: open minor“ doplněné o skutečné minor číslo. 
 
 
atic st
{ 
    unsigned int minor = 255; 
     
    minor = iminor( inode); 
     
    printk( "MOD: o
     
   
  
} 
 
 
3.3.3 release 
 
Tato funkce je volána v přípa
r
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static int modul_rele
*filp) 
ase( struct inode *inode, struct file 
inor = 255; 
    
3.3.4 read 
read jsme se setkali už ve funkci open. Argument 
buff návací paměť, kde jsou data uchovávána 
než se z  prostor prázdný a očekává kde by měla být 
nově č data umístěna. Proměnná count udává množství dat, které čtecí proces 
požaduje. Poslední ukazatel oofp ukazuje na umístění souboru, ke kterému uživatel 
  int i; 
  int data; 
ch uvedeno minor cislo, je nutné jej zjistit 
ze struk
entry->d_inode); //zjisteni minor 
yní musíme nastavit v kontrolním slově (viz. kapitola 1.2.1) šestý bit 
). 
jestli je druhý bit v minor čísle 1 (přístup k registrům) 
nebo (p
   
{ 
    unsigned int m
 
    minor = iminor( inode); 
     
    printk( "MOD: release minor %d\n", minor); 
 
    printk( "MOD: release\n"); 
    return 0; 
} 
 
 
 
S prvním parametrem funkce 
je ukazatel na uživatelskou vyrov
toapíší nebo v případě čtení je ten
tená 
přistupu e. j
 
 
static ssize_t modul_read( struct file *flip, char *buff, size_t 
count, loff_t *offp) 
{ 
    unsigned int minor = 255; 
    int control = 0; 
    char bytes=1; 
  
  
    size_t act_count=count; 
     
 
e funkce read nemá v parametreProtož
tury file. 
 
 
    minor = iminor( flip->f_d
cisla 
     
 
N
ona hodn tu 1 (čtení
 
 
    control |= 1<<6; 
 
 
Dále testujeme 
řístup k RAM). 
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    if( !(minor & 0x01)) { 
 control |= 1<<5; //reg 
 } else { //ram 
    printk ("MOD: odd byte count\n"); 
  } 
 control = (minor>>4) | control; //nastaveni pristupu k 
//modulu podle minor cisla 
  control = control << 8; 
ntk( "MOD: control 0x%x\n", control); 
bytes==1) { //cteni z registru -> 1 byte 
printk( "MOD: read REG\n"); 
     control |= (*offp & 0x00ff); //nastaveni adresoveho 
//bytu 
    (*offp)++; //posun 
 
MOD: control 0x%x\n", control); 
f+i)=(data & 0x00ff); //prenos do cteciho bufferu  
0x%x\n", data); 
else { 
 control &= 0xff00;  
       control |= (((*offp)/2) & 0x00ff);//pamet se cte po 2 
  //bytech 
    printk( "MOD: control 0x%x\n", control); 
read data 
          ssp_read_word( &ssp1_dev, &data); 
          ssp_read_word( &ssp1_dev, &data); 
ata & 0xff00)>>8; //prenos prvniho bytu 
(data & 0x00ff); //prenos druheho bytu 
    printk( "MOD: data 0x%x\n", data); 
_count; 
   
 bytes=2; 
 if(count%2==1) { //z pameti se cte vzdy sudy pocet bytu 
     act_count--; 
 
 } 
  
     
     
   
  
    pri
   i 
 
f(
 for(i=0;i<act_count;i++) { 
 
 
Jako adresa registru, která se má číst se pužije ukazatel aktuální pozice offp. 
 
 
     control &= 0xff00; //vynulovani adresoveho bytu 
    
 
     //send control 
 
 
Kontrolní výpis pro testování modulu.
 
 
intk( "     pr
     *(buf
     printk( "MOD: data 
}  
  }   
 printk( "MOD: read RAM\n"); 
 for(i=0;i<act_count;i++,i++) { 
    
  
     (*offp)++; 
     (*offp)++; 
    //send control  
 
            ssp_write_word( &ssp1_dev, control); 
            ssp_write_word( &ssp1_dev, 0x6000); 
     //
  
  
     *(buff+i)=(d
    *(buff+i+1)= 
 
 } 
    } 
    return act
} 
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3.3.5 
podobných oparní jako funkce read. 
, const char *buff, 
 loff_t *offp) 
signed int minor = 255; 
  if( !(minor & 0x01)) { 
} 
ol; 
  control = control << 8; 
rol &= 0xff00; 
f); 
    word( &ssp1_dev, dat
: control 0x%x\n", control); 
ta 0x%x\n", data); 
   
apisu 
=data<<8; 
i+1); //druhy byte 
    (*offp)++; 
     
write 
 
Funkce write se skládá z 
 
 
st  ssize_t modul_write( struct file *flipatic
size_t count,
{ 
    un
    minor = iminor( flip->f_dentry->d_inode); 
    int data=0; 
    int control=0; 
 
    char bytes=1; 
    int i; 
    size_t act_count=count; 
     
 
Protože se jedná o zápis, není nastaven 6. bit řídicího slova. 
 
 
  
 control |= 1<<5; //reg 
    } else { //ram 
 bytes=2; 
 if(count%2==1) { 
     act_count--; 
    printk ("MOD: odd byte count\n");  
 
    } 
  control = (minor>>4) | contr  
  
    printk( "MOD: control 0x%x\n", control); 
    if(bytes==1) { 
 printk( "MOD: write REG\n"); 
;i<act_count;i++) {  for(i=0
     cont
         control |= (*offp & 0x00f
     data=*(buff+i)<<8; 
     (*offp)++; 
     //send control 
            ssp_write_word( &ssp1_dev, control); 
a);         ssp_write_
     printk( "MOD
     printk( "MOD: da
            ssp_read_word( &ssp1_dev, &data); 
            ssp_read_word( &ssp1_dev, &data); 
     //send data 
 } 
    } else { 
 printk( "MOD: write RAM\n"); 
 for(i=0;i<act_count;i++,i++) { 
     control &= 0xff00;  
      control |= (((*offp)/2) & 0x00ff); 
a=*(buff+i); //prvni byte dat k z     dat
   data  
     data|=*(buff+
    (*offp)++;  
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//send c
       
ontrol 
    ssp_write_word( &ssp1_dev, control); 
    printk( "MOD: data 0x%x\n", data); 
          ssp_read_word( &ssp1_dev, &data); //pri zapisu se 
3.3.6 
 případě bude 
pozice  paměti při čtení 
nebo zápisu. Konkrétně je upraven ukazatel file->f_pos. Po úspěšném provedení vrátí 
funkce ou hodnotu. 
ile* filp, loff_t off,int whence){ 
minor( filp->f_dentry->d_inode); 
 
D mění při použití ve funkci 
llseek  které se bude číst příští byte. 
Naše im e olutní pozice (SEEK_SET), aktualní pozice 
(SEEK_CUR) a konce souboru (SEEK_END). 
->f_pos+off; 
eak; 
os; 
 newpos; 
 
            ssp_write_word( &ssp1_dev, data); 
     printk( "MOD: control 0x%x\n", control); 
 
  
zaroven cte->je treba 2 slova zahodit 
            ssp_read_word( &ssp1_dev, &data); 
    //send data  
 } 
    } 
unt;     return act_co
} 
 
 
llseek 
 
Funkce llseek (lseek) mění pozici ve struktuře souboru. V našem
 souboru odpovídat přímo adrese registru nebo RAMv
n ozici, po neúspěšném zápornovou p
 
loff_t modul_llseek(struct f
 
    loff_t newpos; 
int minor = 255;     unsigned 
nor = i    mi
     
/regs     if( !(minor & 0x01)) { /
 printk("MOD: llseek REG off %d\n", off);
{  switch(whence)
      
 
 SEEK_ENMakra SEEK_SET, SEEK_CUR a
 pozici file->f_pos v souborovém proudu, od
plem ntace funkce se skládá z abs
 
 
    case 0: //SEEK_SET 
  newpos=off; 
  break; 
K_CUR      case 1://SEE
ewpos=filp  n
  br
     case 2://SEEK_END 
  newpos=255; 
  break; 
     default: 
  return -EINVAL; 
 }  
 if(newpos<0) 
VAL;      return -EIN
 filp->f_pos=newp
 
 return
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    } else { //ram 
tových slovech, musíme upravit 
stavajíc
2; 
    case 1://SEEK_CUR 
 newpos=filp->f_pos+off*2; 
break; 
 case 2://SEEK_END 
 newpos=511; 
filp->f_pos=newpos; 
3.4     
 
m kitu umístěném na pracovišti, jehož součástí 
byl procesor Marvell PXA270 spojený pomocí SPI sběrnice se zařízením Marvell 
Si3220
Na Obr. 10 probíhá přenos kontrolního slova a můžeme zde vidět, 
jak jsou jedno  jedná o operaci čtení, tak musí být vysílací 
bit (BR čtení a určení, 
že se b br. 2 a Tab. 1. Z průběhu je také zřejmé, 
že jedn u hranu. Za povšimnutí stojí 
jak se S ze které čteme, což je registr nejblíže řadiči, 
je nulo
 
 
 printk("MOD: llseek RAM off %d\n", off); 
 switch(whence){ 
     case 0: //SEEK_SET 
 
 
Protože je paměť RAM organizována po 16-bi
í  pozici měnit dvojnákód a sobně. 
 
 
  newpos=off*
 break;  
 
 
  
    
 
  break; 
     default: 
  return -EINVAL; 
 }  
 if(newpos<0) 
     return -EINVAL; 
 
 
return newpos;  
    } 
     
} 
 
  Úprava pro PXA270 
M byl oteodul stován na testovací
, na kterém jsme pomocí osciloskopu kontrolovali jednotlivá nastavení 
a předpokládané průběhy signálů. Pro ukázku uvádím na obrázcích 10 – 12 čtení 
registru ID, hodnotu registru ID a zápis do registru 65. 
 
tlivé bity nastaveny. Jelikož se
DCST) nulový, za ním násled
de za
ující šestý a pátý bit nastaven na 1 (
u pisovat do registru), viz. O
otlivé bity šířícího se signálu
ITHR
 reagují na sestupno
D U dekrementuje a adresa, 
vá. 
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Obr. 10  Čtení z registru 
 
Dalším vodu z registru ID (Chip Identification). Protože 
budeme e stejnou strukturu kontrolního slova jako v situaci 
na Obr. 10. Odpověď (SDO) je ve tvaru 0000110, která podle struktury registru ID 
(Obr. 7) určuje, že se jedná o zařízení typu Si3220 (000) v revidovaném vydání 
 v pořad
íst z registru, tak vidím
í je čtení identifikace ob
 opět č
F (0110). 
 
 
 
Obr. 11  Čtení identifikace obvodu 
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Poslední ukázkou je zápis do registru 65 zachycený na Obr. 12. Rozdíl vidíme 
již v kontrolním slově, kde je druhý bit roven 0, což indikuje operaci zápisu. V datové 
oblasti, druhé osmibitové části přenosu dat, jsou data, stejně jako na Obr. 4, posílána 
dvakrát. 
 
 
 
Obr. 12  Zápis do registru 65 
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ZÁVĚR 
 
V teoretické části práce bylo čerpáno hlavně z literatury [2], [3] a [7]. 
Při sestavování skupiny operací se soubory pro ovladač zařízení Si3220 byla nejvíce 
yužita literatura [2], která detailně popisuje způsob jejich tvorby.  
 
V souladu se zadáním jsme se zabývali nízkoúrovňovou komunikací 
mezi vývojovým zařízením, jehož hlavní částí byl mikroprocesor PXA270 
s předinstalovaným operačním systémem Linux, a obvodem účastnické sady Si3220. 
Před realizací vlastní komunikace bylo z důvodu nekompatibility operačního sytému 
a obvodu Si3220 potřeba vytvořit ovládací modul zařízení Si3220.  
 
Pro vlastní komunikaci jsme zvolili sériové periferní rozhraní SPI. Obvod 
Si3220 má možnost jak zápisu do registrů, tak i do paměti RAM, proto jsme vytvořili 
speciální strukturu souborů v adresáři /dev/SI3220/. Aby aplikace při zápisu či čtení 
rozpoznala, o jaký registr nebo paměť RAM se v dané situaci jedná, rozlišili jsme 
tyto soubory pomocí minor čísel. 
 
Po odladění modulu ovladače, jeho překladu v jádře a zavedení do systému jsme 
odeslali a přijali některá data, abychom ověřili jeho správnou funkci. Důležitou částí 
přenosu komunikace je tzv. kontrolní (ří í) byte. Z manuálu jsme vyčetli pozici, 
význam a možnosti nastaven ktuře. Funkci zapojení jsme 
ověřili na základních komunikačních operacích: čtení identifikačního registru (Chip 
Identification) obvodu Si3220 viz. Obr. 11, kde jsou uloženy informace o typu obvodu 
a jeho revidovaném vydání, a zápisu do registru 65 viz. Obr. 12. Podle obrázků 
zachycených pomocí osciloskopu je vidět základní rozdíl mezi operacemi čtení/zápis 
do registru, který můžeme sledovat na počátku signálu označeného jako SDI. 
Tyto operace jsou v kontrolním slově od sebe rozpoznány nastavením jeho 2. bitu 
(v případě čtení 1, v případě zápisu 0). 
 
Sestavený modul by se dal ještě modifikovat o další funkce a otestovat pomocí 
složitějšího provozu, případně připojením dalších účastnických zařízení. 
 
 
 
 
 
 
v
díc
í jednotlivých bitů v jeho stru
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PŘÍLOHA 
 
Výpis zdrojového souboru souboru 
 
#include <linux/kernel.h> 
#include <linux/module.h> 
#include <linux/init.h> 
hed.h> 
ab.h> 
include <linux/errno.h> 
include <asm/io.h> 
e TIMEOUT 100000 
define DEV_NAME "MODUL" 
TICE MODUL ": Nazdar\n"; 
atic char __exitdata bye[] = KERN_NOTICE MODUL ": Sbohem\n"; 
atic int MOD_MAJOR = 0; 
 
struct ssp_info_ { 
 int irq; 
 u32 clock; 
}; 
 
/* 
 * SSP port clock and IRQ settings 
 */ 
static const struct ssp_info_ ssp_info[PXA_SSP_PORTS] = { 
#if defined (CONFIG_PXA27x) 
 {IRQ_SSP, CKEN23_SSP1}, 
 {IRQ_SSP2, CKEN3_SSP2}, 
 {IRQ_SSP3, CKEN4_SSP3}, 
#else 
 {IRQ_SSP, CKEN3_SSP}, 
 {IRQ_NSSP, CKEN9_NSSP}, 
 {IRQ_ASSP, CKEN10_ASSP}, 
#endif 
}; 
 
static DEFINE_MUTEX(mutex); 
static int use_count[PXA_SSP_PORTS] = {0, 0, 0}; 
 
static irqreturn_t ssp_interrupt(int irq, void *dev_id) 
{ 
 struct ssp_dev *dev = (struct ssp_dev*) dev_id; 
 unsigned int status = SSSR_P(dev->port); 
 
 
#include <linux/fs.h> 
 
#include <linux/sc
#include <linux/sl
#
#include <linux/interrupt.h> 
#include <linux/ioport.h> 
#include <linux/mutex.h> 
#
#include <asm/irq.h> 
#include <asm/hardware.h> 
#include <asm/arch/ssp.h> 
include <asm/arch/pxa-regs.h> #
 
#define PXA_SSP_PORTS  3 
#defin
 
#
#define MODUL "MODUL" 
 
static char __initdata hello[] = KERN_NO
st
st
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 SSSR_P(dev->port) = status; /* clear status bits */ 
NG "SSP(%d): receiver overrun\n", dev-
port); 
) 
NING "SSP(%d): transmitter underrun\n", dev-
_BCE) 
RNING "SSP(%d): bit count error\n", dev-
 word to the SSP port 
fied data to write. 
SSP transmit FIFO, and write a data 
d to perform the necessary locking. 
ut occurred 
TIMEOUT; 
 DEV_NAME ": posilam data\n"); 
timeout = TIMEOUT; 
 
SSR_TNF)) { 
sp_read_word - read a word from the SSP port 
nd return the 
d, this 
 
 The ry locking. 
 
 if (status & SSSR_ROR) 
  printk(KERN_WARNI
>
 
 if (status & SSSR_TUR
AR  printk(KERN_W
ort); >p
 
if (status & SSSR 
  printk(KERN_WA
>port); 
 
 return IRQ_HANDLED; 
} 
 
 
/** 
 * ssp_write_word - write a
 * @data: 32-bit, MSB justi
 * 
 Wait for a free entry in the  *
 * word to the SSP port. 
 * 
 The caller is expecte *
 * 
 * Returns: 
   %-ETIMEDOUT timeo *
 *   0   success 
 */ 
ssp_dev *dev, u32 data) int ssp_write_word(struct 
{ 
 int timeout = 
 
 printk( KERN_INFO
 
 
 
 while (!(SSSR_P(dev->port) & S
        if (!--timeout){  
          return -ETIMEDOUT; 
  } 
  cpu_relax(); 
 } 
 
SSDR_P(dev->port) = data;  
 
 return 0; 
} 
 
 /**
 s *
 * 
 * Wait for a data word in the SSP receive FIFO, a
 received data.  Data is LSB justified.  *
 * 
 Note: Currently, if data is not expected to be receive *
 * function will wait for ever. 
 *
 caller is expected to perform the necessa *
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 * Returns: 
 *   %
/ 
ead_word(struct ssp_dev *dev, u32 *data) 
le( !(SSSR_P( dev->port) & SSSR_RNE)) { 
    if( ! --timeout) 
return 0; 
s 
ait for the SSP to idle, and ensure that the receive FIFO 
he caller is expected to perform the necessary locking. 
ssp_flush(struct ssp_dev *dev) 
do { 
 -ETIMEDOUT; 
        if (!--timeout) 
ETIMEDOUT; 
- enable the SSP port 
 
 ssp_dev *dev) 
SSCR0_P(dev->port) |= SSCR0_SSE; 
dev) 
-ETIMEDOUT timeout occurred 
 *   32-bit data success 
 *
int ssp_r
{ 
 int timeout = TIMEOUT; 
 timeout = TIMEOUT; 
 whi
 
  return -ETIMEDOUT; 
     cpu_relax(); 
 } 
*data = SSDR_P(dev->port);  
 
 
} 
 
/** 
 * ssp_flush - flush the transmit and receive FIFO
 * 
 * W
 * is empty. 
 * 
 * T
 */ 
int 
{ 
 int timeout = TIMEOUT * 2; 
 
 
  while (SSSR_P(dev->port) & SSSR_RNE) { 
          if (!--timeout) 
           return
  (void) SSDR_P(dev->port);  
  } 
 
          return -
 } while (SSSR_P(dev->port) & SSSR_BSY); 
 
 return 0; 
} 
 
/** 
 * ssp_enable 
 *
 * Turn on the SSP port. 
 */ 
void ssp_enable(struct
{ 
 
} 
 
/** 
 * ssp_disable - shut down the SSP port 
 * 
 * Turn off the SSP port, optionally powering it down. 
 */ 
void ssp_disable(struct ssp_dev *
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{ 
 SSCR0_P(dev->port) &= ~SSCR0_SSE; 
ssp_save_state - save the SSP configuration 
 @ss to save SSP configuration 
 
/ 
ev, struct ssp_state *ssp) 
 = SSCR0_P(dev->port); 
); 
ssp->to = SSTO_P(dev->port); 
_P(dev->port); 
SSCR0_P(dev->port) &= ~SSCR0_SSE; 
sp_restore_state - restore a previously saved SSP configuration 
estore the SSP configuration saved previously by ssp_save_state. 
 *ssp) 
SSSR_P(dev->port) = SSSR_ROR | SSSR_TUR | SSSR_BCE; 
SSCR0_P(dev->port) = ssp->cr0 & ~SSCR0_SSE; 
->port) = ssp->cr1; 
PSP_
* 
 ssp tings 
 @flags: port config flags 
P config flags 
@speed: port speed 
 
rt MUST be disabled by ssp_disable before making any config 
dev *dev, u32 mode, u32 flags, u32 
dev->mode = mode; 
dev->psp_flags = psp_flags; 
dev->speed = speed; 
ttings */ 
SSCR0_P(dev->port) = (dev->speed | dev->mode); 
SSPSP_P(dev->port) = dev->psp_flags; 
return 0; 
} 
 
/** 
 * 
 * p: pointer to structure 
 *
 * Save the configured SSP state for suspend. 
 *
void ssp_save_state(struct ssp_dev *d
{ 
 ssp->cr0
 ssp->cr1 = SSCR1_P(dev->port
 
 ssp->psp = SSPSP
 
 
} 
/** 
 * s
 * @ssp: pointer to configuration saved by ssp_save_state 
 * 
 * R
 */ 
ssp_restore_state(struct ssp_dev *dev, struct ssp_statevoid 
{ 
 
 
 
 SSCR1_P(dev
 SSTO_P(dev->port) = ssp->to; 
 SS P(dev->port) = ssp->psp; 
 
 SSCR0_P(dev->port) = ssp->cr0; 
} 
/*
co * _config - nfigure SSP port set
 * @mode: port operating mode 
 *
 * @psp_flags: port PS
 * 
 *
 * Po
changes. 
 */ 
int ssp_config(struct ssp_
psp_flags, u32 speed) 
{ 
 
 dev->flags = flags; 
 
 
 
 /* set up port type, speed, port se
 
 SSCR1_P(dev->port) = dev->flags; 
 
 
 
} 
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/** 
 initialise and claim resources for the SSP port. 
rt == 0) 
if (use_count[port - 1]) { 
 mutex_unlock(&mutex); 
if (!request_mem_region(__PREG(SSCR0_P(port)), 0x2c, "SSP")) { 
 mutex_unlock(&mutex); 
{ 
 ret = request_irq(ssp_info[port-1].irq, ssp_interrupt, 
; 
     if (ret) 
  goto out_region; 
rt clock */ 
pxa_set_cken(ssp_info[port-1].clock, 1); 
rn 0; 
n(__PREG(SSCR0_P(port)), 0x2c); 
use_count[port - 1]--; 
); 
* 
 
 rel ort. 
/ 
id ssp_exit(struct ssp_dev *dev) 
mutex_lock(&mutex); 
 * ssp_init - setup the SSP port 
 * 
 *
 * 
 * Returns: 
 *   %-ENODEV if the SSP port is unavailable 
 %-EBUSY if the resources are already in use  *  
 *   %0  on success 
 */ 
int ssp_init(struct ssp_dev *dev, u32 port, u32 init_flags) 
{ 
 int ret; 
 
 if (port > PXA_SSP_PORTS || po
  return -ENODEV; 
 
 mutex_lock(&mutex); 
 
 
  return -EBUSY; 
 } 
use_count[port - 1]++;  
 
 
  use_count[port - 1]--; 
 
  return -EBUSY; 
}  
 dev->port = port; 
 
 /* do we need to get irq */ 
 if (!(init_flags & SSP_NO_IRQ)) 
 
    0, "SSP", dev)
 
 
      dev->irq = ssp_info[port-1].irq; 
 } else 
  dev->irq = 0; 
 
 /* turn on SSP po
 
 mutex_unlock(&mutex); 
 retu
 
out_region: 
 release_mem_regio
 
 mutex_unlock(&mutex
 return ret; 
} 
 
/*
 * ssp_exit - undo the effects of ssp_init 
 *
 * ease and free resources for the SSP p
 *
vo
{ 
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 SSCR0_P(dev->port) &= ~SSCR0_SSE; 
 if (dev->port > PXA_SSP_PORTS || dev->port == 0) { 
invalid port\n"); 
eturn; 
(de >irq
 free_irq(dev->irq, dev); 
use_count[dev->port - 1]--; 
utex); 
ssp_restore_state); 
PORT_SYMBOL(ssp_exit); 
 { 
  .mode  = 0, 
  .s ed 
 
; 
  /* POKUSNE OTEVRENI A KONFIGURACE PRO PRENOS */ 
_config( &ssp1_dev,  
de 
R0_SlotsPerFrm(1)) |  // slots per 
   // transmit fifo underrun do 
 generate interrupt    
    SSCR0_RIM |     // receive fifo overrun do 
// extended data size 
ct 
rammable serial port 
    (SSCR0_DSS & SSCR0_DataSize( 16)),   // data size 
 
    
  printk(KERN_WARNING "SSP: tried to close 
  r
 } 
 
 pxa_set_cken(ssp_info[dev->port-1].clock, 0); 
 if v- ) 
 
 release_mem_region(__PREG(SSCR0_P(dev->port)), 0x2c); 
 
 mutex_unlock(&m
} 
 
EXPORT_SYMBOL(ssp_write_word); 
PORT_SYMBOL(ssp_read_word); EX
EXPORT_SYMBOL(ssp_flush); 
EXPORT_SYMBOL(ssp_enable); 
EXPORT_SYMBOL(ssp_disable); 
EXPORT_SYMBOL(ssp_save_state); 
EXPORT_SYMBOL(
EXPORT_SYMBOL(ssp_init); 
EX
EXPORT_SYMBOL(ssp_config); 
 
static int spi_major = 0; 
 
ssp_dev ssp1_dev =static struct 
    .port = 1, 
  
    .flags = 0, 
    .psp_flags = 0, 
  pe = 200000, 
    .irq = IRQ_SSP, 
};
 
Static int spi_reset( struct ssp_dev *dev) 
{ 
    int res; 
  struct ssp_state ssp_old;   
     
    ssp_disable( dev); 
    ssp_save_state( dev, &ssp_old)
     
  
    res = ssp
 //SSCR0_MOD |      // network mo
 //    ( SSCR0_FRDC & SSC
frame 
     SSCR0_TUM |  
not
 
not generate interrupt 
     //SSCR0_EDSS |    
sele
     SSCR0_PSP |     // prog
 
 SSCR1_SCFR | 
   SSCR1_SPO | 
   SSCR1_SPH | 
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   (SSCR1_RFT & SSCR1_RxTresh( 2)) | 
| 
DMYSTRT( 0) | 
  SSPSP_DMYSTOP( 0) | 
 
konfigurace portu se nezdarila\n"); 
   
); 
6000); 
ld); 
*inode, struct file *filp) 
inor = 255; 
e); 
 inor %d\n", minor); 
 
  printk( "MOD: open\n"); 
t inode *inode, struct file *filp) 
 255; 
n", minor); 
urn 0; 
gned int minor = 255; 
  si count; 
   (SSCR1_TFT & SSCR1_TxTresh( 2)),  
 //SSPSP_FSRT | 
   SSPSP_SCMODE( 3) | 
   SSPSP_STRTDLY( 2) 
   SSPSP_
 
   SSPSP_SFRMWDTH( 13) | 
   SSPSP_SFRMDLY( 2),
 SSCR0_SCR & SSCR0_SerClkDiv(60)); 
    if( res < 0) { 
 printk( KERN_ERR DEV_NAME ": 
 return res; 
 }    
  
    ssp_enable( dev); 
    ssp_write_word( dev, 0x6000
    ssp_write_word( dev, 0x
    ssp_flush( dev); 
     
    ssp_disable( dev); 
     
, &ssp_o    ssp_restore_state( dev
    ssp_enable( dev); 
     
  return( 0);   
} 
 
static int modul_open( struct inode 
{ 
    unsigned int m
     
    minor = imin ( inodor
     
(    printk "MOD: open m
    
  
    return 0; 
} 
 
static int modul_release( struc
{ 
    unsigned int minor =
     
    minor = iminor( inode); 
     
    printk( "MOD: release minor %d\
 
    printk( "MOD: release\n"); 
    ret
} 
 
static ssize_t modul_read( struct file *flip, char *buff, size_t 
count, loff_t *offp) 
{ 
    unsi
    int control = 0; 
    char bytes=1; 
    int i; 
    int data; 
  ze_t act_count=
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); //zjisteni minor cisla 
  co veni 6. bitu ve slove control na 1 -> 
eni 
   
  if 2. bit v minoru==1 => pristup k registrum 
odd byte count\n"); 
 //nasteveni pristupu k modulu 
<< 8; 
trol 0x%x\n", control); 
ni z registru -> 1 byte 
printk( "MOD: read REG\n"); 
ff00; //vynulovani adresoveho bytu 
    control |= (*offp & 0x00ff); //nastaveni adresoveho bytu 
++; //posun 
    //send control 
          ssp_write_word( &ssp1_dev, control); //odeslani slova 
         ssp_write_word( &ssp1_dev, 0x6000); //a neskodneho slova 
 0x%x\n", control); 
sp1_dev, &data); 
      ssp_read_word( &ssp1_dev, &data); 
 do cteciho bufferu  
    printk( "MOD: data 0x%x\n", data); 
printk( "MOD: read RAM\n"); 
for(i=0;i<act_count;i++,i++) { 
    (*offp)++; 
    //send control 
); 
p1_dev, control); 
1_dev, 0x6000); 
d data 
         ssp_read_word( &ssp1_dev, &data); 
          ssp_read_word( &ssp1_dev, &data); 
(data & 0x00ff); //prenos druheho bytu 
    printk( "MOD: data 0x%x\n", data); 
t; 
  nor = iminor( flip->f_dentry->d_inode  mi
     
  ntrol |= 1<<6; //nasta
ct
  
  ( !(minor & 0x01)) { //
 control |= 1<<5; //reg 
    } else { //ram 
 bytes=2; 
 if(count%2==1) { //z pameti se cte vzdy sudy pocet bytu 
     act_count--; 
     printk ("MOD: 
  }
    } 
     
    control = (minor>>4) | control;
podle minor cisla 
    control = control 
intk( "MOD: con    pr
    if(bytes==1) { //cte
 
 for(i=0;i<act_count;i++) { 
     control &= 0x
     
     (*offp)
 
  
control 
   
     printk( "MOD: control
    //read data  
            ssp_read_word( &s
      
     *(buff+i)=(data & 0x00ff); //prenos
 
 } 
    } else { 
 
 
     control &= 0xff00;  
         control |= (((*offp)/2) & 0x00ff); //pamet se cte po 2 
bytech 
 
     (*offp)++; 
 
     printk( "MOD: control 0x%x\n", control
            ssp_write_word( &ss
            ssp_write_word( &ssp
     //rea
   
  
     *(buff+i)=(data & 0xff00)>>8; //prenos prvniho bytu 
     *(buff+i+1)=
 
 } 
    } 
    return act_coun
} 
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static ssize_t modul_write( struct file *flip, const char *buff, 
or = iminor( flip->f_dentry->d_inode); 
t data=0; 
   
lse { //ram 
bytes=2; 
--; 
yte count\n"); 
  co  
i++) { 
; 
p_read_word( &ssp1_dev, &data); 
p_read_word( &ssp1_dev, &data); 
r(i=0;i<act_count;i++,i++) { 
xff00;  
   offp)/2) & 0x00ff); 
//prvni byte dat k zapisu 
; 
p_read_word( &ssp1_dev, &data); //pri zapisu se zaroven 
zahodit 
rd( &ssp1_dev, &data); 
    //send data 
} 
    } 
size_t count, loff_t *offp) 
{ 
    unsigned int minor = 255; 
    min
    in
    int control=0; 
 
    char bytes=1; 
    int i; 
    size_t act_count=count; 
  
    if( !(minor & 0x01)) { 
|= 1<<5; //reg  control 
    } e
 
 if(count%2==1) { 
     act_count
     printk ("MOD: odd b
 } 
    } 
  ntrol = (minor>>4) | control;
    control = control << 8; 
    printk( "MOD: control 0x%x\n", control); 
    if(bytes==1) { 
n");  printk( "MOD: write REG\
 for(i=0;i<act_count;
     control &= 0xff00; 
         control |= (*offp & 0x00ff); 
     data=*(buff+i)<<8; 
     (*offp)++; 
l      //send contro
            ssp_write_word( &ssp1_dev, control)
            ssp_write_word( &ssp1_dev, data); 
     printk( "MOD: control 0x%x\n", control); 
     printk( "MOD: data 0x%x\n", data); 
            ss
            ss
     //send data 
 } 
    } else { 
 printk( "MOD: write RAM\n"); 
 fo
     control &= 0
      control |= (((*
     data=*(buff+i); 
     data=data<<8; 
     data|=*(buff+i+1); //druhy byte 
     (*offp)++; 
     (*offp)++; 
     //send control 
            ssp_write_word( &ssp1_dev, control)
            ssp_write_word( &ssp1_dev, data); 
     printk( "MOD: control 0x%x\n", control); 
     printk( "MOD: data 0x%x\n", data); 
            ss
cte->je treba 2 slova 
            ssp_read_wo
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    return act_count; 
} 
 
loff_t modul_llseek(struct file* filp, loff_t off,int whence){ 
; 
or = 255; 
 filp->f_dentry->d_inode); 
nor & 0x01)) { //regs 
 off %d\n", off); 
switch(whence){ 
 
EK_CUR 
s+off; 
break; 
eek RAM off %d\n", off); 
_END 
wpos=511; //RAM ma 512 bytu 
eak; 
 
  } 
  ll k, 
 
    loff_t newpos
    unsigned int min
  minor = iminor(  
     
    if( !(mi
 printk("MOD: llseek REG
 
     case 0: //SEEK_SET
  newpos=off; 
  break; 
     case 1://SE
  newpos=filp->f_po
  break; 
     case 2://SEEK_END 
wpos=255; //registru je 256   ne
  
     default: 
  return -EINVAL; 
 }  
 if(newpos<0) 
     return -EINVAL; 
 filp->f_pos=newpos; 
 
 return newpos; 
    } else { //ram 
 printk("MOD: lls
 switch(whence){ 
     case 0: //SEEK_SET 
  newpos=off*2; 
  break; 
     case 1://SEEK_CUR 
  newpos=filp->f_pos+off*2; 
  break; 
     case 2://SEEK
  ne
  br
     default: 
  return -EINVAL; 
 }  
 if(newpos<0) 
     return -EINVAL; 
 filp->f_pos=newpos;
 
 return newpos; 
  
     
} 
 
static struct file_operations modul_fops = { 
    read: modul_read, 
    write: modul_write, 
    open: modul_open, 
    release: modul_release, 
  seek: modul_llsee
}; 
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static int __init start( void) 
  int res; 
hrdev( MOD_MAJOR, DEV_NAME, &modul_fops); 
; 
return res; 
_SCLK_MD | GPIO_IN); 
  px M_MD | GPIO_IN); 
UT); 
_SRXD_MD | GPIO_IN); 
   
 0xF87FFFFF; 
        | 0x03800000; 
FF; 
R0_U | 0x001A8000; 
AME ": SSCR0 = %x\n", 
  printk( KERN_INFO DEV_NAME ": SSCR1 = %x\n", 
O DEV_NAME ": SSPSP = %x\n", 
, GPDR0); 
": GAFR0_U = %x\n", GAFR0_U); 
GURACE PRO RESET  */ 
  re , 1, 0); 
zace portu se 
ACE PRO PRENOS */ 
g( &ssp1_dev,  
network mode 
SSCR0_SlotsPerFrm(1)) |  // slots per 
  // transmit fifo underrun do 
  
   // receive fifo overrun do 
nerate interrupt 
    //SSCR0_EDSS |    // extended data size 
lect 
rogrammable serial port 
SSCR0_DataSize( 16)),   // data size 
RxTresh( 2)) | 
  (SSCR1_TFT & SSCR1_TxTresh( 2)),  
//SSPSP_FSRT | 
{ 
  
    printk( hello); 
  
    res = register_c
    if( res < 0){ 
 printk( "MOD: registrace se nezdarila\n")
 
    } 
    MOD_MAJOR = res; 
 
 
    /* enable SSP */ 
    pxa_gpio_mode( GPIO23
  a_gpio_mode( GPIO24_SFR
    pxa_gpio_mode( GPIO25_STXD_MD | GPIO_O
    pxa_gpio_mode( GPIO26
  
 
//    GPDR0 = GPDR0     &
// GPDR0 = GPDR0 
//    GAFR0_U = GAFR0_U & 0xFFC03F
//    GAFR0_U = GAF
 
  pr  intk( KERN_INFO DEV_N
SSCR0_P(ssp1_dev.port)); 
  
SSCR1_P(ssp1_dev.port)); 
    printk( KERN_INF
SSPSP_P(ssp1_dev.port)); 
ME ": GPDR0 = %x\n"    printk( KERN_INFO DEV_NA
  intk( KERN_INFO DEV_NAME  pr  
 
 KONFI    /* POKUSNE OTEVRENI A
  s = ssp_init( &ssp1_dev
    if( res < 0) { 
V_NAME ": iniciali printk( KERN_ERR DE
nezdarila\n"); 
 return res; 
    } 
     
    /* POKUSNE OTEVRENI A KONFIGUR
    res = ssp_confi
 //SSCR0_MOD |      // 
 //    ( SSCR0_FRDC & 
frame 
     SSCR0_TUM |   
not generate interrupt  
     SSCR0_RIM |  
not ge
 
se
     SSCR0_PSP |     // p
     (SSCR0_DSS & 
 SSCR1_SCFR | 
   SSCR1_SPO | 
   SSCR1_SPH | 
   (SSCR1_RFT & SSCR1_
 
 
48 
 
49 
 
DMYSTRT( 0) | 
( 0) | 
SCR0_SerClkDiv(60)); 
EV_NAME ": konfigurace portu se nezdarila\n"); 
eturn res; 
  spi_reset( &ssp1_dev); 
c void __exit go_away( void) 
  unregister_chrdev( MOD_MAJOR, DEV_NAME); 
DULE_LICENSE("GPL"); 
   SSPSP_SCMODE( 3) | 
   SSPSP_STRTDLY( 2) | 
   SSPSP_
   SSPSP_DMYSTOP
   SSPSP_SFRMWDTH( 17) | 
   SSPSP_SFRMDLY( 2), 
 SSCR0_SCR & S
    if( res < 0) { 
 printk( KERN_ERR D
 r
    } 
 
  
     
    ssp_enable( &ssp1_dev); 
 
    return 0; 
} 
 
atist
{ 
    ssp_disable( &ssp1_dev); 
    ssp_exit( &ssp1_dev); 
     
  
 
    printk( bye); 
} 
 
module_init( start); 
module_exit( go_away); 
 
 
MO
MODULE_DESCRIPTION("zkusebni modul"); 
MODULE_AUTHOR("SvehlikM"); 
