In this paper, we present a novel image steganography method which is based on color palette transformation in color space. Most of the existing image steganography methods modify separate image pixels, and random noise appears in the image. By proposing a method, which changes the color palette of the image (all pixels of the same color will be changed to the same color), we achieve a higher user perception. Presented comparison of stegoimage quality metrics with other image steganography methods proved the new method is one of the best according to Structural Similarity Index (SSIM) and Peak Signal Noise Ratio (PSNR) values. The capability is average among other methods, but our method has a bigger capacity among methods with better SSIM and PSNR values. The color and pixel capability can be increased by using standard or adaptive color palette images with smoothing, but it will increase the embedding identification possibility.
Introduction
Nowadays, the phrase "Who owns the information, he owns the world" has a little bit different meaning, compared to the initial formulation. In 1815, information on Napoleon's defeat resulted in the Rothschilds in 1 day to earn 40 million pounds and became the owners of a large part of the British economy. Nowadays, information can lead to the defeat of information systems, organizations, and countries as well. Therefore, the data confidentiality is important as never before.
Cryptography is used in most cases to ensure data confidentiality. However, encrypted data is not resistant to encryption identification. By encrypting only important, secret data, we can highlight it in the overall data flow and advanced search methods are capable to identify encrypted data. This leads to an increase in data camouflage technologies.
Steganography is the science of hiding data. While digital steganography hides data into digital files and objects, image steganography is designed to hide the data into digital images and raster graphics. This type of steganography is one of the most popular as hardly anybody would think to look for secret information in image files.
Image imperceptibility is the main feature to identify steganography method usage, and it is at odds with steganography capacity. The balance of these two characteristics is very important to assure the steganography method quality.
This work aims to increase the imperceptibility of image steganography by changing the color palette rather than the color of separate pixels. The work involves the design of a new steganography method, suitable to hide data and to read it after the embedding into the cover images as well as ensure enough data can be embedded into the color image.
Our contributions are as follows:
We proposed a novel color palette transformation steganography method which is based on image color palette presentation and division into RGB cubes with one color only. This allows color change within the area of the RGB sub-cube and provided the possibility to embed stegomessage and ensure color similarity. Our approach has perception configuration possibility to ensure the acceptable modification level.
In comparison to other steganography methods, our proposed method has a balance between user perception and embedding capability.
To achieve the aim, a systematic literature review was executed to find existing steganography methods, their imperceptibility, and capability measurements. Based on existing solutions, we generated a new steganography method. This method uses color palette transformation, based on color location modification in divided RGB cube with one color only. The proposed method was validated by using the most commonly used images (Baboon, Barbara, Lena). Peak Signal Noise Ratio (PSNR) and Structural Similarity Index (SSIM) steganography measurements as well as capability calculations were calculated. This was the base for comparative analysis. An additional experiment was executed to identify the proposed steganography properties by using BSD-300 and Kodak datasets. Additionally, 108 randomly selected, different type images from the personal gallery were used to analyze the proposed method application. All experiments are summarized, and final conclusions are derived at the end of the paper.
Related works
To secure data, cryptography algorithms are used. Cryptography allows data confidentiality assurance by encrypting data with a secret key. Encrypted data is not hard to be noticed. To provide the message secrecy, it can be sent over hidden channels or embedded into other objects to camouflage its existence. For this purpose, steganography is the best solution. It embeds a message into another object. Therefore, it is hard to identify where and how the message was hidden.
Another steganography usage possibility is object watermarking. By embedding the owner's data into the image or another object, everybody can decode it and find the owner's data. At the same time, steganography usage for image watermarking is very limited, as no modifications are allowed after the message embedding. If the image is modified, the embedded data will be changed and we will not be able to retrieve the information. This applies to all steganography algorithms, despite the used method or application area. More advanced watermarking and tempering recovery methods exist [1] [2] [3] for image signing purpose.
There is a variety of steganography methods, and they can be classified according to different properties. One of the properties, which can be used to classify steganography, is the need for shared data (except the methods and its parameters). For example, Chen et al. [4] propose a steganography method where the sender and the receiver own the cover image. By using this method, the receiver uses the cover image to get the embedded data from the stegoimage. The need for the original, cover image is not flexible in term of steganography usage. The biggest part of steganography methods does not require shared data. The least significant bit (LSB) steganography method embeds the secret message in the least significant bits of pixel values of the cover image [5] . Each pixel of the cover image is divided into RGB parts, and the least significant bits are replaced with the message bits. The change in color usually is far lesser than that perceivable by average human vision. The receiver needs to know the used steganography method and how many bits were used for the stegomessage, so there is no need for shared data for this method.
The LSB steganography can be assigned to spatial domain category. This classification is based on image enhancement domain techniques and has two main categories [6] :
1) Spatial domain-directly deals with the image pixels [7] . The manipulation with pixels leads to the fact it has high embedding capacity, has shorter computational time, and is vulnerable to geometric attacks. 2) Transformation domain-deals with the image frequency content [8] . The need for transformations influences the higher computational time and limited embedding capacity, but it is more robust against geometric attacks and compression.
LSB steganography is the most well-known spatial domain algorithm. Another example of spatial domain image steganography is pixel value differencing (PVD) [9] . This method is more imperceptible compared to LSB as the stegomessage is embedded by taking into account the difference between the colors of the pixel pair. The method does not embed a stegomessage where it might cause too big changes in the cover image. This reduces the capacity as not all pixels can be changed by embedding stegomessage. Another approach is based on pixel value ordering (PVO) when a digital image is sliced into blocks and each block is arranged according to the pixel value [10] . Usually, the differences between the two largest and two smallest values are analyzed while only the maximum and minimum values are changed to achieve the best results. Modifications of this method exist [11] , where middle value is used too and leads to the increase of stegomessage length.
Transformation domain steganography methods, first of all, execute some transformations. There are some examples of steganography methods, where different transformations are used:
Thenmozhi and Chandrasekaran [12] use integer wavelet transform along with cropping. Senthooran and Ranathunga [13] apply DCT coefficients and modified quantization table values. Mazumder and Hemachandran [14] use DWT and change the stegomessage by optimizing message dispersion. Patel and Ragha [15] adopt binary image steganography and IWT. Dalvi and Kamathe [16] apply DWT and SWT. Huang and Zhou [17] extend the HUGO algorithm [18] by using a hybrid quantitative MINMAX feature.
The idea of transformation domain steganography methods is to identify the edges between multiple regions [19] in the image where color changes would be less visible or to change the color for the plain region at once [20] . Image context understanding and captioning gaining enough accuracy just now [21] and the steganography does not take advantage of embedding messages to the background, unrecognized objects yet. The possibility to embed a message in text areas [22] is a consideration for the future steganography too. All techniques dedicated to identifying objects, edges, and the text are or can be used to optimize the user imperceptibility, when the user is not able to notice some color changes in the image.
While most steganography methods rely on changing values of separate pixels, there are methods where the color palette is transformed. Color palettebased steganography is used by Seppanen et al. (SMK) [23] . These authors used a small color palette to conceal information within a color image. Brisbane et al. [24] proposed a pixel selection method and spherical coding structure method using shared color palette (SCP). The idea to change the color palette is used by Michiharu et al. [25] where image color space is decomposed into RBG components and changed to fit into the maximum number of colors after embedding data according to BPCS [26] algorithm. Raja et al. [27] also decompose the image color palette, cluster it, and provide indexes of shifted centroids. We believe there is space for another steganography method which uses color palette transformation. Therefore, we propose a method for color palette transformation in color space.
3 Proposed method for color palette transformation in color space
Requirements for the steganography method
To increase the perception, we use color palette transformation rather than changing separate image pixels. As all pixels of the same color will be changed into one different color, areas of constant color will not be distorted. Illustration of color palette transformation advantages against separate pixel color changes is presented in Fig. 1 . Figure 1a shows how changed pixels disturb the pattern of the original image ( Fig. 1b ), while the pattern remains the same in color palette transformation as shown in Fig. 1c .
To hide the message and later read the embedded message in a transformed image, we define some requirements for the color palette-based steganography algorithm:
1) Each color from the original image has to be changed into a unique color as if multiple colors will be changed into the same color, later we will not be able to identify changes. 2) The distance between similar colors has to be taken into account:
a) The color change should "stay" in the same "color range" to make sure the image will contain the same pixel pattern. b) The number of the embedded bit should be selected according to the distance between similar colors as the user will be less perceptive to bigger color changes between two different colors compared to the same change in different shades of the same color. 3) No reference models need to be used, but there should be a possibility to adjust the algorithms for a different level of color palette changes.
Most of the presented requirements are the base for most steganography methods (for example LSB satisfies the second and third requirement, while the first requirement is different as changes pixel color, rather than color).
Algorithm of the proposed steganography method
A new steganography method was generated to fit all three earlier presented requirements. We propose to present the image color space as RGB cube, and no reference images will be needed; the stegomessage will be encoded in the new color palette. Each image color will be placed in the RGB cube according to its R, G, and B values in 3D space. It is not important to calculate the frequency of the color; only the existence of the color is used in the method. If the image has at least one pixel with color (x, y, z), then RGB cube (3D dimensional matrix) value in coordinates (x, y, z) will be equal to 1. While if color (x, y, z) does not exist in the image, the value will be equal to 0. 3D matrix can be used to store the RGB cube information. The matrix will be divided into sub-cubes, and all the sub-cubes should be stored in a list or other structure to ensure the same sequence of sub-cube processing.
When all colors are stored in the RGB cube, we calculate where stegomessage bit can be stored the cube:
1) If the RGB cube of sub-cube has more than one color in it, the cube has to be divided into subcubes. Each edge of the cube is divided into two parts, so we have eight sub-cubes and each color of the cube will belong to one of the sub-cubes. All eight sub-cubes will be processed recursively as the initial RGB cube till the sub-cube will have one or zero colors in it. 2) If the RGB cube or sub-cube has one color, we analyze the size of the cube: a) If the sub-cube size is 1 × 1 × 1, it means there is only one possible color location in it and we cannot change it into another color within the range of the sub-cube. This cube is not suitable for stegomessage embedding.
b) If the size of the RGB sub-cube is more than 1 × 1 × 1, it means we can change the location of the color. We use this cube or part of this cube to embed the stegomessage. The change is limited to be in the area of this RGB sub-cube only. This ensures that we will be able to decompose the changed RGB cube in the same sub-cubes after the embedding of stegomessage as well as the new color will not overlap with other colors in the RGB cube. 3) If the RGB sub-cube has no colors, it will not be processed anymore as it means there are no colors that have to be changed (the area of the RGB cube is not used in the image). We are not using these cubes to embed stegomessage.
The dividing fragment of the selected RGB cube into sub-cubes is presented in Fig. 2 Analyzed RGB cube (a) has more than one color; therefore, it is divided into eight sub-cubes (b-i), but only sub-cubes with at least one color (g-i) were analyzed further, while sub-cubes with no colors (b-f) are not analyzed anymore. Sub-cubes h and i are suitable to embed message as only one color exists. Sub-cube g has more than one color and it has to be divided, but the cube is too small for division and will not be used for message embedding in next iteration the processing of one sub-cube to eight smaller subcubes. Eight divided sub-cubes are further analyzed recursively. Only sub-cubes with at least one color in it and with cube edge length greater than 2 are analyzed for division further. "Empty" or too small sub-cubes are not divided anymore. When RGB cube of size more than 1 × 1 × 1 and with one color in it is found, we can embed the stegomessage in it by changing the location of the color in the cube. How many bits N of stegomessage can be embedded in this cube depends on the length of the edge n of the cube or the number of possible color locations k in the cube (1) .
. The figure illustrates
Based on the example in Fig. 2 , we will have only two sub-cubes where the message can be embedded (subcubes "h" and "i"). The length of the edge n of each of those sub-cubes is 2; therefore, we will be able to embed 6 bits (3·1 + 3·1).
N bits of stegomessage are treated as a new location of the color in the RGB cube. We delete the existing color in the cube and replace it with a new color in the cube. As the color location stays in the same cube, we will be able to decompose the color space into the sub-cubes. The stegomessage will be read from RGB cubes of size more than 1 × 1 × 1 where only one color exists. This means we will be able to find the same RGB cubes, where stegomessage bits were stored and compose the stegomessage back with no complications.
The stegomessage is expressed in binary code, and 3log 2 (n) bits are selected to be used as coordinates of the specific RGB sub-cube-log 2 (n) bits define the position in R-axis, log 2 (n) bits for G-axis, and log 2 (n) bits for B-axis.
For example, we want to embed a message 111010 into the cube, presented in Fig. 2 . Each sub-cube will use three bits of the stegomessage. Each axis will be presented by one bit as one bit has two possible values as well as the sub-cube axis has two possible values. The center of coordination system, coordinates (0, 0, 0) are in the bottom left corner, closest to us. Therefore the new location for sub-cube "h" in Fig. 2 will be in the same place, coordinates (1, 1, 1) in the sub-cube. The color of sub-cube "i" will be changed to coordinates (0, 1, 0) in the sub-cube. This will change the color, but the color will be in the range of the sub-cube and the color change will not be very contrast to the existing one. All the rest sub-cubes are not suitable for message embedding, but all sub-cubes will be combined into the initial RGB cube (see Fig. 3 ).
Each axis in RGB cube has 256 values in 24-bit depth image, and by dividing the cube into the subcubes, the length of sub-cube length can be 256, 128, 64, 32, 16, 8, 4, or 2. According to the distribution of image colors in the color space, the size of RGB cubes with bits of stegomessage can vary a lot. To define the desired perception level of the stegoimage, the method applies an additional condition-if the size of RGB cube with one color is too big, we can treat it as a block with more than one color in it and divide it into sub-cubes. After dividing such a cube, only one sub-cube will have one color in it while the rest will have no colors in it. This will reduce the number of possible stegomessage bits N to be written and at the same time will impact smaller color palette changes. When all suitable RGB cubes were changed by embedding the stegomessage bits in it, we change the cover image by replacing the old color values with the new ones. As we are changing the color palette, all pixels of the same color will be changed to a new color. However, no compression or other transformations can be done after the color change and the image has to be stored as a new image (or a new version of the same image).
For message decoding, the same actions should be executed to get sub-cubes with one color in it. As the algorithm is the same and message embedding changed the color, but left it in the same sub-cube, the list of sub-cubes will be identical as in the encoding algorithm. Therefore, only coordinates of the color have to be gathered and composed into one sequence to decode the embedded message. As an example in Fig. 3 , we will get eight sub-cubes, but only sub-cubes "h" and "i" will be suitable for message reading (have only one color in it). By keeping the same sequence, we get the coordinates of the colors in those sub-cubes: (1, 1, 1) and (0, 1, 0). By converting each value into binary code and combining into one sequence of bits, we get the embedded message 111010.
To identify the end of the stegomessage, it should end with some specific symbols (bit sequence). This will ensure the end of the stegomessage will be identified during the decoding and there will be no redundant information at the end of the message. A short bit sequence like two bytes of zeros will not be very noticeable for steganalysis as the bits might be embedded in different size and location subcubes. Therefore, it will not help to identify the method usage or message embedding fact.
The algorithm of message embedding is presented in Fig. 4a and retrieving in Fig. 4b .
The palette changing might seem not enough for stegomessage storing. However, in an ideal situation, where image colors are distributed in the RGB cube to form all 2 × 2 × 2 cubes to have one color in it, the stegomessage length for 24-bit depth image can be 768 KB. This method does not depend on the size of the image directly (depends on the number of colors in the image) too and can excellence for lower resolution images with many colors. 
Results of proposed steganography method evaluation and discussion
To prove the suitability of the proposed steganography method, its comparison to other steganography methods was executed and experiments on method application with different cover images were added.
Comparison of stegoimage quality metrics
The most used image quality metrics in steganography are Peak Signal Noise Ratio (PSNR) and Structural Similarity Index (SSIM) [26] . The PSNR (dB) is used to measure the visual quality of the stegoimage and evaluates the image quality between the input image f and the stegoimage g. For the image of size W × H, the PSNR between f and g is defined by:
The SSIM is another image quality metric used to measure the similarity between images f and g and is considered to be correlated with the quality perception of the human visual system (HVS). The calculation of SSIM value includes three correlation loss factors l, s, and c:
The l(f, g) (4) is the luminance comparison function which measures the closeness of the two images' mean luminance (μ f and μ g ). The c(f, g) (5) is the contrast comparison function which measures the closeness of the contrast of the two images by using the standard deviation σ f and σ g . The s(f, g) (6) is the structure comparison function which measures the correlation coefficient between the two images f and g. The σ fg is the covariance between f and g. The positive constants C 1 , C 2 , and C 3 are used to avoid a null denominator [28] .
We use well-known images (Baboon, Barbara, and Lena) of size 512 × 512 to compare the results of our method with the results of other existing steganography methods. We used three messages (zeros, ones, and randomly generated) and calculated the average of PSNR and SSIM values as well as capacity (number of bits, which can be embedded in the image). All the data is presented in Tables 1 and 2 .
Data for other methods were obtained from an analysis of other authors; therefore, some methods are not tested with the images and SSIM or capacity values are not provided. This complicated the comparison, and we were not able to implement the steganography methods. The results in Table 1 show our method is in the lead group in terms of SSIM value-none of the methods was able to get better value for all tested images. Sun's proposed method [19] leads according to the PSNR value, but our method goes just after it and shows similar results as Yu's method [19] .
Despite the fact that there are other methods with better PSNR and SSIM values, results of our method are close to the leaders while the capacity of our method is up to three times bigger compared to Sun and Yu's methods (see Table 2 ). Our method is not a leader according to the capacity in the overall ranking. The method of Raja et al. claims to be the leader, but capacity cannot be accurately compared, as it achieved 6.2 bits per pixel capacity, but with 256 × 256 px image rather than 512 × 512 px. The fourth result is achieved with the 256 × 256 image too. The Brisbane et al. proposed method is possible to embed at up to 6 bits per pixel with a PSNR of 40 dB but up to 24 Kbit shared data is needed for it. The second and third results (EDSI and MPBDH methods) show similar results. Our proposed method does not fall very far from those four methods as the sixth results are three times smaller compared to ours.
We were not able to find data on some steganography method capabilities for the analyzed images, but we believe our method can balance between the capacity and image quality and user perception.
The experiment of the proposed method application on computer vision image datasets
To analyze the message embedding possibilities of our proposed steganography method, two image datasets were selected-BSD-300 and Kodak Lossless True Color Image Suite.
BSD-300 image dataset [29] is dedicated to image segmentation and boundary detection. This dataset includes 300 images (100 for testing and 200 for training). We do Linear dependency can be noted, but the value distribution is very high. It shows the importance of the color palette distribution in the image, not just the number of colors in the image. Analysis on how the file format influences the embedding capability revealed some tendencies (correlation between file format and embedded bits per pixel is 0.184, correlation between file format and bits per color is 0.347)-in JPG file format images, 25% bigger stegomessage can be embedded (average embedded stegomessage size for PNG files is 49,632 bits and for JPG file 61, 973bits) while the PSNR and SSIM values for both formats are the same (PSNR for PNG is 51.92 and for JPG 51.12, while SSIM values respectively are 0.9994 and 0.993). This is mostly explained by the fact that the number of colors in JPG files was bigger compared to PNG files.
The experiments of the proposed method application on high-resolution images
The efficiency of the proposed steganography method relies on the color distribution in the color space. Previously used image datasets had arbitrary lowresolution images, which reached 393,216 px only. Therefore, we executed an experiment where different photos taken with a recent camera from natural scenes were used as cover images and exploited to embed the stegomessages. We used 108 randomly selected images from personal photos: 48 highresolution (4-24 million of pixels) 24 bit color depth images, 20 low-resolution (up to 1 million pixels) 24 bit color depth images, and 40 images with adaptive palette with up to 256 colors (20 images with smoothing and 20 images without smoothing). Randomly generated stegomessages were embedded into all 108 images. The message length was maximum possible for the cover image. We used the method with no limitations and by adding the limitation to use only 2 × 2 × 2 code blocks for message embedding.
Analysis of experimental data with high-resolution images revealed there is a very weak correlation between the number of pixels in the image and the number of colors in the image (correlation coefficient is 0.04, while for previously used dataset images, the correlation coefficient between image resolution and color number was 0.57). The capacity of the image strongly correlates (correlation coefficient is 0.76) with the number of colors in the image. The average pixel capability for highresolution images is 0.02 while for low-resolution images 0.47 bits per pixel. This confirms that the use of highresolution cover images is not as optimal as lowresolution cover images. The color capability for low-resolution cover images is higher compared to higher resolution cover images too (averagely 1 bit for one color in high-resolution images can be embedded and 1.66 bits for one color in lowresolution images can be embedded). This can be explained by the fact that the lower resolution images have bigger distances between two colors (gradients in lower resolution images require less distinctive colors). The histograms of higher resolution images are smoother compared to lower resolution images. The bigger distance between colors allows a bigger number of bits to be embedded in our method. Experiments showed the image capacity increases 19% on average if there are no limitations for the color cube size for stegomessage embedding compared to the limitation to use 2 × 2 × 2 color blocks only.
The experiments of the proposed method steganalysis
Existing steganalysis tools (like Virtual Steganographic Laboratory for Digital Images, StegSecret, and others) are mostly based on brutal force decoding of existing steganography methods. It is difficult to resist to this kind of steganalysis without taking care of the stegomessage is prepared to be encrypted. Till our method is not publicly available and implemented in those tools, it makes no sense to use those tools for steganalysis of our method.
Another group of steganalysis methods analyzes the image to detect some indicators if the image was modified. It does not decode the embedded message, just defines the probability the images has an additional message, embedded in it. In most cases, the analysis includes quality metrics [32] or noise analysis [33] . Our method took into account the most often used metrics for steganalysis and allowed limitation of sub-cube size. This makes sure the color changes will not be too big to identify the method, while the color palette change rather than pixel change allows resistance to analysis of adjacent pixel colors. Our method might not be resistant to steganalysis methods, which applies machine learning to analyze similar content images in order to find prevailing colors and other patterns. This kind of steganalysis method is presented by Zhao et al. [34] . These authors analyze unprocessed images of natural scenes and adapt the analysis for GIF image steganalysis. While the results are good for natural scene images with higher embedding rate, it still has limitations and is not adapted for our steganography method yet.
For steganography of our method, color palette distribution should be analyzed rather than pixel color distribution in the image. In some cases, the machine learning can be not necessary if some type of cover images will be used-images with standard color palette. The standard color palette has its own specifics, and we present an experiment with images of the standard palette. This steganalysis experiment is a continuation of the experiment, described in Section 4.3.
As colors in the standard palette are distributed evenly in all color space, it should make ideal conditions for our method to embed the biggest number of stegomessage bits. The analysis revealed that only 76 colors out of 256 are used in the image averagely and the method cannot reach the theoretical maximum. The increase of color capability increases because of the standard palette usage to 3 pixels per color if we use limitation to embed stegomessage to 2 × 2 × 2 size color cubes and 15.5 pixels per color if there are no limitations for cube size.
The usage of the standard color palette has disadvantages as well. If there are no limitations for color cube size, most blocks for stegomessage embedding will be of size 32 × 32 × 32 and it might cause visual changes between the cover and stegoimage. The color palette is changed (see Fig. 7 ) and might indicate the use of steganography in the image as well. If smoothing is used, the number of colors in the image with the standard palette increases by 28%. This increases the cover image quality as well as stegoimage uses smaller color sub-cubes to embed stegomessage bits; therefore, the stegoimage quality is better too.
Discussion
The presented steganography method proposes a new approach on how to change the color palette to keep the user perception as well as provide a reasonable capacity to embed a stegomessage. A comparison of the proposed method to existing methods revealed that the proposed method outperforms existing analogs in at least one of measured values (PSNR, SSIM, or embedding capacity). This method provides a better user perception compared to high capacity methods, while its embedding capacity is larger compared to methods with high PSNR and/or SSIM values. The proposed method is in the middle between user perception and capacity.
It is worth to mention that the proposed method is transforming the color palette, rather than separate pixels. Its capacity is very dependent on a color palette (number of colors in the image and color palette distribution in color space) and is not influenced by image size (not directly). Therefore, the proposed method application area should be low-resolution images with a big number of colors (photos). This would allow highlighting the advantages of the proposed method. At the same time, the proposed method will be lacking capacity in several color paintings (not photos).
Existing steganalysis methods are not adapted directly to the proposed method. Our analysis showed that the visual perception is good and the embedded message is not noticed in the image. However, the proposed methods are not resistant to color palette analysis and standard palette images should not be used to limit the steganography identification.
The current version of the proposed method is not adapted to grayscale images as its usage without any limitation can cause color appearance after the stegomessage embedding. To minimize this kind of color space disturbance, the maximal cube dimension n should be minimized to 2. To adapt the method for grayscale image, the new color must be on the diagonal of the RGC cube. Therefore, log 2 (n) bits should be embedded in n × n × n size sub-cube by repeating the same bits for all three RGB color axes. Only one dimension will be used for grayscale images rather than three dimensions. Such a limitation would assure the smallest changes in the color palette or change into another gray color.
Conclusion
The analysis of existing steganography methods revealed that the biggest number of methods is based on pixel modification rather than color palette changes to embed stegomessage. Existing color palette modification methods are not developed enough as one part of them requires some shared data, while the other part uses some complex calculations. We proposed a new steganography method, which is based on image color palette transformation by replacing the location of the color in RGB cube and does not require complex calculations, therefore can be used in mobile or embedded devices too.
Comparison of stegoimage quality and capability metrics for different steganography methods revealed that our proposed method has a balance between user perception and capability to write as many data as possible-our method has the highest SSIM value among other methods, PSNR value is close to the leaders, and the capacity is average among all steganography methods. There is no method, which would outperform our method based on all embedding quality and capacity metrics. Experiments with different cover images revealed that the method does not require high-resolution cover images and the pixel, as well as embedding capacity, is higher when lower resolution images are used. If standard or adaptive color palette cover images are used, the average color capability can be increased up to 20 bits per color. This allows embedding averagely 2940 bits of data when adaptive palette with up to 256 colors is used, and it will not add random noise to the image (the color palette will be changed rather than separate pixels). 
