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5SUMMARY
UML CASE TOOL PLUGIN FOR REPRESENTATION OF BUSINESS RULES
USING LIMITED NATURAL LANGUAGE TEMPLATES
The main goal of this project was to develop template based business rules plug-in for
CASE tool. We have chosen to create plug-in for CASE tool “Magic Draw UML”.
This plug-in extends “Magic Draw UML” abilities of constraints creation, because
system partially ensures the correctness of constraint elements. Plug-in was developed for
system analysts, who precisely specify requirements for systems.
The prototype we made successfully embodies main goals of project and can be
improved in the future. Limited natural language templates can be specified using TBEProfile
module. Business rules created with plug-in are formatted and clear to understand. It helps to
improve project engineering level of automation. User using prototype is able to specify
business rules in UML class, state protocol, state machine, sequence and activity diagrams.
System was created using JAVA programming language and “Magic Draw UML
OpenAPI”.
61. ?VADAS
Kuriant programin?? ?rang?, labai svarbu suprantamai ir i?samiai apibr??ti vartotoj?
poreikius ir sukurti efektyv? programin?s ?rangos model?, kur? b??? galima automati?kai
apdoroti. To siekia modeliais grind?iamas k?rimas (Model Driven Development).
Automatizuoto k?rimo galimybes UML CASE ?rankiais gali padidinti OCL (Object
Constraint Language) ar kitos formalios kalbos, skirtos papildyti grafinius modelius veiklos
taisykli? apra?ais. Ta?iau OCL ar kitos formalios kalbos yra per ma?ai naudojamos, kadangi
programin?s ?rangos modelio k?rime dalyvaujantys specialistai da?nai nemoka modeliavimo
kalb?.
Tyrimo tikslas – i?tirti galimybes palengvinti veiklos taisykli? specifikavim? ir ?vedim?
? informacini? sistem? modelius, tam sukuriant reikalavim? lygio veiklos taisykli? sandaros
model?, skirt? IS analitikams ir projektuotojams, bei jo realizacij? UML CASE ?rankyje
(Magic Draw UML).
Sukurtas ?skiepis leid?ia naudoti nat?raliai kalbai artimus veiklos taisykli?? ?ablonus.
?vedimas yra dalinai automatizuotas ir korekti?kesnis, lyginant su esamu ?vedimu, kuris
leid?ia ?vesti ribojimus su klaidomis. Specifikavimo kalba sukurta taip, kad b??? galima atlikti
ja u?ra?yt? veiklos taisykli? transformavim??? OCL.
Darbo rezultate MagicDraw UML ?rankis yra papildytas galimybe ?vesti strukt?rizuotus
ribojimus, sudarant juos i? dalykin?s srities modelio element?, operatori? ir funkcij?. Veiklos
taisykl?s ?vedamos taikant nat?raliai kalbai artimus ?ablonus. ?ablonai yra nepriklausomi nuo
kalbos, nauji ?ablonai lengvai sukuriami.
Darbe buvo sprend?iami ?ie u?daviniai:
· ??analizuoti veiklos taisykli? s?vokas, esamas klasifikacijas ir apibr??imus;
· ??analizuoti veiklos taisykli???ablonus;
· ??analizuoti veiklos taisykli? metamodelius;
· sudaryti veiklos taisykli? strukt?ros metamodel?, kuris leist? u?ra?yti veiklos taisykles
ribota nat?ralia kalba;
· suprojektuoti bei realizuoti taisykli?? ?vedim? pagal sukurtos strukt?ros model? CASE
?rankyje;
· ?vertinti sukurt???skiep?, jo naudingum? ir prana?umus.
Literat?ros ap?valgai atlikti buvo analizuojami ??? tip? literat?ros ?altiniai:
· ap?valginiai straipsniai [3, 4, 5, 19, 20];
· technin?s ?ranki? ir technologij? specifikacijos [13 ,14 ,15 ,16 ,17 ,18];
7· knygos [1, 2, 6, 7, 8, 9, 10, 11, 12].
Darbo strukt?ra. Darbo analiz?s dalyje pateiktos ir apibendrintos penki? skirting?
autori? veiklos taisykli? klasifikacijos, i?analizuoti veiklos taisykli???ablonai ir metamodeliai,
??nagrin?tas j? tinkamumas CASE ?rankio funkcionalumui prapl?sti. Taip pat atlikta ?skiepio
??rimo technologijos analiz?, apibr??tas siekiamas sprendimas. ?ios dalies pabaigoje
pateiktas analiz?s rezultat? apibendrinimas ir suformuluoti reikalavimai tolesniam tyrimui.
Pagrindin?je darbo dalyje apra?yti veiklos taisykli?? ?ablon? specifikavimo ?rankio
reikalavimai ir projektiniai sprendimai, kurie buvo pritaikyti ?rankio k?rimo proceso metu.
Taip pat ?ioje dalyje apra?omas realizuotas modulis, skirtas prapl?sti ?ablon? panaudojim?
UML CASE ?rankyje. Pateikti veiklos taisykli? formavimo MagicDraw UML ?rankyje
metodai, apra?ytas projekto modelis ir ?ablonizuotos kalbos, artimos nat?raliai kalbai,
metodika. Sistemos realizacijos poskyryje apra?omi sukurti ?skiepio komponentai.
Pateikiamas veiklos taisykli? ataskaitoms generuoti skirtas ?ablonas, bei ?skiepio testavimo
planas. Sukurtas prototipas leid?ia ?vesti veiklos taisykles ? 5 UML diagramas. Pateikiami
kontroliniai duomenys ir rezultatai. Projektin?je dalyje ?vardijami prototipo tolimesni planai.
Ketvirtoje darbo dalyje apra?ytas atliktas sukurto MagicDraw UML ?skiepio
naudingumo tyrimas, pateikti tyrimo rezultatai. Tyrimo tikslas - nustatyti sukurto prototipo,
skirto veiklos taisykl?ms specifikuoti prana?umus, lyginant su standartiniu k?rimo procesu
Magic Draw UML ?rankyje. ?vertinti ?ablon? panaudojim?, bei j? universalum? kalbos
at?vilgiu.
Pabaigoje pateikiamos atlikto darbo pagrindin?s i?vados ir rezultatai.
Prieduose pateikiama straipsnis i? dalyvautos konferencijos bei veiklos taisykl?mis
grind?iamo IS proceso pavyzdys, panaudojant ?skiep?.
Darbo pasidalinimas
Audrius Bartkus:
· Analiz?s dalis
o Veiklos taisykli? modeli? raida
o Veiklos taisykli? klasifikacij? apibendrinimas;
o Veiklos taisykli? metamodeli? analiz?;
o Esam? sprendim? analiz?;
· Projekto dalis
o Reikalavim? modelis – panaudojimo atvejai, dalykin?s sritis.
o Testavimo atvejai ir kontroliniai duomenys, ?skiepio diegimo apra?ymas.
· Realizacijos dalis
o VT ?vedimo/redagavimo moduli? pritaikymas skirtingoms diagramoms
8o ?skiepio testavimas
Justinas Bisikirskas:
· Analiz?s dalis
o Veiklos taisykli? klasifikacija pagal 5 autorius
o Veiklos taisykli???ablonai
o ?skiepio k?rimo metodika
· Projekto dalis
o Reikalavim? modelis – vartotojo interfeiso modelis
o Projekt? modelis – analiz?s klasi? diagramos, panaudojimo atvej? realizacijos,
projekto klasi? diagrama
o Realizacijos modelis – komponent? ir ?rangos diagramos
· Realizacijos dalis
o Veiklos taisykli? rei?kinio formavimo mechanizmas ir logika
o ?skiepio grafinis interfeisas
o ?skiepyje panaudoto TBE modulio suk?rimas ir realizacija
o ?vedimas/Redagavimo mechanizmo bazinis modulis
92. VEIKLOS TAISYKLI? MODELI? IR AUTOMATIZAVIMO
TECHNOLOGIJ? ANALIZ?
?ame skyriuje apibr??ime tyrimo problem?, srit? bei objekt?. Pagal tyrimo problem?,
nusistatysime tyrimo tikslus bei u?davinius. Atliksime ?altini?, technologij? bei pana???
sistem? analiz?. Apra?ysime sudarytos veiklos taisykli? kalbos strukt???, bei sandar?.
?vertinsime atliktos analiz?s tyrimo rezultatus, bei nustatysime tolimesn? sistemos pl?tojim?.
2.1. Tyrimo tikslai ir u?daviniai
Tyrimo sritis – veiklos taisykli???vedimo automatizavimas CASE ?rankiuose.
Tyrimo objektas – veiklos taisykli? apra?ymo ribota nat?ralia kalba procesas,
atliekamas UML CASE ?rankiu („MagicDraw UML“).
?iuo metu veiklos atstovai susiduria su reikalavim? modelio specifikavimo supratimo
problema. ?vair?s modeliai yra vaizduojami tam tikrais terminais, kuriuos lengvai supranta
programuotojas ir analitikas, ta?iau pagrindinis u?sakovas, tiksliai neperprasdamas minties,
negali ??? modeli? patvirtinti. Reikalavim? modelio specifikavimas artima nat?raliai kalbai
yra viena i? i?ei???, palengvinan??? darb? tiek analitikams i?ai?kinti kiekvieno termino
prasm?, tiek u?sakovams geriau suvokti modelius.
Tyrimo tikslas – palengvinti veiklos taisykli? specifikavim? ir ?vedim??? informacini?
sistem? modelius, tam sukuriant reikalavim? lygio veiklos taisykli? sandaros model?, skirt? IS
analitikams ir projektuotojams, bei jo realizacij? UML CASE ?rankyje (Magic Draw UML).
Tyrimo u?daviniai:
· ??analizuoti veiklos taisykli? s?vokas, esamas klasifikacijas ir apibr??imus;
· ??analizuoti veiklos taisykli???ablonus;
· ??analizuoti veiklos taisykli? metamodelius;
· sudaryti veiklos taisykli? strukt?ros metamodel?, kuris leist? u?ra?yti veiklos taisykles
ribota nat?ralia kalba;
· realizuoti taisykli???vedim? pagal sukurtos strukt?ros model? CASE ?rankyje;
· ?vertinti sukurt???skiep?, jo naudingum? bei prana?umus.
Tyrimo metu atliekamos analiz?s tikslai - visapusi?kai ir nuodugniai i?studijuoti bei
suprasti problem?, o tam spr?sime tokius u?davinius:
o ??analizuosime esamus sprendimus, taikomus pana?ioms problemoms spr?sti;
o ??analizuosime tyrimo objekt? tam tikrais aspektais, kurie svarb?s sprendimui
rasti;
o atliksime CASE ?ranki?, leid?ian?????vesti ribojimus, tiriam??? analiz?.
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Darbe taikysime konstruktyv??? tyrimo metod? (angl. Constructive Research Method):
1. sukursime produkt? (artefakt?), kuris i?spr?st? veiklos taisykli? specifikavimo
palengvinimo problem?;
2. sukursime ?inias apie tai, kaip ?i problema gali b?ti i?spr?sta, ir jeigu egzistavo
sprendimai, kokiu b?du naujesnis sprendimas yra naujesnis arba geresnis nei
ankstesni.
Tyrimo u?davinio formuluot? pateikiama 1 lentel?je.
2.1 lentel?. Tyrimo formuluot?
Produkto
(artefakto)
tipas
Srities problema Sukuriamos ?inios
Veiklos
taisykli?
?skiepis
skirtas
analitikams
Kuriant informacines sistemas
analitikams tenka ?vedin?ti veiklos
taisykles tam tikra, sunkiai suprantama
kalba, tod?l tai sukelia problem? greitai
ir efektyviai suprasti ir apra?yti tai, ko
nori „verslo“ ?mogus.
Nat?raliai kalbai artima veiklos
taisykli? strukt?ra, realizuojama UML
CASE ?rankiuose.
?ios kalbos naudingumas lyginant su
esamomis kalbomis
2.2. Veiklos taisykli? modeli? raida
Veiklos taisykl?s pirm? kart? buvo pamin?tos 1984 metais. Nuo tada jas nagrin?jo
daug autori?, kurie suk???? ?vairi? taisykli? klasifikacij? ir modeli?. Veiklos taisykli?
apibr??imai pagrindiniuose veikaluose pateikiami 2 lentel?je.
2.2 lentel?. Veiklos taisykli? apibr??imai pagrindiniuose veikaluose.
?altinis Apibr??imas Komentarai
Daniel S. Appleton,
"Business Rules:  The
Missing Link,"
Datamation,
Lapkri?io 15, 1984,
pp. 145–150.
"... Detalus ribojimo, egzistuojan?io
veiklos ontologijoje,
apibr??imas."[p. 146]
?is straipsnis pirm? kart?
literat?roje pateikia veiklos
taisykli? termin?
Ronald G. Ross,
Entity Modeling:
Techniques and
Application, Database
Research Group, Inc.,
1987.
"... Specifin?s taisykl?s (arba
veiklos strategijos, kryptys), kurios
daro ?tak? .. (?mon?s)  elgesiui ir
??skiria j? i? kit?. ?ios taisykl?s daro
?tak? pasikeitimams pa?ios ?mon?s
viduje." [p. 102]
?is straipsnis paband?
apr?pti ir suklasifikuoti
veiklos taisykles
deklaruojant jas duomen?
modeliais.
Ronald G. Ross, The
Business Rule Book
"... Veiklos taisykl? gali b?ti
laikoma vartotojo reikalavimu, kuris
Pagrindinis ?io didelio
veikalo ind?lis (ir antrojo
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(First Edition),
Business Rule
Solutions, LLC.,
1994.
??rei?kiamas neproced?rine ir
netechnine forma (paprastai teksto
sakinys). Veiklos taisykl? i?rei?kia
veiklos elgsen? [p. 496]
leidimo 1997) tas, kad buvo
surinkta ir suklasifikuota
daugiau nei 500 veiklos
taisykli? pavyzd???,
iliustruojant ir apra?ant
problemin?s srities apimt?
bei identifikuojant
pagrindines veiklos taisykli?
kategorijas ir ?ablonus.
"Defining Business
Rules ~ What Are
They Really?"
(anks?iau ?inomas
kaip "GUIDE
Business Rules
Project Report,"
1995), redaguotas
David C. Hay ir Keri
Anderson Healy,
Business Rules
Group, (tre?ias
leidimas.), Liepa
2000.
"... Apibr??imas, kuris apib?dina
arba riboja kai kuriuos veiklos
aspektus… kurie i?rei?kia veiklos
strukt??? arba kontroliuoja arba
?takoja veiklos elgsen?. Veiklos
taisykl? negali b?ti suskaidoma ar
dekomponuojama ? dar smulkesnes
veiklos taisykles… " [pp. 4-5]
Da?niausiai cituojamas kaip
fundamentalus veiklos
taisykli? straipsnis.
Ronald G. Ross, The
Business Rule Book
(Second Edition),
Business Rule
Solutions, LLC.,
1997.
"Terminas, faktas ar taisykl?, kuri
vaizduoja predikat?." [p. 380]
Business Rules
Group, 1998.
"Direktyva, kuri daro ?tak? veiklos
elgsenai. Tokios direktyvos
egzistuoja veiklos strategijose,
kurios formuluojamos kaip atsakas ?
rizikas, gr?smes ar galimybes. "
Ronald G. Ross and
Gladys S. W. Lam,
Capturing Business
Rules, 2000.
"Galimos v?l naudoti veiklos
logikos atomin? dalis, specifikuota
deklaratyviai."
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Barbara von Halle,
Business Rules
Applied: Building
Better Systems Using
the Business Rule
Approach, Wiley
Computer Publishing,
2002.
"... S?lygos, kurios daro poveik?
veiklos ?vykiui taip, kad jis b???
priimtinas veiklai." [p. 28]
Von Halle papildo GUIDE
Project apib?dinim? (1995)
Tony Morgan,
Business Rules and
Information Systems,
Addison-Wesley,
2002.
“I? esm?s, veiklos taisykl? yra
glausta veiklos aspekto
formuluot?”. Tai ribojimas ta
prasme, kad veiklos taisykl?
nustato, kas tam tikrais atvejais
privalo ir kas neprivalo b?ti.
Morgan taip pat papildo
GUIDE Project apib?dinim?
(1995)
Ronald G. Ross,
Principles of the
Business Rules
Approach, Addison-
Wesley, 2003.
“… taisykl?s tiesiogiai remiasi
terminais ir faktais. Fakti?kai,
taisykli? pagalba tur?tume suprasti
privalomus ir neprivalomus
terminus ir faktus, kurie jau buvo
apra?yti duomen? modelyje ir
??vok???odyne. Veiklos
problemose, kuriose yra ?imtai ar
??kstan?iai taisykli?, ne?manoma
pasiekti tokio didelio taisykli?
skai?iaus neprie?taringumo be
bendrini? fakt? ir termin???ini?.”
Semantics of Business
Vocabulary and
Business Rules
(SBVR), OMG, 2005.
“… taisykl?, kuri priklauso veiklos
jurisdikcijai.”
SBVR ?ved? operatyvi?
taisykli? s?vokas prie?
strukt?rini? taisykli?
??vokas, paremtas
privalomumo ir b?tinumo
logika.
2.3. Veiklos taisykli? klasifikacija
?iame poskyryje ap?velgsime skirting? autori? veiklos taisykli? klasifikacijas.
??nagrin?tos tokios klasifikacijos:
· taisykli? klasifikacijas pagal Guide projekt?;
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· objektini? taisykli? klasifikacija (pagal Haim Kilov Iand Simmonds)
· taisykli? klasifikacija pagal Odell
· taisykli? klasifikacija pagal RuleML
· taisykli? klasifikacija pagal UML
2.3.1. Taisykli? klasifikacija pagal Guide projekt?
Pagal Guide projekt?, veiklos taisykl?s yra 4 kategorij?:
· veiklos santyki? apibr??imas;
Veiklos taisykli? pagrindinis elementas yra kalba kuria tu jas i?rei?ki.
Kiekvienas inicijavimas veiklos taisykl?s kartu yra ir direktyva, kuri apib?dina
kaip ?mon?s galvoja ir kalba apie daiktus. Tai da?niausiai vaizduojama
esybi?/ry??? modeliuose.
· faktai susij? su santykiais;
Tai i? organizacijos ar veiklos prigimties kilusios veiklos taisykl?s.
Da?niausiai apra?omi nat?ralia kalba arba tiesiog grafiniame modelyje
vaizduojami kaip atributai, ry?iai, apibendrinimai.
· ribojimai (taip vadinami veiksmo teiginiai);
Kiekviena ?mon? riboja veiksmus tam tikru b?du, ir tai artimai susij?
informacijos pri?jimu, atnaujinimu.
· ??vedamos ( ang. Derivations).
Veiklos taisykl?s apib?dinan?ios kaip ?inios vienoje srityje gali b?ti perkeltos ?
kitas ?inias, kitokioje formoje.
Veiklos taisykli? tipai:
Kiekviena taisykl? turi b?ti viena i? (2.1 pav.):
· strukt?rini? taisykli?;
Apib?dina fakto id??? arba konstatavim? kur? galima i?reik?ti strukt?ri?kai. ? tai
?eina ir faktai, ir santykiai.
· veiksm? taisykli?;
??rei?kia ribojimus ar s?lygas, kurie riboja organizacijos veiksmus.
· ??vedimo taisykli?.
??rei?kia ?inias, gaunamas i? veiklos patirties.
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2.1 pav. Taisykl? pagal Guide projekt?
2.3.2. Objektini? taisykli? klasifikacija (pagal Haim Kilov and I. Simmonds)
Pagal j? klasifikacij?, veiklos taisykl?s turi tur?ti veiklos pob??? (2.2 pav.).
2.2 pav. Taisykli? klasifikacija  pagal H. Kilov and I. Simmonds
Pagal ??? klasifikacij? veiklos taisykl?s skirstomos ? potipius – invariantas, „po“ s?lyga,
„prie?“ s?lyga, su?adinimo s?lyga.
2.3.3. Taisykli? klasifikacija pagal Odell
Odell taisykles skirsto ? dvi kategorijas - ribojim? ir i?vedimo [1]. Ribojimo taisykl?s
apibr??ia elgesio kryptis ar s?lygas, kurios riboja objekt? strukt??? ir elges?. I?vedimo
taisykl?s apibr??ia elgesio kryptis ar s?lygas fakt? i?vedimui ar apskai?iavimui, pasinaudojant
kitais faktais (2.3 pav.).
Veiklos taisykl?
??vedimo ( angl.
Derivations)
Strukt?rin? Veiksm? taisykl?
Veiklos taisykl?
(Veiklos) operacija
?ym?
(Veiklos)
specifikacija
Invariantas (visada
galiojanti taisykl?)
....
„Po“ s?lyga
„Prie? s?lyga
Su?adinimo s?lyga
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2.3 pav. Taisykli? klasifikacija  pagal Odell
Atsako taisykl?s riboja elges?. Jos apra?omos KAI ir TUOMET s?lygomis. KAI apra?o
??lyg?, kuriai i?sipild?ius, reikia atlikti operacij?, kuri apra?yta s?lygoje TUOMET.
Pavyzd?iui:
“KAI produkto kiekis sand?lyje pasidaro ma?esnis u? b?tin? minimum?,
TUOMET u?sakyti ?? produkt?”.
Atsako taisykl?s priklauso nuo konteksto. Taisykl?s KAI s?lyga tikrinama tik tada, kai
?vyksta tam tikro tipo ?vykis.
Operacij? ribojimo taisykl?s nurodo, kokia s?lyga turi b?ti patenkinta prie? operacij?,
kad j? b??? galima atlikti (operacijos prie? s?lyga), ir kokia s?lyga turi b?ti patenkinta po
operacijos, kad b??? u?tikrintas jos atlikimo teisingumas (operacijos po s?lyga). ?ie ribojimai
gyvybi?kai svarb?s operacijos atlikimui ir visi?kai nepriklauso nuo konteksto, kuriame
operacija kvie?iama. Operacijos prie? ir po s?lygos nusako kontrakt?, kuris susieja operacij?
su jos u?sakovais. Tai b??? galima u?ra?yti taip: “jei i?kviesi operacij?, kai prie?-s?lyga
?vykdyta, pa?adame pateikti toki? galutin? b?sen?, kurioje bus patenkinta po-s?lyga”.
Operacijos prie?-s?lygos taisykl?s i?rei?kia tuos ribojimus, kuriuos patenkinus, operacija
bus atlikta teisingai. Pavyzdys:
“Pasi?lyti tarnautojui vadovo pareigas TIK TUOMET JEIGU tas tarnautojas n?ra
vadovas”.
Operacijos po-s?lygos taisykl?s garantuoja rezultatus. Kai operacija atlikta, sistema turi
?gauti tam tikr? b?sen?. Pavyzdys:
“Pasi?lyti tarnautojui vadovo pareigas ATLIKTA TEISINGAI TIK TUOMET
JEIGU tas tarnautojas yra vadovas”.
Strukt?ros ribojimo taisykl?s apra?o ribojimus objekt? tipams ir j? savyb?ms
(atributams ir ry?iams), kuri? negalima pa?eisti.
Taisykl? gali riboti atributo reik?mes: “VISADA tarnautojo alga ne didesn? u? vadovo
alg?”.
16
Taisykl? gali riboti objekto tipo egzempliorius:
“VISADA  Auk??iausio teismo teis??? skai?ius ne didesnis u? 5”.
Taisykl? gali riboti ry?io kardinalum?:
“VISADA  naujas vartotojas turi ne daugiau kaip 7 u?sakymus”.
Strukt?ros ribojimo taisykl?s nedaro nuorod??? operacijas, nes jos turi b?ti tenkinamos
bet kuriomis veikimo aplinkyb?mis. Nesvarbu, kad pasikeit? objekto b?sena, jo strukt?ros
ribojimo taisykl?s turi b?ti patenkintos. Pavyzd?iui, pasikeitus tarnautojo am?iui ar at?jus
naujam darbuotojui, reikia patenkinti toki? taisykl?:
“VISADA  tarnautojo am?ius nevir?ija 75 met?”.
Loginio i?vedimo (i?vad?) taisykl?s sako, kad jei tam tikri faktai teisingi, galima daryti
??vadas apie kitus faktus. Tokios taisykl?s susij? su ekspertin?mis sistemomis.
“JEIGU daugiakampis turi perimetr?, TUOMET kvadratas turi perimetr?”.
Taisykl? gali i?vesti objekto potipius:
Asmuo yra tarnautojas TADA IR TIK TADA, KAI jis dirba organizacijai.
Taisykl? gali i?vesti objekt? ry?ius:
“Tarnautojas duoda ataskaitas vadovui TADA IR TIK TADA, KAI ?is tarnautojas
dirba padalinyje, kuriam vadovauja tas vadovas”.
Skai?iavim? taisykl?s apra?o algoritmus, kuri? pagalba galima gauti rezultatus. Jos
??rei?kiamos formul?mis.
Taisykl? gali apra?yti, kaip skai?iuoti skaitines reik?mes:
“Bendra produkto kaina SKAI?IUOJAMA TAIP: produkto kaina * (1 +
mokes??? procentas / 100)”.
Taisykl? gali apra?yti objekt? tip? skai?iavim?:
“Objekto tipas moteris SKAI?IUOJAMAS TAIP: vis? moteri?kos gimin?s
?moni? ir suaugusi???moni? sankirta”.
Taisykl? gali apra?yti ry??? skai?iavimus:
“T??? ry?ys SKAI?IUOJAMAS TAIP: motinos ir t?vo ry??? sujungimas”.
Skai?iavim? taisykl?s i?rei?kia, kaip i? fakt? gauti rezultat?.
2.3.4. Taisykli? klasifikacija pagal RuleML
Tai dabartin? taisykli? klasifikacija artima klasikinei (2.4 pav.).
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2.4 pav. Taisykl?s klasifikacija  pagal RuleML
Taisykl?s yra skirtomos ?
· Vientisumo ( Integrity Rule)
· ??vedimo (Derivation Rule) – tai taisykl?s ?galinan?ios i?vesti sprendimus, kitas
taisykles ar  i?skai?iuoti reik?mes;
· Reakcijos taisykl?s – b?na dviej? tip? - ECA (?vykis, s?lyga, veiksmas), neturintis
„po“ salygos, arba ECAP (?vykis, s?lyga, veiksmas, „po“ s?lyga).
· Produkcin?s taisykl?s – CA taisykl?s, susidedan?ios i? s?lygos ir  veiksmo apra?ymo.
Svarbu tai, kad ?ioje klasifikacijoje taisykl?s skirstomos ? CIM (nuo
kompiuterizavimo nepriklausomas, grynas veiklos taisykles), PIM (nuo platformos
nepriklausomas, sistemos lygio taisykles), ir PSM (specifini? realizacijos platform?
taisykles).
?iame darbe bus nagrin?jamos taisykl?s, priklausan?ios reikalavim? lygiui (riba tarp
CIM ir PIM). Jos turi b?ti i?rei?kiamos strukt?rizuotos nat?ralios kalbos ?ablonais,
suprantamais verslo ?mon?ms, ir pakankamai formalios, kad b??? tiesiogiai vaizduojamos ?
vykdom?sias sistemos lygio taisykles.
2.3.5. Taisykli? klasifikacija pagal UML
UML 2 veiklos taisykli? klasifikacija, susijusi su siekiamo ?rankio k?rimu (2.5.pav.):
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2.5 pav. Taisykli? klasifikacija pagal UML
UML veiklos taisykl?s vadinamos ribojimais (Constraints), kurie gali b?ti 4 tip?:
- Klasi? invariantai, nusakantys taisykles, kurios turi galioti visada;
- Operacij? prie? s?lygos, nusakan?ios ribojimus, kuriems galiojant operacija ?vykdoma
teisingai ir taip, kaip apra?yta jos po s?lygoje;
- Operacij? po s?lygos, nusakan?ios ribojimus, kurie turi galioti operacijai pasibaigus;
- Operacij? apibr??imo s?lygos (body conditions), nusakan?ios operacij? apibr??imus.
Atsi?velgus ? UML taisykli? klasifikacij?, m??? taisykli? klasifikacija atrodys taip (2.6 pav.):
2.6 pav. TBE taisykli? klasifikacija
Kiekvienas UML modelio elementas gali tur?ti ribojim?. Ribojim? reik?mes galima
specifikuoti bet kuria kalba. Ribojim? reik?mi? specifikacijos UML yra neinterpretuojami
rei?kiniai (OpaqueExpression). 2.7 pav. pavaizduotas UML metamodelis su m???
?ablonizuotais ribojim? rei?kiniais:
2.7 pav. UML ribojim? reik???s specifikuojamos neinterpretuojamais rei?kiniais
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2.3.6. Veiklos taisykli? klasifikacij? (taksonomij?) apibendrinimas
2.3 lentel? i?vardina esminius kiekvienos taisykli? klasifikacijos principus:
2.3 lentel?. Veiklos taisykli? apibendrinimas
?altinis, autorius Sistematika, skirstymas
Guide Business Rules
Project
·  Strukt?rinis po???ris (santykiai, faktai)
·  Veiksmo po???ris (vientisi ribojimai, s?lygos, autorizavimas)
·  I?vedimai (skai?iavimai, i?vados)
Ron Ross, Database
Research Group
·  Faktai
·  Santykiai
·  Taisykl?s (ribojimai, sprendimo, i?vados, laikin?s, nuoseklios,
euristin?s)
James Odell, Independent
Consultant
·  Ribojimai: (atsako, operacijos ribojimo, strukt?ros ribojimo)
·  I?vedimo (loginio i?vedimo, skai?iavimo)
Tom Romeo, IBM ·  Strukt?rin?s (ry?iai, sritis), kardinalumas,s?lygin?s,
·  Elgesio (prie???lygin?s, pos?lygin?s, i?vedamos)
Usoft Corp. ·  Draudimai (ribojimai, sritis)
·  Atimamos
·  Elgesio
·  Vaizduojamosios
Dan Tasker, Air New
Zealand
·  Veiksmo ribojamos
·  Veiksmo reguliuojamos (triggering)
·  Ribojimai
Brightware ·  Veiklos
·  Elgsenos
·  Sek?
·  Euristin?s sprendimui
Haim Kilov Ian Simmonds · Invariantas
· Prie? s?lyga
· Po s?lyga
· Su?adinimo s?lyga.
Vision Software ·  Validavimo
·  Strukt?rin?s
·  Ry???
·  S?lygos veiksm?
SBVR ·  Strukt?rin? taisykl?
·  Operacin? taisykl?
UML · Invariantas
· Prie? s?lyga
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· Po s?lyga
2.4 lentel? apibendrina veiklos taisykli? atitikimus skirtingose klasifikacijose:
2.4 lentel?.  UML&TBExpression taisykli? atitikimas kitose klasifikacijose apibr??iam?
taisykli? kategorijoms
Guide Objektin?s (pagal
Odell)
RuleML UML&TBexpressions
Strukt?riniai teiginiai Klasi? modelis - Klasi? modelis
??vedimo taisykl?s Loginio i?vedimo taisykl?s I?vedimo taisykl?s Invariantai
Skai?iavimo taisykl?s Skai?iavimo taisykl?s I?vedimo taisykl?s Invariantai, operacij? po
??lygos, apibr??imo
??lygos, rezultatai
Vientisumo ribojimai
(veiksm? teiginiai)
Strukt?riniai ribojimai Vientisumo
ribojimai
Invariantai
??lygos (veiksm? teiginiai) ECA, ECAP dalis TBexpressions rei?kiniai
Veiksm? teiginiai
??galintojai,
kontroliuojantys teiginiai,
veikiantys teiginiai,
laikma?iai)
Operacij? ribojimai
Reakcijos taisykl?s
ECA, ECAP Operacij? prie? ir po
??lygos.
??sen? ma?inos, sek? ir
veiklos diagramos su
TBExpressions rei?kiniais
?galiojimo taisykl?s Operacij? ribojimai ??lyga (ECA,
ECAP taisykl?s
dalis)
Panaudojimo atvej?
modelis, rol?s klasi?
diagramoje ir pan.
Operacij? ribojimai
Reakcijos taisykl?s
Produkcin?s
taisykl?s
Invariantai, operacij? prie?
ir po s?lygos
- - Transformacij?
taisykl?s
Invariantai arba operacij?
prie? ir po s?lygos
2.4. Veiklos taisykli???ablonai
Pagal Business Rule Solutions, LLC, sakinio ?ablonas yra fundamentali strukt?ra, kuri gali
??ti naudojama tam tikro tipo taisykl?s i?rei?kimui nuosekliu, gerai organizuotu b?du.
Kiekvienas sakinio ?ablonas yra pritaikytas tam tikram taisykl?s tipui. ?ie taisykli? tipai yra
paremti funkcin?mis kategorijomis, kurios vaizduoja atskiras b?dingas operacijas ar efektus.
Yra trys funkcin?s kategorijos: atmetimo, produkcijos ir projektoriaus.
Sakinio ?ablonai nevaizduoja formalios kalbos taisykli???vedimui sistemos lygmenyje
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(taisykli? procesoriuje). Da?niausiai ?ablon? tikslas tinkamai i?reik?ti taisykles, taip
pagerinant komunikavim? veiklos lygmenyje.
Labai svarbu suprasti taisykli? lyg?, kuriame joms reikia pritaikyti ?ablonus.
Artimos nat?raliai kalbos veiklos taisykli???ablonai turi tur?ti tam tikrus elementus, kad juos
galima b??? lengvai suprasti:
1. Kiekviena taisykl? turi funkcin? kategorij?:
Funkcin? taisykl?s kategorija parodo, kaip taisykl? reaguoja ???vykius. Pvz.:
a) Atmetan?ios
Kiekviena taisykl?, kuri neleid?ia (atmeta) ?vyk?, jei taisykl?
pa?eid?iama.
Atmetimai yra ribojimai, kurie apsaugo veikl? nuo neteising? duomen? (ar
??sen?) – t.y. nuo informacijos, kuri pa?eid?ia veiklos taisykles. Pavyzd?iui,
atmetimo funkcinei kategorijai gali priklausyti taisykl?, kai u?sakovui, kuris turi
skol?, reikia u?drausti atsiskaitymus kreditine kortele.
b) Produkcijos
Bet kuri taisykl?, kuri nei atmeta, nei sukuria ?vykius, bet da?niausiai
matuoja arba skai?iuoja, arba yra i?vedama automati?kai. Produkcijos taisykl?s
dar skaidomos ? skai?iavimo ir diferencijavimo taisykles:
Skai?iavimo taisykl?s ? bet kuri produkcijos tipo taisykl?, kuri skai?iuoja
reik?mes automati?kai standartin?mis matematin?mis funkcijomis (pvz., suma,
daugyba, vidurkis ir t.t.). Pavyzd?iui, skai?iavimo taisykl? gali b?ti duota
??sakov? metiniams u?sakymams skai?iuoti.
??vedimo taisykl?s ? bet kuri produkcinio tipo taisykl?, kuri i?vedama
automati?kai remiantis s?lygomis, kurios specifikuojamos detaliai. Pavyzd?iui,
diferencijavimo taisykl? gali identifikuoti, ar asmuo laikomas moterimi,
atsi?velgiant ? asmens am??? ir lyt?.
c) Projekcin?s
Bet kuri taisykl?, kuri turi tendencij? atlikti kaip kuriuos veiksmus
automati?kai, kai pasirodo tiesiogiai susij?s ?vykis. Toks veiksmas gali b?ti
duomen? suk?rimas ar i?trynimas, kitos taisykl?s leidimas ar draudimas, kai
kuri? reik?mi? nustatymas, proced?ros ar programos vykdymas, kitaip sakant
projektorius neatmeta ?vyki?, bet da?niausiai ? juos atsi?velgdamas automati?kai
sukuria naujus ?vykius. Projektoriai da?niausiai nurodo, kaip turi elgtis
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automatin?s sistemos, pagerinan?ios darbinink? produktyvum? ir pan.
Pavyzd?iui, projektorius gali b?ti specifikuotas taip, kad atnaujint? u?sakym?
??ra?? automati?kai, jei u?sakym? kiekis per didelis.
Galimumo taisykl?s ? projektorius, kuris turi vien? i????? efekt?:
· Sukurti ar i?trinti duomenis
· Leisti ar u?drausti ?vykius
· Leisti ar u?drausti operacij? ar proces? vykdym?.
Kopijuokliai
Paleid?jai.
2. Kiekviena taisykl? tur??? tur?ti subjekt?
BRS RuleSpeakTM ragina naudoti ai??? subjekt? kiekvienoje taisykl?s sakinio prad?ioje.
Tai taip pat taikoma ir Funkcini? taisykli? kategorijoms. Tokiu b?du tai suteikia sakiniui
ai?kumo ir pastovumo. S?lygos sakiniuose (Jei ... , tai ..) tikrasis subjektas atsiranda tik po
„jei“ sakinio. Kartais tokia sakinio konstrukcija n?ra gerai tinkama. Geriausias variantas
skai?iavimo taisykl?ms b??? i?kelti skai?iavimo rezultat? ( subjekt?) ? sakinio prad???, tod?l
?? taisykl? skai?iuoja bus ai?ku nuo pat prad???.
Taip pat ? s?lygos sakin? ( jei..., tai ...) neverta d?ti ribojim? ar  atmetimo sakini?.
Pavyzd?iui, daug nat?raliau skamb??? „Klientas privalo tur?ti adres?“, negu „Jei egzistuoja
klientas, tai klientas turi tur?ti adres?“. Tai labai svarbus momentas, nes ribojimai yra labai
artimi veiklos procesams, ir j? veikla turi daugyb?.
3. Kiekviena taisykl? tur??? naudoti „taisykl?s ?od?“
Taisykl?s pob?dis gali b?ti nustatomas pagal raktinius ?od?ius. Jie dar kitaip vadinami
„taisykl?s ?od?iai“. Labai svarbu naudoti juos kiekvienoje taisykl?je:
· Privalo (arba tur???);
· Neigimas (angl. NOT);
· ?? vienas;
· Tiktais (angl. only if).
4. Kiekviena atmetimo tipo taisykl? turi atvirk???? taisykl?
Kiekviena taisykl? turi atvirk???? taisykl?, kuri vadinama „leidimo taisykle“
Pavyzd?iui:
(Taisykl?) ??sakymai kuri? kreditas vir? 1000 nepriimami be kredito patikrinimo.
(Leidimo taisykl?) ??sakymai kuri? kreditas iki 1000 gali b?ti priimami be kredito
patikrinimo.
5. Bet kuri taisykl? gali b?ti ribojama
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Bet kuri taisykl? gali tur?ti reguliavimus, pagal kuriuos taisykl? bus taikoma. Tokie
ribojimai tur??? prasid?ti ?od?iais „Jei“ arba „Kai“, prie? tai pad?jus kablel?.
Pvz.:
Taisykl?: Siuntimas turi b?ti apdraustas, Jei siuntimo verte didesn? nei 500 lit?.
„Jei“ tur??? b?ti naudojamas, kai taisykl? yra taikoma nuolatos. „Kai“ naudojamas
tuomet, kai taisykl? taikoma tam tikru atveju.
Pvz.:
Semestro mokestis tur??? b?ti nustatytas 2000, Kai studentas u?siregistruoja semestrui.
6. Kiekviena taisykl? gali b?ti reguliuojama naudojant laiko ribas
Laiko rib? galima atpa?inti taisykl?je pagal tokius po?ymius:
· prie? (laikas);
· per ar prie? pat (laikas);
· per (?vardintas laikas);
· iki (laikas);
· po (laikas).
Pvz.:
Studentas negali ?stoti ? klub?, per ar prie? pat gal? registracijos.
Studentas privalo gyventi stovykloje per vasar?.
Studentas privalo b?ti ?trauktas ? bent 2 modulius, po registracijos pabaigos.
7. Bet kuri taisykl? gali b?ti susieta su tam tikra konstanta.
Pagal sutarim? konstant? patariama ?ym?ti viengubom kabut?m.
Pvz.:
Paskutin?_mokes???_gr??inimo_data privalo b?ti nustatyta ?gegu??s 1?.
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2.5. Veiklos taisykli? metamodeli? analiz?
RuleML
Ap?velgsime taisykles trijuose skirtinguose abstrakcijos lygiuose:
1. Veiklos srities lygmenyje taisykl?s yra formuluot?s, kurios i?rei?kia veikl? (pvz.
apibr??ia veiklos srities pagrindinius terminus, ribojimus, operacijas ir kt.)
deklaratyviai, da?niausiai nat?ralia kalba ar vizualiai. Pavyzd?iui:
(T1) „Vairuotojas, kuris nuomojasi automobil?, turi b?ti vyresnis nei 25 met?“.
(T2) „Aukso pirk?jas, privalo tur?ti daugiau nei vien? milijon? doleri? depozite“.
(T3) „Kai akcijos kaina krinta daugiau nei 5% ir investicijoms netaikomas pelno mokestis,
tai akcijas parduoti“.
T1 yra vientisumo taisykl?, T2 diferencijavimo taisykl?, T3 reakcijos taisykl?. Tai
pagrindin?s semantin?s veiklos taisykli? kategorijos. Fakti?kai dauguma veiklos taisykli?
yra reakcijos taisykl?s, kurios nusako veiklos kryptis.
2. Nuo platformos nepriklausan?iame lygyje, taisykl?s yra formalios, i?reik?tos
formalizmu ar skai?iavimo paradigma. Tai tarsi visos veiklos srities abstrakcija.
Taisykli? kalbos naudojamos ?iame lygmenyje yra SQL:1999,  OCL 2.0 ir ISO
Prolog.
3. Nuo platformos priklausan?iame lygmenyje, taisykl?s nusakomos specifin?se
vykdomosios programos kalbose, tokiose kaip Oracle 10g, Jess 3.4, XSB 2.6 Prolog ar
kt.
Bendrai, taisykl?s apima ?inias, kuriomis apra?omi samprotavimai. Jos gali specifikuoti:
· statinius ar dinaminius vientisumo ribojimus;
· diferencijavim?;
· reakcijas.
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2.8 pav. Taisykli? s?vokos ir i?rei?kimai skirtinguose abstrakcijos lygiuose
2.8 paveiksle rodoma i?vedimo taisykli? sintaks? MOF/UML modelio formoje.
Ap?velgsime pagrindines modelio taisykles:
Integralumo (vientisumo) taisykl?s
Integralumo taisykl?s, taip pat ?inomos kaip integralumo ribojimai, susideda i? loginio
sakinio. Taisykl? T1 (apra?yta auk??iau) yra statinio ribojimo pavyzdys. Dinaminio ribojimo
pavyzdys: “Nuomos rezervacijos patvirtinimas turi b?ti susij?s su automobilio, i? tam tikros
automobili? grup?s, priskyrimu atsi?velgiant ? pareikalavimo dat? ir laikant j? prioritetu
nuomojant automobil?.”  Gerai ?inomos kalbos ribojim? i?rei?kimui yra SQL ir OCL.
??vedimo taisykl?s (Derivation Rules)
??vedimo taisykl?s susideda i? vienos ar daugiau s?lyg? ir vienos ar daugiau i?vad?,
kurios abi i?rei?kiamos logini? formuli? (angl. LogicalFormula) tipu (2.9 pav.).
2.9 pav.  I?vedimo taisykli? modelis
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Reakcijos taisykl?s
Reakcijos taisykli? tipas yra laikomos svarbiausiu veiklos taisykli? tipu. Jos susideda i?
privalomo su?adinan?io ?vykio, neb?tinos s?lygos, ir vykdomo veiksmo, kurie yra
EventTerm, LogicalFormula ir ActionTerm, tipo (2.10 pav.).
2.10 pav.  Reakcijos taisykli? modelis
Reakcijos taisykl?s po s?lyga gali b?ti atomin? s?lyga, arba neigiama atominei s?lyga
arba j? s?junga. Taip ?ymima „CAN-Formula“ (2.10 pav.)
Pagal RuleML 0.85 s?lygomis laikomos be kvantori? (quantifier-free) login?s formul?s
su silpnu ir stipriu neigimu. Jos vadinamos QF-Formula (2.10 pav.)
.
GUIDE BUSINESS RULES PROJECT
GUIDE veiklos taisykli? projektas apra?? ir apib?dino veiklos taisykles ir su jomis
susijusius konceptus, taip i?reik?dami termin? kas yra ir kas n?ra veiklos taisykl?. Apra?ydami
piln? koncepcin? veiklos taisykli? model?, jie i?rei??? kas yra veiklos taisykl? ir kaip ji
taikoma informacin?ms sistemoms (2.11 pav.).
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2.11 pav. Guide veiklos taisykli? metamodelis [5]
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TBExpression metamodelis:
???? si?lomas metamodelis yra UML metamodelio prapl?timas. Kiekvienas UML
modelio elementas gali tur?ti ribojim?. Ribojim? reik?mes galima specifikuoti bet kuria kalba.
Ribojim? reik?mi? specifikacijos yra UML neinterpretuojami rei?kiniai (OpaqueExpression) .
2.6. ?skiepio k?rimo technologijos analiz?
?skiepis “MagicDraw UML“ pakete yra vienintelis b?das CASE ?ranki?, taip pat ir
MagicDraw UML funkcionalumui papildyti. Pagrindinis ?skiepio architekt?ros tikslas yra
??pl?sti MagicDraw UML funkcines galimybes. Kai kuri? MagicDraw UML funkcini?
savybi? keisti negalima.
?skiepis turi apimti tokius resursus:
· katalog?;
· jar fail?, sudaryt? i? java programini? fail?;
· ?skiepio deskriptoriaus fail?;
· papildomus failus, kuriuos naudoja ?skiepis.
?skiepio veikimas
MagicDraw UML kiekvieno paleidimo metu skanuoja ?skiepi? katalog? ir ie?ko jame
subkatalog? (2.12 pav.):
· jei subkataloge yra ?skiepio deskriptoriaus failas, ?skiepi? tvarkytuvas nuskaito j?;
· jei reikalavimai deskriptoriaus faile yra tenkinami, ?skiepi? tvarkytuvas paleid?ia
nustatyt? klas?. ?i nustatyta klas? turi b?ti i?vestin?
com.nomagic.magicdraw.plugins.Plugin klasei. Toliau vykdomas  nustatytos klas?s
OpaqueExpression
TBExpression
ValueSpecification
TipedElementPackageableElement
UML
metamodelis
??pl?timas
TypedElement
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init() metodas. Init() metodas naudojamas ?skiepio vartotojo s?sajos paleidimui.
2.12 pav. MagicDraw UML ?skiepio paleidimo schema
 Pagrindiniai MagicDraw UML ?skiepio k?rimo etapai:
1. MagicDraw UML ?skiepi? kataloge sukuriamas ?skiepio subkatalogas.
2. Ra?omas ?skiepio programinis kodas.
?skiepyje privalo b?ti bent viena klas? i?vesta i?
com.nomagic.magicdraw.plugins.Plugin klas?s.
3. Kompiliuojamas ?kiepio kodas ir sudaromas jar failas.
Kad sukompiliuotum?me programos kod?, reikia ?kelti MagicDraw UML klases ?
java klasi? bibliotek?. Visos ?skiepio k?rimui reikalingos klas?s yra sud?tos ?? ?ias
bibliotekas:
<MagicDraw installation directory>/lib/md.jar
<MagicDraw installation directory>/lib/uml2.jar
<MagicDraw installation directory>/lib/javax_jmi-1_0-fr.jar
<MagicDraw installation directory>/lib/cmof14.jar
<MagicDraw installation directory>/lib/y.jar
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?? sukompiliuoto kodo padaromas jar failas.
4. Sudaromas ?skiepio deskriptoriaus failas.
?skiepio deskriptoriaus failas pavadinamas plugin.xml ir patalpinamas susikurtame
kataloge.
?skiepio deskriptorius yra failas, para?ytas XML kalba ir pavadintas plugin.xml
vardu. Deskriptoriuje gali b?ti tik vieno ?skiepio ypatyb?s, t.y. keli?? ?skiepi? vienas
deskriptorius apra?yti negali.
Lentel??? 2.5 apra?oma plugin.xml strukt?ra:
2.5 lentel? plugin.xml strukt?ra
Elementas Apra?ymas
Pavadinimas Apra?ymas
Atributai
id ?skiepio ID turi b?ti unikalus.
Naudojamas ?skiepio identifikavimui.
name ?skiepio pavadinimas. ?io
atributo apra?ym? neriboja jokios
taisykl?s.
version ?skiepio versija.
provider-name ?skiepio autorius.
class Pagrindin???skiepio klas?, kurioje
turi b?ti init() metodas.
???tieji elementai
requires MagicDraw UML API versija,
reikalinga ?skiepiui.
plugin
runtime dinamin?s vartotojo bibliotekos,
reikalingos ?skiepiui.
???tieji elementai
api Reikalinga MagicDraw UML
API versija
requires
required-
plugin
Reikalingi kiti ?skiepiai, kurie
gali b?ti naudojami ?skiepio paleidimui.
Atributaiapi
version Reikalinga MagicDraw UML
API versija
Atributai
id Reikalingo ?skiepio ID
required-plugin
version Reikalingo ?skiepio versija
???tieji elementairuntime
library dinamin? biblioteka, reikalinga
?skiepio paleidimui.
Atributailibrary
name Reikalingos bibliotekos
pavadinimas
?skiepio klas?s pavaizduotos 2.13 paveiksle.
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2.13 pav. ?skiepio klas?s
 2.13 paveiksle Plugin yra pagrindin? abstrakti klas?, b?dinga kiekvienam MagicDraw
UML ?skiepiui. Vartotojo sukurtas ?skiepis turi b?ti i?pl?stinis i?? ?ios klas?s. ?skiepyje turi
??ti du special?s metodai:
· public abstract void init()
?is metodas yra i?kvie?iamas kiekvienu MagicDraw UML paleidimo metu. I?kvietus ??
metod? galima naudotis funkcin?mis galimyb?mis, kurias suteikia ?skiepis.
· public abstract boolean close()
?is metodas yra i?kvie?iamas darbo su MagicDraw UML pabaigoje. Jei galima baigti
darb? su ?skiepiu, metodas tur??? gr??inti true, kitu atveju – false (tokiu atveju
MagicDraw UML i?jungimas at?aukiamas).
PluginDescriptor yra klas?, apr?pinanti informacija ?skiep?. Informacija u?kraunama i?
plugin.xml failo (deskriptoriaus).
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2.14 pav. MagicDraw UML paleidimo ir i?jungimo sek? diagrama
2.7. Esam? sprendim? analiz?
          Pa?angiausi CASE ?rankiai leid?ia u?ra?yti veiklos taisykles formalia OCL kalba, ta?iau
IS k?rimo praktikoje ji ma?ai naudojama. Kalba, naudojama bendravimui tarp sistemos
analitiko ir tam tikros srities eksperto, tam, kad i?analizuoti ir dokumentuoti sistemos
reikalavimus, netur??? b?ti „technin?“. Ji tur??? b?ti vizuali ir/arba sudaroma nat?ralios
kalbos ar taisykli? rei?kiniais, kurie gali b?ti suprantami tam tikro eksperto be specialaus
techninio pasiruo?imo. UML modeliuose skirta naudoti kalba OCL leid?ia apra?yti
invariantus, prie? ir po s?lygas, ta?iau ji yra tolima nat?raliai kalbai ir sunkiai suprantama ne
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tik veiklos atstovams, bet ir projektuotojams ir analitikams.
CASE ?ranki?, leid?ian???? ?vesti veiklos taisykles paprastesne kalba, yra nedaug. Galima
pamin?ti URML ir CASE ?rank? „Strelka“, reikalavim? valdymo ?rank? LeapSE, BROOD
po?????.
URML ir CASE ?rankis „Strelka?
Tam, kad b??? galima vizualiai modeliuoti taisykles, REWERSE darbo grup? suk???:
· UML paremt? taisykli? modeliavimo kalb? (URML), kuri paveldi UML klasi?
modelius ir prideda prie j? taisykles;
· Strelka – ?rank?, kuriuo galima sudaryti URML modelius.
Grafinis taisykli? vaizdavimas, kai modelis nedidelis, yra puikus reikalavim?
specifikavimo b?das. Bet jei modelis didelis ir taisykli? daug, grafinis taisykli? vaizdavimas
labai i?pl?s model? ir j? bus sunkiau analizuoti. Be to, „Strelka“ nagrin?ja tik produkcines
taisykles.
„Strelka“ modelio pavyzdys pateiktas 2.15 paveiksle.
2.15 pav. ?Strelka? modeliavimo pavyzdys
2.15 paveiksle parodyta taisykl? „Jei pirk?jas (customer) neturi pozicij? su CD tipu (type)
savo pirkimo kortel?je, tada reikia prid?ti CD puslapio nuorod??? pirk?jo puslap?“.
CASE ?rankis ?Leap SE?
Leap SE yra CASE ?rankis, kuris paver?ia sistemos reikalavimus tiesiogiai ? objekto modelius
programin?s ?rangos projektavimui. Daugiau nei reikalavim? valdymo programa, Leap SE
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sutrumpina sistemos k?rimo cikl? ir paspartina greit??? program? k?rim? (RAD – rapid
application development). Leap SE suteikia 22 ?ablonus greitam ir paprastam reikalavim?
sudarymui (18 funkcini???ablon? ir 4 strukt?riniai ?ablonai).
Pavyzdys. 2.16 pav. pavaizduotas “Asociacijos su S?lyga“ ?ablonas. ?is funkcinis ?ablonas
naudojamas suskaidant reikalavim?, kuris pabr??ia bendradarbiavim? tarp sistemos esybi?
paremt? s?lygomis. Kada <if> yra nurodytas ir reikalavimas yra i?saugotas, objekto modelio
duomen? baz?je yra sukuriamas asociacijos ry?ys.
2.16 pav. Leap SE funkcinio ?ablono pavyzdys
Leap SE tr?kumai – labai specifiniai, nei?sam?s ?ablonai, neapimantys taisykli???vairov?s.
?BROOD? (Business Rules-driven Object Oriented Design) po???ris
BROOD tikslas - suteikti k?rimo aplink?, kur veiklos analiz?s ir sistemos projektavimo sritys
yra palaikomos veiklos taisykli? modeliavimu taip palengvinant efektyv? program? vystym?.
BROOD sukurti taisykli?? ?ablonai. BROOD ?ablonai sukurti klasikiniams taisykli? tipams:
atribut? ir ry??? ribojimams, veiksm? teiginiams, skai?iavimams ir i?vedimo taisykl?ms.
BROOD metamodelis taip pat apra?o veiklos taisykli? organizavimo bei tvarkymo elementus.
Tokie elementai yra taisykli? rinkinys, veiklos procesas ir savininkas. Taisykli? rinkinys
naudojamas veiklos taisykli? grupavimui. Kiekvienas veiklos taisykl?s modelis privalo tur?ti
vienintel? taisykli? rinkin?, kuris laikomas ?akniniu taisykli? rinkiniu. Toks taisykli? rinkinys
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turi ma?iausiai vien? taisykli? teigin? arba kit? taisykli? rinkin?. Veiklos taisykli? rinkinius
galima priskirti procesams. Tinkamas veiklos taisykli? priskyrimas procesams palengvina
veiklos taisykli? i?rinkim?, kai veiklos taisykli? rinkinys yra didelis. Kiekviena veiklos
taisykl? privalo tur?ti savinink?. Savininkas gali b?to organizacijos vienetas, individualus
vartotojas, vartotoj? grup? ar rol?.
Taigi, BROOD po???ryje taisykl?s i? karto susiejamos su programiniais komponentais – vienu
konkre?iu sprendimu.
???? tyrimo tikslas yra i?bandyti galimybes sukurti bendresn? artim? nat?raliai veiklos
taisykli? specifikavimo kalb?, kuri? b??? galima taikyti objektiniuose modeliuose ir ateityje
transformuoti ? OCL.
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2.8. Siekiamas sprendimas
· Kuriamas sprendimas skirsis nuo URML tuo, kad taisykli? modelis bus kuriamas UML
Constraints pagrindu. ?is UML elementas geriausiai atitinka veiklos taisykl?s s?vok?,
taip pat UML ribojimus lengviau transformuoti ? OCL;
· Taisykli? strukt?ra skirsis nuo taisykli?? ?ablon?, skirt? veiklos atstovams – jos bus
grie?tesn?s, artimesn?s analitikams ir projektuotojams, kuriantiems reikalavim? ir
projektinius modelius;
· Taisykl?s papildys IS projektavime naudojamas diagramas ir bus ?vedamos UML
metamodelyje numatytuose ta?kuose:
o klas?se kaip ribojim? (Constraint) tipo elementai;
o operacijose kaip prie? s?lyga (Pre condition) ir po s?lyga (PostCondition);
o State elementuose kaip Guard Tipo elementai;
o Call Action elementuose kaip Constraint tipo elementai;
o Message elementuose kaip Guard tipo elementai.
· Taisykli? strukt?ros dalis bus vaizduojama grafi?kai;
· Toks b?das artimas ?prastam k?rimui, kuris bus i?pl?stas taisykli? specifikavimu;
· Veiklos taisykli? rei?kiniai turi b?ti formuojami naudojant dalykin?s srities termin?
?odyn?, kuris apra?omas UML esybi? klasi? diagramomis
· Veiklos taisykli? rei?kiniai turi b?ti strukt?rizuoti, rekursi?kai ple?iami;
· Jie turi b?ti lengvai suprantami vartotojui;
· ?ie rei?kiniai turi tur?ti galimyb? ateityje transformuoti juos ? OCL ir ? kitas formalias
kalbas, t. y., turi b?ti paremti logine rei?kini? strukt?ra.
2.9. Analiz?s i?vados
1. Informacini? sistem? projektavimo ?rankiai neturi patogi? priemoni? veiklos taisykl?ms
specifikuoti.
2.  Veiklos taisykli? klasifikacij? ir metamodeli? analiz? parod?, kad visos klasifikacijos ir
metamodeliai turi tam tikr? bendr? karkas?, o ?vair?s autoriai skirtingai jas pl?toja.
3. Nat?raliai kalbai artim? veiklos taisykli?? ?ablon? analiz? parod?, kad esami ?ablonai
skirti veiklos taisykli? specifikavimui tekstu nenaudojant grafini? simboli?.
4. ?is tyrimas skirtas sistemos projektavimui palengvinti, naudojant grafinius simbolius ir
tekstinius rei?kinius, tod?l m?????ablonai bus skirti veiklos taisykl?ms ?vesti papildant
UML diagramas.
5. UML taisykli? vaizdavimo galimybi? analiz? parod?, kad aktualiausia b???? ?vesti
veiklos taisykles klasi? ir elgsenos diagramose (b?senos, sek? ar veiklos).
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3. OBJEKTINI? VEIKLOS TAISYKLI? SPECIFIKAVIMO
MODELIS IR JO REALIZACIJA
?ioje dalyje apra?yti veiklos taisykli?? ?ablon? specifikavimo ?rankio reikalavimai ir
projektiniai sprendimai, kurie buvo pritaikyti ?rankio k?rimo proceso metu. Taip pat ?ioje
dalyje apra?omas realizuotas modulis, skirtas prapl?sti ?ablon? panaudojim? UML CASE
?rankyje. Pateikti veiklos taisykli? formavimo MagicDraw UML ?rankyje metodai, apra?ytas
projekto modelis ir ?ablonizuotos kalbos, artimos nat?raliai kalbai metodika. Sistemos
realizacijos poskyryje apra?omi sukurti ?skiepio komponentai. Pateikiamas veiklos taisykli?
ataskaitoms generuoti skirtas ?ablonas, bei ?skiepio testavimo planas. Sukurtas prototipas
leid?ia ?vesti veiklos taisykles ? 5 UML diagramas. Pateikiami kontroliniai duomenys ir
rezultatai. Projektin?je dalyje ?vardijami prototipo tolimesni planai
3.1. Taisykli? specifikavimo ?rankio projektavimo procesas
?io projekto tikslas – papildyti MagicDraw UML ?rank? galimybe ?vesti strukt?rizuotus
ribojimus, sudarant juos i? dalykin?s srities modelio element?, operatori? ir funkcij?. ?rankis
padidins k?rimo proceso automatizavimo laipsn?. Tokiu b?du ?skiepis pad?s analitikui,
nemokan?iam speciali? modeliavim? kalb?, lengviau ?vesti veiklos taisykles ir ribojimus, taip
padidinant modeli? i?samum? ir teisingum?.
Projektavimui buvo pasirinkta RUP metodika su keletu specifini? modifikacij?. Kai kurie
modeliai nebuvo panaudoti d?l to, kad negali b?ti sudaryti d?l esamos projekto stadijos arba
projekto specifikos. Projektavimo eiga suskirstyta ? 6 etapus: aplinkos analiz?, reikalavim?
modelis, analiz? ir projektavimas, realizacijos modelis, testavimo modelis ir diegimo modelis.
Detalesnis projektavimo etap? vaizdas su konkre?iais modeliais pateiktas 3.1 pav.
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3.1 pav. Projektavimo etapai
Realizacijos etape n?ra duomen? baz?s diagramos, nes duomenys bus laikomi
projektiniame MagicDraw UML faile.
Projektavimo ?rankiu buvo pasirinktas programinis paketas MagicDraw UML 15.5. ?is
paketas buvo pasirinktas d?l to, kad jam skirtas magistrinis darbas, taip pat ?rankis palaiko
RUP metodik?, teigiamai vertinamas projektuotoj? ir vienas i? esmini? kriterij? buvo turima
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patirtis dirbant ?iuo ?rankiu.
3.2. Objektini? veiklos taisykli? specifikavimo ?rankio reikalavimai
3.2.1. Specifikavimo ?rankio panaudojimo atvejai
Kuriamoje sistemoje vartotojai neskirstomi ? tam tikrus lygius – egzistuoja vienas
vartotojas. Vartotojas paleisdamas ?skiep? atidaro nauj? lang?, kuriame jis gali atlikti veiklos
taisykli?? ?vedimo, redagavimo, per?????jimo, ?alinimo funkcijas. ?vedant ribojimus sistema
pasi?lo pasirinkti sudedam?sias ribojimo dalis, bei prie kurio diagramos elemento „prikabinti“
ribojim?. Formuojant veiklos taisykl?, galima pasirinkti si?lom? element? apimt?, pagal
projekto hierarchij?.  Redaguojant ribojimus pirmiausia reikia pasirinkti diagramos element?,
kurio ribojimus norime redaguoti.  VT ?ablonus ir VT s?lygas galima kurti bei redaguoti, nes
jos yra kartu su MagicDraw UML projektu.
Panaudojimo atvej? schema pateikta 3.2 paveiksle.
Pasirinkti veiklos taisykl?s formavimui
 reikalingus elementus
Pasirinkti prijungimo
element?
Pasirinkti VT
Pasirinkti Element? su VT
Pasirinkti VT ?ablon?
Gauti Vartotojo instrukcij?
Kurti VT ?ablonus
Pasirinkti element? poaib?
Pasirinkti kuriai diagramai
?vesti VT
Redaguoti VT
extension points
Keisti VT nustatymus
Formuoti Veiklos taisykl?
Naikinti VT
Vartotojas
<<extend>>
<<include>>
<<include>>
<<include>>
<<include>>
<<include>>
<<include>>
3.2 pav. Panaudojimo atvej? diagrama
3.2.2. Panaudojimo atvej? specifikacijos
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Pagrindiniai vartotojo panaudojimo atvejai specifikuoti pagal specifikavimo lentel?s
?ablon?, kurioje nurodomi pagrindiniai panaudojimo atvejo parametrai: pavadinimas, s?lyga
prie?, s?lyga po, susij? panaudojimo atvejai, pagrindinis ?vyki? srautas ir sistemos reakcija.
??? lenteli? informacija papildo vartotojo PA model?. Panaudojimo atvej? specifikacijos
pateiktos lentel?se: Lentel? 3.1, Lentel? 3.2.
3.1 Lentel? PA ?Formuoti veiklos taisykl?? specifikacija
PA „Formuoti veiklos taisykl?“
Prie? s?lyga Sukurtas projektas.
Atidarytas pagrindinis programos langas.
Pasirinkta diagrama.
Su?adinimo s?lyga Vartotojas nori sukurti ribojim?
??ple?ia PA
Apima PA Pasirinkti VT ?ablon?
Pasirinkti VT formavimui reikalingus elementus
Pasirinkti prijungimo element?
Susij? panaudojimo
atvejai
Specializuoja PA
Pagrindinis ?vyki? srautas Sistemos reakcija ir sprendimai
1. Vartotojas pasirenka diagramos
element? ribojimui kurti.
2. Vartotojas pasirenka ?ablon? arba
kuria savo nauj?.
3. Vartotojas renkasi diagramos
elementus.
4. Vartotojas patvirtina ribojimo
saugojim?
1. Sistema pa?ymi pasirinkt? element?.
2. Sistema ? pagrindin? ribojimo lang?? ?ra?o
pasirinkt? vartotojo ?ablon?
3. Sistema filtruoja ir pateikia s?ra?? galim?
diagramos element? ribojime.
4. Sistema u?saugo vartotojo sudaryt?
ribojim? prie diagramos elemento.
Po s?lyg? Diagramoje pasirinktam elementui sukuriamas
ribojimas.
Lentel? 3.2 PA ?Redaguoti VT? specifikacija
PA „Redaguoti VT“
Prie? s?lyga Sukurtas projektas.
Atidarytas pagrindinis programos langas.
Pasirinkta diagrama.
Su?adinimo s?lyga Vartotojas nori redaguoti veiklos taisykl?
??ple?ia PA ??trinti pasirinkt? VT
Apima PA Formuoti VT
Pasirikti konkre??? VT
Pasirinkti element? su VT
Susij? panaudojimo
atvejai
Specializuoja PA
Pagrindinis ?vyki? srautas Sistemos reakcija ir sprendimai
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1. Vartotojas pasirenka diagramos
element? su ribojimu.
2. Vartotojas pasirenka konkre??? VT
redagavimui.
3. Vartotojas renkasi diagramos
elementus.
4. Vartotojas patvirtina redaguoto
ribojimo saugojim?
1. Sistema pa?ymi pasirinkt? diagramos
element? ir i?veda visus jo ribojimus.
2. Sistema ?veda pasirinkt? ribojim?? ?
redagavimo komponent?.
3. Sistema filtruoja galimus ?ra?yti ?? ?ablon?
elementus.
4. Sistema u?saugo redaguot? ribojim?.
Po s?lyg? Diagramoje vaizduojamas redaguotas ribojimas.
3.2.3. Vartotojo ir sistemos s?veikos diagramos
?io etapo sek? diagramose modeliuojamas bendravimas tik tarp sistemos vartotojo ir
pa?ios sistemos. Sistemos komponentai n?ra i?skiriami ir ? sistem?. Vartotojas atlieka
veiksmus ?skiepio languose (redagavimo arba ?vedimo) ir jo atlikti veiksmai atsispindi
MagicDraw UML sistemoje. Vartotojo ir sistemos sek? diagram? tikslas yra parodyti kokius
veiksmus, kiek j? ir kokia tvarka tur?s atlikti vartotojas nor?damas atlikti vien? panaudojimo
atvej?. Sek? diagramos yra sudarytos pagrindiniams panaudojimo atvejams ir pateiktos
paveiksluose: 3.3 ir 3.4.
?skiepio redagavimo langas Magic Draw UMLVartotojas
[Delete mygtukas paspaustas]
opt
Rodyti elemento VT()3:
Rodyti rei?kin? redagavimo laukelyje()6:
Gauti VT i? projekto()2:
Gauti VT rei?kin?()5:
Atnaujinti VT projekte()10:
Anaujinti VT projekte()8:
Rodyti pasirinkto elemento apribojimus()1:
Pasirinkti VT()4:
Redaguoti VT()7:
Istrinti()9:
3.3 pav. Redaguoti VT panaudojimo atvej? sek? diagrama
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Magic Draw UMLIvedimo langasVartotojas
[kol nesuformuota VT]
loop
Rodyti VT ?ablonus()1:
atnaujinti3:
10:
atnaujintiKonteksta()4:
aktyvuoti ?vedimo mygtuk?7:
atnaujintiProjekta()9:
Pasirinkti VT ?ablon?()2:
Pildyti ?ablon? pagal si?lom? kontekst?()5:
Pasirinkti VT s?vinink?()6:
prikabinti VT()8:
3.4 pav. ?vesti VT panaudojimo atvej? sek? diagrama
3.2.4. Objektini? veiklos taisykli? metamodelis
3.5 paveiksle pavaizduoti objektini? veiklos taisykli? tipai. Visos objektin?s taisykl?s
yra ribojimai, vaizduojami UML metaklase „Constraint“. Galimi veiklos taisykli? ribojim?
tipai yra invariantai, „prie?“ s?lygos, „guard“ s?lygos ir „po“ s?lygos. Taisykli? rei?kiniai
??ra?omi naudojant metaklas?s ValueSpecification poklas? OpaqueExpression, kadangi ?ie
rei?kiniai neinterpretuojami UML (3.6 pav.).
3.5 pav. Objektin?s taisykl?s ? UML ribojimai
3.6 pav. Ribojim? rei?kiniai UML metamodelyje
?skiepiu ?vedami ir redaguojami ribojim? rei?kiniai yra strukt?rizuoti. Ribojimo
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rei?kinio strukt?ra pavaizduota 3.7 paveiksle.
3.7 pav. Veiklos taisykl?s rei?kini? strukt?ra
Ribojim? rei?kiniai susideda i? argument?, operatori?, s?lyg? ir frazi?. :
· Argumentas
Argumentas – tai svarbus ribojimo rei?kinio elementas, kuris nurodo konkre???
klas?s diagramos element? panaudojim?. M??? sukurtame ?skiepyje argumentai
?ymimi specialiu simboliu – lau?tiniais skliaustais i? abiej? pusi?, pavyzd?iui
„[U?sakymas]“.
Argumentas visada vaizduoja ribojimo sakinio veiksn? – tam tikr? element?,
kuriam yra taikomi tam tikri ribojimai. Argumentu gali b?ti bet kuris modelio
elementas. Ribojime argumento reik??? bus elemento vardas.
· Operatorius
o Palyginimo operatoriai: >,>=,=, <=,<, !=
o Jungimo ir i?skyrimo operatoriai: IR, ARBA, ARBA NE.
o Kit?: egzistuoja, neegzistuoja, ->tusciaAibe, ir kt.
Operatoriai ?skiepyje n?ra i?skiriami, jie ra?omi tiesiogiai, arba yra
pasirenkami i? s?lyg? formos.
· ??lyga
??lygos tai argument? ir operatori? derinys. Jos susideda i?? ?vairiausi? s?lyg?
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sakini?, toki? kaip lyginimas dviej? argument?, i?skyrimas vieno argumento su
specialia s?lyga ir kt. M??? sukurtame ?skiepyje s?lygos yra vaizduojamos su
specialiu simboliu, skliaustu, i? abiej? pusi?, pvz.: „([U?sakymas] egzistuoja)“
· Fraz?:
Fraz?s yra did?iausias ribojimo elementas. Tai ?vair?s s?lyg? deriniai, kurie
apr?minami specialiu simboliu – fig?riniai skliaustais {}. Fraz?s atitinka veiklos
taisykli? ruo?inius.
Tik naudojant tokias strukt?rizuotas taisykles galima realizuoti veiklos taisykli???skiep?.
Ribojimo elementai realizuoti ?skiepyje.
3.2.5. ?skiepio kalbos element? profilio panaudojimas TBE ?ablonams kurti
?skiepis MagicDraw UML projekte naudoja pagalbin? modul?, skirt? surinkti bei
valdyti sukurtus ribojim???ablonus. Panaudojant ?? modul?, nauj???ablon? ir s?lyg???vedimas
tampa labai paprastas. ?skiepis pagal panaudotus stereotipus leid?ia tiesiogiai panaudoti
naujus elementus ribojim???vedimo dialoge (3.7 pav.).
Pagrindiniai TBEProfile elementai:
· tbeTemplatePackage Stereotipas. ?io stereotipo metaklas? yra paketas.
Stereotipas skirtas identifikuoti paket?, kuriame b??? sud?ti visi naudojami TBE
?ablonai ir s?lygos. Tokiu b?du TBE ?skiepis atpa??sta ?ablonus ir s?lygas ir
rodo jas ?vedimo dialoge.
· tbeCondition Stereotipas. Skirtas taikyti Constraint tipo elementams. ?ie
elementai apra?o tam tikr? s?lygos ?ablon?, pvz., „[argumentas1] >
[argumentas2]“ . Visi sukurti nauji s?lygos ?ablonai turi b?ti paketo su
tbeTemplatePackage stereotipu viduje.
· TbeFrase Stereotipas. Skirtas taikyti Constraint tipo elementams. ?ie elementai
apra?o tam tikr? ribojimo fraz?, pvz. „ If ( (condition) then {fraze1} else { show
System.Error message}”. Sukurti ?ablonai turi b?ti pad?ti ? stereotipizuot?
tbeTemplatePackage stereotipu paket?.
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3.7 pav. TBE papildomo profilio elementai
Naudojant TBEProfile modul?, ribojim?? ?vedimo ?skiepis tampa ma?ai
priklausomas nuo strukt?rizuotos ribojim? kalbos. Ribojim? kalb? gali pasirinkti pats
projektuotojas ar analitikas ir taikyti j? projekte, naudodamas stereotipus.
3.2.6. Vartotojo interfeiso modelis – navigavimo planas
Veiklos taisykli???vedimo ?skiepio navigavimo plane pateikiami visi pagrindiniai
langai reikalingoms funkcijoms atlikti. Modulis nei?skiria vartotoj? tip?, tod?l schema yra
bendra visiems vartotojams. Sistema suprojektuota taip, kad vartotojas nesunkiai pereit? nuo
vienos funkcijos prie kitos. Meniu juostoje pateikta parametr? nustatymo funkcija.
Navigavimo planas pateikiamas 3.8 paveiksle.
TBExpressionInsertPanel TBExpressionEditPanel
<<form>>
SequenceDiagramTab
<<form>>
AboutProjectWindow
<<form>>
ProtocolDiagramTab
<<form>>
ActivityDiagramTab
<<form>>
ActiveDiagramTab
<<form>>
ClassDiagramTab
<<form>>
StateDiagramTab
<<form>>
SettingsWindow
<<form>>
TBEDialog
3.8  pav. Vartotojo interfeiso modelis - navigavimo planas
3.2.7. Vartotojo interfeiso modelis- formos
?skiepio interfeiso modelis tur?s pagrindines dvi formas:
· Veiklos taisykli???vedimo forma
Veiklos taisykli???vedimo form? sudaro 5 pagrindin?s zonos ( 3.9 pav.).
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§ (1) meniu juosta;
§ (2) veiklos taisykli? element? ir strukt??? form? vaizdavimo zona;
§ (3) ribojimo prijungimo klas?s forma;
§ (4) ribojimo rei?kinio ?vedimo eilute;
§ (5) funkciniai mygtukai.
3.9  pav. Veiklos taisykli???vedimo forma
· Veiklos taisykli? redagavimo – ?alinimo.
Veiklos taisykli? redagavimo - ?alinimo form? sudaro 6 pagrindin?s zonos: ( 3.10 pav.)
§ (1) meniu juosta;
§ (2) veiklos taisykli? element? ir strukt??? form? vaizdavimo zona;
§ (3) ribojimo saugojimo klas?s forma;
§ (4) ribojimo pasirinkimo forma;
§ (5) ribojimo vaizdavimo, keitimo eilut?;
§ (6) funkciniai mygtukai;
(1) Meniu juosta
(4) Ribojimo rei?kinio ?vedimo eilut?
(3)
Ribojimo
prijungimo
klas?s
forma
(2) Veiklos taisykli?
element? ir strukt??? form?
vaizdavimo zona
(5) Funkciniai mygtukai
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3.10 pav. Veiklos taisykli? redagavimo-?alinimo forma
3.3. Sistemos projektas
3.3.1. Analiz?s klasi? diagramos
Analiz?s klasi? diagramose pateiktas sistemos vaizdas kuriame susiejami trys sistemos
architekt?ros lygiai: vartotojo s?sajos, valdymo ir esybi? klas?s. Veiklos taisykli?? ?skiepio
analiz?s klasi? diagramos pateiktos 3.11 ir 3.12 paveiksluose.
Veiklos taisykl?s
formavimo laukas
VT saugojimo parinkimo valdiklis
Rei?kinio formavimo valdiklis
Aktyvaus konteksto valdiklis
TBExpressionInsertPanel
Ry?ys
Veiklos taisykl?
Elementas
0..*
0..*
??vas
0..*
0..1
0..*
1..*
3.11 ?vedimo analiz?s klasi? diagrama
Redagavimo analiz?s klasi? diagrama (3.12 pav.):
(1) Meniu juosta
(5) Apribojimo vaizdavimo, keitimo eilut?
(3) Ribojimo
saugojimo
klas?s forma
(2) Veiklos taisykli? element? ir
strukt??? form? vaizdavimo zona
(6) Funkciniai mygtukai
(4)
Ribo-
jim?
??ra?as
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Aktyvaus konteksto valdiklis
Rei?kinio formavimo valdiklis
 VT redagavimo laukas
TBExpressionEditPanel
Ry?ys
?alinimo valdiklis
Veiklos taisykl?
Elementas
0..*
1..*
??vas
0..*
0..1
0..*
0..*
3.12 pav. Redagavimo analiz?s klasi? diagrama
3.3.2. Panaudojimo atvej? realizacijos
Panaudojimo atvej? realizacij? diagramos vaizduoja juos realizuojan?ias klases.
TBExpression
+getActiveTemplateContext( start : int, end : int )
+UpdateExpression( expression : String )
...
-TBExpression : String
-TBExpressionOwner : Element
-TBETemplate : String
...
TBExpressionInsertPanel
-TBETemplates : List
-TBEConditions : List
-contextElements : List
...
+getTemlpatesList()
+getConditionsList()
+getContextelements()
+InsertTBE()
...
?vesti Veiklos Taisykl?
3.13 pav. Panaudojim? atvejo ??vesti veiklos taisykl?? realizacijos diagrama
49
TBExpression
-TBExpression : String
-TBExpressionOwner : Element
-TBETemplate : String
...
<<getter>>+getTBETemplate( pav : String ) : String
+findArgumentInTBExpression( pr : int, pb : int, tekstas : String ) : int"[]"
+findTemplateInTBExpression( pr : int, pb : int, tekstas : String ) : int"[]"
+findConditionInTBExpression( pr : int, pb : int, tekstas : String ) : int"[]"
+getActiveTemplateContext( start : int, end : int )
+UpdateExpression( expression : String )
...
-init() : void
+getEditingClassList()
+getConditionList()
+getTBExpressionList()
+edit() : void
+remove:void()
...
TBExpressionEditPanel
-salygoss : DefaultListModel
-mEditingClassList : JList = new JList()
-mConditionsList : JList = new JList()
-mEditButton : JButton = new JButton()
-mRemoveConstraint : JButton = new JButton()
-mClassesWithConstraints : JList = new JList()
-mTBExpressionList : JList = new JList()
...
Redaguoti Veiklos taisykl?
3.14  pav. Panaudojimo atvejo ?Redaguoti veiklos taisykl?? realizacijos diagrama
SettingsWindow
<<constructor>>+SettingsWindow( parent : Frame )
<<getter>>+isOptionForAtributes() : boolean
<<getter>>+isOptionforOperations() : boolean
<<getter>>+isOptionforGeneralizations() : boolean
<<getter>>+isOptionForAssociations() : boolean
<<setter>>+setOptionForAtributes( mOptionForAtributes : boolean ) : void
<<setter>>+setOptionforOperations( mOptionforOperations : boolean ) : void
<<setter>>+setOptionforGeneralizations( mOptionforGeneralizations : boolean ) : void
<<setter>>+setOptionForAssociations( mOptionForAssociations : boolean ) : void
AboutProjectWindow
<<constructor>>+AboutProjectWindow( parent : Frame )
+close() : void
Gauti pagalbos informacij? Keisti nustatymus
3.15 pav. Panaudojimo atvej???Gauti pagalbos informacij?? ir ?Keisti nustatymus?
realizacijos diagrama
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3.3.3. Sistemos panaudojimo atvej? realizacij? sek? diagramos
Pagrindini? panaudojim? atvej? realizacij? sek? diagramos pavaizduotos 3.16 ir 3.17 pav.
Veiklos taisykli???vedimo seka pateikta 3.16 pav. Ji apibr??ia pagrindini? vykdom? funkcij?
sekas sukurtame prototipe.
[ ]
loop
<<boundary>>
tBExpressionInsertPanel : TBExpressionInsertPanel
<<entity>>
tBExpression : TBExpression
vartotojas : Vartotojas
getTemlpatesList()2:
createExpression()4:
getActiveTemplateContext(start=, end=)6:
UpdateExpression(expression=)8:
Atlikta11:
init()1:
SelectTemplate()3:
getContextHelp()5:
SelectContext()7:
InsertTBE()10:
setOwner()9:
3.16  pav. Veiklos taisykl?s ?vedimo sek? diagrama
Redaguoti veiklos taisykl? panaudojimo atvejo realizacijos sek? diagrama pateikta 3.17 pav.
Ji apibr??ia pagrindinius vartotojo ir sistemos veiksmus pasirinkus redagavimo atvej?.
Redagavimo atveju vartotojas atidarydamas TBExpressionEditPanel lang?, i?sikvie?ia
redaguojamo elemento ribojim?, bei jam taiko redagavimui skirtus veiksmus – ribojimo
pakeitimo bei ?alinimo.
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[ ]
loop
[ ]
opt
<<boundary>>
 : TBExpressionEditPanel
<<entity>>
 : TBExpression
 : Vartotojas
getActiveContext()2:
showAllConstrains()4:
showExpression()6:
getActiveTemplateContext(start=, end=)8:
show Context9:
init()1:
selectTBEOwner()3:
select Constraint()5:
change TBExpression()7:
selectContext()10:
remove(i=)12:
edit()11:
3.17 pav. Veiklos taisykl?s redagavimo sek? diagrama
3.3.4. Rei?kinio formavimo naudojant kontekstin? pagalb? veiklos diagrama
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3.18 paveiksle pateikta rei?kinio formavimo, naudojant kontekstin? pagalb?,
veiklos diagrama. Sistema veikia intuityviai. Paspaudus de?in? pel?s klavi??, sistema ie?ko
pasirinkto konteksto, tikrina vartotojas pasirinkt? element? ir pateikia tam kontekstui galimus
element? variantus.
3.18 pav. Rei?kinio formavimo veiklos diagrama
COntexto vadiklios activity COntexto vadiklios activityactivity [  ]
Spausti de?in? pel?s
kalvi?? and parinktos
rei?kinio vietos
Pasirinkti
kontekst?
Ie?koti
pasirinkto
konteksto
Pasirinktas
argumentas []
Pasitinkta
??lyga ( )
Pasrinkta fraz?
{ }
Vaizduoti
konteksto
??ra?? ekrane
atnaujinti
rei?kin?
<<control>>
Rei?kinio formavimo valdiklis
Vartotojas <<boundary>>
<<form>>
TBExpressionInsertPanel
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3.3.5. Projekto klasi? diagrama
Sistema suprojektuota, taikant trij? lygi? architekt?ros model?. Remiantis ?iuo modeliu
ribojim?? ?vedimo sistem? sudaro vartotojo, veiklos bei duomen? paslaugos, kurios
sugrupuojamos ? atskirus paketus (3.19 pav.). Duomen? lygmen? sudaro MagicDraw UML
XMI failas, vaizdavimo logik? atlieka ?skiepio dialogai ir panel?s.
SettingsWindow
<<constructor>>+SettingsWindow( parent : Frame )
<<getter>>+isOptionForAtributes() : boolean
<<getter>>+isOptionforOperations() : boolean
<<getter>>+isOptionforGeneralizations() : boolean
<<getter>>+isOptionForAssociations() : boolean
<<setter>>+setOptionForAtributes( mOptionForAtributes : boolean ) : void
<<setter>>+setOptionforOperations( mOptionforOperations : boolean ) : void
<<setter>>+setOptionforGeneralizations( mOptionforGeneralizations : boolean ) : void
<<setter>>+setOptionForAssociations( mOptionForAssociations : boolean ) : void
AboutProjectWindow
<<constructor>>+AboutProjectWindow( parent : Frame )
TBEDialog
<<constructor>>+TBEDialog()
-initWindow() : void
-mAboutUsWindow
-mSettingWindow
3.19 pav. Pagrindini? komponent? klasi? diagrama
?skiepio projektas yra objektinis. ?vedimo modul? sudaro pagrindin? pilna
ExpressionInsertPanel klas? (ExpressionEditPanel – redagavimui). Kiekvienai specifinei
diagramai yra pritaikomi tik atskiri metodai:
#createConstrainForElement(){JavaAnnotations = "@Override"}
#createListForAtributes(){JavaAnnotations = "@Override"}
#setActiveDiagramElementsListModel(){JavaAnnotations = "@Override"}
#setConditionsListModel(){JavaAnnotations = "@Override"}
#setScopeElementsForInputModel(){JavaAnnotations = "@Override"}
#setTBEExpressionListModel(){JavaAnnotations = "@Override"}
#updateClassListafterSelect(){JavaAnnotations = "@Override"}
ClassConstraintInsertPanel
#setTBEExpressionListModel()
#createConstrainForElement(){JavaAnnotations = "@Override"}
#updateClassListafterSelect(){JavaAnnotations = "@Override"}
#setConditionsListModel()
#setScopeElementsForInputModel()
#setActiveDiagramElementsListModel()
#createListForAtributes()
StateConstraintInsertPanel
SeqConstraintInsertPanel
#setTBEExpressionListModel()
#createConstrainForElement(){JavaAnnotations = "@Override"}
#updateClassListafterSelect(){JavaAnnotations = "@Override"}
#setConditionsListModel()
#setScopeElementsForInputModel()
#setActiveDiagramElementsListModel()
#createListForAtributes()
ActivityConstraintInsertPanel
#setTBEExpressionListModel()
#createConstrainForElement(){JavaAnnotations = "@Override"}
#updateClassListafterSelect(){JavaAnnotations = "@Override"}
#setConditionsListModel()
#setScopeElementsForInputModel()
#setActiveDiagramElementsListModel()
#createListForAtributes()
ProtocolConstraintInsertPanel
#setTBEExpressionListModel()
#createConstrainForElement(){JavaAnnotations = "@Override"}
#updateClassListafterSelect(){JavaAnnotations = "@Override"}
#setConditionsListModel()
#setScopeElementsForInputModel()
#setActiveDiagramElementsListModel()
#createListForAtributes()
ExpressionInsertPanel
+ExpressionInsertPanel()
#setTBEExpressionListModel()
#setConditionsListModel()
#setScopeElementsForInputModel()
#setActiveDiagramElementsListModel()
+updateModels()
-initListeners()
#createConstrainForElement()
-showAttributesAndScopeElements_withlabels()
-setVisibleLeftRightLabels()
+setScopeElement()
+getScopeElement()
-init()
~writeText()
-updateAsosiacionClassesbygivenName()
#createListForAtributes()
#updateClassListafterSelect()
-veiksmas()
...
3.20 pav. Veiklos taisykli???vedimo komponent? hierarchin? klasi? diagrama
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3.21 pav. Veiklos taisykli? redagavimo komponent? hierarchin? klasi? diagrama
ActivityConstraintEditPanel
#createListForAtributes(){JavaAnnotations = "@
O
verride"}
#setExpressionFrazeListM
odel(){JavaAnnotations = "@
O
verride"}
#setActiveD
iagram
Elem
entListM
odel(){JavaAnnotations = "@
O
verride"}
#setScopeElem
entListM
odel(){JavaAnnotations = "@
O
verride"}
ProtocolConstraintEditPanel
#createListForAtributes(){JavaAnnotations = "@
O
verride"}
#setExpressionFrazeListM
odel(){JavaAnnotations = "@
O
verride"}
#setActiveD
iagram
Elem
entListM
odel(){JavaAnnotations = "@
O
verride"}
#setScopeElem
entListM
odel(){JavaAnnotations = "@
O
verride"}
StateConstraintEditPanel
#createListForAtributes(){JavaAnnotations = "@
O
verride"}
#setExpressionFrazeListM
odel(){JavaAnnotations = "@
O
verride"}
#setActiveD
iagram
Elem
entListM
odel(){JavaAnnotations = "@
O
verride"}
#setScopeElem
entListM
odel(){JavaAnnotations = "@
O
verride"}
SeqConstraintEditPanel
#createListForAtributes(){JavaAnnotations = "@
O
verride"}
#setExpressionFrazeListM
odel(){JavaAnnotations = "@
O
verride"}
#setActiveD
iagram
Elem
entListM
odel(){JavaAnnotations = "@
O
verride"}
#setScopeElem
entListM
odel(){JavaAnnotations = "@
O
verride"}
ClassConstraintEditPanel
#createListForAtributes(){JavaAnnotations = "@
O
verride"}
#setActiveD
iagram
Elem
entListM
odel(){JavaAnnotations = "@
O
verride"}
#setScopeElem
entListM
odel(){JavaAnnotations = "@
O
verride"}
ExpressionEditPanel
<<constructor>>+ExpressionEditPanel()
-initListeners()
-init()
<<setter>>+setScopeElem
ent()
-updateM
odels()
<<setter>>#setActiveD
iagram
Elem
entListM
odel()
<<setter>>#setExpressionFrazeListM
odel()
<<setter>>#setC
onditionsListM
odel()
<<setter>>#setScopeElem
entListM
odel()
<<getter>>+getScopeElem
ent()
-updateAsosiacionC
lassesbygivenN
am
e()
#createListForAtributes()
#updateC
lassListafterSelect()
~veiksm
as()
~w
riteText()
...
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Pagalbini???skiepio klasi?, skirt? pad?ti atlikti tam tikrus, da?nai taikomus metodus, diagrama
(3.22 pav.):
<<getter>>+getSettingsPackage()
<<getter>>+getExistingKeywords()
+createConstraintForElement()
+createPreconditionForElement()
+createPostconditionForElement()
+updateConstraint()
+createSettingsPackageInstance()
~writeText()
<<getter>>+isSettingExists()
+createSetting()
+removeSetting()
<<getter>>+getActiveDClases()
<<getter>>+getScopeElementListModel()
<<getter>>+getActiveDStates()
<<getter>>+getADiagramType()
<<getter>>+getActiveDActivities()
<<getter>>+getActiveDSequences()
<<getter>>+getClassOperations()
<<getter>>+getGeneralizationClasesAtributes()
<<getter>>+getGenClassesOperations()
<<getter>>+getConstraintNumberOfElement()
<<getter>>+getAssocClases()
<<getter>>+getDirAgregClasesAtributes()
<<getter>>+getClassAtributes()
+nuimti_sk()
<<getter>>+getElementConstraints()
-collectAllConstraintsfromCollectionToModel()
+removeDublicate()
<<setter>>+setEnabledTab()
TBEUtilities DefaultElementFilter
<<constructor>>+DefaultElementFilter()
<<constructor>>+DefaultElementFilter()
<<constructor>>+DefaultElementFilter()
<<setter>>+setTypes()
<<setter>>+setAcceptableTypes()
<<getter>>+getTypes()
<<getter>>+isAcceptableTypes()
+accept()
#acceptByType()
#acceptByDiagramType()
+accept()
-mAcceptableTypes : boolean
#mAcceptReadOnlyElements : boolean = true
#mAnalyzeStereotypes : boolean = false
TBLanguageUtilities
+TYPE_ARGUMENT : int = 1
+TYPE_CONDITION : int = 2
+TYPE_FRAZE : int = 3
+TYPE_NULL : int = 0
<<getter>>+getConstraintBody()
<<getter>>+isDublicate()
+findArgumentInTBExpression()
+findTemplateInTBExpression()
+findConditionInTBExpression()
3.22 pav. Pagalbini? klasi? diagrama
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3.4. Sistemos realizacija
3.4.1. Komponent? ir ?rangos diagramos
Veiklos taisykli? k?rimo ?skiepis projektuotas objektiniu principu. ?is modulis
sudarytas i? ma?? komponent?, kurie ?eina ? didesnius komponentus. ?ie savo ruo?tu sudaro
vis? sistem?. Sistemos komponent? diagrama pateikiama 3.23 paveiksle.
<<component>>
ProtocolConstraintEditPanel
.java
<<component>>
StateConstraintEditPanel.jav
a
<<component>>
ActivityConstraintInsertPan
el.java
<<component>>
ProtocolConstraintInsertPa
nel.java
<<component>>
ClassConstraintEditPanel.ja
va
<<component>>
StateConstraintInsertPanel.j
ava
<<component>>
SimpleAction.java
<<component>>
TBEUtilities.java
<<component>>
ExpressionInsertPanel.java
<<component>>
ClassConstraintInsertPanel.
java
<<component>>
TBEDialog.java
<<component>>
MyPlugin.java
<<component>>
SeqConstraintEditPanel.java
<<component>>
TBLanguageUtilities.java
<<component>>
MainMenuConfigurator.java
<<component>>
AboutProjectWindow.java
<<component>>
ActivityConstraintEditPanel.j
ava
<<component>>
ExpressionEditPanel.java
<<component>>
DefaultElementFilter.java <<component>>
SeqConstraintInsertPanel.ja
va
<<component>>
SettingsWindow.java
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
<<use>>
3.23 pav. ?skiepio komponent?  diagrama
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3.3 lentel?. Sistemos komponent? strukt?ros diagramos apra?ymas
Komponentas Apra?ymas
MyPlugin Pagrindinis ?skiepio paleidimo komponentas. Paleid?ia
?skiepio funkcionalum? MagicDraw UML sistemoje.
MainMenuConfigurator Sukuria ?skiepio dialog? paleidimo mygtukus ir ?deda ?
MagicDraw UML meniu juost?.
SimpleAction ?skiepio paleidimo veiksmo komponentas. Paleid?ia ?skiepio
dialog?.
TBLanguageUtilities Su TB kalba susij?s komponentas. Atlieka specifinius
metodus.
StateConstraintInsertPanel ?vesti ? b?sen? ma?in? diagram? ribojimus skirtas
komponentas.
ClassConstraintInsertPanel ?vesti ? klasi? diagram? ribojimus skirtas komponentas.
ClassConstraintEditPanel Skirtas redaguoti klasi? diagramoje panaudotus ribojimus
komponentas.
AboutProjectWindow Dialogas, skirtas apra?yti ?skiepio projekt?.
TBEUtilities Einam? metod?, skirt? atlikti ?skiepio funkcionalum?
realizavimas.
ExpressionEditPanel Redaguoti sukurtus ribojimus skirtas komponentas.
SettingsWindow ?skiepio nustatym? tvarkymo langas.
ActivityConstraintEditPanel Veiklos diagramoje sukurt? ribojim? redagavimo
komponentas
TBEDialog Pagrindinis ?skiepio veikimo dialogas.
SeqConstraintEditPanel Sek? diagramoje ?vest? ribojim? redagavimo komponentas.
StateConstraintEditPanel B?sen? ma?in? diagramoje sukurt? ribojim? redagavimo
komponentas.
DefaultElementFilter Komponentas skirtas vaizduoti MagicDraw UML modelio
elementus gra?ia, apdorota forma.
SeqConstraintInsertPanel Ribojim???vedimo ? sek? diagram? komponentas.
ActivityConstraintInsertPanel Ribojim???vedimo ? veiklos diagram? komponentas.
ExpressionInsertPanel Pagrindinis ribojim?? ?vedimo ? MagicDraw UML model?
komponentas
ProtocolConstraintEditPanel Ribojim? redagavimas protokol? b?sen? diagramose.
ProtocolConstraintInsertPanel Ribojim???vedimas ? protokol? b?sen? diagramas.
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Asmeninis kompiuteris
<<artifact>>
ConstraintReportTemplateFile
<<artifact>>
TBExpressionPlugin.jar
<<artifact>>
Magic Draw UML 15
<<artifact>>
plugin.xml
<<artifact>>
XMI failas<<manifest>>
3.24 pav. Artefakt???diegimo diagrama
Asmeniniame kompiuteryje ?diegiamas MagicDraw UML paketas ir papildomai
?diegiamas veiklos taisykli???vedimo ?skiepis (10 lentel?). MagicDraw UML sistema suradusi
plugin.xml fail? paleid?ia parametrus nurodytus jo viduje. Vidoje saugomas kelias iki ?skiepio
paleidimo klas?s. ?skiepis saugomas faile TBEExpressionPlugin.jar. Jame yra 21 klas?.
MagicDraw UML duomenis diske saugoja XMI duomen? faile. Duomenys ???skiep? paimami
per TBEUtilities klas?. Vis?? ?skiepio veiksm? sek? reguliuoja TBEDialog,
ExpressionInsertPanel, ExpressionEditPanel. SimpleAction, MainMenuConfiguator ir
MyPlugin klas?s atsakingos u???skiepio paleidim?.
Papildomai prie Ribojim?? ?vedimo ?skiepio yra sukurtas ribojim? ataskait?
?ablonas.
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3.4 lentel?. Komponent? ir ?diegimo diagramos specifikacija
Elementas Specifikacija
TBEExpressionPlugin.jar failas ?is failas reikalingas paleisti ?skiep? MagicDraw
UML programos metu
XMI failas MagicDraw UML duomen? failas, kuriame bus
vaizduojami i?saugoti ribojimai, kartu su visais
projekto elementais.
MagicDraw MagicDraw UML sistema
plugin.xml Deskriptorius skirtas apra?yti pagrindinius ?skiepio
paleidimo parametrus, bei apra?yti ?skiep?.
ConstraintReportTemplateFile.rtf Rtf formatu para?ytas ribojim? ataskaitos ?ablonas.
Pagal j?, ataskait? variklis sugeneruoja ataskait? apie
visus ?vestus ribojimus.
3.4.2. Ataskait? generavimo ?ablonas
 MagicDraw UML ?rankis turi ?diegt???skiep?, skirt? ataskait? generavimui. Ataskait?
generavimo variklis naudoja ?ablonus, para?ytus VTL kalba. ?ablonas para?ytas VTL kalba
naudoja MagicDraw modelio duomenis, gaunamus per ataskait? generavimo varikl?. Tokiu
??du buvo sukurtas specialus ?ablonas, skirtas apra?yti visas ?vestas ? model? veiklos
taisykles.  Ataskaitos ?ablonas para?ytas RTF formatu, tod?l j? geba atidaryti daugelis teksto
tvarkymo ?ranki?.
Fragmentas i? sukurto ?ablono sintaks?s:
?vestos veiklos taisykl?s ? modelio elementus:
#set($ElementList=$array.createArray())
#foreach($klase in $Class)
#set($tmp=$ElementList.add($klase))
#end
#foreach($act in $CallBehaviorAction)
#set($tmp=$ElementList.add($act))
#end
#foreach($bus in $State)
#set($tmp=$ElementList.add($bus))
#end
#foreach($mess in $Message)
#set($tmp=$ElementList.add($mess))
#end
#foreach($tr in $Transition)
#set($tmp=$ElementList.add($tr))
#end
#foreach($fl in $ControlFlow)
#set($tmp=$ElementList.add($fl))
#end
#foreach($kintamasis in $sorter.sort($ElementList, ?name?))
#set($lisC = false)
#set($lisC = $kintamasis.get_constraintOfConstrainedElement())
#set($guard = false)
#set($guard = $kintamasis.getGuard())
#if (($lisC && $lisC.size()>0) || $guard)
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Gautos sugeneruotos ataskaitos pavyzdys:
3.4.3. Sistemos testavimo planas
Sistemos testavimui yra sudaromas testavimo planas, kuriame atsispindi, kokius
veiksmus reikia atlikti testuojant sistem?, taip pat, kokia turi b?ti sistemos reakcija ?
konkre?ius veiksmus. Sistemos testavimo planas pateiktas 11 lentel?je:
3.5 lentel?
NR. TESTAVIMO VEIKSM?
SEKA
LAUKIAMA SISTEMOS
REAKCIJA
1. ?SKIEPIO PALEIDIMAS
1.1.
1.2.
Paleisti MagicDraw UML ?kiep?,
kai n?ra atidarytas projektas.
Paleisti MagicDraw UML ?skiep?,
kai atidarytas projektas
?skiepio paleidimo mygtukas yra
neaktyvus
Atidaromas ?skiepio pagrindinis
langas.
2. RIBOJIMO ?VEDIMAS
?vestos veiklos taisykl?s
Element: Class  Darbuotojas
Constraint 1
[Darbuotojas.Menedzeris.Padalinys] turi buti lygus
[Darbuotojas.Padalinys]
Element: Class  PlanoUzduotis
Constraint 1
[PlanoUzduotis.Planas.Produktas] turi buti lygus
[ProduktoOperacija.Produktas]
Constraint 2
Jei (x = [PlanoUzduotis]) Tai {x.[Planas.Produktas] =
x.[ProduktoOperacija.Produktas]}
Element: Class  Uzsakymas
1.3. Constraint 2
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2.1.
2.2
Pasirinkti veiklos taisykli?
?ablon?
Paspaud?iamas de?inys pel?s
klavi?as ant argumento
Sistema ? veiklos taisykli?
?vedimo eilut???veda pasirinkt???ablon?
Sistema i?veda pasirinktos
apimties element? s?ra??.
2.3
2.4
2.5
2.6
2.7
2.8
Pasirenkama elementas
argument? s?ra?e
Pasirenkama asociacijos
elementas, kuris nebuvo ribojimo
elemento sudarymo cikle (?vedant
ribojimus ? klasi? diagramas)
Pasirenkama asocijuojanti klas?,
kuri buvo ribojimo elemento cikle
Pasirenkama klas?, turinti t?vin?
klas?
Pasirenkamas elementas, kuriam
bus taikomas ribojimas
Paspaud?iamas mygtukas „?vesti“
Sistema atidaro klasi? s?ra??.
Pasirinkus vien? klas? i? s?ra?o
atidaromi klas?s atributai bei
operacijos. Taip pat t?vo klas?s bei
atributai. I?vedamas s?ra?as klasi?,
kurios jungiasi su pasirinkta klase
asociacijos ry?iais.
Sistema i?veda visus asociacijos
klas?s atributus bei operacijas. Taip pat
??metami visi t?vo atributai bei
operacijos (jei klas? turi t?vin? klas?).
Sistema nei?veda asociacijos
klas?s atribut? bei operacij?.
Pasirinktos klas?s atribut? ir
veiklos taisykli? s?ra?e matomi ne tik
jos elementai, bet ir t?vin?s klas?s
elementai.
Sistema suteikia galimyb?
mygtuko „?vesti“ paspaudimui.
Sistema u?saugo ribojim? prie
pasirinkto elemento.
3. RIBOJIMO REDAGAVIMAS
3.1
3.2
3.3
Pasirenkamas elementas, kurio
ribojim? norime redaguoti
?? veiklos taisykli? s?ra?o
pasirenkame vieno ribojimo
pavadinim?
??saugomas redaguotas ribojimas.
Programa i?veda s?ra?? veiklos
taisykli? pavadinim?, kuriuos
elementas turi.
Sistema i?veda pasirinkto
ribojimo rei?kin?.
Pasikei?ia ribojimo rei?kinys
MagicDraw UML diagramoje.
4. RIBOJIMO ?ALINIMAS
4.1 Spaud?iamas mygtukas „I?valyti“ Pa?alinamas ribojimas i?
elemento
1. ?skiepio paleidimo testavimas
1.1. Bandome paleisti ?skiep?, kai neatidarytas projektas. Matome tok? vaizd? (3.25 pav.):
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3.25 pav. Sistemos prane?imas, kai neatidarius projekto paleid?iamas ?skiepis
1.2 Jei projektas atidarytas, paspaudus ?skiepio aktyvavimo mygtuk? atidaromas pagrindinis
?skiepio langas.
3.26 pav. Pagrindinis ?skiepio langas
2. Veiklos taisykli???vedimo testavimas
2.1 Pasirenkamas veiklos taisykli?? ?ablonas. Sistema ? veiklos taisykli?? ?vedimo eilut?
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??kmingai ?veda pasirinkt???ablon? (3.27 pav.):
3.27 pav. i?vedamas ?ablonas
?iuo atveju pasirinktas ribojimo ?ablonas - [arg] operatorius [arg]. Pasirinkus kitus ribojimo
?ablonus, sistema taip pat veikia teisingai.
2.2 Spaud?iamas de?inys pel?s klavi?as ant argumento (bet kur tarp lau?tini? skliaust?).
Programa s?kmingai i?veda ? s?ra?? visas klases, kurios yra pasirinktame pakete (3.28 pav.):
3.28 pav.  i?vedimo forma
Paketas pasirenkamas mygtuko „scope“ pagalba. Atsidariusiame lange pasirenkamas modelio
paketas, kurio elementus naudosime (3.29 pav.):
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3.29 pav. Apimties pasirinkimas
2.3. I? klasi? s?ra?o pasirenkame konkre??? klas?, kurios elementus nor?tum?me ?traukti ?
ribojim? (pasirenkame klas? „Klientas“). Programa atidaro du langus. Kairiajame lange
matome klases, kurios jungiasi su m??? pasirinkta klase „Klientas“ per asociacijos ry?ius.
De?iniajame - visus pasirinktos klas?s „Klientas“ metodus bei operacijas (3.30 pav.).
3.30 pav. I?vedamos duomen? formos
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3.31 pav. ?vedimo pavyzdys
Pagal model? (3.31 pav.) matome, kad ?skiepis asociacijos klases i?renka teisingai.
2.4 Pasirenkama asociacijos klas?, kuri nebuvo ribojimo elemento sudarymo cikle.
Pasirenkame klas? „Nuoma“. Kairiajame lange matome klases, kurios jungiasi su m???
pasirinkta klase „Nuoma“ per asociacijos ry?ius. De?iniajame - visus pasirinktos klas?s
„Nuoma“ metodus bei operacijas (3.32 pav.).
3.32 pav. su ?Nuoma? susieti elementai
Ribojimo rei?kinio eilut? pasirinkus klas? atrodo taip (3.33 pav.):
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3.33 pav. Ribojimo rei?kinio eilut? pasirinkus klas?
Jei toliau asociacijos ry?iais neiname, o pasirenkame klas?s atribut? ar operacij?, veiklos
taisykli? eilut? atrodo taip (3.34 pav.):
3.34 pav. Pasirinktas atributas
Taigi, matome, kad testuojant programa atlieka veiksmus teisingai.
2.5 Pasirenkama asocijuojanti klas?, kuri buvo ribojimo elemento cikle. Testavimo atveju toks
atvejis susidaro tada, jei mes nepasirenkame klas?s „Nuoma“ atributo, o pasirenkame klas?
„Klientas“. ?i klas? jau buvo pasirinkta, tod?l negali ?eiti ? ribojimo elemento rei?kin?, t.y.
„Klientas.Nuoma.Klientas“ rei?kinys negalimas.
2.6 Pasirenkama klas?, turinti t?vin? klas? (3.35 pav.).
3.35 pav. Klas? turinti t?vin? klas?
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Testuojant pasirenkama klas? „Automobilis“. Pasirodo toks klas?s „Automobilis“ atribut? ir
operacij? s?ra?as (3.36 pav.):
3.36 pav. ?Automobilis? vidiniai elementai
Pastebime, kad veiksmai su apibendrinimo ry?iais atliekami teisingai. Prie klas?s
„Automobilis“ atsiranda t?vin?s klas?s „Transporto priemon?“ atributas – „tipas“.
2.7 Pasirenkama klas?, kuriai bus taikomas ribojimas (3.37 pav.).
3.37 pav. Priskyrimo klas?s pasirinkimas
Paspaud?iame ant klas?s „Klientas“ ir kaip ir buvo numatyta sistemoje jau galima pasirinkti
?vedimo mygtuk? (3.38 pav.).
3.38 pav. Pasirinkus rei?kinio saugojimo element?, aktyvuojasi mygtukas
68
2.8 Paspaudus mygtuk? „?vesti“ MagicDraw UML diagramoje prie pasirinkto ribojimo
saugojimo elemento pasirodo ribojimo rei?kinys (3.39 pav.):
3.39 pav. Ribojimas  ?ra?ytas ? klas?
Taigi, sistema atlieka ribojimo ?vedim? teisingai.
3. Ribojimo redagavimo testavimas
3.1 Pasirenkama klas?, kurios ribojim? norime pa?alinti (3.40 pav.).
3.40 pav. Pasirinkimas klas?s
Atidaromas langas, su visais klas?s veiklos taisykli? pavadinimais (?iuo atveju klas? turi tik
vien? ribojim?)(3.41 pav.):
3.41 pav. Veiklos taisykli? vaizdavimo langas ir jo vaizdas modelyje
Taigi, sistema veiklos taisykli? i?rinkim? i? klas?s atlieka teisingai.
3.2 I? veiklos taisykli? s?ra?o pasirenkame vieno ribojimo pavadinim?, kurio specifikacij?
nor?tum?m keisti. Sistema ? ribojimo lauk? s?kmingai i?veda pasirinkto ribojimo specifikacij?
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? redagavimo lauk? (3.42 pav.):
3.42 pav. Ribojimo tekstas redaktoriuje
3.3 Pakei?iame ribojimo specifikacij? ir spaud?iame mygtuk? „Enter“. MagicDraw UML
diagramoje matome, kad klas?s ribojimas pasikeit? (?iuo atveju ribojimo specifikacijoje
pakeit?me metus – i? 1 ? 2) (3.43 pav.):
3.43 pav. Ribojimas po redagavimo
Kaip matosi i? testavimo, sistema s?kmingai atlieka visus ribojimo redagavimo veiksmus.
4. Ribojimo ?alinimas
4.1 Pradiniai veiksmai buvo atlikti taip kaip ir redagavime (3.1 ir 3.2 punktai), tik vietoj
redagavimo ir u?saugojimo spaud?iame mygtuk? „I?trinti ribojim?“. Programa s?kmingai
atlieka ribojimo ?alinim?. Ribojimo pa?alinimas atsispindi MagicDraw UML diagramoje
(3.44 pav.):
3.44 pav. Ribojimo i?trynimas
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3.4.4. ?skiepis ir IntelliJ IDEA 6.0
3.45 pav. IntelliJ konfig?racija MagicDraw UML paketui
Kuriant program? i?kyla problemos su ?skiepio kodo ir MagicDraw UML derinimu
(debbuging). Jei pakei?iamas programos kodas, turime sukompiliuoti jar fail? ir ?kelti ? m???
?skiepio katalog?. Tada turime perkrauti MagicDraw UML program? ir tik tada matomi kodo
pakeitimai. Tai labai nepatogu ir atima daug laiko, kadangi MagicDraw UML reikalauja daug
kompiuterio resurs?.
Kurdami ?skiep?, mes i?sprend?me ??? problem?. Programos kod? ra??me IntelliJ IDEA
pakete. Susikonfig?ravome MagicDraw UML paleidim? i? IntelliJ IDEA programos. Visa
konfig?racija matoma konfig?racijos paveiksle. Tokios konfig?racijos pagalba, per IntellIJ
paleid?iame MagicDraw UML. Jei pakei?iame programos kod?, perkompiliuojame ?skiepio
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kod? ir kodo pakeitimai i?kart atsispindi ?skiepyje (3.45 pav.).
3.4.5. Sistemos ?diegimo apra?ymas
?skiepis, kur? sudaro 3 sisteminiai failai, ?diegiamas labai paprastai. Reikia nepamir?ti kad
diegiant ?skiep??? kompiuter?, reikia tur?ti administratoriaus teises.
??diegimo etapai b??? tokie:
· MagicDraw UML ?skiepi?? ?diegimo kataloge (pvz. D:\Program Files\MagicDraw
UML\plugins), susikurti nauj? katalog? „TBEplugin“.
· ???? katalog? perkopijuoti 3 sisteminius failus:
ü plugin.xml;
ü TBEPlugin.jar;
·  pagalba.chm.
· ?diegimas baigtas. Norint, kad ?skiepis pasileist?, reikia perkrauti MagicDraw UML
paket?.
?skiepio diegimas reikalauja 5MB disko atminties.
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4. EKSPERIMENTINIS VEIKLOS TAISYKLI?? ?SKIEPIO
TYRIMAS
Sistemos reikalavim? bei sistemos projekto specifikavimo proces? atlieka analitikas.
Sukurtas TBE ?skiepis i? dalies automatizuoja  veiklos taisykli? formavim? bei ?vedim?? ?
model?. Rei?kini? formavimas panaudojant ?ablonus tur??? suma?inti sistemos projektavimo
laik?. Sukurti ?ablonai yra artimi nat?raliai kalbai, tod?l tiek analitikas, tiek projektuotojas,
taikydamas ?skiep?, lengviau suprast? rei?kinius, jiems nereik??? speciali?? ?ini? perprasti
OCL kalb?.
?is tyrimas atliekamas siekiant nustatyti dalinai automatizuoto veiklos taisykli?
formavimo ir ?vedimo prana?umus prie?? ?prast? k?rimo b???. Taip pat formavimo kalb?
sud?tingumo palyginimas, lyginant su OCL kalba. ?vertinamas ir ?skiepio projektas, jo
galimyb? pl?stis.
Reikia i?tirti:
· ar ?skiepis leid?ia specifikuoti taisykles ?vairiose diagramose?
· ar ?skiepis pritaikomas IS k?rimo procese?
· ar juo lengviau u?ra?yti taisykles negu jo neturint?
Modeli? projektavimui naudojamas 15.5 versijos MagicDraw UML CASE ?rankis.
Veiklos taisykl?ms ?vesti ? model? naudojamas TBE ?skiepis.
Atliktas ?skiepio galimybi? tyrimas parod?, kad TBE ?skiepis leid?ia ?vesti ribojimus ?
UML klasi?, sek?, veiklos, protokol? b?sen? ir b?sen? ma?in? diagramas, taip pat ?skiepis
gali b?ti panaudotas IS k?rimo procese. Tai iliustruoja 4.1 ir 4.2 poskyri? pavyzd?iai.
4.1. ?skiepio taikymas veiklos taisykli? ir vientisumo ribojim???vedimui
Kalbant apie informacini? sistem? koncepcini? modeli? ribojimus, naudojami terminai
„veiklos taisykl?s“ ir „vientisumo ribojimai“. Veiklos taisykl?s priklauso veiklai, jos ateina i?
veiklos. Tuo tarpu vientisumo ribojimai yra susij? su koncepcinio modelio teisingumu, jo
atitikimu modeliuojamai sri?iai. Sukurtu ribojim???vedimo ?skiepiu galima ?vesti:
– Veiklos taisykles;
– Vientisumo ribojimus.
Nors vientisumo ribojimai ir veiklos taisykl?s atrodo skirtingi, jie yra tarpusavyje susij?.
Vientisumo ribojimai priklauso nuo veiklos taisykli?, pavyzd?iui, „Darbuotojo ir mened?erio
padalinys turi sutapti“ yra ir veiklos taisykl?, ir vientisumo ribojimas. Veiklos taisykl?s gali
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??ti tokios, kad darbuotojui gali vadovauti mened?eris i? kito padalinio, ir tuomet vientisumo
ribojimas tampa nereikalingas.
Pirmasis pavyzdys (4.1 pav.) vaizduoja automobili? nuomos sistemos klasi? model? ir
naudojant ?skiep???vestus veiklos taisykli? ribojimus.
?vesti ribojimai:
?io tipo ribojimas realizuoja alternatyvias veiklos taisykles:
{Jei ([Automobilis.paskutinio_remonto_data] ->NetusciaAibe())
Tai {jei ([Automobilis.rida_nuo_paskutinio_remonto] >= 5000 km)
        Tai {[Automobilis.busena] = ?Profilaktika?}}.
Kitu atveju {Jei ([Automobilis.rida] >= 5000km)
        Tai {[Automobilis.busena] = ?Profilaktika?}}}
Tai privaloma veiklos taisykl? skirta u?sakymui:
{ [Klientas.blogas_klientas] = netiesa}
Ribojimas, realizuojantis privalom? ribojim? jungin? klasei „Nuoma“:
{[Nuoma.uzsakymo_eilute.Uzsakymas.Klientas] = [Klientas]}
 IR [Klientas.teisiu_kodas]->NetusciaAibe()
 IR  esama_data ?[Klientas.teisiu_gavimo_data] >=1 metai
 IR [Uzsakymo_eilute.uzstatas]->NetusciaAibe()}
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4.1 pav. Veiklos taisykli???vedimas, naudojant ?skiep?
Vientisumo ribojimo pavyzdys (4.2 pav.):
 klas?s „Menedzeris“ egzemplioriai turi am?iaus ribojim?
{[Menedzeris.amzius()] <= 25}
Ribojimas, taikomas apibr??iant objekt? ry?ius:
{[Darbuotojas.Menedzeris.Padalinys] turi b?ti lygus[Darbuotojas.Padalinys]}
.
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4.2 pav. Vientisumo ribojim???vedimas, naudojant ?skiep?
??sen? diagrama:
??sen? diagramoje galima u?ra?yti b?sen? invariantus, pasikeitimo ?vykius, laiko ?vykius
ir per?jim? ribojimus. Jei b?sena rei?kia veiksm?, ji vadinama t? veiksm? kvie?ian?ios
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operacijos vardu. Activity, actions ir states, rei?kian?ios operacijas, taip pat vadinamos t?
operacij? vardais.
4.3 pav. B?sen? diagramos ribojim? ir ?vyki? modelis
??sen? diagramos pavyzdys parodytas 4.5 paveiksle (pavyzd?io klas?s parodytos 4.4
pav.):
4.4 pav. U?sakymo klas?s
4.5 pav. U?sakymo b?sen? diagrama
??sen? diagramos leid?ia pavaizduoti objektines taisykles - operacij? prie? ir po s?lyga, taip
pat produkcines ir ?vairias reakcijos taisykles – ECA, ECAC, CA
4.1 lentel?. Per?jimo pavaizdavimas ECAC taisykle:
?vykis S?lyga Veiksmas Po s?lyga
CallOperatio
nAction
Per?jimo prad?ios
??senos rei?kinys
„and“
callOperation action (jei n?ra efekto);
arba effect (OpaqueAction);
arba callBehaviorAction (tai gali b?ti
Per?jimo
pabaigos
??senos
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??lygos guard
rei?kinys
??sen? ma?inos, activity ar interaction
kvietimas, apra?ytas kaip efektas); arba
funkcin?s elgsenos vykdymas; arba do
activity, pavaizduotos pabaigos
??senoje, kvietimas. Bet kokiu atveju tai
yra
operacijos vardas
rei?kinys
sendSignalA
ction
Tas pats Effect action; Pabaigos b?senos do
activity action
approve() self.oclInState(Pa
tvirtintas) and
self.Klientas.oclIn
State(Registruotas
) and self
Klientas.reitingas
>0,6
Produkcin? taisykl? bus CAC (gaunama i? ECAC, atmetus ?vyk?) arba CC taisykl?.
Condition-postcondition taisykl?s gaunamos i? if-then arba implies rei?kini? (invariant?).
Pvz.,
If Klientas.registracija=true then Klientas.registruotas=true
Atitinkamas OCL rei?kinys:
Klientas inv inv1:
self.registracija=true implies self.oclInState(registruotas)
4.2. ?skiepio taikymas veiklos taisykl?mis grind?iamo IS k?rimo procese
Panagrin?sime, kaip galima vykdyti taisykl?mis grind?iam? k?rim? sudarant tam tikr?
tip? PIM modelius. Veiklos taisykl?mis grind?iamo k?rimo proceso modelis paslaug? sistemoms
projektuoti pateikiamas 4.6 paveiksle. Procesams modeliuoti ?ia taikomos protokol? b?sen?
ma?inos, kadangi jos tiesiogiai i?rei?kia operacij? vykdymo logik?, ta?iau pana?iai galima naudoti
ir veiklos arba sek? diagramas ir paprastas b?sen? ma?inas. Pana??s procesai taikomi kuriant
grynai objektines sistemas arba naudojant RUP stereotipus (valdiklius ir esybes).
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4.6pav. Taisykl?mis grind?iamas k?rimo procesas sudarant paslaug? sistemos model?
Pailiustruosime veiklos taisykl?mis grind?iam? k?rimo proces? paskolos gavimo
pavyzd?iu. Asmuo, norintis gauti paskol?, turi kreiptis ? bank? ir pra?yti paskolos. Paskola yra
galima, jei asmuo pateikia u?stat? ir jis pats yra u?stato savininkas. Jei pats asmuo negali pateikti
??stato, jis gali pateikti kito asmens (r???jo) nuosavyb? kaip u?stat?, ta?iau tuomet u?statas turi
tur?ti r???jo, kuris yra u?stato savininkas, garantij?. Be to, garantijos prad?ios data turi b?ti
nedidesn? nei paskolos suteikimo data ir garantijos pabaigos data turi b?ti nema?esn? nei
planuojama paskolos gr??inimo data. Kad b??? galima i?duoti paskol?, bankas turi atlikti ?iuos
veiksmus:
– tikrinti paskolos galimum?;
– tikrinti paskolos patikimum? (ir asmens patikimum?, nes paskola yra patikima, jei
asmuo patikimas);
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– i?duoti paskol?;
– pervesti paskol?.
Gav?s paskol?, asmuo turi j? gr??inti. Asmens patikimum? leid?ia patikrinti bank?
sistema, kuri tikrina visas asmens paskolas jai ?inomuose bankuose. Asmuo yra patikimas, jei
visos jo paskolos yra gr??intos laiku.
Paskolos davimo veiksmus bankas gali atlikti ir kita tvarka, pavyzd?iui:
– tikrinti paskolos patikimum? (ir asmens patikimum?);
– tikrinti paskolos galimum?;
– i?duoti paskol?;
– pervesti paskol?,
arba
– lygiagre?iai tikrinti paskolos galimum? ir patikimum? (ir asmens patikimum?);
– i?duoti paskol?;
– pervesti paskol?.
Tarkime, kompiuterizuojame paskol? gavimo proces? ir pasirenkame pirm? proceso
variant?. Apra?ykime panaudojimo atvejus, kartu apibr??kime veiklos ?odyno terminus ir veiklos
taisykli?? ?odyno taisykles. Panaudojimo atvejai apibr??ia ?vyki? sekas, pagal kurias sudaromi
panaudojimo atvej? vykdom? proceso modeliai.
1 ?ingsnis. I?skiriame panaudojimo atvejus. Panaudojimo atvej? modelis pateikiamas 4.7
paveiksle.
4.7  pav. Paskolos gavimo panaudojimo atvejai
2 ?ingsnis. Panaudojimo atvejai pavaizduojami abstrak?iais interfeisais, kuriems
sukuriamos protokolo b?sen? ma?inos. Pavyzd?iui, pavaizduokime pagrindin? s?kming?
panaudojimo atvejo „Get Loan“ scenarij? (4.8 pav.), t. y. operacini? taisykli? fakt? tipus
pavaizduokime veiksmais (operacij? kvietimais) ir i???stykime taip, kaip pasirinktame
scenarijuje, nekreipdami d?mesio ? alternatyvius scenarijus, kurie atsiranda d?l nei?pildyt? s?lyg?
ar u?klaus? trukm?s ribojim?. Nat?ralios kalbos vardai transformuojami ? UML modeliams
??dingus vardus (naikinami tarpai, jungiamas ?odis pradedamas did???ja raide, operacij? vardai
pradedami ma??ja raide, koncept? ir esybi? b?sen? – did?iosiomis). Paskol? srities esybi? klasi?
modelis pateikiamas 4.8 paveiksle.
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4.8 pav. Paskol? esybi? klasi? modelis
81
4.9 pav. Pagrindinis paskol? gavimo (panaudojimo atvejo ?Get Loan?) s?km?s scenarijus
3 ?ingsnis. Nustatome kiekvieno ?ingsnio ??jimus, i??jimus, prie? ir po s?lygas,
identifikuojame pagrindinius konceptus, kuriuos ?traukiame ? veiklos koncept???odyn?. Papildome
veiklos proceso model?, sukuriame veiklos esybi? b?sen? diagramas (4.10 pav.), u?ra?ome
pagrindines veiklos taisykles. Pagrindin?s paskolos davimo taisykl?s angl? kalba pateikiamos 4.2
lentel?je, lietuvi? kalba – 4.3 lentel?je. Operacin?s taisykl?s atspindi veiksmus ir veiksm?
ribojimus, apibr??imai – strukt?rinius ribojimus. ?ios taisykl?s neapibr??ia proceso vykdymo
tvarkos.
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4.10 pav. Papildyta veiklos proceso ?Get Loan? diagrama
4.11 pav. Veiklos esyb?s ?Person? pradin? b?sen? diagrama
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4.12 pav. Veiklos esyb?s ?Loan? pradin? b?sen? diagrama
4.2 lentel?. Pagrindin?s paskolos gavimo veiklos taisykl?s angl? kalba
<Operative business rule> It is permissible that debtor requests a loan.
<Operative business rule> It is obligatory that bank checks validity of each loan.
<Operative business rule> It is obligatory that bank checks reliability of each loan.
<Operative business rule> It is obligatory that during checking reliability of the loan bank
requests to check debtor reliability from banking system.
<Operative business rule> It is obligatory that bank issues a loan
       if the loan is the valid loan and the reliable loan.
<Operative business rule> It is obligatory that bank transfers a loan
if the loan is the issued loan.
<Definition> a loan is the valid loan
if the debtor is the owner of the bail
or the bail has a consent of the sponsor
who is the owner of the bail and
the initial date of the consent is not greater than the issue date of the loan and
            the end date of the consent is not less than the planned return date of the loan.
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<Definition> A loan is reliable loan if the debtor is the reliable debtor.
<Definition> The debtor is reliable if each loan of the debtor is returned loan
            and return date of the loan is not greater than planned return date of the loan.
4.3 lentel?. Pagrindin?s paskolos gavimo veiklos taisykl?s lietuvi? kalba
<Operative business rule> Leid?iama, kad skolininkas pra?yt? paskolos.
<Operative business rule> ?pareigojama, kad bankas tikrint? kiekvienos paskolos galimum?
<Operative business rule> ?pareigojama, kad bankas tikrint? kiekvienos paskolos patikimum?
<Operative business rule> ?pareigojama, kad paskolos patikimumo tikrinimo metu bankas
kreipt?si ? bank? sistem? patikrinti skolininko patikimum?
<Operative business rule> ?pareigojama, kad bankas suteikt? paskol?, jei paskola yra galima
ir patikima
<Operative business rule> ?pareigojama, kad bankas pervest? paskol?, jei paskola yra
suteikta.
<Definition> Paskola yra galima, jei
skolininkas yra u?stato savininkas
arba u?statas turi garantij? i? r???jo,
kuris yra u?stato savininkas
ir garantijos prad?ios data yra nedidesn? negu paskolos suteikimo data
ir garantijos pabaigos data yra nema?esn? negu planuojama paskolos gr??inimo data.
<Definition> Paskola yra patikima, jei skolininkas yra patikimas
<Definition> Skolininkas yra patikimas, jei kiekviena skolininko skola yra gr??inta ir
  jos gr??inimo data yra nedidesn? negu numatyta gr??inimo data.
4 ?ingsnis. Analizuojame alternatyvius scenarijus, kurie atsiranda d?l to, kad:
– paskola gali b?ti negalima, t. y. nei?pildytos su u?statu susijusios s?lygos;
– asmuo gali b?ti nepatikimas;
– gali b?ti prisijungimo per tinkl? problem?, tod?l u?klaus? jungimosi trukm? yra ribota.
Per?engus ??? rib?, u?klausa nutraukiama. Nagrin?jamame pavyzdyje d?l paprastumo toks
ribojimas taikomas tik paskolos pra?ymo u?klausai, bet realiai analogi?ki ribojimai tur??? b?ti
taikomi ir bank? sistemos u?klausai asmens patikimumui nustatyti. Taip pat tur??? b?ti nustatyta,
kiek kart? arba kiek laiko bankas pakartotinai kreipiasi ? bank? sistem?, jei prie jos prisijungti
nepavyksta.
?iame ?ingsnyje papildomi proces? ir esybi? b?sen? modeliai, veiklos ?odynas ir veiklos
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taisykli?? ?odynas. Veiklos taisykl?s sugrupuojamos ? aibes. U?baigiama panaudojimo atvej?
specifikacija, kurioje nurodomos su kiekvienu ?ingsniu susijusios taisykli? aib?s.
Paimkime, pavyzd?iui, proceso ?ingsn? „requestLoan“ (4.8 pav). Tai paprastas ?ingsnis,
kurio metu sukuriamas pra?omos paskolos objektas. ?is objektas turi tur?ti nurodyt? skolinink?,
pra?ymo dat?, sum? ir planuojam? gr??inimo dat?. U?klausos pri?mimo laikas yra ribotas, tod?l
?ingsnis turi alternatyv???ingsn?: skolininkui gr??inamas atsakymas „time expiry“. Sukurtoji
diagrama yra protokolo b?sen? ma?ina, ant jos per?jimo nurodomos operacijos prie? ir po
??lygos. Palaikantys fakt? tipai operacijos apibr??ime virsta po s?lyga, kuri apibr??ia pra?omos
paskolos objekto suk?rim?. Vienos operacijos po s?lyga virsta kitos operacijos prie? s?lyga.  Kitas
tipinis ?ingsnis su alternatyviu ?ingsniu (nei?pildyta s?lyga) pateikiamas 4.13 paveiksle. Taip
sudaroma visa proceso b?sen? ma?ina (4.14 pav.)
4.13 pav. Proceso ?ingsnis su tipiniu alternatyviu ?ingsniu ? operacijai skirto laiko ribojimu
1.8 pav. b?senos „requestLoan“ apribojimai:
A1:{([Loan.debtor] is defined) IF ([Loan.state] = [LoanState.loanRequest])}
A2:{([Loan.requestDate] is defined) IF ([Loan.state] = [LoanState.loanRequest])}
A3:{ ([Loan.amount]>0) IF ([Loan.state] = ([LoanState.loanRequest])}
A4:{ ([Loan.plannedReturnDate] is defined) IF ([Loan.state] = [LoanState.loanRequest])}
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4.14 pav. Proceso ?ingsnis su tipiniu alternatyviu ?ingsniu ? s?lygos nei?pildymu
A1:{([Loan.state] = [LoanState.validRequest]) IF ([Loan.debtor] = [Loan.bail.owner]) or
([Loan.consent.sponsor] = [Loan.consent.bail.owner]) and ([Loan.consent.fromDate] <=
[Loan.requestDate]) and ([Loan.consent.toDate] >= [Loan.plannedReturnDate])}
Panaudojimo atvejo specifikacija b?sen? diagrama, atspindinti pagrindin? scenarij?,
pateikiama 4.15 paveiksle. Taip pat sudaromos paskolos ir asmens (skolininko) b?sen?
diagramos.
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4.15 pav. Panaudojimo atvejo ?getLoan? veiklos procesas
4.16  pav. Panaudojimo atvejo ?CheckPersonReliability?specifikacija b?sen? diagrama
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4.17  pav. Papildyta paskolos ?Loan? b?sen? diagrama (ribojimai pa?ym?ti j? vardais)
Ribojimai TBE kalba:
A1:{([Loan.debtor] is defined) IF ([Loan.state] = [LoanState.loanRequest])}
A2:{([Loan.requestDate] is defined) IF ([Loan.state] = [LoanState.loanRequest])}
A3:{ ([Loan.amount]>0) IF ([Loan.state] = ([LoanState.loanRequest])}
A4:{ ([Loan.plannedReturnDate] is defined) IF ([Loan.state] = [LoanState.loanRequest])}
A5:{([Loan.state] = [LoanState.validRequest]) IF ([Loan.debtor] = [Loan.bail.owner]) or
([Loan.consent.sponsor] = [Loan.consent.bail.owner]) and ([Loan.consent.fromDate] <=
[Loan.requestDate]) and ([Loan.consent.toDate] >= [Loan.plannedReturnDate])}
A6:{([Loan.state]=[LoanState.reliableLoan]) IF ([Loan.debtor.state] =
[PersonState.reliablePerson])}
A7:{([Loan.issueDate] is defined) IF ([Loan.state] = [LoanState.issuedLoan])}
A8:{([Loan.transferDate] is defined) IF ([Loan.state] = [LoanState.transferedLoan])}
A9:{([Loan.actualReturnDate] is defined) IF ([Loan.state] = [LoanState.returnedLoan])}
A10:{([Loan.rejectionDate] is defined) IF ([Loan.state] = [LoanState.rejectedRequest])}
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4.18  pav. Papildyta asmens ?Person? b?sen? diagrama
A1: {([Loan.debtor.state] = [PersonState.reliablePerson]) IF {(for all (
[Person.loan.state]=[LoanState.returnedLoan])) and
(Person.loan.actualReturnDate)<=[Person.plannedReturnDate]}}
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?skiepiu galima ?vesti apribojimus ir ? veiklos diagramas. Paskolos veiklos diagramos
pavyzdys parodytas 4.19 pav. Veiklos diagramoje ai?kiau matoma, kokie vaidmenys atlieka
konkre?ius veiksmus.
4.19 pav. Paskolos veiklos diagramos pavyzdys
4.20 pav. parodytas paskolos sek? diagramos pavyzdys. Joje ai?kiai matoma proces?
vykdymo seka.
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4.20 pav. Paskolos sek? diagramos pavyzdys
4.21
?? veiklos ?odyno gaunamas klasi? modelis pateikiamas 4.16 paveiksle. Strukt?rin?s
taisykl?s realizuojamos tip? arba b?sen? invariantais. Operacin?s taisykl?s realizuojamos
operacijomis, kurios vykdo tam tikrus veiksmus. Programos kode invariantai taip pat realizuojami
operacijomis, ta?iau tip? ir b?sen? taisykl?s n?ra sumai?ytos su proces? taisykl?mis. Gautieji
objektiniai modeliai leid?ia nepriklausomai keisti vykdomus veiklos procesus (proces? arba
?vyki? taisykles) ir strukt?rines taisykles, apibr??ian?ias dalykin?s srities tipus arba j? b?senas.
?? veiklos ?odyno ir veiklos taisykli? gauta paskol? paslaug? klasi? diagrama (PIM)
pavaizduota 4.21 paveiksle. ?i diagrama skirta paskol? paslaug? sistemai sukurti. I? paskol?
paslaug? interfeis? GetLoan, ReturnLoan ir bank? sistemos interfeiso
CheckPersonReliability galima sugeneruoti paskol? paslaug? WSDL (angl. Web Service
Definition Language) apra?us, o i? operacij? specifikacij? generuoti paslaug? metodus.
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4.21  pav. I? veiklos ?odyno, veiklos taisykli? ir reikalavim? gautas paslaug? sistemos modelis (PIM)
  Reikalavim? ir veiklos taisykli? transformavimas ? paslaug? klasi? model? n?ra
vienintelis galimas realizavimo b?das. Pavyzd?iui, galimas grynai objektinis vaizdavimas, kai
operacijos priskiriamos dalykin?s srities klas?ms (4.22 pav.) arba valdikliams (4.23 pav.).
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4.22 pav. I? veiklos ?odyno, veiklos taisykli? ir reikalavim? gautas dalykin?s srities klasi? modelis
(PIM)
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4.23 pav. I? veiklos ?odyno, veiklos taisykli? ir reikalavim? gautas klasi? modelis, kai
operacin?s veiklos taisykl?s vaizduojamos valdikli? operacijomis (PIM)
4.3. ?skiepio naudingumo tyrimas
Palyginti TBE ?skiepyje naudojamas ?ablonizuotas veiklos taisykles su OCL rei?kiniais
buvo panaudoti 3 skirtingo tipo rei?kiniai. Tokiu b??? buvo palygintas rei?kini? sud?tingumas
ir analitiko ?????iai, reikalingi jiems sudaryti. Lyginami OCL rei?kiniai ir TBExpression
kalbos pagrindu sukurti rei?kiniai pateikiami 4.4 lentel?je.
4.4 lentel?. OCL ir TBE rei?kini? palyginimas
OCL rei?kinys TBE rei?kinys
self.oclInState(ReliablePerson)
implies self.loan-
>forAll(rl|rl.oclInState(ReturnedLoan
) and
rl.returnDate<=rl.plannedReturnDate
{([Loan.debtor.state] = [PersonState.reliablePerson])
IF {(for all (
[Person.loan.state]=[LoanState.returnedLoan])) and
(Person.loan.actualReturnDate)<=[Person.plannedRet
urnDate]}}
loan.oclInState(TransferredLoan) ([Loan.state] = [LoanState.transferedLoan])
self.oclInState(Returned) implies {([Loan.actualReturnDate] is defined) IF
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not
self.actualReturnDate.oclIsUndefined
()
([Loan.state] = [LoanState.returnedLoan])}
OCL kalbos ?ini? neturin?iam vartotojui  OCL rei?kiniai yra sud?tingi, o nat?raliai
kalbai artimi rei?kiniai yra lengviau suprantami. Suformuoti rei?kiniai turi labai pana???
kalbos strukt???, tod?l tai leist? ateityje rei?kinius transformuoti.
?skiepio naudingumo ?vertinimas:
· TBE ?skiepio naudojimas suteikia veiklos taisykl?ms lankstumo.
?skiepis naudodamas TBE Profile modul?, leid?ia kurti, redaguoti nat?raliai kalbai
artimus ?ablonus. Tai suteikia veiklos taisykl?ms didel? prana?um? ir lankstum?
lyginant su standartiniu rankiniu b?du ?vedamom veiklos taisykl?mis.
· TBE ?skiepis suma?ina klaid? tikimyb?? ?vedin?jant veiklos taisykles.
Automatizuotas rei?kini?? ?vedimas suma?ina klaid? tikimyb?, kadangi vartotojas
suveda rei?kini? veiksnius (modeli? elementus), i? pasi?lyto s?ra?o.
· TBE ?skiepis yra suprojektuotas taip, kad b??? lengvai praple?iamas.
TBE ?skiepis sukurtas JAVA programavimo kalba, objektinio programavimo
principais. Tai leid?ia prapl?sti funkcionalum? be didesni? pastang?.
4.4. Tyrimo i?vados
1. ?vertinus TBE ?skiepio programos kod?, nustatyta kad jis suprogramuotas objektiniu
principu. Tai leid?ia lengvai j? pl?sti ateityje.
2. TBE ?ablon? panaudojimas suteikia veiklos taisykli? specifikavimui lankstumo, juos
apra?ant ?vairiomis kalbomis.
3. Atlik? eksperimentin? IS k?rimo u?davin? taikant ?skiep?, paai???jo kad ?skiepis geba
?vesti ribojimus ? 5 UML diagramas. T? diagram? u?tenka apra?yti vis? IS k?rimo
proces?.
4. Interaktyvus automatizuotas rei?kini? specifikavimas suma?ina korekti?kumo klaidas,
tod?l sukurtas modelis yra teisingesnis.
5. Palygin? 3 skirtingus OCL bei TBE rei?kinius, matome kad be tam tikr? OCL kalbos
??????? vartotojui sunku perprasti pa?ius rei?kinius. Tuo pa?iu kalbos strukt?ra i?lieka
ma?ai pakitus, kas suteikia ateityje atlikti transformacijas i? TBE rei?kinio ? OCL.
4.5. Sistemos ateities tobulinimo darbai
Veiklos taisykli?? ?ablon? atpa?inimas pagal stereotipus yra ?programuotas ? sistem?.
Nauj? algoritm? k?rim?, arba esam? algoritm? modifikavim? gali atlikti tik programuotojas.
Tam reikalingas sistemos perkompiliavimas ir pakartotinas ?diegimas. ?iai problemai spr?sti
ateityje turi b?ti sukurtas komponentas galintis atlikti dinamin? papildomo programos kodo
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??krovim? sistemos veikimo met?.
 Dabartin? sistema yra pritaikyta dirbti su klasi?, b?sen? ma?in?, protokol? b?sen?
ma?in?, veiklos bei sek? diagramomis. Prie koki? ta??? prijungiami ?ablonizuoti ribojimai
kiekvienam atvejui yra ?programuoti ? sistem?, tod?l ateityje kei?iantis UML specifikacijai,
bei MagicDraw UML API funkcionalumui taip pat tekt? perkompiliuoti ?skiep?.
Suformuoti bendra ?ablon? strukt?ra leid?ia??? pagal tam tikrus algoritmus transformuoti
rei?kinius ? OCL.
Patobulinti veiklos taisykli???vedimo mechanizm?, taip kad jis trukt? kuo trumpiau. Taip
pat vartotojui, turin?iam didel? element? model?, suteikti galimyb? pa?iam nusistatyti
??renkamus elementus.
Patobulinti rei?kinio formavimo kalb?. B??? naudinga ?vesti papildomus ?od?ius,
trumpinius, bei specifinius rakta?od?ius, kuriuos vartotojas taip pat tur??? galimyb?? ?vesti ?
sistem?. Tai palengvint? rei?kini? skaitym? ir suma?int? vaizduojamo teksto ilg?.
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5. ??VADOS
1. Literat?ros ?altini? analiz? rodo, kad veiklos taisykli? automatizavimas ?iuo metu yra
aktualus u?davinys. Ta?iau veiklos taisykl?s da?niausiai automatizuojamos naudojant
specializuot? j? vykdymo programin?? ?rang?, o universal?s CASE ?rankiai neturi
patogi? priemoni? veiklos taisykl?ms specifikuoti.
2. Veiklos taisykli? klasifikacij? ir metamodeli? analiz? leido daryti i?vad?, kad visos
veiklos taisykli? klasifikacijos yra pana?ios. Jos apima pagrindinius taisykli? tipus –
strukt?rines ir dinamines arba veiksm? taisykles. Norint ?ias taisykles taikyti
modeliais grind?iamame objektiniame projektavime, tikslinga jas sieti su UML
modeliais: strukt?rines taisykles vaizduoti klasi? modelio invariantais, o dinamines –
prie? ir po s?lygomis.
3. Taikant taisykles informacini? sistem? k?rimo procese, taisykles tikslinga vaizduoti ir
elgsenos modeliuose – b?sen? ma?inose, veiklos ar sek? diagramose.
4. Objektines taisykles galima specifikuoti OCL kalba, ta?iau ji ma?ai paplitusi d?l to,
kad ji per sud?tinga ne tik veiklos dalyviams, bet ir daugeliui analitik? ir
projektuotoj?. Tod?l tikslinga papildyti CASE ?rankius galimyb?mis ?vesti veiklos
taisykles paprastesne ribota nat?ralia kalba.
5. Atliktos UML metamodelio, MagicDraw UML API, kit? CASE ?ranki? ir analitik?
poreiki? analiz?s pagrindu buvo nustatyti pagrindiniai strukt?rizuot? ribojim???vedimo
reikalavimai: taisykli?? ?vedimas ?? ?vairius UML modelius, modelio element?
pasirinkimas taisykli?? ?vedimo metu, modelio ir taisykli? atitikimo tikrinimas, nauj?
?ablon? k?rimas.
6. Pagal ??? metodik? Java kalba buvo sukurtas ?skiepio prototipas, kuris leid?ia kurti ir
redaguoti ribojimus visose UML diagramose, suformuojant juos i? dalykin?s srities
modelio element?, operatori? ir funkcij?. Galima pasirinkti modelio elementus pagal
navigavimo kelius priklausomai nuo ??? element? ry???, taip pat klasi? ir j? supertip?
savybes (atributus ir operacijas), operatorius. Leid?iama laisvai ?vesti papildomas
funkcijas, operatorius ir konstantas.
7. Ribojimams ?vesti sukurti ?ablonai, kuriuos galima naudoti rekursiniu b?du, ?dedant
vien?? ? kit?. Kadangi tai bandomasis prototipas, ? j?? ?trauktos da?niausiai naudojamos
funkcijos, operatoriai ir ribojim???ablonai, ateityje j? s?ra?? reik??? papildyti.
8. ?skiepiui kurti buvo taikomi objektinio programavimo principai ir naudojamas IntelliJ
IDEA 6.0 paketas, d?l kurio programos kodo k?rimo procesas buvo lengvai valdomas
ir analizuojamas.
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9. ?skiepis i?bandytas trim dalykin?ms sritims: automobili? nuomai, kur buvo
apra?in?jamos veiklos taisykl?s; gamybinei sistemai, kur buvo apra?omi vientisumo
ribojimai; taip pat i?tisam veiklos taisykl?mis grind?iamos informacin?s sistemos
??rimo procesui. ?ie bandymai patvirtino, kad CASE ?rankiams galima sukurti
strukt?rizuot? veiklos taisykli?? ?vedimo priemones ir taikyti jas projektuojant
informacines sistemas.
10. ?skiepio taikymo tyrimas parod?, kad veiklos taisykli? apra?ymo efektyvumas
priklauso nuo kuriamos informacines sistemos sud?tingumo. Kuo sistema
sud?tingesn?, tuo sud?tingiau apra?yti taisykles.
11. Remiantis ?skiepio taikymo tyrimu, galima tvirtinti, kad dalinai automatizuotas
ribojim?? ?vedimas padidina j? i?samum? ir teisingum?, o programos atliekamas
element? pasirinkimo srities susiaurinimas ?ymiai palengvina analitiko darb?.
12. ?io tyrimo pagrindu buvo i?spausdintas straipsnis ir pristatytas prane?imas
konferencijoje „Informacin?s technologijos 2008“
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7. PRIEDAI
7.1. Konferencijos straipsnis
UML CASE ?RANKIO VEIKLOS TAISYKLI???SKIEPIS
Justinas Bisikirskas, Audrius Bartkus
Kauno Technologijos Universitetas
Straipsnis trumpai ap?velgia strukt?rizuot? ribojim? informacini? sistem? modeliams ?vedim?. I?bandyti
strukt?rizuotus ribojimus buvo pasirinkta MagicDraw sistema, kuriai sukurtas veiklos taisykli?? ?vedimo ?skiepis. ?skiepis
remiasi pagrindiniais ?ablonizuoto ?vedimo principais ir dalinai u?tikrina ?vedam? duomen? teisingum?, kadangi apra?ant
ribojimus galima pasirinkti modelio elementus pagal j? navigavimo ry?ius. Sukurtas prototipas skirtas ?vesti veiklos taisykles
? klasi? diagramas.
1. ?VADAS
Kuriant informacini? sistem? programin?? ?rang?, labai svarbu i?samiai apibr??ti
vartotoj? poreikius ir sukurti efektyv? sistemos model?, kur? b??? galima automati?kai
apdoroti. Veiklos taisykli? modeliai vystomi jau daug met? [1, 2, 3, 4, 11], ta?iau pastaruoju
metu ????? veikl???sitrauk? ir objektini? standart? organizacija OMG [5]. UML CASE ?ranki?
automatizuoto k?rimo galimybes gali padidinti OCL (Object Constraint Language) [9] ar
kitos formalios kalbos, skirtos papildyti grafinius modelius veiklos taisykli? apra?ais. Ta?iau
OCL ir kitos formalios kalbos yra per ma?ai naudojamos, kadangi programin?s ?rangos
??rime dalyvaujantys specialistai da?nai nemoka sud?ting? modeliavimo kalb?.
Pastaruoju metu intensyviai kuriamos veiklos taisykli? kalbos, kurias b??? galima
naudoti informacini? sistem? projektavime [12], o dar geriau – kad jas b?tu galima apra?yti
nat?raliai kalbai artima kalba [8]. ?io darbo tikslas – palengvinti veiklos taisykli?
specifikavim? ir ?vedim?? ? informacini? sistem? modelius, tam sukuriant reikalavim? lygio
taisykli? vaizdavimo model?, skirt? IS analitikams ir projektuotojams, bei jo realizacij? UML
CASE ?rankyje MagicDraw UML.
2. SUSIJUSI? DARB? AP?VALGA
Kalba, naudojama bendravimui tarp sistemos analitiko ir tam tikros srities eksperto,
tam, kad i?analizuoti ir dokumentuoti sistemos reikalavimus, netur??? b?ti „technin?“. Ji
tur??? b?ti vizuali ir/arba sudaroma nat?ralios kalbos ar taisykli? rei6kiniais, kuriuos
ekspertas supranta be papildomo techninio pasiruo?imo.
UML mums si?lo vaizdavimo kalb?. Integravimo taisykl?s ir i?vedimo taisykl?s gali
??ti vaizduojamos UML modeliuose tekstin?mis anotacijomis OCL kalba.
Tam, kad leist? vizualiai modeliuoti taisykles, REWERSE darbo grup? suk??? UML
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paremt? taisykli? modeliavimo kalb? (URML), kuri paveldi UML klasi? modelius ir papildo
juos taisykl?mis, ir „Strelka“ – ?rank?, kuris sudaro grafinius URML modelius [7].
???? manymu, grafinis taisykli? vaizdavimas, kai modelis nedidelis, yra puikus
reikalavim? specifikavimo b?das. Bet jei modelis didelis ir taisykli? daug, grafinis taisykli?
vaizdavimas labai i?pl?s model? ir j? bus sunkiau analizuoti.
Veiklos taisykli? metamodelio analiz? pagal RuleML [6] trijuose skirtinguose
abstrakcijos lygiuose:
4. Veiklos srities lygmenyje taisykl?s yra formuluot?s, kurios i?rei?kia veikl? (pvz.
apibr??ia veiklos srities pagrindinius terminus, ribojimus, operacijas ir kt.)
deklaratyviai, da?niausiai nat?ralia kalba ar vizualiai. Pavyzd?iui:
(T1) „Vairuotojas, kuris nuomojasi automobil?, turi b?ti vyresnis nei 25 met?“.
(T2) „Aukso pirk?jas privalo tur?ti daugiau nei vien? milijon? doleri? depozite“.
(T3) „Kai akcijos kaina krinta daugiau nei 5% ir investicijoms netaikomas pelno mokestis,
tai akcijas parduoti“.
T1 yra vientisumo taisykl?, T2 diferencijavimo taisykl?, T3 reakcijos taisykl?. Tai
pagrindin?s semantin?s veiklos taisykli? kategorijos. Fakti?kai dauguma veiklos taisykli?
yra reakcijos taisykl?s, kurios nusako veiklos strategijas.
5. Nuo platformos nepriklausan?iame lygyje, taisykl?s yra formalios, i?reik?tos
formalizmu ar skai?iavimo paradigma. Tai tarsi visos veiklos srities abstrakcija.
Taisykli? kalbos naudojamos ?iame lygmenyje yra SQL:1999,  OCL 2.0 ir ISO
Prolog.
6. Nuo platformos priklausan?iame lygmenyje, taisykl?s nusakomos specifin?mis
vykdom??? program? kalbomis: Oracle 10g, Jess 3.4, XSB 2.6 Prolog ar kt.
Bendrai, taisykl?s talpina ?inias, kuriomis apra?omi samportavimai. Jos gali specifikuoti:
· Statinius ar dinaminius vientisumo ribojimus;
· ??vedim?
· Reakcijas
Panagrin?kime pagrindines modeli? taisykles [10]:
Integralumo (vientisumo) taisykl?s.
Integralumo taisykl?s, taip pat ?inomos kaip integralumo ribojimai, susideda i? logini?
sakini?. Taisykl? T1 (apra?yta anks?iau) yra statinio ribojimo pavyzdys. Dinaminio ribojimo
pavyzdys: ,,Nuomos rezervavimo patvirtinimas turi b?ti susij?s su automobilio i? tam tikros
automobili? grup?s priskyrimu atsi?velgiant ? pareikalavimo dat? ir laikant j? prioritetu
nuomojant automobil?.”  Gerai ?inomos kalbos ribojimams i?reik?ti yra SQL ir OCL.
??vedimo taisykl?s (Derivation Rules).
??vedimo taisykl?s susideda i? vienos ar daugiau s?lyg? ir vienos ar daugiau i?vad?,
kurios abi i?rei?kiamos login?mis formul?mis (angl. LogicalFormula).
Reakcijos taisykl?s (Reaction rules).
Reakcijos taisykli? tipas yra laikomos svarbiausiu veiklos taisykli? tipu. Jos susideda
?? privalomo su?adinimo ?vykio, neb?tinos s?lygos, ir vykdomo ?vykio, kurie yra ?vyki?
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(EventTerm), logini? formuli? (LogicalFormula) ir veiksm? (ActionTerm) tip?. Reakcijos
taisykl?s gali tur?ti veiksm? sek? ir susiet? taisykl?, apra?om? kaip else s?lyga, kuri taip pat
yra login? formul?.
3. VEIKLOS TAISYKLI???VEDIMO ? CASE ?RANK? PROTOTIPAS
Sukurtas veiklos taisykli? arba ribojim? (UML kalboje visos veiklos taisykl?s
traktuojamos kaip ribojimai) ?vedimo ?skiepis skirtas sistem? analitikams, nagrin?jantiems
kuriam? sistem? reikalavimus bei specifikuojantiems juos MagicDraw??rankiu.
???? sukurtame ?skiepyje strukt?rizuota kalba realizuota kartu su interaktyvia logine
pagalba. Vartotojas ?veda taisykles pagal ?ablonus, kuriuos pateikia sistema. Be to, ji leid?ia
pasirinkti konteksto elementus (klases ir atributus), kadangi veiklos taisykl?s specifikuojamos
naudojant konteksto s?vokas. Vartotojui tereikia spragtelti pel?s de?iniu klavi?u ant ribojimo
eilut?je esan?io teksto ir sistema automati?kai atpa??sta elementus pagal specialius simbolius:
ar tai ribojimo fraz?, s?lyga, ar argumentas. Tai padarius, sistema ? atitinkamus ribojim?
argument? ir ?ablonizuot? form? laukus pateikia visus galimus elementus, kuriuos vartotojas
gali pasirinkti. Tokiu b?du vartotojui nesunku ?vesti ribojim?, o duomen? teisingum? i? dalies
padeda u?tikrinti sistema.
Prototipo funkcionalumas
Naudojant ?? ribojim???vedimo ?skiep? galima:
· ?vesti ribojimus MagicDraw klasi? diagramos elementams;
· Redaguoti ?vestus MagicDraw klasi? diagramos ribojimus;
· ?alinti ribojimus.
Ribojimo ?vedimas susideda i? keli? etap?:
§ Ribojimo rei?kinio ?vedimas:
Ribojimo rei?kin? galima vesti ranka (2) arba naudojant ribojim? frazi? ruo?inius (1)  [2, 11]
(1  pav.).
(2)
(1)
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1 pav. ?skiepio ribojim???vedimo langas
(1) variantas yra patogesnis, ta?iau ribot? galimybi?, kadangi norint ?vesti specifin?
ribojim? su specifine fraze, kurios n?ra ruo?iniuose, reikia ?vesti t? fraz? ranka, o tai jau yra
(2) variantas.
Ribojimo fraz?s ra?ymas antruoju  (2) variantu yra laisvesnio pob???io – vartotojas
gali vesti savo ?od?ius, bet pagrindinius elementus – s?lygas, argumentus ir frazes privalo
??skirti jiems b?dingais simboliais:
· fraz? – { fraz?s tekstas };
· ??lyg? – (s?lygos tekstas);
· argument? – [argumentas].
Laikantis ??? taisykli?, ribojimo ?vedimas ? model? yra greitas ir ai?kus.
?iuo metu realizuotas ribojim???vedimas tik klasi? diagramoms. Galutiniame variante
ribojimai bus ?vedami ir ? kitas diagramas. Bus galima susikurti savo ribojim???ablonus Tokiu
??du vartotojas gal?s lanks?iai  apra?yti jam reikalingus ribojimus.
Ribojim???vedimo pavyzdys, naudojant ?skiep?, pateikiamas 2 paveiksle.
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2 pav. Vientisumo ribojim???vedimas, naudojant ?skiep?
4. ??VADOS
Pasi?lytas prototipas, skirtas ?vesti UML klasi? ribojimus, leid?ia dalinai u?tikrinti
duomen? teisingum?, o naudojant ?ablonizuotus ribojimus, sudarytus i? nat?raliai kalbai
artim? s?vok?, leid?ia nesunkiai juos perprasti ir naudotis.
?skiepio prototipas leid?ia i? modelio pasirinkti elementus pagal navigavimo kelius
priklausomai nuo element? ry???, taip pat klasi? ir j? supertip? savybes (atributus ir
operacijas), operatorius. Leid?iama ir laisvai ?vesti papildomas funkcijas, operatorius ir
konstantas.
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Ribojim?? ?vedimas kalba, artima nat?raliai, yra sud?tingas iteracinis procesas.
Prototipo k?rimo metu buvo i?nagrin?ta daugelis specifikacij?, kurios yra daugiau teorin?s nei
prakti?kai pagr?stos. Sukurtas ?skiepis neturi analog?.
?skiepis ateityje gal??? tur?ti i?pl?tim?: transformuoti ribojimus i? ir ? OCL kalb?.
5. LITERAT?ROS S?RA?AS
[1]  Editorial Staff of BRCommunity.com. A Brief History of the Business Rule Approach , 2006, Prieiga per internet?
BRCommunity.com
[2]  Ross, R. G., Lam. G.S.W. Principles of Business Rule Solutions, LLC RuleSpeakTM Sentence Templates
Developing Rule Statements Using Sentence Patterns, 2001, Prieiga per internet? www.BRSolutions.com
[3]  Halpin, T.A. Business Rule Modality. Proc. CAiSE'06 Workshops.  eds. T. Latour & M. Petit.  Namur University
Press (2006), 383-394.  Prieiga per internet? : http://www.orm.net/pdf/RuleModality.pdf
[4]  Halpin, T.A.  Verbalizing Business Rules (Part 12), Business Rules Journal, Vol. 6, No. 10 (October 2005).  Prieiga
per internet? http://www.BRCommunity.com/a2005/b252.html
[5]  Semantics of Business Vocabulary and Business Rules Specification, 2006, 1-390.
[6] Wagner, G., Tabet, S., Boley, H. MOF-RuleML: The Abstract Syntax of RuleML as a MOF model", Integrate 2003,
OMG Meeting, Boston, October 2003.
[7]  Lukichev, S., Wagner, G. Visual Rules Modeling. In proceedings of Sixth International Andrei Ershov Memorial
Conference Perspectives of System Informatics, Novosibirsk, Russia, June 2006, Springer LNCS, 2005.
[8]  Wagner, G., Lukichev, S., Fuchs, N.E., Spreeuwenberg, S. First-Version Controlled English Rule Language, 2005,
2-47.
[9]  OMG Object Constraint Language OMG Available Specification Version 2.0, 2006, 19-185.
[10]  Martin, J., Odell, M. Object-Oriented Methods: a Foundation. Prentice-Hall, 1995, 412 p.
[11] The External Rule Language. TEMPORA Manual. Esprit Project (P2469), 1993.
[12]  Isaac, F. Production Rule Representation, Corporation ILOG SA, 2007
6. BUSINESS RULES PLUG-IN FOR UML CASE TOOL
This paper shortly reveals template-based business rules for information system
models. To enter formatted business rules into models we have developed plug-in for
MagicDraw UML. This plug-in is based on business rule templates, which partially ensure
correctness of UML class models. Developed plug–in enables user to enter business rules to
class diagrams, however we are planning to extend it for other UML diagrams..
