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研究成果の概要（和文）：本研究はメタプログラミングの手法・研究成果を、定理証明系における証明記述言語
に適用することを目的とした研究である。メタプログラミングの中でも静的な型付けによる安全性の保証を与え
る手法に基づいて、破壊的変数や限定継続などのコントロールオペレータを用いてコード生成器の記述言語の表
現力を高めるとともに、生成されるコードの記述言語にモジュールを追加した場合の拡張についても考察し、い
ずれも健全性が成立し一定の記述力をもつ型システムの設計に成功した。これを用いて非常に簡単な証明記述言
語を設計し、副作用を含む証明生成器を記述する手法にについての知見を得ることができた。
研究成果の概要（英文）：This study aims at applying the method and results in metaprogrmaming to 
proof-description languages.  Based on static assurance of generated code in terms of static typing 
for metaprograms, we enriched the expressiveness of code description languages by introducing 
mutable cells and delimited control. We have also extended the object language to ML-style modules. 
In both cases, we have successfully designed a type system which enjoy the soundness property, that 
implies that each generated code is scope safe and type safe.  Using these results, we have designed
 a very simple proof-description language which allows side effects, and obtained a certain 
preliminary thoughts on proof generation using side effects.
研究分野：プログラミング言語論、関数プログラミングと方システム、プログラム生成、定理証明
キーワード： 証明記述言語　プログラム生成　メタプログラミング　コントロールエフェクト　副作用　型安全性　
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  ２版
様 式 Ｃ－１９、Ｆ－１９－１、Ｚ－１９、ＣＫ－１９（共通） 
１．研究開始当初の背景 
 
プログラムを生成するプログラム、すなわ
ちメタプログラムについての研究が活発に
行われている。メタプログラムの信頼性を向
上させる鍵となる技術の１つが型システム
に基づくスコープ安全性や型安全性の検証
法である。一方で、Coqなどの定理証明支援
系においては、証明そのものを記述する言語
のほかに証明を生成する方法（タクティッ
ク）を記述言語が必要であり、タクティック
が証明項を生成するという見方に立てば、メ
タプログラムと非常に類似した設定である。
タクティックは型システムなどを持たない
言語で記述され信頼性に問題があることが
多いが、タクティック記述言語対する信頼
性・安全性の研究はまだ非常に少ない。 
 Coqシステムにおけるタクティック記述言
語は Ltac と呼ばれ、非常に柔軟に様々な証
明生成アルゴリズムを記述できる一方で、非
常に信頼性が低い。近年、関数型言語のモナ
ドに着想を得た Mtac と呼ばれる新しいタク
ティック記述言語が提案され型付けなどの
点で Ltac を改善することが示されたが、記
述力がまだ不十分であり、また、メタプログ
ラムの研究で議論されてきたスコープの問
題と同様な問題が生じていた。 
 
２．研究の目的 
 
上記の背景をもとに、本研究では、メタプ
ログラム（プログラム生成法）においてこれ
まで研究代表者らが培ってきた型システム
に基づく信頼性や安全性を向上するための
研究を、定理証明支援系の証明記述言語に適
用することにより、定理証明支援系の証明生
成手法の安全性を高めることを目的とした。
また、これにより、従来のメタプログラムに
はなかった新しい応用領域を開拓し、新たな
展開を得ることを目的とした。 
 
本研究の焦点は、純粋な関数型プログラミ
ングの範囲におさまらない「非純粋」なプロ
グラミングを必要とする証明生成器の扱い
に置いた。非純粋なプログラムは、先行研究
の Mtac では「モナド」とよばれる関数型プ
ログラミング言語のデータ構造を利用して
（それを若干変形して）表現していたもので
ある。本研究では、非純粋なコード生成器を
表すため「コントロールオペレータ」や「参
照型の値（破壊的変数）」などを利用し、こ
れらをもつメタプログラムの安全性をベー
スにして、非純粋な証明記述言語の安全性を
考察することとした。また、研究の過程で、
定理証明記述においてもモジュール機能が
重要であることが判明し、モジュール機能を
持つプログラムや証明の安全な生成につい
ても研究をおこなうことを研究目的に追加
した。 
 
 
３．研究の方法 
 
本研究では、主に以下の２つの方法で研究
を遂行した。 
 
３－１．コントロールエフェクトを持つメタ
プログラミング言語および証明記述言語の
研究： 
 
参照型のデータや限定継続などのコント
ロールオペレータを利用することにより、プ
ログラムや証明を生成する言語の記述力は
格段にあがり、効率的なコードを生成するこ
とができるようになる。たとえば、生成され
るプログラムに同一の計算式が 2回以上含ま
れている場合、これらを 1回だけ計算して計
算結果を各所で利用するようなプログラム
にすると、生成されたプログラムの実行性能
が向上することが期待できる。このようなプ
ログラム変換をプログラム生成時に行うた
めには参照型か、あるいは、コントロールオ
ペレータが必要である。これらの機能を持つ
コード生成言語を MetaML の拡張の形で設
計し、さらに型安全性を厳密に保証する型シ
ステムを導入して、その安全性の証明を行っ
た。 
 
３－２．モジュール生成機能を持つメタプロ
グラミング言語および証明記述言語の研究： 
 
ここでのモジュールはMLスタイルのモジ
ュールであり型と式の定義の並びをまとめ
たものである。ML スタイルのモジュールの
特徴は、インタフェースと実装の分離であり、
インタフェース側は抽象型をふくむことが
できるため、実装されたモジュールの型によ
らない一般的なインタフェースの記述が可
能である。CoqシステムのモジュールはML
モジュールに類似しており、モジュール機能
を持つメタプログラミング言語を設計して
型安全性の保証を行えば、モジュールを持つ
証明記述言語の安全性の保証にもつながる
と考えた。 
 
４．研究成果 
 
４－１．コントロールエフェクトを持つメタ
プログラミング言語および証明記述言語の
研究： 
 
この研究では、MetaMLを念頭においた言
語に参照型を適切に導入し、型システムの健
全性を保証することに成功した。当初は局所
的なスコープを持つ参照型の値という、既存
のプログラミング言語には存在しない機能
に対する証明しか得られていなかったが、研
究の進捗にともない、当初与えた方システム
をそのままもちいることにより、無限の有効
範囲を持つ（局所的でない）参照型の値に対
しても型システムの健全性が成立すること
を証明することができた。 
 さらに、研究対象を限定継続(delimited 
continuation)とよばれるコントロールオペ
レータにうつし、現芸継続を持つメタプログ
ラミング言語に対して、適当な制限のもとで
方システムの健全性が成立することを厳密
に保証した。これにより、従来のメタプログ
ラミング言語が対応できなかった複雑な let
挿入などが表現できるようになり、その技法
を用いた効率的プログラム生成が可能とな
った。 
 これらの成果を証明記述言語の世界に輸
入して、参照型や限定継続を持つ証明記述言
語の基礎付けを行った。モナドの形で記述で
きるものについては Mtac などの先行研究の
範囲内であるが、限定継続は通常のモナドで
は記述できないため、本研究の成果は少なく
とも理論的には先行研究でカバーできない
部分に到達したと考えられる。現在のところ、
この言語の実装は進行中であり、限定的な証
明の記述のみが可能であるが、将来的には本
格的な証明記述に利用できると期待できる。 
 
４－２. モジュール生成機能を持つメタプ
ログラミング言語と証明記述言語の研究： 
 
ML スタイルのモジュールのコードを生成
することができるメタプログラミングのた
めの言語と型システムの設計を行った。この
ためのカギとなる観測は、モジュールがレコ
ードとして表現できることである。これを利
用して、モジュールのコードをコードからな
るモジュールに対応付けることができ、これ
により、人間にとってわかりやすいモジュー
ル生成記述言語を得ることができた。 
 この言語を、モジュール生成機能を持たな
い通常の OCaml 言語へ変換する変換器を設
計し、その型保存性を証明した。これにより、
モジュール生成機能を持つメタプログラム
が容易に記述できるとともに、それを容易に
実行してコードを得ることができるように
なった。 
 さらに、上記の成果を Coqのモジュールに
対応付け、モジュールを含む証明を生成する
ための基礎的な考察をおこなった。Coqは依
存型を持っているため、モジュールを、依存
型を持つレコードとして表現することがで
き、より自然なモジュールを含む証明の生成
が可能という点は確認できた。一方で、依存
型をもつことの問題点として、モジュールの
中の一部のコードだけを利用するコードの
場合、自由変数が生じるのを防ぐために let
式を導入しなければならず、これが場合によ
ってはコード・証明の爆発をひきおこすこと
があるという問題点もわかった。この最後の
問題点はメタプログラミングの世界でも同
様に問題となることがわかっており、今後の
研究で取り組むべき、新たな重要な研究課題
であると考える。 
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