Enumerating the nonisomorphic assembly configurations of modular robotic systems by Chen, I-Ming & Burdick, Joel W.
Proceedings of the 1993 IEEE/RSJ International Conference on Intelligent Robots and Systems Yokohama, Japan July 26-30.1993 
Enumerating the Non-Isomorphic 
Assembly Configurations of Modular Robotic Systems 
I-Ming Chen and Joel W. Burdick 
Division of Engineering and Applied Science 
California Institute of Technology 
_I_ -- 
mbly configurations of a set of modules. This 
the symmetry properties of the modules and 
on of the robot’s structural topology. We in- 
uce troduce a 
t our procedure can signif- 
lexity of the enm.”tion 
types. Examples demonstrate that tlus method 
provement over a brute force enumeration process. 
1. In t roduct ion  
By a modular robotic system we mean one in which various sub- 
assemblies, a t  the level of links and joints, can be easily separated 
and reassembled into different configurations which are individu- 
ally well suited to the diverse task requirements. Because of their 
potential adaptability, modular robotic systems have receired sig- 
nificant attention recently. Several papers have been devoted to 
the mechanical design and construction of modular robotic sys- 
tems [3,15]. Others have considered modular robot software and 
control architectures [ll]. Prototype modular systems have actu- 
ally been built and demonstrated, including the “Reconfigurable 
Modular Manipulator System” (RMMS) developed by Khosla and 
coworkers a t  CMU [9], and the several generations of the “Cellular 
robotic system” (CEBOT) developed by Fukuda and coworkers at 
Nagoya University [6]. For the purposes of this paper, it should 
be noted that the modular systems developed or proposed to date 
have several common mechanical and structural features: (1) they 
contain two basic structure elements: link and joint modules [3 ,6 ,  
9,151; (2) they employ simple joint designs: most of them have only 
1-DOF revolute joints and 1-DOF prismatic joints [3,6,9]; (3)  for 
interchangeability, the link geometries possess certain symmetries 
[3,6,9]; and (4) for adaptability, the joints can be attached to a link 
in many different ways [3]. 
To automatically determine a sufficient or optimal arrangement of 
the system modules for a given task, one might try a “generate-and- 
test” procedure in which a l l  possible assembly configurations of the 
modular set are generated, and then each assembly configuration 
is tested against the task requirements to determine its sufficiency 
or optimality. However, due to symmetries in module geometry 
and robot structural topology, many different assembly configura- 
tions will have the same kinematic properties. Thus, a brute force 
enumeration of all module assemblies will result in the generation 
process. In addition, this method is also useful when designing a 
modular robotic system, as it can answer the important question: 
“what is the set of uniquely different robots that I can construct 
from a given set of modules?” 
2. Simplified Module  Models  
This paper concentrates on the problem of enumerating modular 
robotic assembly configurations, and not on practical, but impor- 
tant, mechanical design and control issues. Thus, we introduce a 
set of link and joint modules for the purposes of illustration. Any 
other set of modular links and joints can be analyzed in exactly 
the same way using our method. 
2.1. Joint Modules  
a Revolute  joint  (R): unlimited 1-DOF rotary motion between 
two link modules. 
Helical joint  (H): 1-DOF twisting motion between two links. 
Cylindrical joint  (C): 2-DOF motion between connected links: 
one is rotation, the other is translation along the rotation axis. 
2.2. Link Modules  
In a conventional robot, a link supports two joints at either end. In 
the modular robot case, more than two joints may be attached to a 
link module via numerous “connecting ports.” The multiplicity of 
connecting ports may further allow different joint attachment po- 
sitions and orientations. Based on those characteristics, we model 
a link as a rigid object whose geometric shape exhibits certain 
symmetries with respect to its shape and the distribution of its 
connecting ports. We define a module coordinate sy s t em,  0, whose 
origin is located at the link’s center of symmetry for each module. 
Square  prism (L): The connecting ports are located symmetri- 
cally on each face as shown in Fig. 1. Any combination of 10 
identical or mixed type joints can be simultaneously attached to 
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one of these links. The 10 connectors are labeled from 1 to 10 
as shown in the figure. The origin of 0 is located at  the prism's 
center of symmetry. 
Cubic  box (B): This module has one connector on each of its 6 
faces. The origin of 0 is located at  the center of the cube. 
Y " 
Fig  1. Link modules-a cubic box (B) and a prism (L) 
3. Link-Joint Assembly Enumera t ion  
In this section we study the symmetries and permutations which 
arise in connecting a variety of joints to one link. This is a neces- 
sary prelude to our analysis of multi-link assemblies. Suppose we 
wish to connect an R-joint and an H-joint to two of the 10 ports of 
a prism link module. There are 10 . 9 = 90 possible combinations 
and Fig. 2 shows three of them. If we consider geometric symme- 
try of the prism and neglect the labels on those ports, assembly 
states (a) and (b) are indistinguishable if rotations of the link by 
90" along the module z-axis are allowed. When this link-joint as- 
sembly is put in a modular robot structure, (a) and (b) function 
identically because they have similar joint locations. We call such 
link-joint assemblies equivalent. We are interested in determining 
the distinct, or nonequivalent, link-joint assemblies, as they lead to 
different functionality and kinematic properties of the entire robot. 
In the above example, there are only 12 distinct assemblies. 
F ig  2. Three assembly configurations 
Finding all distinct link-joint assembly configurations is similar to  
the cube coloring problem stated in [SI. The number of distinct 
configurations can be easily obtained from P6lya's theorem [l,S]; 
however, listing those configurations still requires an explicit algo- 
rithm. This section briefly reviews the process to solve this prob- 
lem. For a more complete exposition, please refer to  [1,7,8]. 
3.1. S y m m e t r i c  Rota t ions  and Permuta t ions  
SYMMETRIC ROTATIONS 
Denote a link module by t E W3. A symmetric  rotation y : R3 --+ 
W 3  of 13 maps C to itself, i.e., y(C)  = L. For example, rotations 
about a cubic or prismatic link module z-axis by go", 180", or 270" 
are all symmetric rotations. The number of symmetric rotations of 
Is is finite because it is a symmetric polyhedron. The set of these 
rotations form a subgroup of SO(3) called the symmetr i c  rotation 
group of C and is denoted by R: 
R = {p E S0(3)1p(L) = C}. (3.1) 
Recall that each link module connecting port is assigned a unique 
index. While a symmetric rotatioil p E R does not alter the posi- 
tion of the link, it does change the connecting port locations. One 
can imagine that the port locations after the rotation are a per- 
mutation of the indices before the rotation operation. 4 s  shown in 
Fig. 3, the rotation of the prism link module about its z-axis by 
90" causes port 1 to move to  where port 3 was, port 2 to port 4, 
port 7 to  port 1, etc.. Port 9 and 10 remain the same. This action 
can be written as a permutation 
) . (3.2) 1 2  3 4 5 6 7 8 9 10 3 4 5 G 7 8 1 2  9 10 .=( 
Or in short, . = (3,4,5,G,7,8,1,2,9,10). Suppose there are n 
ports on a link and we label them from 1 to n. Let PORT = 
(1,. . . , n}  be a set of integers containing all port numbers on a 
link module. A symmetric rotation p E R corresponds to a per- 
mutation K : PORT + PORT. It can be shown that all permutations 
which corresponds to symmetric rotations on a link form a permu- 
tation group on PORT and we denote it by S. 
Fig 3. Rotating about z-axis 90' 
THEOREM 3.1: (Cayley) [7] Every group with finite elements is 
isomorphic to  a subgroup of a permutation group on a set of n 
elements for some integer n. 
By theorem 3.1, R is isomorphic to  S. Hence, we use ?r to represent 
either a permutation on PORT or a symmetric rotation on L. 
Let PORT(L) = {1,2,... , l o}  and PORT(B) = {1,2,... ,6} be the 
sets of port numbers on prismatic and cubic links respectively. De- 
noting RL and RB as the symmetric rotation groups on prismatic 
and cubic links, and SL and S, as the permutation groups on 
PORT(L) and PORT(B), we get RL N SL and RB z SB. Table 1 
lists RL and SL. We can derive a similar table for Rs and SB. 
Rotations I Permutations on 1~ 
A x i s I A n g l e l l l Z  3 1 4 1 5 1 6  7 1 8 1  9 10 i 
Table  1. RL and S, 
CYCLE INDEX OF A PERMUTATION GROUP 
Note that a permutation 7r : PORT -+ PORT splits PORT uniquely 
into disjoint subsets called cycles,  which contain elements of PORT 
cyclically permuted by K .  A cycle is of length m if ~ " ( s )  = s E 
PORT and s, a(s), . . , 7rm-'(s) are all contained in this cycle. Let 
n = IPORTI, the total number of elements in PORT. We say ?r is of 
type {bl, bz, . , b,} if it splits PORT into bl cycles of length 1, bz 
cycles of length 2, and so on. 
DEFINITION 3.2: Cycle Index /1,8,12] Let S be a permutation 
group on PORT. The cycle zndez of S is defined to be a polynomial 
in n dummy variables q ,  . . - , xn as follows. For each ?r E S of type 
{a,,... ,a,}, form a product Z?E~...Z~,-. The cycleindex, Ps, is 
defined to be 
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The cycle index of S, is 
1 
8 
PSL(ll, ZZ, * * - ,110) = -(1:" + 1:x; + 242: + 4 4 )  (3.4) 
3.2. Enumera t ion  of Dist inct  Assembly Configurations 
ASSEMBLY STATES 
The physical action of connecting a variety of joints to a link mod- 
ule can be expressed as an injection mapping, f : PORT -+ ATT, 
where ATT is the set of available joint types. In general, ATT = 
(0, R, H ,  C} for our representative joint module set. Every port on 
the link is assigned an element in ATT corresponding to the type of 
joint inserted in the port. A zero signifies an empty port. We call 
this mapping, f, a link assembly state. For the example of Fig. 2, 
every one of the 90 combinations can be expressed as an assembly 
state f : { 1 , - - .  , l o }  + (0, R,H}. Table 2 shows the assembly 
states corresponding to Fig. 2. In general, for an n-port link, k 
types of joints and di joints for each type (with d. = E!=, d, 5 n), 
there are dl!...dbT[n-d,)! possible assembly states. We denote the set 
of assembly states by 3. 
Table 2. Three assembly states 
Since many states in 3 result in physically equivalent assembly 
configurations, we define an equivalence relation on assembly states 
in order to  distinguish between inequivalent ones. 
DEFINITION 3.3: Two assembly states f;, f, : PORT + ATT, f;, f, E 
3, are equivalent iff there exists a symmetric rotation, ?r E S x R, 
of the link module that transforms f, to f,, or visa versa: 
ft = fj 0 a (3.5) 
Note that x-' E S by the group property and f, o ?r-l = f,. 
Continuing our example, let a represent the permutation associated 
with the rotation of the prism about its z-axis by 90'. For the 
assembly states fo and fb in Table 2, we have f.(l) = fb o a(1) = 
for k = 3,4,  . 
This equivalence relation divides F into disjoint subsets, termed 
equivalence classes or orbits, under the action of the symmetric 
rotation group R x S [7]. States in the same equivalence class 
are equivalent; those in different ones are not. Thus, the problem 
of enumerating the distinct link-joint assemblies is equivalent to  
finding the number of orbits of F under S. We denote the set of 
these orbits by FIS. 
ORBITAL ENUMERATION-P~LYA THEOREM 
THEOREM 3.4: (Pdya Theorem)[l,S] Suppose S is a permutation 
group on PORT isomorphic to R and PS is the cycle index of S. 
Assign a dummy variable y1 to every element in ATT, e.g., yo to 0, 
y1 to Type-1 joint, yz to Type-2 joint. The inventory of orbits, IF, 
[8] in 31s can be derived by substituting Xk in PS with Cy,", i.e., 
fb(3) = R, fa(2) = f b o ~ ( 2 )  = fb(4) = H ,  and fa(k) = fbor(k) = 0 
, l o .  Hence, fa = fb 0 ?r. 
I P  = PS(CY, ,CY,2 , ' . '  ,CY:), (3.6) 
where n = /PORT]. The coefficient of term y$y;I'y$. - e  in (3.6) 
indicates the number of distinct link-joint assemblies (or orbits) 
with do empty ports, dl Type-1 joints, dz Type-2 joints, etc. 
EXAMPLE 3.5: For the example of Fig. 2, the assembly state can 
be written as f : PORT(L) + (0, R, H}. Now assign yo to 0, y1 
to R-joints, and yz to  H-joints. According to Theorem 3.4, the 
inventory of orbits is 
I P  = PS~(11,12,.'. 71,) = P S ~ ( f l i ~ 2 , ~ 4 )  
= PS, (Yo + Y1 + Y2, Yoz + Y: + Y22, Yo4 + Y: + Y 3  
= yolo + 2yOQyl + + 1 2 y 0 * y ~ y ~  t 106yoay13y~ + (3.7) 
The number of distinct assembly states with 1 R-joint and 1 H-joint 
is 12, which is the coefficient of the y:ylyz term in (3.7). A brute 
force enumeration of the possible assembly states which does not 
account for the symmetry results in 10 . 9 = 90 assembly states! 
Similarly, the coefficient of term yEy:yz indicates that there are 
106 unique ways to attach 3 R-joints and 1 H-joint to a prism link. 
Brute force enumeration would result in - = 840 different, but 
not unique, assembly states. 1 
ORBITAL ENUMERATION-ALGORITHMIC APPROACH 
While the number of these orbits can be easily obtained from 
Theorem 3.4, listing them requires an algorithm. Our algorithm 
OrbitEnumerate generates orbits of an assembly state set under 
the action of a symmetric rotation group. OrbitEnumerate accepts 
two arguments: an assembly state set, 3, and a symmetric rotation 
group, R, written in permutation group form. If the number and 
type of joints are specified, d elements of input state set F for an 
n-port link can be found using the standard backtrack algorithm 
[lo]. The output of OrbitEnumerate is a list of distinct assembly 
states. Each state represents an orbit of 7. Let 3 = {fi, . , fir,} 
and R = {nl,. . . , ?rm}, where IF1 is the number of possible assem- 
bly states. The algorithm works as follows. 

















Queue = { 1,2,. .. , IF[}; 
Neworbit = 0; 
While Length(Queue) > 1 do 
v = First(Queue); 
Queue = Rest(Queue); 
VOrbit = 0; 
For all R, ER do 
trap = Queue; 
For all iEtmp do 
Append(f., Neworbit); 
{ Append(f, o ai, VOrbit) ); 
{ If f i  E VOrbit then Queue = Delete(i, Queue) }; 
1; 
If Queue = {k} then Append(k,NewOrbit); 
Return(New0rbit); 
From experiment, we observed that OrbitEnumerate finds orbits of 
7 under R in O(NZ,) time for a fixed R, where Ne, is the number 
of orbits. Ne, can be determined from the coefficients of I p  using 
Theorem 3.4 when the number and types of joints are specified. 
The "orderly algorithm" of Williamson [12] can also be used to list 
the orbits of a set under a group action. 
4. Representations of M o d u l a r  R o b o t s  
We use a kinematic graph to  portray the connection between links 
and joints in a modular robot. In a kinematic graph, vertices repre- 
sent links while edges represent joints. This technique is often used 
in mechanism design to  represent the structure of kinematic chains 
(5,131. We consider two classes of robots: homogeneous modular 
robots (multiple copies of a single type of joint and link module), 
and hybrid modular robots (different types of joints and links). We 
first discuss the homogeneous modular robot case in detail. The 
analysis of hybrid robots follows naturally. 
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First, we introduce some graph terminologies used in the sequel. A 
graph G = ( V , E )  consists of a vertex set, V, and an edge set, E ,  
such that every edge in E is associated with a pair of vertices. A 
labelled graph has vertices labelled V I ,  v2, etc. and edges labelled 
e l ,  e2 ,  etc. Suppose G is labelled and consists of m rertices and 
n edges, then V = {v l , . . .  , vm}  and E = { e l , . . .  ,en}. Because 
we are concerned with how links and joints are connected together, 
we represent G by an nz x n vertex-edge znczdence matrix denoted 
M ( G ) .  m,, = 1 if edge e, is incident on vertex v,; m,, = 0, 
otherwise. 
Two labelled graphs GI = (14,El) and G2 = (V,,E2) are zsomor- 
phzc if there is a bijective mapping yv from Vl to V2, and a bijective 
mapping ye from El to E2. That is, there exists a 1-to-l correspon- 
dence betxeen their vertex and edge sets that conserves the inci- 
dence relations. We call 712  = (yu,ye) an isomorphism from GI to 
Gz. If I/, = 14 and El = EZ, yu and ye can be thought as permuta- 
tions on Vi and El,  or equivalently, row and column permutations 
on Aif(G1) respectively. Let AL,(G,) denote the incidence matrix of 
G1 after the permutation y = (yu,ye). The incidence matrices of 
isomorphic labelled graphs differ by permutation of columns and 
rows only [4]. Suppose 7 1 2  is an isomorphism from GI to Gz, then 
Af7,2(G1) = M(G2). Fig. 4 shows 3 isomorphic graphs. The iso- 
morphism from (a) to (b) is %b = (7ul,7el) = ( (2 ,1,4,3) , (c ,b,a));  
the one from (a) to (c) is yflC = ( (1 ,2,4,3) ,  (a ,  c, b)) .  
If a labelled graph, G. exhibits geometric symmetry, there exists 
isomorphisms of G to itself, i.e., there exists y such that AL,(G) = 
A4(G). E.g., graphs in Fig.4 (a) and (c) are mirror images with 
respect to edge a. Their incidence matrices are identical. We call 
such isomorphism an automorphism. These automorphisms forms 
a group called the automorphism gToup of G, denoted by 'l-l(G). 
The automorphism group of the graph in Fig. 4(a) contains 6 
elements: 
where ((1: 2 , 3 , 4 ) ,  (a, b. c ) )  is the identity element. Note that the 
automorphism group of an asymmetric graph contains the identity 
element only. 
>e* 3 
Fig 4. Isomorphism and automorphism of graphs 
4.1. Homogeneous Modular Robots 
Since there is only one type of link and joint module in a homo- 
geneous modular robot, we can use a labelled kinematic graph to 
represent its structural topology. The kinematic graph, G, of an 
m-link and n-joint homogeneous modular robot is a labelled graph 
with m x-ertices and R edges. Fig. 5 shows a particular assembly 
of 4 prism link modules and 3 rePolute joint modules. Fig.6 shows 
its associated labelled kinematic graph. 
To fully describe a modular robot construction, one must assign 
port information to the links for every joint. Unfortunately, the 
standard incidence matrix can not encode connecting port informa- 
tion. To alleviate this problem, we introduce an assembly inczdence 
matrzx (AILI). which resembles an incidence matrix in that it mod- 
els the connectivity of links and joints, but also shows connecting 
port information. 
DEFINITION 4.1: The assembly incidence matrix, A(G) ,  of a mod- 
ular robot kinematic graph, G, is obtained by replacing every entry 
of 1 in M( G) with a non-zero integer, I; E PORT, which corresponds 
to the coanecting port label. The zero entries are unchanged. Thus, 
every nonzero entry at, = I;  indicates that joint e, is attached to 
port k of link U,. ar3 = 0, otherwise. 
The tih row of M(G) indicates how joints are connected to link v,; 
the j t h  column shows how two adjacent links are connected by joint 
e3. Therefore, an AIM completely determines the construction of 
a modular robot, and a robot can be built from a set of modules 
according to its AIM without ambiguity. 
EXAMPLE 4.2:  Fig. 5 shows a modular robot constructed from 4 
prism and 3 revolute joint modules. Its labelled kinematic graph, 
G,, contains 4 vertices (Fig. 6). The incidence matrix and AIM 
for this assembly configuration are 
e1 e2 e3 el e2 e3 
"4 
Fig 5 .  A homo. robot Fig 6. G, 
Our major concern is the functionality of the final robot construc- 
tion, i.e., the topology of the robot, the joint positions on the links, 
and its kinematic properties. While it is true that a robot can be 
uniquely constructed from a given AIM, it is not necessarily true 
that different AIMS lead to functionally different robots. Different 
AIMS may result in functionally identical modular robot construc- 
tions because of  (1) isomorphisms on labelled kinematic graphs; 
and (2) link module symmetries. For example, consider the fol- 
lowing AIMS which generate robot constructions having identical 
kinematic function to A(G,) in Example 4.2: 
V I 2 0 0  VI 10 5 1 
v.2 5 10 1 
v4 0 0 4  
0 2 0  
A ( G b ) =  113 (. ; ;) ;;[ 10  0 
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(10,0,0) - (9,0,0). Therefore, A(G,) and A(Gc) are equivalent. 
Gb is isomorphic to G, under yb = ( ( u ~ , v I , v ~ , v ~ ) , ( ~ ~ , ~ ~ , ~ ~ ) ) .  
Note that M(G,) = M(Gd) = A!f(G,); they are structurally iden- 
tical. 
Let us consider the first case: k f7ba( (Gb)  = M(G,) because y b  is 
an isomorphism from Gb to G,. Row and column permutations 
of the incidence matrices corresponds to isomorphisms on the as- 
sociated graphs. Permuting edge and vertex labels does not alter 
the robot structure or change the connecting ports. Thus, the val- 
ues of non-zero AIhl entries do note change during permutations. 
Let 4 b a ( G b )  denote the permuted A(Gb) according to 7h, then 
&&.(Gb) = A(Ga)- indicating that A(G,) and A(Gb) represent 
identical modular robot constructions. 
Secondly, the geometric symmetry of the link modules may allow a 
non-unique port assignment when a link is connected to the robot. 
For example, 4(G,) differs from A(G,) in the (3,l) entry only. Re- 
call from Section 3 that connecting e l  to port 9 or to port 10 leads 
to two equivalent assembly states, since there is a symmetric rota- 
tion about the x-axis of prism 213, A = (. . * , l o ,  s), that transforms 
from the former state to the latter one. If we consider only the 
locations of joint ez on link v3, robots constructed by A(G,) and 
A(G,) are indistinguishable. 
We thus say that A(G,), A(Gb), and A(G,) are equivalent: eachone 
can be transformed into the other via allowable graph isomorphisms 
or symmetric rotations of a link. Based on this example, it is 
clear that we must construct an equivalence relationship on AIMs, 
analogous to  the equivalence relationship on the assembly states 
of a link. Let G1 and Gz be the labelled kinematics graphs of two 
robots, and A(G1) and A(G2) are their AIhls. The equivalence 
relationship is constructed in two steps. 
STRUCTURAL EQUIVALENCE 
DEFINITION 4.3: Two AIMs A(G;),  i = 1,2, are structurally equiv- 
alent, if and only if G1 and Gz are isomorphic. 
In (4.2), A(G,), A(Gb) and A(Gc) are structurally equivalent. 
LINK ASSEMBLY EQUIVALENCE 
Two modular robot assemblies will function identically not only if 
they have the same topology, but also if the locations of joints on 
corresponding links are also matched. Suppose A(G1) and A(G2) 
are structurally equivalent. Let 712 be the isomorphism from GI to 
Gz. Denote 6: and 6: the i th row vector of AT12(G1) and A(G2) 
respectively. 
DEFINITION 4.4: Two row vectors 6: = (utl,. . . , &), and 6: = 
(ail, ... ,a:,), are link assem.bZy equivalent, if and only if there is 
a symmetric rotation 5~ : PORT 4 PORT of link v i  such that (1) 
for non-zero entry, a:j E PORT, (2) for zero entry, 
a! .  = a?. = 0. 
If the it" row vect,ors of two AIMs are link assembly equivalent, 
they represent functionally equivalent assemblies on link vi. If the 
corresponding rows in 4T12(GI)  and A(G2) are all joint assembly 
equivalent, A(G1) and .4(Gz) are equivalent. In the above exam- 
ple, rows 1,2, and 4 of A(G.) and A(G,) are exactly equivalent. 
For A(G,), a rotation about the x-axis of prism 213 by 180" trans- 
forms the 3'd row, (10,0,0), into (9,0,0), the 3rd row of A(G,), so 
~ ( u : ~ )  = a$; 
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GRAPH AUTOMORPHISMS 
If a graph G exhibits symmetry, every element in X ( G )  will render 
A(G)  similar to itself structurally. Hence, one also must consider 
all automorphisms of GZ when comparing for the link assembly 
equivalence on rows of structurally equivalent AIMS, A7,2(G1) and 
A(GZ), where 7 1 2  is the isomorphism from GI to Gz. If there exists 
an 9 E R(G,) which makes all corresponding rows of A-,12(G1) 
and A,(Gz) link assembly equivalent, then A(Gl )  and AfGz) are 
equivalent. For instance, A(Gd) in (4.2) is structurally equivalent 
to A(G,). The automorphism 17 = ( (VI ,  214, 213, VZ), (el, e3, ez)) of 
Gd makes A,(Gd) = A(G,). This means that A(Gd) and A(G,) 
actually represent equivalent constructions. 
DEFINITION 4.5: Two A M s  A(Gl )  and A(G2) are equivalent if 
and only if they are structurally equivalent, i.e., GI and Gz are 
isomorphic, and there exist an automorphism of Gz, 71 E X(Gz) ,  
such that all row vectors in A712(G1) and A,(Gz) are link assembly 
equivalent, where ylz is an isomorphism from GI to Gz. 
According to this definition, A(Gb), A(G,), A(Gd) in (4.2) and 
A(G,) of example 4.2 are all equivalent AIhls. Two robots are 
said to be isomorphic iff their AIMS are equivalent. They have the 
same outward appearance and same kinematic properties such as 
workspace and singularities. 
4.2. Hybrid Modular Robot 
A labelled kinematic graph, G,  can not represent a hybrid modular 
robot structure because the vertices and edges must represent dif- 
ferent kinds of links and joints. We use a labelled kinematic graph 
with link and joint types assigned on all of its vertices and edges to 
overcome this difficiency. We call such a graph a specialized g m p h  
[16], and denote it by 8. The specialized graph can be represented 
by an extended inczdence matrix as follows. Let LTYPE and JTYPE 
denote the set of available link and joint types, e.g., LTYPE={L, B }  
and JTYPE = {I?, H ,  C}. 
DEFINITION 4.6: Let i7 be the specialized kinematic graph of a 
hybrid modular robot with m links and n joints. We label the 
rertices from v1 to U,,, with elements of LTYPE and edges el to e, 
with labels from JTYPE. The extended incidence matnx, M ( B ) ,  is 
an (m + 1) x (a + 1) matrix such that: 
1. m,, = 1, if joint e, is attached to link v,, and m,, = 0, other- 
2. m,,,+l E LTYPE represents v,'s link type, z = 1, 
3. "+I,, E JTYPE represents e,'s joint type, j = 1,. . . , n. 
4. mm+i,n+i = 0. 
wise. i = 1, .. * , m ,  j = 1, .. . , n. 
- , m. 
The upper-left nz x n submatrix of M ( B )  is the incidence matrix of 
labelled-only graph G, containing the topology of the robot. The 
information regarding types of links and joints are kept in the last 
column and the last row of M(B) .  
Two specialized kinematic graphs, 91 and 8 2 ,  are isomorphic if 
their labelled-only kinematic graphs, GI and Gz, are isomorphic 
AND if the module type assignments to vertices and edges of both 
graphs are matched. Similar to  labelled graph case, tlus isomor- 
phism is still defined on the labels of vertices and edges and denote 
it by y = (-yu,-ye). y is equivalent to row and column permutations 
on the extended incidence matrix, but permutation actions take 
place in the first n? rows and n columns of the matrix (those con- 
taining structural information). Let M,(G) denote the extended 
incidence matrix of G after the permutation 7. If 7 1 2  represent the 
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isomorphism from 61 to 9 2  , then MT12(G1) = M(G2). 
An automorphism, 7, of 9 ,  will render M ( G )  similar to itself, i.e, 
M,(B) = M(G).  A specialized graph G also has an automorphism 
group X ( G )  if it exhibits symmetry. This group is a subgroup of the 
automorphism group of its labelled-only graph G: N ( 8 )  C N(G). 
For example, the specialized graph in Fig. 8 has no symmetry. Its 
automorphism group contains only the identity element. 
Similar to Definition 4.1, the AIM of a hybrid modular robot is 
obtained by replacing every entry of 1 with a non-zero integer 
k PORT, while keeping zero entries unchanged. We call this an 
eztended assembly incidence matrix (eAIM) and denote it by A(G). 
V 4 W  
Fig 8. G Fig 7. A hybrid robot 
EXAMPLE 4.7: Fig. 7 shows a hybrid robot built from 2 prisms, 2 
cubes, 2 C-joints, and an R-joint. Its specialized kinematic graph 
is shown in Fig. 8. M(G) and d ( B )  are 
el e2 e3 el e2 e3 
'U1 1 1 L  v1 10 5 1 L 
M ( q =  v 2 [  3 O l O B  1 0 0 L ] A@)=  ::[ H ; : 9. 
v 4 0 0 1 B  v4 0 2 B  
C C R O  C C R O  
(4.3) 
EAIM EQUIVALENCE 
A hybrid modular robot can be constructed from its eAIM with- 
out ambiguity. However, different eAIMs may lead to functionally 
identical hybrid robot constructions due to isomorphisms between 
specialized graphs and link module symmetries. As in the homo- 
geneous case, we similarly define an equivalence relation on eAIMs 
based on specialized graph structural equivalence and link assem- 
bly equivalence. Let G1 and 92 be the specialized kinematic graphs 
of two hybrid robots, and A(&) and A(&) are their eAIMs. 
DEFINITION 4.8: Two eAIMs A@,) ,  i = 1,2, are structurally 
equivalent, if and only if the specialized graphs 91 and 8 2  are iso- 
morphic. 
Suppose 7 1 2  is an isomorphism from GI to 92, then MTI2(Gi) = 
AA(&). Let Gf and 6; be the ith row vectors of the upper-left m x n 
submatrix of and A(&) respectively. The definition of 
link assembly equivalence on 6: and 6: is similar to Definition 4.4, 
with the understanding that the symmetric rotation action depends 
upon the type of link module. d(41) and A(&) are equivalellt if 
all corresponding rows in A12(Gl) and A(G2) are link assernbly 
equivalent. Likewise, when checking for link assembly equivalence 
on rows of structurally equivalent eAIMs, &(GI)  and d ( G z ) ,  one 
has to consider the automorphisms of 82 
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DEFINITION 4.9: Two eAIMs A(G1) and A(G2) are equivalent if 
and only if they are structurally equivalent, and there exist an au- 
tomorphism of G2, 7 E X(G2) such that all row vectors in &12(G1) 
and d,,(G2) are link assembly equivalent, where 712  is the isomor- 
phism from 91 to 82. 
By Definitions 4.5 and 4.9, we are able to  compare two AIMS for 
their functional equivalence. More importantly, this equivalence 
relations serve as a basis for enumerating non-isomorphic robot 
assembly configurations from a given set of modules. 
5. Modular Robot Assembly Enumeration 
We now apply the previous methods to develop the main practi- 
cal result of this paper: a method to enumerate all of the non- 
isomorphic n-link tree-like hybrid modular robots from a given set 
of link and joint modules. An n-link tree-like robot has n - 1 joints 
and contains no closed-loop constructions of links and joints. We 
consider only tree-like topologies, and not topologies with closed 
loops because closed-loop modular robot constructions require ad- 
ditional kinematic constraints. 
We divide tree-like robots into two classes: free flying and fized 
base. A free-flying robot does not have an identified base link, while 
a fixed base robot does. The robot's base can be considered as a 
different link type. Fixed base robots are thus treated as hybrid 
robots, with the base link location determined during the hybrid 
robot specialization process. Homogeneous robots are necessarily 
free-flying robots. Conversely, a free-flying robot may be either a 
homogeneous or hybrid robot. 
5.1. The Enumeration Process  
The enumeration process begins with a given link set, L I N K ,  with n 
elements and a joint set, JOINT, with n - 1 elements. The output is 
non-isomorphic modular robot assembly configurations represented 
by inequivalent eAIMs. The details of this procedure follow. 
STEP 1: Generate non-isomorphic unassigned trees {G,} with n 
vertices. Label these trees, and for each tree G, generate the asso- 
ciated n x m incidence matrix form M(G,). 
A rooted tree corresponds to a fixed base robot with the root ver- 
tex representing the fixed base. A free tree has no root, and corre- 
sponds to a free-flying robot. Beyer and Hedetniemi [2] introduced 
a constant time algorithm to generate all rooted trees of a give size 
(the number of vertices). Based on this work, Wright et al. [14] 
propose a constant time algorithm to generate all free trees of a 
given size. We need only free trees in this step. 
STEP 2: For every G,, find its automorphism group N(G,)  using 
the backtrack algorithm (lo]. 
STEP 3: Find distinct assignments from L I N K  and JOINT to ver- 
tices and edges of G, under the automorphism group N(G,)  From 
those distinct assignments, construct non-isomorphic specialized 
trees ( G i k }  based on G, and write them in extended incidence ma- 
trices M(Blk).  
An assignment from L I N K  and JOINT to the vertices and edges of 
G, is a l-to-1 and onto function which is similar to an assembly 
state on the link. The automorphism group N(G,) due to the 
symmetry of G, is a permutation group on labels of vertices and 
edges similar to the symmetry rotation group of the link. Hence, 
we apply Orbitbumerate to find distinct module assignments on 
G,. Yan and Hwang [16] proposed a heuristic algorithm based on 
the chain group of a kinematic chain to enumerate non-isomorphic 
specialized mechanism for a specific kinematic chain. A fixed base 
robot can be obtained by putting a base link in the L I N K  set. The 
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location of this base link in the kinematic graph is determined in 
this step. 
STEP 4: For every non-isomorphic specialized tree G (or M(G)) ,  
do the following: 
Since X ( 8 )  C X(G), the automorphism group of its unassigned 
graph G, pick out 1) E X(G) such that M,(O) = M ( 4 )  to form 
Generate distinct assemblies for every link, based on the incident 
edgesofeveryvertexin 8 ,  i.e., arowvectorin M(G).  Write these 
link-joint assemblies in eAIM row vector form. 
Every vertex along with its incident edges in G determines the 
number and type of joints attached to the corresponding link. 
W'e use OrbitEnumerate to generate distinct assemblies on ev- 
ery link with those prescribed joints. Since G is labeled, the 
labeled joints are treated as different joint types when applying 
Orbithumerate. For example, the first row of M(G)  in (4.3) is 
(1,1,1, L ) ,  which indicates that C-joints el and e2 and R-joint e3 
are attached to prism link vl. Using Orbithumerate, we obtain 
46 distinct assemblies for 3 different joints attached to a prism. 
Replacing 1's in (1,1,1, L )  with port numbers from the distinct 
assemblies, we get 46 inequivalent 1" row vector representations 
for an eAIM. Repeat this process for every row of M ( B ) .  
Take combinations of d inequivalent eAIM row vector represen- 
tations for every row of M ( B )  to construct inequivalent eAlMs, 
W B ) .  
4 G ) .  
If the specialized graph has no symmetry, then go to the nest 
step. Otherwise, use X ( G )  to eliminate equivalent eAIMs due to  
graph symmetry. 
STEP 5: Repeat Step 4 for d specialized trees, then stop. 
REMARK: This procedure can be applied to homogeneous robots 
by omitting the intermediate specialization process. 
5.2. Examples  
B L 
f b  
2 R  3 
L a  b - 
3 
R 2  R 
FB L L L L L 
G3: R 5 R R 5 R 
Fig 9. Specialized graphs for Ex. 5.1 and 5.2 
EXAMPLE 5.1: Suppose we construct a 3-link hybrid robot from 
module sets: L I N K  = {B, L,  L }  and JOINT = {R,  R}. The first step 
is to construct its non-isomorphic kinematic graphs. In this case, 
the only possible tree structure for 3 vertices is a serially connected 
tree. From step 3, we find two non-isomorphic module assignments. 
Their specialized trees are shown in Fig. 9 and denoted by G1 and 
G2. Consider GI first. Link 1 is a cube with one R-joints; there 
is only one distinct assembly configuration under this condition. 
There are 12 distinct assemblies for link 2, a prism, with 2 labeled 
R-joints, and 2 assemblies for link 3 with 1 R-joint. Altogether we 
can generate at most Nc,  = 1 x 12 x 2 = 24 constructions from 
GI. Similar for G2, we can find at  most NG, = 2 x 2 x 2 = 8 
possible constructions. However, G2 is symmetric about the center 
vertex. X(G2) contains two element: the identity, ((1,2,3), ( a , b ) ) ,  
and ((3.2, I), (b ,  U)). Using this automorphism, we further reduce 
the non-isomorphic constructions of G2 to 6. In total, there are 
24 + 6 = 30 non-isomorphic constructions of a 3-link hybrid tree 
robot as shown in Fig. 10. 
If we do not pay attention to  equivalent constructions and enumer- 
ate them in a brute force fashion, for GI, there are 6 states for link 
1, = 45 states for link 2, and 10 states for link 3. There will 
thus be 6 x 45 x 10 = 1800 constructions! For Gz, there are 10 
states for link, 15 states for link2, and 10 states for link 3. In total, 
there will be 10 x 15 x 10 = 1500 constructions! There are 3300 
constructions altogether. Thus, our method provides a significant 
improvement over brute force enumeration. I 
EXAMPLE 5.2: Suppose we want to construct a 6-link 5-DOF 
fixed-base robot from L I N K  = { F B , L , L , L , L , L }  and JOINT = 
{R,  R, R, R, R} with a given kinematic graph G3 shown in Fig.9, 
where F B  stands for a fixed base. We assume that there is only 
one way to attach a revolute joint t o  the base. Furthermore, we 
restrict that each joint must be located at each end of the prism, 
hence, there are only 7 such distinct assembly states for Link 2, 
3, 4, and 5. Totally, there are at most 
N G ~  = 1 x 7 x 7 x 7 x 7 x 2 = 4802 distinct constructions. Since 
G3 has no symmetry, the automorphism group of G3 contains only 
the identity element. The actual number of distinct configurations 
achieves the upper bound A'c,. If we neglect the isomorphic as- 
sembly states on each link, there are 25 states for Link 2, 3 ,4 ,  and 
5. (Each of the two joints can be attached either one of the 5 ports 
a t  the end of a prism, so there are 25 states for each link.) There 
will be 1 x 254 x 5 = 1,953,125 constructions! 
Link 6 has 2 states. 
I 
5.3. Computa t iona l  Complexi ty  Issues 
Let us briefly consider the computational complexity of this algo- 
rithm. The tree generation algorithm in Step 1 is constant time 
for a given number of vertices. To find the automorphism group of 
a graph in step 2 requires an exhaustive search on isomorphisms of 
the graphs. Backtrack is basically an exponential time search al- 
gorithm. In step 3, the time to compute distinct assignments on a 
graph G; under X(G, )  is O(IC2), where IC is the number of distinct 
assignments, since we are using the OrbitEnumerate algorithm. 
In step 4-(a), we perform at  most 13C(G)I checks for the automor- 
phism group of a specialized graph 8 .  In step 4-(b), the time to 
generate distinct assemblies on every link U, is O(N:,), where N,, 
is the number of distinct assemblies. Since many links in a hybrid 
will be of the same module type (and therefore have the same dis- 
tinct assemblies) these assemblies can be calculated in advance and 
stored in a look-up table to  save computation time. It is unneces- 
sary to  compute distinct assemblies for links having identical joint 
patterns. 
Step 4-(c) in the procedure gives an upper bound, No, on the 
number of distinct configurations for a given specialized kinematic 
graph 8. N o  equals the product of the number of distinct as- 
semblies on every link in 4. Owing to symmetries of a specialized 
graph, the actual distinct configurations is always less than or equal 
to N o .  The upperbound will be achieved only if the graph has no 
symmetry, i.e., the automorphism group defining the graph sym- 
metry contains only the identity element. The sum of the NG's 
for all the non-isomorphic graphs gives the upper bound on the 
number of n-link tree-like modular robot configurations. 
In step 4-(d), we have to check the automorphisms of robot assem- 
bly configurations generated by previous step pairwise if the graph 
exhibits symmetry. Since step 4-(c) generates eAIMs, we have 
to check (y)  pairs of eAIblS. Generally speaking, O(Ng2)  checks 
are needed for one specialized graph 4. 
1991 
Note that computationally costly graph isomorphism checks on la- 
beled and specialized graphs are unnecessary in the enumeration 
process because we generate non-isomorphic graphs in the begin- 
ning of the procedure. There is no known polynomial time algo- 
rithm to check graph isomorphisms [lo]. The eAIMs generated by 
step 4-(c) for one tree B are structurally equivalent automatically. 
However, when two eAIMs are given without any previous knowl- 
edge of the underlying kinematic graphs, an isomorphism test is 
needed. 
This discussion points out several features of the algorithm. First, 
its computational coniplexity depends on the properties of the link 
symmetry groups and the class of tree-like structures one is con- 
sidering. It is thus difficult to give a precise bound on the compu- 
tationally complexity of this algorithm. Second, the computations 
are structured so as to avoid computationally expensive steps, such 
as graph isomorphism checking. Third, the reasonable computa- 
tional complexit1 of the algorithm (and the examples of Section 
5.2) implies that for almost any conceivable application, it is much 
more efficient to enumerate the non-isomorphic geometries with 
this algorithm, rather than using a brute force enumeration pro- 
cess. 
6. S u m m a r y  
This paper demonstrated a method to  enumerate non-isomorphic 
assembly configurations of a tree-like homogeneous or hybrid mod- 
ular robot from a set of specified modules. Non-isomorphic modu- 
lar robots have distinct kinematic properties, and hence, different 
functionalities. We used kinematic graphs to represent candidate 
assembly configurations. We introduced a novel class of Assembly 
Incidence Matrices (AIMs) to represent the appropriate construc- 
tion information. We also introduced a novel equivalence relation- 
ship on the AIMs based on the symmetric rotation groups of the 
links and the symmetries of the kinematic graph topology. These 
representations and equivalences form the basis for our algorithm. 
For demonstration purposes, we considered only a relatively sim- 
ple set of link and joint modules. However, the method is com- 
pletely general and can be applied to nearly any modular robotic 
system. Examples illustrated how this approach greatly improves 
the efficiency of enumeration process as compared to brute force 
enumeration.We are also investigating extensions of this method 
to enumerate non-equivalent robots for other types of equivalence 
relationships besides kinematic isomorphism. 
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