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Studi memperkirakan bahwa biaya perawatan perangkat lunak meningkat dengan 
sangat cepat hingga mencapai 90% dari biaya keseluruhan dalam daur hidup 
pengembangan perangkat lunak. Perawatan perangkat lunak menjadi sangat sulit 
dikarenakan tidak adanya dokumentasi pada program yang ada. Salah satu bentuk 
dokumentasi program adalah pemberian komentar program. Komentar sangat 
berguna dalam pemahaman  program dan pemeliharaan program. Komentar 
memungkinkan pengembang dalam memahami kode lebih cepat dalam 
pembacaan kode program. Pemberian komentar program biasanya dilakukan 
manual oleh programmer. Pada tesis ini, dilakukan dua kegiatan pemberian 
komentar pada bahasa pemrograman java, yaitu pemberian komentar secara 
otomatis dan pemberian komentar secara semi otomatis. Komentar semi otomatis 
yang diberikan pada program secara langsung dapat mempermudah proses 
pemahaman pada program khususnya bahasa pemrograman java. Penggunaan 
ekspresi regular sangat membantu dalam mempolakan baris kode sumber. 
Aplikasi yang dibangun oleh peneliti telah mampu memberikan kontribusi 
pemahaman terhadap program sebesar 14.29% sampai dengan 42.86% 
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The study estimates that the cost of software maintenance is increasing very 
rapidly until it reaches 90% of the overall cost of the software development life 
cycle. Software maintenance becomes very difficult due to the lack of 
documentation on the existing program. One form of program documentation was 
commenting program. Comments are very useful in understanding the program 
and maintenance program. The comment allows developers to understand the 
code faster in reading the program code. Commenting program is usually done 
manually by the programmer. In this thesis, carried out two activities commenting 
on the Java programming language, the automatic comment and semi-automatic 
comment. Semi-automatic comments given on direct program is expected to 
simplify the process of understanding the particular program java programming 
language. The use of regular expressions is helpful in patterns of lines of source 
code. Applications built by the researchers have been able to contribute to the 
understanding of the program at 14.29% to 42.86%. 
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1.1. Latar Belakang 
 Dalam beberapa tahun terakhir perkembangan kinerja perangkat keras 
komputer semakin meningkat dan canggih. Perangkat lunak menjadi kunci utama 
dalam kesuksesan sistem berbasikan komputer. Harga perangkat lunak menjadi 
sangat mahal bila dibandingkan dengan harga perangkat keras saat ini (Zhizhong 
Jiang and Peter Naude, 2007). Perangkat lunak sendiri dibagi menjadi dua bagian 
besar, yaitu perangkat lunak aplikasi dan perangkat lunak sistem (Andrew S. 
Tanenbaum, 2008). Perangkat lunak aplikasi dan perangkat lunak sistem telah 
dikenal dengan baik dan digunakan setiap hari oleh pengguna komputer. 
Dibutuhkan pendidikan khusus dan lulusan yang memadai dalam rekayasa 
perangkat lunak, dimana dengan keilmuannya ini mampu membangun aplikasi 
baru dan sistem baru dengan menggunakan pendekatan rekayasa perangkat lunak 
(Skhoukani and Abu Lail, 2012).  
 Evolusi perangkat lunak merupakan subyek dari berbagai penelitian, baik 
dibidang akademik ataupun bidang industri dan bagian utama pada pengembangan 
perangkat lunak saat ini adalah perawatan perangkat lunak (Palacios et.al., 2011). 
Perawatan perangkat lunak merupakan aktifitas yang sangat penting dalam 
rekayasa perangkat lunak(Chakraverti et.at.,2012).  
 Perawatan perangkat lunak sendiri saat ini menjadi fokus utama dalam 
pengembangan teknologi informasi. Saat ini perusahaan lebih berfokus pada 
pengembangan aplikasi yang ada daripada mengimplementasikan aplikasi yang 
baru (Chua and Verner, 2010). Studi memperkirakan bahwa biaya perawatan 
perangkat lunak meningkat dengan sangat cepat hingga mencapai 90% dari biaya 
keseluruhan dalam daur hidup pengembangan perangkat lunak (Al-Badareen 
et.al.,2011). Pengembangan perangkat lunak membutuhkan pekerjaan sangat besar 
yang didalamnya terdapat beberapa kekhawatiran atau pertimbangan bagi para 
pengembang dalam mengimplementasikan sebuah sistem perangkat lunak. 
Dengan mudularitas yang baik akan mengurangi kekhawatiran dalam 
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pengembangan perangkat lunak serta mengurangi kompleksitas perangkat 
lunak(Arora et.al.,2011). 
 Komentar sangat berguna dalam pemahaman program dan pemeliharaan 
program. Penggunaan komentar dalam sebuah program sering kali diabaikan, 
meskipun para pemrograman mengetahui fungsi dari komentar bagi pemahaman 
program. Membaca kode merupakan dasar selama pembuatan perangkat lunak 
dan sebuah program lebih sering dibaca dari pada ditulis. Komentar 
memungkinkan seseorang dalam memahami kode lebih cepat dalam pembacaan 
kode (Fluri et.al., 2007). Pada saat melakukan perubahan pada kode sumber, 
pengembang melakukan dua kegiatan yang berhubungan dengan komentar, yaitu 
pembaruan komentar yang berhubungan dengan kode sumber (pembaruan yang 
konsisten) dan pembaruan komentar yang tidak dibarengi dengan pembaruan kode 
sumber (pembaruan yang tidak konsisten). Komentar yang tidak terbarui akan 
menyebabkan pengembang mengalami kesalahan pelacakan dan kesalahan 
perangkat lunak (Ibrahim et al.,2012). 
 Saat ini, ketersediaan kode sumber bagi pengguna komputer menjadi 
sangat penting terutama sebagai pendukung dalam karya ilmiah. Dalam 
perjalannya, kode sumber yang ada saat ini tidak selalu terdapat dokumentasinya 
sehingga sangat susah dimengerti. Data yang tidak terdokumentasi akan menjadi 
sangat tidak berguna (Sajnani, 2012). Sebagian besar pengembang perangkat 
lunak menghabiskan banyak waktu dalam memeriksa kode sumber yang ada. 
Beberapa memperkirakan bahwa memahami kode sumber membutuhkan lebih 
dari separuh biaya keseluruhan perawatan perangkat lunak (Ishio et al.,2012). 
Kebutuhan mengidentifikasi kode sumber yang dapat menunjukkan karakteristik 
tertentu dari sebuah program sangatlah penting dalam memahami program 
(Noguera et al.,2012). Pemahaman program merupakan sebuah proses kognitif 
internal dimana hasilnya tidak dapat dilihat secara langsung, namun dengan 
memahami program secara umum dapat meningkatkan validasi percobaan dan 
membantu menafsirkan hasil yang ada (Feigenspan et al.,2012). 
 Pembuatan kode program membutuhkan pengalaman dan pemahaman 
dari para pengembang. Pemahaman pengembang terhadap kode program yang ada 
menjadi hal yang sangat utama (Scott Blinman and Andy Cockburn, 2005). 
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Beberapa informasi dapat digali pada sebuah kode program. Komentar program 
tidak hanya digunakan untuk menyatakan tujuan dari bagian program, tetapi juga 
menjelaskan cara kerja sebuah program (Annie Chen et.al.,2001). Pemberian 
komentar kode program sudah dilakukan oleh pengembang sejak lama. Komentar 
yang diberikan bersifat langsung, deskripsi, dan mudah untuk dipahami. 
Komentar menjadi praktek standar pada pengembangan perangkat lunak untuk 
meningkatkan pembacaan pada sebuah program (Lin Tan et.al.,2007). 
 
1.2. Perumusan Masalah 
 Berdasarkan latar belakang diatas, maka penulis merumuskan beberapa 
permasalahan sebagai berikut. 
1. Bagaimana memisahkan antara komentar dan yang bukan komentar 
bahasa pemrograan java menggunakan regular expression? 
2. Bagaimana melakukan studi empiris pada pemahaman program 
berdasarkan komentar pada program ? 
3. Bagaimana memberikan komentar baru pada sebuah program 
menggunakan regular expression? 
 
1.3. Tujuan dan Manfaat Penelitian 
 Tujuan dari tesis ini adalah membangun sebuah perangkat lunak 
pemahaman program berdasarkan komentar pada program-program java dimana 
aplikasi yang dibangun mampu memetakan isi dari program yang termasuk 
komentar dan yang bukan komentar serta memberikan komentar otomatis pada 
porgram java. Program yang telah terpisah dari komentar akan dilakukan proses 
pemberian komentar tambahan. Manfaat dari tesis ini adalah dihasilkannya 
perangkat lunak pemahaman program yang mampu melakukan hal-hal sebagai 
berikut. 
1. Memisahkan komentar dan yang bukan komentar. 






1.4. Batasan Masalah 
 Adapun batasan masalah pada tesis ini adalah sebagai berikut. 
1. Aplikasi yang digunakan pada tesis adalah aplikasi yang dibangun dari 
bahasa pemrograman Java. 




 Kontribusi yang dilakukan pada tesis ini adalah sebagai berikut. 
1. Memberikan komentar tambahan secara semi otomatis pada program yang 














2. 1. Pemahaman Program 
 Pemahaman program komputer merupakan salah satu bagian aktifitas 
rekayasa perangkat lunak. Pemahaman perangkat lunak dibutuhkan ketika seorang 
pemrogram melakukan kegiatan perawatan, penggunaan kembali, migrasi, 
perekayasaan, atau meningkatkan sistem perangkat lunak. Sejumlah besar 
penelitian telah dilakukan dalam upaya sebagai panduan dan dukungan 
perekayasa perangkat lunak dalam melakukan proses-proses yang berhubungan 
pengembangan perangkat lunak (O‟Brien, 2003) 
 Semenjak perkembangan program komputer pertama kalinya, beberapa 
pendekatan tentang pengembangan perangkat lunak telah dikenalkan mulai dari 
bahasa asembly, bahasa pemrograman prosedural seperti ADA dan Fortran serta 
bahasa pemrograman berorientasikan obyek. Saat ini, pemrograman berorientasi 
obyek merupakan paradigma pemrograman baru. Beberapa penelitian 
menunjukkan bahwa efek positif dari pemrograman berorientasi obyek adalah 
pemahaman program (Feigenspan, 2011). 
 Pemahaman program merupakan faktor manusia yang sangat penting 
dalam ranah ilmu komputer. Memahami sebuah program merupakan kegiatan 
yang sangat penting bagi perawatan perangkat lunak dan dalam pengembangan 
perangkat lunak kegiatannya berkisar antara 50% sampai dengan 60%. Program 
yang mudah dipamahi dapat mengurangi waktu pengembangan perangkat lunak. 
Pada saat perawatan perangkat lunak, program yang mudah dipahamai dapat 
mengurangi pembiayaan sampai dengan 70% (Feigenspan et al.,2011). 
 Pemahaman program merupakan sebuah proses kognitif internal dimana 
tidak dapat dihasilnya tidak dapat dilihat secara langsung. Pemahaman program 
tidak hanya tergantung pada properti kode tetapi juga pengguna yang bekerja 
dengan kode sumber (Feigenspan and Apel et al., 2011). 
 Suksesnya perawatan program bergantung pada pemahaman program 
tersebut. Seorang pemrogram harus memiliki kemampuan dalam memahami 
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program yang ada dan langkah-langkahnya sehubungan dengan proses modifikasi 
yang dikerjakan serta akhiran program tanpa melakukan kesalahan. Dibutuhkan 
pengetahuan yang lebih tentang strategi selama proses perawatan sampai dengan 
pemahaman program, penggunaan informasi sumber yang selalu berubah, serta 
dampak paradigma pemrograman sehubungan dengan pemahaman program 
selama kegiatan perawatan dilaksanakan. Isu-isu penting ini sangat perlu 
diperhatikan semenjak pemahaman program menjadi kunci utama dalam 
melakukan proses perawatan perangkat lunak (Corritore and Wiedenbeck, 2001). 
 Pemahaman program merupakan pekerjaan yang sangat kompleks. Para 
perekayasa perangkat lunak harus memeriksa dua hal yaitu aspek terstruktur dari 
kode sumber  (misalnya sintak bahasa pemrograman) dan masalah utama yang 
sering terjadi (misalnya komentar, dokumentasi dan penamaan variabel) 
sehubungan dengan ekstraksi kembali informasi yang dibutuhkan dalam 
pemahaman seluruh bagian dari sistem perangkat lunak (Maletic and Marcus, 
2001). 
 Pemahaman program merupakan pekerjaan yang kritis dalam sebuah 
organisasi untuk dua alasan utama, yaitu terjadinya perubahan pemrograman 
secara berkala dan orang-orang yang secara teratur bergabung dalam sebuah 
proyek, dimana orang-orang baru ini harus dapat memahami bagian-bagian 
program yang telah dikerjakan oleh pemrogram senior dan yang kedua adalah 
sebagian besar program yang ada dalam prosesnya orang-orang yang baru tidak 
dilibatkan dalam membuat program sehingga diharuskan melakukan pembuatan 
program mulai dari dasar. Kegiatan pembuatan program ini salah satunya terdapat 
pada pemahaman program (Ramalingam and Wiedenbeck, 1997). 
 Perusahaan teknologi informasi membutuhkan dana yang sangat besar 
untuk perawatan perangkat lunak. Hal ini dikarenakan kode sumber lebih sering 
dibaca daripada ditulis, elemen penting dalam perawatan adalah pemahaman kode 
sumber (Frey et al.,2011). Pemahaman program terjadi sebelum kode berubah, 
karena pengembang harus mencari kode sumber dan artifak lainnya dalam 
menemukan dan memahami bagian dari kode yang sesuai dengan perubahan yang 
dimaksud (Roehm et al., 2012). Sehubungan dengan pemahaman program, alat 
bantu merupakan kebutuhan yang sangat penting dan dapat membantu dalam 
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proses-proses pemahaman program. Alat bantu yang baik dan berguna adalah alat 
bantu yang dapat mendukung kegiatan pengguna (Knight and Munro, 2002). 
 Pemahaman program dimulai dengan kode sumber dan diakhiri dengan 
model mental yang menjelaskan tujuan kode yang ada, operasi dan abstraksi. 
Untuk membangun model ini, pemrogram harus memeriksa teks kode sumber. 
Terdapat dua pendekatan yang biasa digunakan, yaitu top-down dan bottom-up 
(Fisher et al.,2006). 
2.1.1. Pendekatan top-down 
 Pemahaman dengan menggunakan pendekatan top-down dimana 
pemrogram mengkaji kegunaan domain dari program dan memetakannya 
kedalam kode sebenarnya (O‟Brien and Buckley, 2001). Pendekatan ini 
meningkatkan dekomposisi masalah dalam bagian masalah dan 
menyelesaikan bagian masalah. Pendekatan top-down memberikan solusi 
yang dimulai dari masalah yang ada, lalu melakukan penguraian tujuan 
dari program yang ada kedalam bagian-bagian tujuan yang diinginkan 
dan mengimplementasikan bagian-bagian tujuan tersebut. Pendekatan ini 
terdiri dari hipotesis program lalu validasi hipotesis yang ada 
menggunakan komponen-komponen dari program (Sharma et al.,2012).  
 Pendekatan top-down digunakan jika pemrogram telah mengetahui 
terlebih dahulu domain program yang ada (Siegmund, 2012). Misalnya 
akan dibuat program kalkulator bagi anak Sekolah Dasar. Di sini, 
pemrogram telah mengetahui permasalahan yang ada, setelah itu 
dilanjutkan dengan mendesain logika yang ada dan diakhiri dengan 
membuat program yang sesuai dengan domain permasalahan. Pendekatan 
top-down akan dilaksanakan jika memang keadaannya memungkinkan 
(Feigenspan et al., 2011). 
2.1.2. Pendekatan bottom-up 
Pendekatan bottom-up adalah suatu proses pemahaman yang 
dimulai dari kode sumber dan berurutan, artifak perangkat lunak 
dikelompokkan ke dalam level abstraksi yang lebih tinggi (Denis 
Pinheiro et.al, 2008). Pada penelitian lainnya, pemahaman program 
dengan menggunakan pendekatan bottom-up dapat diartikan sebagai 
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deskripsi kode sumber perbaris kode sampai mengarah ke pemahaman 
maksud dari program yang ada, disini ditandai dengan pembangunan 
pengetahuan dan pemahaman pada program yang ada menjadi sebuah 
kesimpulan (Michael P. O‟Brien, Teresa M et.al.,2001). 
Pelacakan program menghubungkan antara kode dan informasi 
sumber lain yang berguna dalam membantu proses analisis dari berbagai 
informasi yang ada dan pada akhirnya membangun model perangkat 
lunak yang ada. Sehubungan dengan pelacakan program, pemahaman 
bottom-up membantu pemrogram dalam memahami kode sumber yang ada 
sampai dengan menjadi sebuah konsep (G. Antoniol et.al., 2000).  
 




Pada gambar diatas menunjukkan tentang program HelloWorldP. 
Pemahaman program dengan menggunakan pendekatan bottom-up, maka 
telah tersedia program seperti pada gambar diatas, lalu pengembang akan 
dihadapkan pada pemahaman tentang program tersebut dan pengembang 
harus memahami maksud dari program tersebut serta cara kerja dan 
keluaran dari program tersebut. 
 
2. 2. EKSPRESI REGULAR 
 Ekspresi Regular untuk selanjutnya disebut dengan REGEX, merupakan 
cara yang digunakan untuk pencocokan string pada sebuah teks, seperti karakter, 
kata ataupun model dari sebuah katakter. Sebuah REGEX ditulis dalam bahasa 
formal, beberapa contoh penggunaan REGEX antara lain : validasi email, 
pencarian file dan penggantian kata (Rashmi Sinha and Ashish Dewangan, 2012). 
REGEX mampu memberikan kemudahan fleksibilitas dan sangat efisien dalam 
pemrosesan teks. Pustaka pada REGEX mendukung proses pencarian dalam basis 
data REGEX. Penandaan/ekspresin REGEX ditandai dan ditutup dengan tanda 
slash („ / „)  (Saurabh Jain et.al, 2012), misalnya /[A-Za-z0-9]/. 
 REGEX diperkenalkan pertama kali oleh Klenee pada tahun 1956. Sejak 
saat itu REGEX menjadi pusat ilmu komputer baik secara teoritis ataupun 
terapannya. Saat ini hampir setiap bahasa pemrograman modern memberikan 
kemampuan REGEX dalam bentuk pustaka masing-masing (Dominik D.F, 2011).  
 Dominik D.F and Timo Kötzing pada penelitiannya menggunakan 
REGEX pada dokumen web yang berbasiskan XML dimana REGEX dikenakan 
pada XML Schema Documents (XSDs) dan digunakan sebagai Document Type 
Definitions (DTD) (Dominik D.F and Timo Kötzing, 2012). Pada penelitiannya 
Dominik D.F dan Timo Kötzing menambahkan kemampuan REGEX menjadi 
Single Occurrence Regular Expressions (SORES) dan Chain Regular Expressions 
(CHARES) menjadi lebih optimal. 
 Sindu dan Prasanna pada penelitiannya menggunakan menggunakan 
REGEX untuk proses pencocokkan pada arsitektur Regular Expression NFA (RE-
NFA) dalam FCPGA. Pada penelitian yang lain dengan topik yang sama Yang 
dan Prasanna meningkatkan arsitektur yag telah dilakukan oleh Sindu dan 
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Prasanna dimana pada penelitiannya Yang dan Prasanna melakukan prosesnya 
dengan cara 2 karakter  per clock cycle dan menghasilkan troughput 14.4 Gbps 
untuk 760 pencocokkan REGEX pada FPGA (Cui Linhai, 2014). 
 REGEX sendiri merupakan sebuah implementasi dari sebuah 
pencocokkan string berdasarkan suatu pola tertentu. Pada REGEX proses 
pencarian teks yang panjang akan lebih sederhana dengan menerapkan sebuah 
pola yang ditetapkan. REGEX terdiri dari string yang membentuk kombinasi 
karakter normal, metacharacter tertentu dan karakter metasequence (Tony 
Stubblebine,2007) Beberapa bahasa pemrograman saat ini yang mendukung 
fasilitas REGEX ini antara lain .NET, java, javascript, XRexExp, PCRE, Perl, 
Python, dan Ruby. Fungsi REGEX pada masing-masing bahasa pemrograman 
terdapat pada paket ataupun utilitas dari masing-masing bahasa pemrograman. 
Untuk .NET agar dapat menjalankan REGEX diperlukan paket 
System.Text.RegularExpression (Jan Goyvaerts and Steven Levithan, 2012), 
bahasa pemrograman Java agar dapat menjalankan REGEX diperlukan paket 
java.util.REGEX. Pada javascript, REGEX mengikuti aturan standar ECMA-262. 
ECMA singkatan dari European Computer Manufactures Association. ECMA 
merupakan sebuah asosiasi industri internasional  yang didirikan tahun 1961 yang 
berkontribusi untuk standarisasi sistem informasi dan komunikasi dunia. ECMA-
262 merupakan standarisasi skrip untuk implementasi JavaScript dan JScript di 
semua web browser (ECMA, 2011). 
2.3.1. Pencocokkan Pola 
 Pola merupakan suatu bentuk tertentu yang mempunyai aturan tertentu 
pula (Jie Liu et.al.,2006) Pembentukan pola untuk menyelesaikan masalah tertentu 
sangatlah membantu proses penyelesaian masalah. Pola kalimat (string) dapat 
digunakan sebagai representasi ringkas dari sebuah himpunan untuk 
menyamarkan tugas dari formula yang ada (Guilermo et.al.,2015).  
 Pencocokkan pola pada REGEX terdapat empat cara yaitu string literal, 
digits, letters dan sembarang karakter. String literal merupakan kumpulan dari 
karakter yang membentuk sebuah kalimat tetapi tipe data yang digunakan untuk 
menyimpan bukan bertipe string tetapi class. Jika sebuah data bertipe string akan 
disimpan pada variabel bertipe String, misalnya jika pada sebuah program 
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dituliskan X^2 akan bermakna berapapun nilai X akan dipangkatkan 2 yaitu jika 
X=10, maka X^2 adalah 10*10 sama dengan 100, tetapi jika kita pada sebuah 
program kita akan mencari sebuah kalimat yang berisi X^2 tetapi X^2 bukan 
rumus matematika, maka pada REGEX kita menggunakan string literal dimana 
untuk membedakan tanda ^ dengan “^” adalah dengan menambahkan tanda “\” 
didepan “^”., sehingga dalam REGEX penulisannya menjadi X\^2 (Yunyao Li 
et.al., 2008). 
2.3.2. Wildcard 
 Pencocokan pola ganda dengan menggunakan wildcard sangatlah 
membantu dan penting. Penelitian-penelitian seperti sistem temu kembali 
informasi, bioinformatics, dan pengindeksan teks sangatlah membutuhkan 
keberadaan wildcard ini (Qiang et.al, 2013). Wildcard merupakan sebuah bentuk 
primitif dari REGEX dan banyak digunakan pada DOS dan Linux shell. 
Sedangkan pada lingkungan Unix, wildcard lebih dikenal dengan istilah globbing. 
Wildcard adalah sebuah string pola yang digunakan untuk mencocokkan 
sekumpulan file atau direktori. Dengan menggunakan wildcard maka proses 
pencocokkan akan dapat dilakukan dengan lebih sederhana (Koteswara et.al., 
2011)(Sandeep Kumar S et.al., 2010). Misalnya untuk mencari sembarang kata 
dengan kombinasi kata depan e atau s atau es dengan sembarang kata belakang s, 
maka dapat dituliskan hanya dengan satu perintah tunggal pada REGEX : es*s. 
 
Gambar 2.2. Pencarian kata dengan REGEX untuk kombinasi es*s. 
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2.3.3. Karakter Meta 
 Metacharacter untuk selanjutnya disebut dengan karakter meta, 
merupakan kombinasi khusus dari alfanumerik dan atau karakter simbol yang 
mempunyai maksud-maksud tertentu dalam REGEX (Mark Tabladillo, 2012). 
REGEX memiliki karakter khusus, seperti *+?[{\.(^$ masing-masing karakter 
tersebut mempunyai fungsi-fungsi khusus. 
 Karakter meta untuk pemilihan pada REGEX adalah “ | “. Karakter meta 
ini digunakan untuk menemukan beberapa data secara langsung. Jika didalam 
pembuatan program adalah if ., misal akan dicari data “text, atau video, atau the”, 
maka penulisan REGEXnya dapat dilakukan seperti berikut : text|video|the. Dari 
penulisan REGEX ini akan secara otomatis mencari data “text”, “video” atau 
“the” pada sebuah dokumen. Hasil dari REGEX tersebut seperti pada gambar 2.3. 
 
Gambar 2.3. REGEX untuk mencari data text, video atau dokumen. 
 Karakter meta pada REGEX yang digunakan untuk melakukan proses 
pengelompokkan adalah diawali dengan tanda “(“ dan diakhiri dengan tanda “)”. 
Pada saat karakter meta ini digunakan maka komputer secara otomatis akan 
mencari kelompok kata yang dibutuhkan, misalnya akan dicara data tentang 
“Computer education” atau “Computer program”, maka pada REGEX akan 
dituliskan “Computer (education|program)”, dengan REGEX ini hasil dapat 
dilihat pada gambar 2.4. 
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Gambar 2.4. Pencarian data dengan menggunakan pengelompokkan REGEX. 
 Pada REGEX juga terdapat cara untuk membentuk karakter set. Karakter 
set ini diawali dengan tanda “[“ dan diakhiri dengan tanda “]”. Karakter set ini 
fungsinya mirip dengan karakter meta “|”. Perbedaan karakter ini adalah pada 
karakter meta “|” hanya menampilkan sesuai dengan yang dicari sedangkan 
karakter set “[“  “]” dapat berisi rentang nilai dan negasi (Brent Welch, 1999). 
Misalnya akan mencari nilai dari a-z, maka karakter set yang dapat dituliskan 
adalah [a-z]. 
 
Gambar 2.5. REGEX pencarian data huruf kecil a-z 
 Untuk menampilkan huruf kapital dari A-Z menggunakan REGEX dapat 
dilakukan dengan cara yang pertama [A-Z] seperti terlihat pada gambar 2.6. 
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Gambar 2.6. REGEX pencarian data kapital dari A-Z 
Sedangkan untuk mencari data semar, semir, ataupun semur, semestar atau 
semester pada sebuah dokumen dengan menggunakan REGEX dapat dilakukan 
dengan kombinasi pengelompokkan dan karakterset, yaitu sem([aiu])r seperti 
tampak pada gambar 2.7. 
 
Gambar 2.7. REGEX pencarian data tertentu pada dokumen. 
 Karakter meta pada REGEX untuk pemilihan bileh ada atau tidak 
(optional) diwakili oleh simbol ? (tanda tanya). Karakter meta ini mempunyai arti 
segala sesuatu yang berada pada sisi kiri tanda ? boleh ada ataupun tidak. 
Misalkan terdapat REGEX dengan model advi([cs]es?|sory), maka hasilnya akan 
tampak seperti gambar 2.8. 
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Gambar 2.8. Penggunaan REGEX karakter meta optional pada dokumen 
 Karakter meta dot atau titik pada REGEX digunakan untuk semua 
karakter tunggal. Proses pencarian kata semar, semir, semur, semor akan dapat 
dilakukan dengan mudah. REGEX untuk pencarian kata tersebut diatas adalah 
s...r. Hasil dari proses REGEX tersebut tampak seperti pada gambar 2.9.  
 
 
Gambar 2.9. Penggunaan karakter meta dot untuk pencarian karakter tunggal. 
 Karakter meta pada REGEX untuk proses perulangan diwakili oleh * 
atau +. Karakter meta ini digunakan pada saat diinginkan mencari data berulang 
misalnya hahaha, hehehe dan lainnya. Misalkan akan didapatkan kombinasi data 
untuk kata aha ataupun ehe meskipun kata tersebut terdapat tanda ! maka REGEX 
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dapat dituliskan h?(aha|ehe)+!*. Hasil dari REGEX tersebut dapat dilihat pada 
gambar 2.10. 
 
Gambar 2.10. Pencarian data berulang pada REGEX 
 Karakter meta jangkar diwakili oleh simbol ^ dan $. Karakter meta ini 
tidak seperti karakter meta lainnya yang mempunyai fungsi khusus. Karakter meta 
ini digunakan untuk menandai/mencocokkan posisi sebelum, setelah atau diantara 
karakter yang diinginkan. Karakter meta ^ dinamakan caret sedangkan karakter 
meta $ dinamakan dolar. Karakter meta caret digunakan untuk mendapatkan awal 
dari sebuah paragraf kalimat sesuai kebutuhan yang diinginkan. Pada saat 
digunakan karakter meta ini maka pada sebuah dokumen akan dicek apakah baris 
pertama pada dokumen mempunyai kesamaan dengan kondisi yang dimasukkan 
pada REGEX. Jika ada maka akan ditemukan. Hal ini dapat dilihat pada gambar 
2.11. Pada gambar tersebut, meskipun terdapat ada dua kata Welcome tetapi yang 
diblok hanya kata pertama pada kalimat awal, sedangkan kalimat berikutnya tidak 
ditemukan. Tidak seperti penulisan langsung pada REGEX misalnya Wel maka 
semua yang mengandung kata Wel akan ditemukan. 
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Gambar 2.11. Pencarian data menggunakan caret pada REGEX 
 REGEX mendukung pencarian data dengan rentang tertentu. Karakter 
meta yang digunakan adalah karakter meta quantifier. Karakter meta ini 
digunakan untuk menyatakan rentang atau jumlah karakter yang diperbolehkan 
dari suatu pola. Pola pada quantifier memiliki fungsi yang berbeda sehubungan 
dengan penulisannya. Adapun aturan penulisan dan fungsi dari karakter meta 
quantifier ini adalah sebagai berikut : 
1. X{m} artinya set aturan X harus ada sebanyak m kali. Misalnya X=[0-9], 
m=4, sehingga REGEXnya adalah [0-9]{4}. Hal ini berarti dapatkan data 
numerik dari 0-9 yang terdiri dari 4 digit atau dapatkan data numerik yang 
ada dan blok per empat digit. Hal ini dapat dilihat pada gambar 2.12. 
 
Gambar 2.12. REGEX quantifier dengan kondisi X{m} 
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2. X{m,} artinya set aturan X harus ada minimal sebanyak m kali. Pada model 
ini data yang dicari sama dengan kondisi no.1. tetapi juga jika ditemukan data 
maka data yang keberapapun dibelakan data kemempat akan diblok atau 
ditemukan tidak seperti kondisi no.1 dimana pada kondisi no.1. jika 
dibelakang data keempat terdapat nilai lain, maka akan dipotong per empat 
digit. Hasil REGEX untuk kondisi X{m,} seperti pada gambar 2.13. 
 
Gambar 2.13. REGEX quantifier untuk kondisi X{m,} 
3. X{m,n} artinya set aturan X boleh ada dari minimal m buah hingga terulang 
sebanyak maksimal n buah. Pada model ini, data yang dicari mempunyai nilai 
minimal sejumlah m dan maksimal n. 
 
Gambar 2.14. REGEX quantifier untuk X{m.n} 
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Dari gambar 2.14. dapat diketahui bahwa REGEX e{2,3} dimaksudkan untuk 
mencari data yang mengandung nilai e dimana nilai e nya minimal 2 runtutan 
dan maksimal 3 runtutan, yaitu ee atau eee. 
2.3.4. Karakter Escape. 
 Karakter escape merupakan karakter khusus yang digunakan untuk 
merepresentasikan alternatif dari karakter yang ada. Karakter escape merupakan 
kasus tertentu pada karakter meta. Karakter escape pada REGEX ditandai dengan 
slash („\‟) (Ezekiel O and Maduka A, 2010). 
 
Gambar 2.15. Penggunaan Karakter escape pada REGEX 
Tabel 1.  Karakter escape 
KODE KETERANGAN 
\w Karakter kata 
\W Non Karakter kata 
\d Karakter digit 
\D Non Karakter digit 
\s Karakter Whitespace 
\‟ Karakter petik tunggal 
\\ Karakter blackslash 


























 Metode penelitan yang dilakukan pada thesis ini terbagi menjadi 4 bagian 
besar, yaitu Input, data, validasi data, pemberian komentar bahasa Indonesia pada 
program java dan   
Pada bagian ini, penulis dalam menyelesaikan thesis ini melakukan kegiatan 
tahapan penelitian mulai dari analisis, desain, pembuatan program, pengujian, 
















Gambar 3.1. Metode Penelitian Penyelesaian thesis 
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3.1. Studi Literatur 
 Pada tahapan analisis, penulis melakukan kegiatan studi literatur terhadap 
penelitian-penelitian yang telah dilakukan sebeumnya dan survey pada 
programmer java dan programmer web.  
3.1.1. Studi Literatur 
Penelitian terdahulu yang dilakukan oleh Oliver Arafat dan Dirk Riehle 
dengan judul “The Comment Density of Open Source Software Code” tahun 2009 
meneliti tentang kerapatan komentar pada peragngkat lunak berbasiskan sumber 
terbuka. Peneliti melakukan uji terhadap 5.229 proyek berbasiskan sumber 
terbuka. Peneliti melakukan pengecekkan terhadap Source Line Of Code (SLOC), 
Comment Line (CL), Line of Code (LoC), Commit Size, dan Commit Density. 
SLOC merupakan baris pada program yang berisi kode sumber. CL merupakan 
baris program yang berisi komentar. LoC merupakan baris dari program selain 
kode sumber ataupun komentar. Commit Size merupakan perubahan pada kode 
sumber, mulai dari penjumlahan, pengurangan ataupun perubahan. Comment 
Density merupakan file atau kelompok file atau keseluruhan kode sumber dari 
sebuah proyek didapat dari jumlah keseluruhan komentar dibagi dengan jumlah 
baris kode program. Dari hasil penelitian didapatkan bahwa: 
1. Comment Density yang didapat rata-rata adalah 19%, artiya dalam 5 baris 
kode program berisi 1 komentar. 
2. Hubungan antara Project Size dan Comment Density, adalah sebesar           
-7.9%, yang artinya Project Size tidak berhubungan dengan jumlah 
komentar yang ada (Comment Density). 
3. Hubungan antara Team Size dan Comment Density, adalah sebesar 2.55% , 
yang artinya team size dan comment density tidak saling berhubungan. 
4. Hubungan antara Project Age dan Comment Density, adalah -90.54%, 
yang berarti comment density selalu berkurang sejalan dengan project age 
(umur perangkat lunak). 
 Pada penelitiannya, Ninus Khamis et.al., dengan judul “Automatic Quality 
Assessment of Source Code Comments: The JavadocMiner” tahun 2010 meneliti 
tentang penilaian secara otomatis dari Komentar Kode Sumber pada Javadoc. 
Pada penelitiannya, peneliti menemukan identifier pada ArgoUML sebanyak 
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43.025 dan komentar sebanyak 20.941, sedangkan pada ECLIPSE ditemukan 
identifier sebanyak 487.192 dan komentar sebanyak 100.451 buah. Dari hasil 
penelitiannya didapatkan bahwa daerah-daerah yang sering menjadi masalah 
dapat diminimalisasi dengan menjaga hubungan antara komentar kode sumber 
dengan perubahan yang ada pada kode sumber. 
 Paper ketiga adalah dari peneliti Yahya Tashtoush et.al.,2013, dengan 
judul “Impact of programming features on Code Readability”. Pada penelitiannya, 
peneliti menggunakan metode IPCFR (Impact of Programming Features on Code 
Readability). IPCFR digunakan untuk menguji berbagai fitur program dan 
efeknya pada pembacaan kembali kode program. Peneliti menggunakan SPSS 
untuk mengolah data yang didapat. Dari uji program, hal yang dapat dibantu pada 
pembacaan kembali kode program antara lain: maksud dari penamaan, konsistensi 
dan komentar program.    
3.1.2. Survey 
 Survey awal dilakukan oleh penulis kepada para programmer yang 
tergabung dalam Asosiasi Programmer Indonesia (Aprogsi) dengan alamat 
facebook yaitu https://www.facebook.com/groups/aprogsi/ dan dua programmer 
diluar Aprogsi dengan total responden 12 programmer. Adapun tabel hasil survey 
seperti pada tabel 2. 
Tabel 2. Hasil Survey Lokasi Komentar pada suatu Program 
RESPONDEN KE RINGKASAN SURVEY 
1 
Tanggal Aplikasi dibuat 
Output dari Fungsi 
Pengambilan data dari variabel mana 
Keterkaitan Function / procedure dg function / procedure lain. 
2 
Buat Pseudo-code dalam bentuk komentar 
// class: auth service 
// method: authenticate user 
// get user from db by calling user repository 
// hash given password with stored salt 
// if hashed pwd == stored pwd, 
// valid. Create session 
// else invalid. Return error 
// 
// method: bla.. bla.. 
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3 
Sebelum membuat Function dikasih komentar dulu. Isi Komentar 
1. Tgl dibuat 
2. Pembuat 
3. Cara Penggunaan 
4 
Sebelum membuat Function dikasih komentar dulu. Isi Komentar 
1. Tgl dibuat 
2. Pembuat 
3. Cara Penggunaan 
5 
Komentar ditambahkan setelah pembuatan Function 
Komentar berdasarkan PHPDoc yang mirip dengan JAvADoc 
6 
Komentar sebagai Pemerjelas 
diletakkan di function 
diletakkan di baris penting 
7 
diletakkan diatas atau sebelum suatu script dijalankan 
pemberian komentar disesuaikan dengan doxygen 
8 
Format dibuat berdasarkan model JavaDoc 
Pemberian Komentar di Class, Method atu Function dari program 
9 
Komentar ditulis diatas pendefinisian Class, Method/Function dan diatas 
Propoerty / atribut class 
Jika Perlu ditambahkan Inline Comment sebelum Sintaks tertentu 
10 
Tidak perlu disetiap baris karena hal ini sama dengan belajar bahasa 
tingkat pemula. Dari pernyataan ini dapat disimpulkan bahwa komentar 
setiap baris bukannya tidak perlu tetapi jika diberikan setiap baris maka 
sama dengan Pemberian Komentar Untuk Programmer Tingkat Pemula 
Komentar diberikan pada dibeberapa baris terutama untuk fungsi tertentu. 
Sebelum nama Class/Method/Nama File, terutama nama class/method 
yang masih belum mencerminkan fungsi dari class/method 
11 
Komentar ditulis diatas setiap fungsi/prosedur program 
Komentar jika editor bisa otomatis, maka otomatis, jika manual di buat 
sendiri secara manual 
12 
Komentar diletakkan dibagian atas jika komentar panjang 
Komentar diletakkan disamping jika digunakan untuk penandaan saja. 
 
Dari tabel 2 diatas dapat diketahui bahwa pemberian komentar pada sebuah 
program menurut para programmer adalah sebagai berikut : 
1. Komentar diletakkan pada bagian Judul Program dan berisi nama 
pembuat, tanggal dibuat serta fungsi utama dari program yang ada. 
2. Komentar bisa ditulis di setiap method atau class atau function dari sebuah 
program. 
3. Komentar kadang ditulis pada baris-baris tertentu yang memang 
mempunyai arti. 
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4. Untuk programmer tingkat mahir, komentar tidak perlu ditulis disetiap 
baris program tetapi untuk tingkat pemula komentar dapat dituliskan 
disetiap baris karena dapat membantu programmer tingkat pemula untuk 
memahami program yang ada. 
3.1.3. Komentar Program 
  Komentar kode program pada bahasa pemrograman java ditandai dengan 
„//‟ untuk komentar tunggal atau perbaris, dan untuk komentar majemuk atau 
beberapa baris diawali dengan tanda „/*‟ dan diakhiri dengan tanda „*/‟. 
 
Gambar 3.2. Dua jenis komentar pada bahasa pemrograman java 
  Dari proses studi literatur yang dilakukan penulis, posisi komentar pada 
program terbagi menjadi lima posisi, yaitu diawal program sebelum program 
utama, disetiap class, disetiap method, ditiap baris yang membutuhkan kode dan 
dibelakang baris pada setiap program yang ada (penting). Hal ini dapat dilihat 
seperti pada gambar 3.3. 
 
Gambar 3.3. Posisi komentar pada kode program 
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Setelah mempolakan masing-masing proses pada bahasa pemrograman java, 
proses elanjutnya adalah memberikan informasi tentang pola tersebut. 
Tabel 3. Pemberian pola pada program java untuk komentar tambahan 
JENIS Program Java Arti / Maksud 
Import <>.??? Penggunaan pustaka <nama pustaka> 
System.out.println(); Cetak Informasi di Layar Monitor <Informasi> 
Public class <nama 
class> 





Terdapat method dengan nama <nama> dengan tipe 
data <tipe method> denga modifier <nama public> 
For (inisialisasi,kondisi, 
modifier ) 
Ulang <inisialisasi> sebanyak <kondisi> 
While (kondisi) { 
statement; } 
Selama <kondisi> kerjakan <statement> 
Do { statement; } while 
(kondisi) 
Kerjakan <statement> selama <kondisi> 
If <kondisi> { Jika <kondisi> maka 
Else Jika tidak maka 
  
 
3.2. Regular Expressions (REGEX) 
 Regular Expression pada thesis ini digunakan untuk memisahkan program 
dan komentar yang ada pada sebuah kode sumber dan mempolakan program java. 
Pada thesis ini, Regex digunakan untuk mempolakan program java. Regex pada 
penelitian ini dapat menangani: 
1. Pengenalan Komentar 
 Untuk mengenali komentar yang ada pada kode sumber java, kode 
Regex digunakan untuk mendapatkan komentar tunggal “//” dan komentar 
majemuk “/* … …… … ... */”. Untuk mengenali komentar yang ada pada 
kode sumber Regexnya seperti pada gambar 3.4. 
(/\\*([^\\*]|(\\*(?!/))+)*+\\*+/)|(//.*) 
Gambar 3.4. Pola Regex deteksi komentar 
Dengan Regex seperti gambar 3.4, program akan menghapus komentar 




2. Pengenalan PACKAGE 
 Package pada kode sumber java, diawali dengan kata PACKAGE 
misalnya: package animals;. Untuk mengenali Package, peneliti 
dalam mengenali Package menggunakan Regex terlihat seperti gambar 
3.5. 
package\\s+.+ 
Gambar 3.5. Pola Regex deteksi package 
Dengan regex seperti gambar 3.5., akan mengenali keberadaan package 
pada kode sumber java, setelah ditemukan maka akan diberikan informasi 
komentar dalam basah Indonesia “terdapat package dengan nama”.  
3. Pengenalan IMPORT 
 Import pada bahasa pemrograman java diawali dengan import, 
misalnya : import java.util.*. Untuk mengenali import dengan 
pada kode sumber java, peneliti mengenalinya dengan menggunakan 
Regex, seperti gambar 3.6. 
import\\s+.+ 
Gambar 3.6. Kode Regex untuk mengenali import. 
4. Pengenalan CLASS/INTERFACE/ENUM 
 Class, Interface dan Enum pada bahasa pemrograman java diawali 
dengan class, interface dan enum. Dalam bahasa pemrograman java, class 
dapat dikenali dengan sintaks: 
class <nama_class> { //statement } 
Untuk interface dalam bahasa pemrograman java dapat dikenali dengan 
sintaks : 
interface <nama_interface> { //statement } 
Untuk enum pada bahasa pemrograman java dapat dikenali dengan 
sintaks:  
enum <nama_enum> { //statement }  
Pada regex untuk mengenali keberadaan class, interface dan enum dapat 
dilihat pada gambar 3.7. 
class\s.+|interface\s.+|enum\s.+ 
Gambar 3.7. Kode regex mengenali class, interface dan enum. 
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5. Pengenalan METHODS/CONSTRUCTOR 
 Method didalam bahasa pemrograman java memiliki sintaks seperti 
gambar 3.8: 
 
Gambar 3.8. Sintaks penulisan method pada bahasa pemrograman java 
 Konstruktor merupakan method berjenis khusus yang digunakan 
untuk menginisialisasi obyek. Bentuk konstruktur sama dengan method 
hanya saja konstruktor tidak memiliki tipe data. 
 
Gambar 3.9. Sintaks konstruktor pada bahasa pemrograman java 
Untuk mengenali method dan konstruktor pada bahasa pemrograman java 
dengan menggunakan regex seperti pada gambar 3.10. 
 














Algoritma pengenalan method dan konstruktor adalah seperti pada gambar 
3.11. 
 
Gambar3.11. Alur penentuan method atau konstruktor 
 Gambar 3.11, menjelaskan tentang proses pengenalan method atau 
konstruktor pada bahasa pemrograman java. Proses pertama yang 
dilakukan adalah menentukan pola method dan konstruktor secara umum 
menggunakan regex dan terlihat seperti pada gambar 3.10. Proses 
selanjutnya adalah mengecek apakah ada if, while, for, switch, atau catch 
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pada program java. Proses ini dilakukan karena bentuk penulisan 
programnya mirip dengan konstruktor, oleh karena itu dicek 
keberadaannya dan jika ditemukan maka akan dihapus (tidak dicek). Pada 
langkah ini sudah didapatkan method dan konstruktor tetapi belum 
didapatkan secara pasti mana yang method dan konstruktor. Proses 
selanjutnya mengecek apakah method terdapat tipe data atau tidak, jika 
method tidak terdapat tipe data maka termasuk konstruktor dan sebaliknya 
maka termasuk method. 
 
6. Pengenalan MODIFIER 
 Modifier di java digunakan untuk mengetahui sifat  yang dimiliki 
oleh atribut atau method. Secara umum modifier terbagi menjadi dua jenis, 
yaitu access modifier dan non-access modifier. Di java access modifier 
antara lain: public, protected, default dan private, sedangkan non-access 
modifier antara lain static, final, abstract, synchronized, native, dan 
transient. Untuk mengenali modifier di java dengan menggunakan regex 
adalah seperti pada gambar 3.12. 
 
Gambar 3.12. Regex pengenalan modifier di java. 
 
7. Pengenalan Proses PERCABANGAN 
 Percabangan digunakan untuk melakukan pemilihan dari beberapa 
tindakan yang sesuai dengan tujuan. Percabangan pada java digunakan 
dengan menggunakan fungsi if. Terdapat dua cara penulisan if yang biasa 
dilakukan oleh para pengembang seperti pada gambar 3.13. 
 
Gambar 3.13. Dua cara penulisan percabangan di java 
Untuk mengenali proses percabangan if dengan menggunakan regex dapat 
dilihat pada gambar 3.14. 
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Gambar 3.14. Regex pengenalan if pada bahasa pemrograman java 
Pada gambar 3.14. merupakan regex untuk mengenali keberadaan fungsi 
percabangan dengan menggunakan if. Regex ini akan mengenali baris-
baris program java yang mempunyai percabangan if dan jika ditemukan 
maka akan diberikan keterangan komentar “Jika” 
 
8. Pengenalan Proses PERULANGAN 
 Proses perulangan pada java menggunakan tiga bentuk, yaitu : for, 
while, dan do..while. Sintaks penulisan perulangan for menggunakan 
sintaks :  
for (inisialisasi; kondisi; iterasi) 
Untuk perulangan while pada bahasa pemrograman java menggunakan 
sintaks: 
while (kondisi) { //statement perulangan } 
Untuk perulangan do..while pada bahasa pemrograman java menggunakan 
sintaks : 
do { //statement perulangan } while (kondisi); 
Untuk mengenali proses perulangan dengan menggunakan regex seperti 
pada gambar 3.15. 
 
Gambar 3.15. Regex untuk pengenalan perulangan for, while dan do.while 
 
9. Pengenalan Variabel 
 Variable merupakan suatu tempat yang digunakan untuk 
menyimpan data. Pada bahasa pemrograman java penulisan variabel 
dengan sintaks : 
TipeData NamaVariabel; 
Untuk mengenali variabel pada bahasa pemrograman java dengan 




Gambar 3.16. Regex deteksi variabel pada bahasa pemrograman java 
Pada gambar 3.16 terdapat empat model regex untuk mendeteksi 
keberadaan variabel pada bahasa pemrograman java, yaitu 
1. Kondisi pertama : (\w+\s\w+;). Regex jenis ini akan menangani 
kondisi variabel seperti: int a;, int ciciak;, double luas;. 
2. Kondisi kedua : (\w+\s\w+=\d.+). Regex jenis ini akan 
menangani kondisi variabel seperti : int b=2.534;, double 
luas_segitiga=14;. 
3. Kondisi ketiga : (\w+\s\w+,.+). Regex jenis ini akan menangani 
kondisi variabel seperti : int sepeda,mobil,roka=10.45;, char 
alib,kira;, string buku, gelas;. 
4. Kondisi keempat : (\w+\s\w+=\'.+). Regex jenis ini akan 
menangani kondisi variabel seperti : char kali=’S’;. 
 
3.3. Dataset Uji dan Validasi 
Dataset uji didapatkan dari internet dan soal praktikum pemrograman 
berorientasi obyek – laboratorium bahasa pemrograman – ITATS. Dari internet, 
didapatkan banyak contoh program, tetapi dipilih beberapa program yang 
digunakan untuk uji.  Dataset uji ini digunakan untuk proses survey kepada 
responden dan untuk uji aplikasi yang dibangun. 
Adapun data uji untuk proses thesis yang diambil dari internet pada web 




Proses selanjutnya adalah validasi program java yang didownload dan akan 
digunakan untuk proses uji. Proses validasi dilakukan dengan cara memastikan 
program java dapat dijalankan. Untuk dapat mengetahui program itu dapat 
dijalankan ataupun tidak digunakan Aplikasi yang dibangun. Dengan Aplikasi ini, 
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program yang ada akan dicompile dan dipastikan bahwa program yang ada dapat 
dijalankan. 
 
Gambar 3.17. Proses Validasi Program Java untuk proses Uji 
 Pada gambar 3.17. dengan menggunakan aplikasi yang dibangun, dapat 
melakukan pembacaan pada program java, dimana pada gambar 3.17-1, 
merupakan program java sumber yang dipanggil, sedangkan pada gambar 3.17-2 
merupakan program *.java yang dipastikan (divalidasi) oleh aplikasi dan gambar 
3.17-3 merupakan informasi dari aplikasi setelah dilakukan pengecekkan, terjadi 














Gambar 3.18. Flowchart Proses Validasi Program 
 
3.4. Desain 
 Proses desain dilakukan oleh penulis setelah melakukan tahapan analisis. 
Proses desain yang dilakukan penulis terlihat pada gambar 3.18. 
 
 
Gambar 3.19. Blok diagram pengembangan aplikasi 
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Pada gambar 3.19. dapat dilihat bahwa pada thesis ini penulis menggunakan 
REGEX untuk proses pemisahan program dengan komentar serta pemberian 
komentar tambahan. Secara keseluruhan terdapat dua kegiatan utama, yaitu  
1. Memisahkan komentar dengan kode sumber 
2. Memberikan komentar tambahan otomatis pada kode sumber yang telah 
dipisahkan dari komentarnya aslinya . 
3. Memberikan kemampuan pada komentar yang dibuat secara otomatis 
untuk menjadi semi otomatis dimana komentar semi otomatis ini dapat 
dilakukan secara manual oleh pengguna aplikasi jika komentar yang dibuat 
secara otomatis dirasa kurang baik. 
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Gambar 3.20. Flowchart pemisahan Komentar dan Program serta pemberian 




Pada gambar 3.20. merupakan flowchart desain aplikasi untuk membagi kode 
sumber menjadi komentar dan program serta pemberian komentar otomatis setiap 
baris kode sumber. Proses pertama adalah mendeteksi keberadaan komentar yang 
ada disetiap kode sumber. Proses pendeteksian komentar telah dijelaskan pada 
gambar 3.19. disini komentar yang telah dideteksi akan dihapus, setelah itu 
program hasil proses pertama akan diberikan komentar baru. Pemberian komentar 




Pengkodean merupakan proses pembuatan aplikasi yang diinginkan. Pada 
saat program dijalankan, maka langkah selanjutnya proses yang dilakukan adalah 
membuka program java. Proses untuk membuka dan membaca file java seperti 
pada gambar 3.20. 
 
Gambar 3.21. Program untuk membaca file *.java. 
Pada gambar 3.21. dapat dilihat bahwa penulis menggunakan JFileChooser. 
JFileChooser digunakan untuk menentukan letak dari java yang akan dibuka 
secara default ada di drive D dan direktori Java (D:\\Java). Proses 
selanjutnya adalah menentukan file apa yang akan diperlukan atau dibuka. Disini 
ditentukan kebutuhan file yang diperlukan yaitu *.java, oleh karena itu 
dibagian selanjutnya digunakan fungsi FileFilter. FileFilter 
filter1= new ExtensionFileFilter (“Java File”, new 
String[] {“java”});. Untuk menyeleksi file java saja yang akan dibuka 
atau ditampilkan maka new String[] {“java”} diaktifkan. 
Setelah proses mengambil dan mengenali jenis file yang diinginkan, maka 
proses selanjutnya adalah tahap kompilasi program yang diletakkan pada file 
comple.java. Tahapan ini digunakan untuk mendeteksi apakah program yang 
dipilih benar keberadaannya ataukah masih ada kesalahan. Untuk mendeteksi 
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Gambar 3.22. Program untuk Kompilasi file *.java. 
Pada gamabr 3.22. proses diawali dengan memastikan program benar atau salah 
dengan menjalankan perangkat bantu DiagnosticCollector<JavaFileObject>. 
dengan ini maka program akan dilakukan pengecekkan hasilnya diletakkan pada 
fileManager dan jika memenuhi syarat JavaCompiler, yaitu pada 
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JavaCompiler.CompilationTask task=null;, maka proses berarti 
sukses dan dapat dikompilasi dan akan muncul pesan informasi Complete. Jika 
pada saat proses kompilasi terdapat kesalahan, maka kesalahan tersebut diletakkan 
pada sebuah tabel. Proses pengecekan kesalahan terdapat pada bagian else pada 
gambar 3.22 dan pada bagian tersebut langsung dilempar ke program 
komenadd.java untuk membantuk informasi di tabelnya dimana pada tabel hanya 
muncul tiga kolom, yaitu NO, DESKRIPSI dan LINE degnan lebih kolom 
masing-masing adalah 50, 1000, dan 500. Pada gambar 3.22. merupakan proses 
detail informasi kesalahan yang dideteksi. 
 
Gambar 3.23. Pembuatan tabel penganan kesalahan program saat proses kompilasi 
 Setelah proses kompilasi program, maka proses yang selanjutnya terjadi 
adalah menghilangkan semua komentar yang ada didalam program, pembuatan 
program penghilangan komentar yang ada di program dapat dilihat pada gamabr 
3.24. 
 
Gambar 3.24. Proses deteksi dan penghapusan komentar pada program java 
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Pada baris 2 sampai dengan 10 merupakan proses deteksi keberadaan komentar 
tunggal, jika ditemukan komentar tunggal maka komentar tersebut dihilangkan. 
Untuk proses penghilangan komentar terlihat pada baris 6, yaitu return “”;. 
sedangkan untuk komentar yang lainnya dilakukan proses pengenalan seperti 
terlihat pada baris 12 , yaitu dipolakan dulu dengan regex dan dilanjutkan dengan 
proses menghapusnya komentar pada baris 13. Hasil dari program yang sudah 
hilang komentarnya disimpan pada hasilcode+ dan diletakkan pada 
JTextArea kedua. 
 Proses berikutnya adalah pemberian komentar otomatis pada program 
yang sedang aktif. Untuk memberikan komentar pada program yang mengandung 
package dengan informasi “terdapat package dengan nama” <nama package>. 
Untuk memberikan komentar otomatis tersebut programmnya dapat dilihat pada 
gambar 3.25. 
 
Gambar 3.25. Proses pemberian komentar Package pada Pembuatan Aplikasi 
 Proses selanjutnya adalah pengecekkan keberadaan class, interface dan 
enum. Pada baris 152 sampai 153 merupakan pemberian pola pengenalan 
class, interface, dan enum dengan menggunakan regex. Pada baris 154 
sampai 182, dilakukan proses pengecekkan pada setiap baris program apakah 
terdapat class, interface ataupun enum, jika ditemukan maka (baris 154) 
hapus semua spasi dan cek yang terdeksi (157-161) pada baris tersebut class atau 
interface atau enum, beri keterangan (baris 162-167)  yaitu “class | 
interface | enum dengan nama <nama_class | 
nama_interface | nama_enum>”. Pada gambar 3.24., juga dilakukan 
pengecekkan keberadaan extends dan implements pada sebuah program 
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java. Untuk mendeteksi keberadaan extends, mula-mula mempolakan bentuk 
extend seperti pada baris 168-169 lalu proses selanjutnya adalah dilakukan 
pengecekkan keberadaan extend apakah ditemukan, jika ya maka muncul 
informasi “ extends dengan pewarisan class <nama extend>”. 
Untuk mendeteksi keberadaan implements, yang dilakukan pertama kali adalah 
mempolakan implements dengan regex seperti terlihat pada baris 175-176 dan 
dilanjutkan dengan mengecek keberadaan implements, jika ada maka akan 
memunculkan informasi (baris 177-181) “implements dengan 
pewarisan interface <nama implements>”.  
 Proses selanjutnya adalah mendeteksi keberadaan method dan 
constructor. Untuk mendeteksi method dan constructor yang dilakukan pertama 
kali adalah mempolakan model sintaks method dan constructor menggunakan 
regex. Pada program ProcessComment.java dibaris 202-203 adalah proses 
memolakan atau mengenali pola method dengan menggunakan regex, lalu 
dilanjutkan dengan mendeteksinya pada program java yaitu pada baris 204-208, 
jika method ditemukan (if (methods.find)) maka cek apakah ditemukan 
if atau while atau for jika iya maka hapus. Proses selanjutnya adalah dapatkan 
nama dari masing-masing method atau konstruktor (baris 213-264), jika tidak 
mengandung tipe data maka dapat dipastikan adalah konstruktor dan cetak dengan 
informasi “terdapat constructor dengan nama <nama_constructor>” (baris 
229). Pada saat mendeteksi method dan konstruktor jika terdapat void dan tanpa 
nilai balik berarti method dan mencetak informasi “terdapat method dengan 
nama <nama_method> dengan type data <type_data>”, tetapi jika terdapat 
nilai balik maka akan mencetak “terdapat function dengan nama 
<nama_function>  dengan type data <type_data>”. 
 Proses selanjutnya pada program ProcessComment.java adalah deteksi 
keberadaan proses percabangan. Proses percabangan pada java terdiri dari fungsi 
IF dan IF..ELSE. Pada saat pengenalan IF biasanya diikuti dengan proses 
aritmatika, yaitu sama dengan (==), tidak sama dengan (!=), lebih kecil atau sama 
dengan (<=), lebih besar atau sama dengan (>=), lebih kecil dari (<), lebih besar 
dari (>), or (||) dan and (&&). 
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 Proses selanjutnya adalah pendeteksian keberadaan perulangan dimana di 
java terdapat tiga cara, yaitu menggunakan while, do..while dan for. 
Pendeteksian perulangan while, do..while dan for, pada langkah awal adalah 
menentukan pola regexnya. Untuk proses perulangan dengan while setelah 
ditentukan pola regexnya pada baris 276-293, disini proses pertama diawali 
dengan mempolakan perulangan while dengan menggunakan regex (baris 276). 
Langkah selanjutnya adalah mengecek keberadaan perulangan while pada 
program, jika pada program java terdapat proses perulangan while maka 
tampilkan informasi “ selama <proses kondisi> maka “ (baris 290-291). 
 Proses deteksi selanjutnya adalah perulangan do..while. Hal yang 
dilakukan pertama kali adalah proses mempolakan perulangan do..while dimana 
pola regex untuk do..while terlihat pada baris 297 lalu dilanjutkan dengan 
pengecekkan apakah didalam program java terdapat perulangan do, jika 
ditemukan maka berikan informasi “ kerjakan “ lalu dilanjutkan dengan isi dari 
program looping while seperti pada baris 303-320. 
 Proses deteksi perulangan for yang dilakukan pertama kali adalah 
menentukan pola perulangan for (baris 529 dan 538), dimana pola perulangan 
for ditandai dengan kata for <kondisi> {. Jika ditemukan maka beri 
penjelasan informasi “ ulangi “ (baris 547) dengan inisial <inisialisasi> 
(baris 557) sebanyak kondisi <kondisi> (baris 562) dengan incremental 




HASIL dan PEMBAHASAN 
  
4.1. Hasil 
 Pada bagian ini merupakan tahapan implementasi dari aplikasi yang sudah 
dibangun. Pada saat aplikasi pertama kali dijalankan akan menampilkan menu 
utama. 
 
Gambar 4.1. Menu utama aplikasi 
Dari gambar 4.1. terdapat 4 kolom dan 1 baris dibagian bawah. Kolom pertama 
disebelah kiri sebagai informasi daftar program dalam bentuk pohon. Kolom 
kedua merupakan tempat program yang dipanggil. Kolom ketiga merupakan 
kolom dimana tempat program setelah proses kompilasi dilakukan. Kolom 
keempat merupakan tempat program setelah dijalankan dan hasil pemberian 
komentar (code with comment). Baris dibagian bawah merupakan tempat 
informasi berhasil atau tidaknya program yang dipanggil dikompilasi. 
 Tombol open digunakan untuk membuka program *.java yang akan 
dicek untuk diberikan komentar program. Secara default, pada aplikasi lokasi 
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diset di drive d:\java, tetapi jika pada saat klik tidak ditemukan direktori java 
di drive d, maka secara default akan membuka direktori c:\documents. 
 
Gambar 4.2. Pencarian file java yang gagal di drive d:\java. 
 Setelah itu tentukan direktori tempat penyimpanan file java, misalnya DATA 
UJI. Langkah selanjutnya adalah pemilihan file, misalnya SelamatDatang.java 
lalu diakhiri dengan menekan tombol open Seperti pada gambar 4.3. 
 
Gambar 4.3. Pemilihan file java pada aplikasi 
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Saat program telah dipilih maka aplikasi secara otomatis akan menampilkan data 
file tersebut. Dilanjutkan dengan aplikasi melakukan proses kompilasi secara 
otomatis. Proses kompilasi ini untuk melakukan proses pengecekkan telah terjadi 
kesalahan ataupun tidak. Setelah tidak ada kesalahan maka akan muncul kode 
sumber yang telah dikompilasi. 
 
Gambar 4.4. Proses Kompilasi kode program pada aplikasi 
Untuk mendapatkan pemahaman tentang sebuah program, maka klik tombol RUN 
 untuk menjalankan aplikasi dan mendapatkan komentar yang dibuat secara 
otomatis. 
 
Gambar 4.5. Proses pemberian komentar otomatis pada aplikasi 
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Pada gambar 4.5. merupakan proses pemberian komentar pada kode program 
secara otomatis, sedangkan untuk komentar semi otomatis merupakan komentar 
dimana pemberiannya dilakukan secara manual oleh pengguna dimana dilakukan 
pada kode program yang sudah diberikan komentar secara otomatis dan dirasa 
bahwa komentar otomatis kurang lengkap atau kurang tepat. Untuk membuat 
komentar semi otomatisnya dapa dilakukan dengan cara klik kanan pada komentar 
otomatis, lalu akan muncul menu Edit Komentar. 
 
Gambar 4.6. Proses Edit Komentar pada aplikasi 
Setelah klik EDIT KOMENTAR maka akan muncul window ENTER NEW 
COMMENT (gambar 4.7). Pada window ini, pengguna bisa menginputkan 
komentar baru yang sesuai dengan keinginan, setelah dirasa sudah cocok, maka 
akhiri dengan menekan tombol OK. Hasil dari perubahan komentar dapat dilihat 
pada gambar 4.8. Pada Gambar 4.8. dapat dilihat bahwa posisi komentar sesuai 




Gambar 4.7. Proses pemberian komentar baru pada kode program 
 






4.2.1. Uji Aplikasi 
 Aplikasi yang telah dibangun oleh peneliti, telah diuji coba untuk 
mengeneralisasi komentar pada file-file java yang ada. Terdapat 31 file java yang 
telah diuji coba oleh peneliti. Dari uji coba tersebut rekap data seperti pada 
gambar 4.9. 
 
Gambar 4.9. Data uji aplikasi pemberian komentar otomatis pada program java 
 Dari gambar 4.9. dapat diketahui bahwa terdapat beberapa kolom pada saat 
uji coba aplikasi. Kolom NAMA FILE, merupakan tempat yang digunakan untuk 
menyimpan data file *.java yang telah diuji. Kolom LOAD (uji), merupakan 
tempat untuk merekap data file *.java bisa di load atau tidak, pada program 
aplikasi bagian ini ada pada Kolom Ke-2. Kolom LOAD akan bernilai 1 jika file 
*.java berhasil ditampilkan dan bernilai 0 jika tidak bisa ditampilkan. Dari ke 31 
file java yang di LOAD, semuanya berhasil ditampilkan. 
 Kolom KOMPILASI merupakan tempat dimana untuk merekap data file 
*.java yang di LOAD berhasil dikompilasi ataukah tidak. Kolom KOMPILASI 
bernilai 1 jika file *.java telah berhasil dikompilasi, sedangkan jika bernilai 0 
maka file tersebut tidak bisa dikompilasi.  
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File yang gagal dikompilasi dikarenakan beberapa sebab, antara lain: 
1. Tidak terdapatnya file pendukung pada kode program. 
2. Terjadi salah penulisan kode program. 
Dari 31 file yang di LOAD terdapat 2 file yang tidak dapat di KOMPILASI yaitu pada 
file ke-4 yang bernama AbstractClassGenerator dan file ke-8 yang bernama 
bird.  
 Pada file bird.java terdetteksi 3 jenis kesalahan yang terletak pada baris 
1, 7 dan 12. Pesan kesalahan yang dapat terdeteksi oleh aplikasi yang dibangun 
oleh peneliti dijelaskan pada kolom Deskripsi, dengan penjelesana ini, maka 
pengguna aplikasi akan dapat mengetahui segala jenis kesalahan yang ada pada 
suatu program. Pada saat diklik 2x maka aplikasi akan membawa ke baris yang 
ada pada program sehingga dengan langkah seperti ini akan membantu pengguna 
untuk lebih cepat mengakses baris yang ada kesalahannya. 
 




 Pada File AbstractClassGenerator terdiri dari 297 baris kode program 
dan terdapat 20 jenis kesalahan yang terdeteksi. Kesalahan-kesalahan yang 
terdeteksi pada file AbstractClassGenerator.java dapat dilihat pada gambar  
 
Gambar 4.11. Kesalahan yang terdeteksi pada file AbstractClassGenerator.java. 
 Pada gambar 4.9, Kolom PEMBERIAN KOMENTAR (DETEKSI) merupakan 
tempat untuk menyimpan data jumlah baris yang telah berhasil diberikan 
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komentar secara otomatis, sedangkan PEMBERIAN KOMENTAR (TIDAK 
TERDETEKSI) merupakan tempat untuk menyimpan data jumlah baris yang 
tidak berhasil diberikan komentar oleh aplikasi. Jika kolom PEMBERIAN 
KOMENTAR (TIDAK TERDETEKSI) berisi 0 dan kolom KOMPILASI bernilai 
1 maka hal itu berarti bahwa PEMBERIAN KOMENTAR (DETEKSI) setiap 
baris program berhasil dilakukan pemberian komentar secara otomatis, sedangkan 
jika kolom KOMPILASI bernilai 1 dan kolom PEMBERIAN KOMENTAR 
(TIDAK TERDETEKSI) bernilai selain 0, maka pemberian komentar secara 
otomatis tetap berhasil dilakukan tetapi jumlahnya tidak seluruhnya diberikan 
komentar, hal ini dikarenakan belum termasuk pada proses REGEX yang 
dilakukan peneliti. Keberhasilan memberikan komentar secara otomatis adalah 
sebesar 94%. 
 Kolom % merupakan tempat untuk menyimpan data nilai persentase 
keberhasilan pemberian komentar secara otomatis pada file java. Untuk 
mendapatkan nilai persentasi didapat dari : 
 
Gambar 4.12. Perhitungan nilai persentase pada data uji. 
Dari keseluruhan data yang diuji total persentasi program yang dapat diberikan 
komentar secara otomatis adalah RATA-RATA (TOTAL TERDETEKSI)x100 
dengan jumlah total 92%. 
 
4.2.2. Responden Mahasiswa 
 Aplikasi juga telah diuji pada pengguna. Pengguna aplikasi yang diuji 
adalah Mahasiswa Jurusan Teknik Informatika dengan persyaratan sebagai 
berikut: 
1. Mahasiswa berada pada semester 2 sampai dengan semester 8. 
2. Mahasiswa yang masih semester 1, tetapi dengan Sekolah Menengah 
jurusan rekayasa perangkat lunak atau teknik multimedia dan jaringan. 
Proses uji aplikasi dilakukan oleh peneliti dengan dua cara yaitu melalui 
Kuesioner program dan melalui Aplikasi yang dibangun. Kuesioner program 
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terdiri dari 7 soal dimana soal program yang diuji adalah program dengan 
menggunakan bahasa pemrograman java (*.java), soal terlampir. Untuk 
mendapatkan hasil dari kuesioner, dilakukan dua kegiatan yaitu mengerjakan soal 
dan menghitung waktu mengerjakan soal.  
Tabel 4. Waktu penyelesaian soal sebelum menggunakan aplikasi. 
NAMA 
SEBELUM MENGGUNAKAN APLIKASI (Menit) 
Prog1 Prog2 Prog3 Prog4 Prog5 Prog6 Prog7 
Wahyu Dwi F 0.2  0.53  6.53  0.9  0.62  23  0.27  
Ismoyo Ilham P 0.17  0.45  3.48  1.2  0.63  32  0.32  
Ghanis Albashits 0.17  0.67  4.2  2.267  1.52  27.2  1.38  
Kusuma Andriyanto 0.42  1.03  0.52  0.45  0.82  10.3  0.27  
M. Iqbal Ismail 0.27  0.47  2.3  1.717  1.52  17.4  0.33  
Vivi Nur Hidayati 0.4  0.92  2.22  1.367  1.08  21.2  0.42  
Dwi Puji Lestari 0.17  1.4  3.27  0.6  1.57  20.2  0.25  
Reka Darlian 0.2  0.67  1.82  0.9  1.87  19.4  0.38  
Jaka Prasetya 
Sugianto 
0.48  0.98  1.51  1.8  2.28  21.4  3.2  
 
Tabel 5. Uji penyelesaian program sebelum menggunakan aplikasi. 
NAMA 
SEBELUM MENGGUNAKAN APLIKASI 
Prog1 Prog2 Prog3 Prog4 Prog5 Prog6 Prog7 
Wahyu Dwi F     x x 
Ismoyo Ilham P      x 
Ghanis Albashits  x   x x x 
Kusuma Andriyanto  x x x x x 
M. Iqbal Ismail   x x x x 
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Vivi Nur Hidayati   x x x  
Dwi Puji Lestari       
Reka Darlian   x x x  x 
Jaka Prasetya Sugianto  x x  x x x 
 
 Tabel 4. merupakan data waktu yang dibutuhkan oleh responden untuk 
menyelesaikan soal pemrograman yang ada. Jumlah responden adalah 9 orang 
mahasiswa. Program 1 keberhasilan mahasiswa dalam mengerjakan soal tersebut 
adalah 100% yang berarti dari 9 orang responden untuk soal pertama keseluruhan 
mahasiswa mampu mengerjakan dengan benar semuanya dengan waktu rata-rata 
yang dibutuhkan adalah 0.27 menit. 
           
                         
 
        
           
                                         
 
        
           
    
 
                
Untuk program 2, keberhasilan mahasiswa dalam mengerjakan soal adalah 67% 
dimana dari 9 responden terdapat 6 orang yang benar menjawab soal dan 3 yang 
salah dengan waktu rata-rata yang dibutuhkan adalah sebesar 0.79 menit. 
           
                                           
 
        
           
    
 
                  
Untuk program 3, keberhasilan mahasiswa dalam mengerjakan soal adalah 44% 
dimana dari 9 responden terdapat 4 orang yang benar menjawab soal dan 5 orang 
yang salah dengan waktu rata-rata yang dibutuhkan adalah sebesar 2.87 menit. 
           
                                       
 
        
           
    
 
                  
Untuk program 4, keberhasilan mahasiswa dalam mengerjakan soal adalah 56% 
dimana dari 9 responden terdapat 5 orang yang benar menjawab soal dan 4 orang 
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yang menjawab salah dengan waktu rata-rata yang dibutuhkan adalah sebesar 1.24 
menit. 
           
                                       
 
        
           
    
 
                  
Untuk program 5, keberhasilan mahasiswa dalam mengerjakan soal adalah 22% 
dimana dari 9 responden terdapat 2 orang yang menjawab benar dan 7 menjawab 
salah dengan waktu rata-rata yang dibutuhkan adalah sebesar 1.32 menit. 
           
                                            
 
        
           
    
 
                  
Untuk program 6, keberhasilan mahasiswa dalam mengerjakan soal adalah 22% 
dimana dari 9 responden terdapat 2 orang yang menjawab benar dan 7 menjawab 
salah dengan waktu rata-rata yang dibutuhkan adalah sebesar 21.3 menit. 
           
                                        
 
        
           
   
 
                  
Untuk program 7, keberhasilan mahasiswa dalam mengerjakan soal adalah 22% 
dimana dari 9 responden terdapat 2 orang yang menjawab benar dan 7 menjawab 
salah dengan waktu rata-rata yang dibutuhkan adalah sebesar 21.3 menit. 
           
                                           
 
        
           
    
 
                  
 Setelah uji tulis, masing-masing responden diperlihatkan dan mencoba 
secara langsung aplikasi yang dibangun oleh penulis. Setelah mencoba aplikasi 
lalu responden mengerjakan kembali soal yang sama dengan menggunakan 
pembantu aplikasi yang dibangun penulis. Dari hasil uji coba kedua dengan 
menggunakan aplikasi yang dibangun penulis, masing-masing responden terdapat 





Tabel 6. Data kemampuan responden menyelesaikan soal program java setelah 
menggunakan bantuan aplikasi komentar semi otomatis 
SEBELUM MENGGUNAKAN APLIKASI 
RESPONDEN Prog1 Prog2 Prog3 Prog4 Prog5 Prog6 Prog7 
1     x x 
2      x 
3  x   x x x 
4  x x x x x 
5   x x x x 
6   x x x  
7       
8   x x x  x 
9  x x  x x x 
Tabel 7. Data kemampuan responden menyelesaikan soal program java setelah 
menggunakan bantuan aplikasi komentar semi otomatis 
SETELAH MENGGUNAKAN APLIKASI 
RESPONDEN Prog1 Prog2 Prog3 Prog4 Prog5 Prog6 Prog7 
1      x 
2       
3  x    x 
4  x    x 
5   x   x 
6   x    
7       
8   x  x  
9  x    x 
 
 Pada tabel 6 dan tabel 7 dapat dilihat bahwa pada tabel 7. responden saat 
mengerjakan soal program java dengan dibantu aplikasi komentar semi otomatis 
terdapat peningkatan kemampuan dalam menjawab soal, dimana responden 1 
mampu memperbaiki satu jawaban soal program, yaitu pada program 5. Hal ini 
berarti responden 1 kemampuan menjawab soal meningkat 14.29% dari 
sebelumnya. Responden 2 mendapatkan hasil yang sama dengan responden 1 
dimana mampu memperbaiki jawaban dari soal 6 dan hal ini berarti responden 2 
telah mampu meningkatkan kemampuan dalam menjawab soal program java 
sebesar 14.29%.  
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 Responden 3 pada pada awalnya hanya mampu menyelesaikan soal 
program java sejumlah 3 soal dan setelah menggunakan aplikasi yang ada 
responden 3 mampu memperbaiki 2 jawaban yaitu pada program 5 dan program 7. 
Hal ini berarti responden 3 dengan menggunakan aplikasi pembantu yang 
dibangun mampu meningkat sebesar 28.57%. Responden 4 awalnya hanya 
mampu menyelesaikan 2 soal program java, setelah dibantu dengan menggunakan 
aplikasi komentar semi otomatis, responden 4 mampu memperbaiki jawaban soal 
pada program 3, 4, dan 5 yang berarti responden 4 kemampuannya dalam 
menyelesaikan soal program java meningkat sebesar 42.86%. 
 Responden 5 dan 6 mampu meningkatkan kemampuannya dalam 
menyelesaikan soal program java sebesar 2 soal atau sebesar 28.57% , yaitu pada 
soal program 4 dan program 5. Untuk responden 7 tidak ada peningkatkan karena 
pada awalnya responden 7 telah mampu menyelesaikan soal program java 
keseluruhan tetapi responden 7 secara rata-rata waktu yang dibutuhkan untuk 
memahami keseluruhan soal lebih cepat 25%. Untuk responden 8 yang awalnya 
hanya mampu menyelesaikan soal program java sebesar 3 soal, setelah 
menggunakan aplikasi komentar semi otomatis, responden mampu menambahkan 
jawaban yang benar sebesar 2 soal lagi, sehingga kemampuan responden 2 setelah 
menggunakan aplikasi komentar semi otomatis meningkat sebesar 28.57%. 
Responden 9 yang sebelumnya hanya mampu menyelesaikan soal progra java 
sebanyak 2 soal, setelah menggunakan aplikasi komentar semi otomatis 
kemampuannya meningkat sebesar 42.86% atau mampu menambah jawaban soal 
program java yang benar sebanyak 3 soal, yaitu diprogram 3, 5 dan 7. Data dapat 
dilihat pada gambar 4.12. 
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Gambar 4.13. Peningkatkan kemampuan responden menyelesaiakan soal 
 
4.2.3. Responden Programmer dan Dosen 
 Untuk mendapatkan hasil lebih dari aplikasi yang dibangun sehubungan 
dengan kegunaannya, maka dilakukan uji aplikasi oleh dosen di jurusan teknik 
informatika yang telah memahami pemrograman dan atau telah mengajar 
pemrograman minimal 1 tahun. Selain dosen jurusan teknik informatika, aplikasi 
juga diuji oleh programmer yang minimal telah mempunyai kemampuan 
memprogram minimal 1 tahun pada bidang yang sama. 
 Uji aplikasi oleh dosen, dilakukan oleh 1 orang dosen dengan cara 
mencoba aplikasi dan fitur-fitur yang ada, mulai dari proses kompilasi, proses 
penghasilan komentar berbahasa Indonesia secara otomatis, fitur edit komentar 
yang ada serta fitur penampilan struktur program. Terdapat 4 pertanyaan yang 
harus dijawab oleh dosen dan programmer dengan cara memberikan nilai antara     
1 sampai 5, dimana : 
1. Nilai 1 menyatakan program sangat tidak setuju  (STS) 
2. Nilai 2 menyatakan program tidak setuju (TS) 
3. Nilai 3 menyatakan ragu-ragu (R) 
4. Nilai 4 menyatakan setuju (S) 
5. Nilai 5 menyatakan sangat setuju (SS) 
 58 
Bobot untuk masing-masing nilai adalah: 
STS = 1 
TS = 2 
R = 3 
S =4 
SS = 5 
Tabel 8. Pertanyaan untuk uji aplikasi bagi programmer dan dosen 
PERTANYAAN 
Menurut anda, apakah aplikasi yang ada dapat membantu proses pemahaman program. 
Menurut anda, apakah program sudah menjalankan fungsi utamanya. 
Menurut anda, komentar yang dihasilkan oleh aplikasi bisa membantu proses pemahaman 
program. 
Menurut anda, apakah komentar yang dihasilkan tempatnya sudah sesuai. 
 
Tabel 9. Presentasi Penilaian Indeks 
PRESENTASE NILAI KETERANGAN 
0 – 19.99% Sangat Tidak Setuju 
20 – 39.99% Tidak Sejutu 
40 – 59.99% Ragu-Ragu 
60 – 79.99% Setuju 
80 – 100% Sangat Setuju 
Dari hasil kuesioner untuk pertanyaan pertama didapatkan data bawah responden 
1sampai 3 memilih nilai 5, sehingga didapatkan: 
Total  = (Q1*B1)+(Q2*B2)+(Q3*B3)+(Q4*B4)+(Q5*B5) 
Total  = (0*1)+(0*2)+(0*3)+(0*4)+(3*5) 
Total = 15 
Dimana : 
Q = Jumlah (Quantity) 
B = Bobot Nilai 
Skor Tertinggi  = B(tertinggi) * Total Responden 
   = 5 * 3 
Skor Tertinggi = 15. 
Skor Terendah  = B(terendah) * Total Responden 
   = 1 * 3 
Skor Terendah = 3 
Untuk mengetahui “apakah aplikasi komentar semi otomatis dapat membantu 
proses pemahaman program atau tidak” maka harus didapatkan harga indeks 
dari pertanyaan tersebut dimana indeks didapatkan dari Total dibagi dengan Skor 
Tertinggi dikalikan dengan 100%, maka didapatkan : 
Indeks = (15 / 15) * 100% 
Indeks = 100% 
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Dari hasil perhitungan didapatkan nilai Indeks adalah 100%, maka dapat 
dikatakan bahwa Aplikasi sangat dapat membantu proses pemahaman program. 
 Pertanyaan kedua tentang “program telah menjalankan fungsi 
utamanya”, responden pertama memberikan nilai 4, responden kedua 
memberikan nilai 5 dan responden ketiga memberikan nilai 4, sehingga total nilai 
dan indeks yang didapat dari pertanyaan kedua adalah: 
Total  = (Q1*B1)+(Q2*B2)+(Q3*B3)+(Q4*B4)+(Q5*B5) 
Total  = (0*1)+(0*2)+(0*3)+(2*4)+(1*5) 
Total = 8 + 5 = 13 
Skor Tertinggi  = B(tertinggi) * Total Responden 
   = 5 * 3 
Skor Tertinggi = 15. 
Skor Terendah  = B(terendah) * Total Responden 
   = 1 * 3 
Skor Terendah = 3 
Indeks = (13 / 15) * 100% 
Indeks = 87% 
Dari hasil perhitungan diatas didapatkan bahwa nilai Indeks adalah 87%. Jika 
dilihat sesuai tabel 4.6. dapat dikatakan bahwa responden dosen dan programmer 
“Sangat Setuju” jika aplikasi telah menjalankan fungsi utamanya. 
 Pada pertanyaan ketiga, yaitu tentang ”Komentar dapat yang dihasilkan 
oleh aplikasi dapat membantu proses pemahaman program”, para responden 
memberikan nilai 5, sehingga total nilai dan indeks  
Total  = (Q1*B1)+(Q2*B2)+(Q3*B3)+(Q4*B4)+(Q5*B5) 
Total  = (0*1)+(0*2)+(0*3)+(0*4)+(3*5) 
Total = 15 
Skor Tertinggi  = B(tertinggi) * Total Responden 
   = 5 * 3 
Skor Tertinggi = 15. 
Skor Terendah  = B(terendah) * Total Responden 
   = 1 * 3 
Skor Terendah = 3 
Indeks = (15 / 15) * 100% 
Indeks = 100s% 
Dari hasil perhitungan diatas didapatkan bahwa nilai Indeks adalah 100%. Jika 
dilihat sesuai tabel 4.6. dapat dikatakan bahwa responden dosen dan programmer 




 Pertanyaan keempat tentang “komentar yang dihasilkan tempatnya 
sudah sesuai”, responden pertama memberikan nilai 4, responden kedua 
memberikan nilai 5 dan responden ketiga memberikan nilai 4, sehingga total nilai 
dan indeks : 
Total  = (Q1*B1)+(Q2*B2)+(Q3*B3)+(Q4*B4)+(Q5*B5) 
Total  = (0*1)+(0*2)+(0*3)+(2*4)+(1*5) 
Total = 8 + 5 = 13 
Skor Tertinggi  = B(tertinggi) * Total Responden 
   = 5 * 3 
Skor Tertinggi = 15. 
Skor Terendah  = B(terendah) * Total Responden 
   = 1 * 3 
Skor Terendah = 3 
Indeks = (13 / 15) * 100% 
Indeks = 87% 
Dari hasil perhitungan diatas didapatkan bahwa nilai Indeks adalah 87%. Jika 
dilihat sesuai tabel 4.6. dapat dikatakan bahwa responden dosen dan programmer 












 Dari tesis yang telah dilakukan oleh peneliti, dapat diambil kesimpulan 
antara lain: 
1. Peneliti telah mampu melakukan pemisahan antara program dan yang 
bukan program pada bahasa pemrograman java. 
2. Proses pemberian komentar semi otomatis pada bahasa pemrograman java 
telah mampu dilaksanakan oleh aplikasi yang dibangun peneliti dengan 
tingkat keberhasilan sebesar 94% dan dengan rata-rata keberhasilan 
sebesar 92%. 
3. Aplikasi Komentar Semi Otomatis dapat memberikan kemudahan 
pemahaman terhadap bahasa pemrograman java antara 14.29% sampai 
dengan 42.86%. 
5.2. Saran 
 Dari tesis yang telah dilakukan oleh peneliti, saran yang dapat diberikan 
oleh peneliti sehubungan dengan aplikasi yang dibangun antara lain: 
1. Aplikasi yang dibangun masih belum dapat menangani seluruh isi dari 
program java, karena proses pemolaan. 
2. Aplikasi masih belum dapat memberikan hubungan antara method, class 
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LAMPIRAN 1 Kuesioner Bagi Mahasiswa 
 
Dari soal dibawah ini, dapatkan hasil dari Program Java dengan menuliskan 





public class examples001{ 
 public static void main(String[] args) 
 { 








public class examples002{ 
 public static void main(String[] args){ 
  File file=new File("Test.txt"); 
   
  try{ 
  PrintWriter output=new PrintWriter(file); 
  output.println("Mike Dark Cascos"); 
  output.println(42); 
  output.close(); 
  } catch(IOException ex){ 
   System.out.printf("ERROR: %s\n", ex); 
  } 








public class examples003 { 
  
public static void main(String[] args) { 
  
int n, m, r; 
  
Scanner dataInput = new Scanner(System.in); 
  
System.out.print("Masukkan nilai n : "); 
n = dataInput.nextInt(); 
System.out.print("Masukkan nilai m : "); 




r = m % n; 
  
do{ 
n = m; 
m = r; 
r = n % m; 
} while (r != 0); 
  






public class examples004 { 
  
public static void main(String[] args) { 
                
int num1 = 324; 
int num2 = 234; 
                
if(num1 > num2){ 
System.out.println(num1 + " is greater than " + num2); 
} 
else if(num1 < num2){ 
      System.out.println(num1 + " is less than " + num2); 
} 
else{ 
System.out.println(num1 + " is equal to " + num2); 
} 







public class examples005 { 
  
  public static void main(String[] args) { 
    
    File file1 = new File("C://FileIO//demo1.txt"); 
    
    File file2 =  new File("C://FileIO//demo1.txt"); 
    
     if(file1.compareTo(file2) == 0) 
     { 
       System.out.println("Both paths are same!"); 
     } 
     else 
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     { 
       System.out.println("Paths are not same!"); 
     } 





public class examples006 {   
    static void Sort(int[] arr) {   
        int n = arr.length;   
        int temp = 0;   
         for(int i=0; i < n; i++){   
                 for(int j=1; j < (n-i); j++){   
                          if(arr[j-1] > arr[j]){   
                                 temp = arr[j-1];   
                                 arr[j-1] = arr[j];   
                                 arr[j] = temp;   
                         }   
                           
                 }   
         }   
   
    }   
    public static void main(String[] args) {   
                int arr[] ={3,60,35,2,45,320,5};   
                  
                System.out.println("Array Before Sort");   
                for(int i=0; i < arr.length; i++){   
                        System.out.print(arr[i] + " ");   
                }   
                System.out.println();   
                   
                Sort(arr);  
                  
                System.out.println("Array After Sort");   
                for(int i=0; i < arr.length; i++){   
                        System.out.print(arr[i] + " ");   
                }   
    
        }   




class Percabangan { 
  public static void main(String[] args) { 
    boolean prosesBelajar = true; 
  
    if (prosesBelajar) { 
      System.out.println("Programmer"); 
    } 
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    else { 
      System.out.println("Bukan Programmer"); 
    } 





LAMPIRAN 2 Kuesioner Bagi Dosen dan Programmer 
 
Centanglah salah satu kolom dari nilai yang ada ditabel. Nilai yang dapat dipilih 
adalah antara 1 sampai dengan 5. Semakin besar nilainya maka semakin baik. 
 
PERTANYAAN 1 2 3 4 5 
Menurut anda, apakah aplikasi yang ada 
dapat membantu proses pemahaman 
program. 
     
Menurut anda, apakah program sudah 
menjalankan fungsi utamanya. 
     
Menurut anda, komentar yang dihasilkan 
oleh aplikasi bisa membantu proses 
pemahaman program. 
     
Menurut anda, apakah komentar yang 
dihasilkan tempatnya sudah sesuai. 
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LAMPIRAN 3 DAFTAR FUNGSI REGEX 
 
REGEX FUNGSI CONTOH 
(".*[^\\]")|("[^"]*
") 












































































































































method bila class 
adalah interface 






































































































































a = 0; 
a = ""; 
this.a = 0; this.a = 
""; 
a = new Object(param 
param).method(param1 
param, param1 param2); 
a = Method(param param, 
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param1 param1); 
a = a + 1; 
















a = new 
Object().Method(); 
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