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• Seznamte se se za´klady umeˇle´ inteligence, prˇedevsˇ´ım pak s metodami pro hran´ı her
(alphabeta).
• Seznamte se s metodou MTD(f).
• Zamyslete se nad hrou, ktera´ by vhodneˇ demonstrovala vy´sˇe uvedenou metodu.
• Implementujte tuto hru.
• Diskutujte prˇednosti a nedostatky vasˇeho rˇesˇen´ı a mozˇne´ dalˇs´ı rozsˇ´ıˇren´ı va´mi navrzˇene´ho
syste´mu.
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Abstrakt
Ta´to bakala´rska pra´ca demonsˇtruje vy´hody a nevy´hody meto´dy MTD(f) na jednodu-
chej implementa´cii hry Da´ma. Strucˇne popisuje rozdiely medzi touto a iny´mi meto´dami
pouzˇ´ıvany´mi na vyhl’ada´vanie najlepsˇieho t’ahu v hra´ch.
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Uzˇ odda´vna su´ l’udia fascinovany´ svojou schopnostou rozmy´sˇlat. Schopnost’ou reagovat’
na prejavy a podnety prostredia, analyzovat’ ich a vyuzˇ´ıvat’ ich vo svoj prospech. Schop-
nost’ou, ktora´ ako niektor´ı tvrdia ich odliˇsuje od nizˇsˇ´ıch zˇivocˇ´ıˇsnych foriem. Mozˇno to nie
je u´plne najvhodnejˇsia defin´ıcia, ale je pravdou, zˇe u cˇloveka sa ta´to schopnost’ v ra´mci
zˇivocˇ´ıˇsnej r´ıˇse rozvinula najviac.
Postupom cˇasu sa schopnost mysliet’, inak nazy´vana´ aj inteligencia stala zdrojom sˇtu´dia
mnohy´ch filozofov staroveku, stredoveku a aj novoveku. Neskoˆr po e´re industrializa´cie a roz-
machu strojov v kazˇdodennom zˇivote cˇloveka, sa postupne zacˇala vyna´rat’ ota´zka, cˇi je mozˇne´
nezˇive´mu stroju dat schopnost’ mysliet tak ako je to u cˇloveka. Dnes tu´to ota´zku sku´ma
vedna´ discipl´ına nazy´vana´ pr´ıhodne: Umela´ Inteligencia.
Za´merom vytvorenia strojov schopny´ch samostatne´ho myslenia je tak ako pri vsˇetky´ch
vyna´lezoch ul’ahcˇenie alebo nahradenie l’udskej pra´ce. Vytvorenie dokonalej ko´pie l’udskej in-
teligencie ako prvotny´ a hlavny´ proble´m umelej inteligencie sa vsˇak cˇoskoro uka´zal ako pr´ıliˇs
komplexny´ a v ra´mci bl´ızkeho cˇasove´ho horizontu, aj neriesˇitelny´. Preto sa tento proble´m





• naviga´cia v zna´mom a nezna´mom tere´ne
• riadenie robotov
• riadenie a pla´novanie napr. vy´robny´ch procesov
• analy´za a predpovedanie sˇtatisticky´ch postupnost´ı (napr. obchodny´ch , burzovy´ch
informa´ci´ı)
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• spracovanie a analy´za da´t z prostredia (geolo´gia, meteorolo´gia, ...)
• reprezenta´cia zozbierany´ch da´t
• data mining
Vy´skum v oblasti umelej inteligencie vsˇak sta´le napreduje a spolu so vznikom moder-
nejˇs´ıch strojov sa aj jej vy´znam sta´le zvysˇuje. Ko´rejske´ ministerstvo informa´ci´ı a komu-
nika´ci´ı dokonca predneda´vnom (marec 2007) zverejnilo spra´vu,ktora´ predpoveda´, zˇe roboty
budu´ bezˇne vykona´vat opera´ciu do roku 2018. [5])
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Kapitola 2
Umela´ Inteligencia v hra´ch
Hry boli vzˇdy jedny´m z hlavny´ch stavebny´ch kamenˇov vo vy´skume umelej inteligencie.
Vel’ku´ cˇast’ vy´skumu v tejto oblasti zohrala hra Sˇach, ktora´ vy´znamne pomohla k po-
kroku v tejto oblasti. V su´cˇasnosti su´ najlepsˇie sˇachove´ programy schopne´ hrat’ vyrovnane´
partie s ty´mi najlepsˇ´ımi l’udsky´mi protivn´ıkmi. Ako pr´ıklad je mozˇne´ uviest’ priekopn´ıcky
sˇachovy´ pocˇ´ıtacovy´ syste´m od firmy IBM ,,Deep Blue”, pr´ıpadne programy Shredder 8,
alebo Deep Fritz 8. Existuje vsˇak aj rada amate´rskych sˇachovy´ch programov schopny´ch
porazit’ profesiona´lnych hra´cˇov sˇachu.
Va¨cˇsˇina ty´chto programov je zalozˇena´ na tzv. Hrubej sile. To znamena´, zˇe algoritmus
pri hl’adan´ı najvy´hodnejˇsieho t’ahu prehl’ada´va cˇo najva¨cˇsˇiu cˇast’ stavove´ho priestoru.
2.1 MinMax algoritmus
Medzi najzna´mejˇsie algoritmy na prehl’ada´vanie stavove´ho priestoru v hra´ch patria urcˇite
algoritmy MinMax a jeho vylepsˇenie Alfa-Beta.
Algoritmus MinMax je meto´da vyhl’adania toho najlepsˇieho herne´ho t’ahu v hra´ch
pre dvoch hra´cˇov, z ktory´ch kazˇdy´ smeruje k opacˇne´mu ciel’u, teda k vlastne´mu v´ıt’azstvu.
Meto´da je zalozˇena´ na jednoduchej mysˇlienke, zˇe kazˇdy´ z protihra´cˇov si vo svojom t’ahu
vyberie to najlepsˇie mozˇne´ riesˇenie.
Jednotlive´ t’ahy su´ reprezentovane´ tzv. herny´m stromom. Tento herny´ strom
prehl’ada´vany´ v algoritme MinMax je vyuzˇ´ıvany´ aj v ostatny´ch algoritmoch popisovany´ch
v tejto pra´ci. Predstavuje vsˇetky mozˇne´ t’ahy hry vycha´dzaju´ce zo su´cˇasnej poz´ıcie do urcˇitej,
vopred urcˇenej budu´cnosti, teda h´lbky stromu. Jednotlive´ u´rovne stromu predstavuju´ strie-
davo mozˇne´ t’ahy jednotlivy´ch hra´cˇov. Hodnoty stromu v jeho listoch predstavuju´ vy-
hodnotenie stavu hry po kazˇdej sekvencii herny´ch pohybov. V pr´ıpade obmedzenej h´lbky
vyhl’ada´vania predpovedaju´ tieto vy´sledky aj mozˇne´ smerovanie hry, ale vzˇdy plat´ı, zˇe
prehlada´vanie do va¨cˇsˇej h´lbky vra´ti presnejˇsiu predpoved najlepsˇieho mozˇne´ho vy´sledku,
nakol’ko je schopne´ odhalit’ pr´ıpadne´ herne´ pasce, alebo ine´ nepredpokladane´ situa´cie.











Obra´zek 2.1: Vyhl’adanie najlepsˇej hodnoty algoritmom MinMax
po strome a po vyhodnoten´ı vsˇetky´ch potomkov urcˇite´ho uzlu, urcˇ´ı jeho hodnotu. Hod-
noty v skutocˇnosti predstavuju´ vel’kost’ vy´hody pre jedne´ho, resp. druhe´ho hra´cˇa v danej
hernej situa´cii. Napr´ıklad v mojej implementa´cii predstavuju´ nizˇsˇie hodnoty va¨cˇsˇiu vy´hodu
pre bieleho hra´cˇa a vysˇsˇie hodnoty naopak vy´hodu pre cˇierneho hra´cˇa.
function minimax(node, depth)
if node is a terminal node or depth = 0
return the heuristic value of node
if the adversary is to play at node
let A := +infinity
foreach child of node
A := min(A, minimax(child, depth-1))
else {we are to play at node}
let A := -infinity
foreach child of node
A := max(A, minimax(child, depth-1))
return A
Algoritmus MinMax zap´ısany´ v pseudoko´de. [4]
2.2 Alfa-beta agoritmus
Algoritmus alfa-beta je u´cˇinna´ modifika´cia algoritmu MinMax. Vel’kost’ pra´ce algoritmu
MinMax sa pri zva¨cˇsˇuju´cej h´lbke vyhl’ada´vania zvysˇuje exponencia´lne a prehl’ada´vaju´ sa
aj mozˇne´ vetvenia hry, pri ktory´ch je jasne´, zˇe su´ nevy´hodnejˇsie ako uzˇ prehl’adane´ vari-
anty. Algoritmus alfa-beta tento proble´m odstranˇuje ty´m, zˇe sa tieto spomı´nane´ vetvenia
stromu neprehl’ada´vaju´. Hra´cˇ nesprav´ı na prvy´ pohl’ad dobry´ t’ah, ktory´ by ale umozˇnil jeho
protihra´cˇovi zahrat’ lepsˇ´ı t’ah ako su´ doterajˇsie vy´sledky vyhl’ada´vania v strome a tak ak
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cˇiastocˇne´ vy´sledky prehl’ada´vania v potomkoch smeruju´ k tomuto stavu, tak prehl’ada´vanie
d’alˇs´ıch potomkov uzˇ nebude prebiehat’, nakol’ko sa predpoklada´ zˇe hra´cˇ radsˇej vyberie
predcha´dzaju´ci vy´sledok, ktory´ mu da´val va¨cˇsˇiu vy´hodu.
Ty´mto sa relat´ıvne ury´chli prehl’ada´vanie vzhl’adom na algoritmus MinMax, aj ked
vel’kost’ usˇetrenej pra´ce vy´razne za´vis´ı na jednotlivy´ch hodnota´ch listov stromu. V naj-
horsˇom mozˇnom pr´ıpade mus´ı algoritmus vyhodnotit’ rovnake´ mnozˇstvo prvkov stromu ako
v pr´ıpade algoritmu MinMax.
Algoritmus si pri pohybe stromom prena´sˇa informa´cie o najlepsˇom t’ahu pre obidvoch











Obra´zek 2.2: Vyhl’adanie najlepsˇej hodnoty algoritmom Alfa-Beta
2.3 MTD(f) modifika´cia Alfa-Beta algoritmu
MTD(f) je povazˇovany´ v su´cˇasnosti za jednu z najefekt´ıvnejˇs´ıch modifika´ci´ı algoritmu
alfa-beta pop´ısane´ho vysˇsˇie pri hran´ı programov ako sˇach, da´ma alebo piˇskvorky (othello).
V testoch na turnajovy´ch hra´ch vykazuje lepsˇie vy´sledky ako ina´, vel’mi rozsˇ´ırena´ modi-
fika´cia algoritmu alfa-beta nazy´vana´ NegaScout.
Skutocˇny´ algoritmus je pritom vel’mi jednoduchy´ a v pesudoko´de predstavuje len pa´r
riadkov.[2]






if (g == lowerBound) then
beta := g + 1 else beta := g;
g := AlphaBeta(root, beta - 1, beta, d);
if (g < beta) then
upperBound := g
else lowerBound := g;
until (lowerBound >= upperBound);
return g;
}
Program pracuje s funkciou AlphaBeta ktora´ predstavuje algoritmus Alfa-Beta volany´
s parametrami beta - 1 a beta, teda s nulovy´m rozsahom prehl’ada´vania. Kazˇde´ toto vo-
lanie vracia jednu z krajny´ch hodnoˆt, ktora´ sa na´sledne ulozˇ´ı do premenny´ch lowerBound
pr´ıpadne upperBound, ohranicˇuju´cich skutocˇnu´ hl’adanu´ hodnotu stromu.
Plus a mı´nus INFINITY, teda nekonecˇno, predstavuju´ vlastne medze ohranicˇuju´ce
hodnoty listov stromu. Hl’adana´ hodnota algoritmu sa vra´ti, ked’ sa hodnoty lowerBound
a upperBound prekryju´.
Efektivita meto´dy MTD(f) spocˇ´ıva pra´ve vo viacna´sobnom volan´ı algoritmu Alfa-Beta
s nulovy´m rozsahom hodnoˆt, ktory´ je pr´ıcˇinou toho zˇe algoritmus s´ıce bude neu´spesˇny´
vo vyhl’ada´van´ı presne´ho vy´sledku ako by to bolo pri bezˇnom volan´ı s rozsahom od mı´nus
do plus nekonecˇno, ale kazˇde´ volanie vra´ti bud’ horne´ alebo dolne´ ohranicˇenie pre hl’adanu´
hodnotu. Algoritmus teda s´ıce vracia menej informa´ci´ı ale na druhu´ stranu maxima´lne
vyuzˇije vynecha´vanie neefekt´ıvnych variant Alfa-Beta vyhlada´vania.
Algoritmus ale pre efektivitu potrebuje dobry´ ,,odhad” konecˇnej hl’adanej hodnoty. Cˇ´ım
lepsˇ´ı bude tento odhad, ty´m menejkra´t prebehne cyklus volaju´ci AlphaBeta funkciu a ty´m
efekt´ıvnejˇs´ı teda algoritmus bude. Funkcia AlphaBeta sa vsˇak zavola´ vzˇdy asponˇ dvakra´t, tj.
v pr´ıpade, zˇe by sme odhadom presne trafili hl’adanu´ hodnotu stromu, algoritmus prebehne
raz aby zistil dolne´ a raz aby zistil horne´ ohranicˇenie.
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Kapitola 3
Vy´ber a Koncepcia hry
Hier, ktore´ by vhodne demonsˇtrovali algoritmus MTD(f) je vel’mi vel’a. Urcˇite najzna´mejˇsia
z nich je sˇach, ktory´ bol a sta´le je hlavnou insˇpira´ciou pri vy´voji hernej umelej inteligencie.
Napriek tomu som vo svojej pra´ci dal prednost’ hre Da´ma (v anglickom origina´li ,,Checkers”
alebo ,,Draughts”), ktora´ je z programa´torske´ho hl’adiska jednoduchsˇia na implementa´ciu,
a na druhej strane prednosti algoritmu MTD(f) su´ rovnako dobre demonsˇtrovatelne´ aj
na tomto pr´ıklade.
3.1 Da´ma a jej histo´ria
Da´ma (v anglickom origina´li ,,Checkers” alebo ,,Draughts”) ma´ svoje korene hlboko v mi-
nulosti.
Predpoklada´ sa, zˇe prve´ formy Da´my sa hrali uzˇ v roku 3000 pred nasˇ´ım letopocˇtom.
Dokazuju´ to archeologicke´ na´lezy z vykopa´vok v meste Ur v dnesˇnom Iraku. Ta´to staro-
veka´ verzia da´my sa vsˇak hrala na odliˇsnej hernej ploche a s odliˇsny´m pocˇtom kamenˇov
a samozrejme len na za´klade vykopa´vok nie je ani mozˇne´ urcˇit presne´ pravidla´ tejto starej
verzie.
V starovekom Egypte existovala d’alˇsia podobna´ hra, zna´ma ako Alquerque, ktora´ sa
hrala na hernej ploche o rozmeroch 5 kra´t 5 pol´ıcˇok. Jej korene siahaju´ do roku 1400 pred
nasˇ´ım letopocˇtom. Ta´to hra bola vo svojej dobe vel’mi obl’´ubena´ a rozsˇ´ırila sa po celom
vtedy zna´mom ,,za´padnom” svete.
Okolo roku 1100 na´sˇho letopocˇtu sa vo Francu´zsku ujala mysˇlienka hrat’ tu´to hru na
vtedajˇs´ıch sˇachovniciach, cˇ´ım sa hracia plocha znacˇne rozsˇ´ırila. Ta´to verzia sa nazy´vala
,,Fierges” alebo ,,Ferses”. Cˇoskoro niekto priˇsiel aj s mysˇlienkou spravit’ skoky pre jednotlive´
kamene (hracie figu´rky) povinne´ a tak vznikla ovel’a zauj´ımavejˇsia hra, podobna´ tej dnesˇnej
a zna´ma ako ,,Jeu Force”.
Starsˇie verzie Jeu Force boli povazˇovane´ viac za spolocˇensku´ hru pre zˇeny ako pre muzˇov
a preto napr´ıklad vo Francu´zsku l’udia tu´to hru nazy´vali ,,Le Jeu Plaisant De Dames”
a v Sˇpanielsku ,,Damas”. Na za´klade ty´chto na´zvov pravdepodobne vzniklo aj nasˇe pome-
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Obra´zek 3.1: Herna´ plocha hry Alquerque
novanie ,,Da´ma”.
Pravidla´ Jeu Force sa cˇoskoro rozsˇ´ırili do okolity´ch kraj´ın. V pa¨tna´stom a sˇestna´stom
storocˇ´ı vznikli v Sˇpanielsku knihy popisuju´ce tu´to hru a v roku 1756 v Anglicku, kde
nazy´vali tu´to hru ,,Draughts”, o nej nap´ısal rozpravu matematik William Payne. Hra si
sta´le udrzˇiavala svoju popularitu a to natol’ko, zˇe uzˇ v roku 1847 sa konali prve´ majstrovstva´
sveta.
Postupom cˇasu, tak ako sa zist’ovalo, zˇe urcˇite´ rozohranie da´valo jednej strane vy´hodu,
tak sa aj modifikovali pravidla´ pre expertov. V dnesˇnej dobe sa pouzˇ´ıvaju´ tri obmedzenia
pre turnajovu´ verziu da´my.
Da´ma sa prvy´kra´t dostala do povedomia programa´torskej verejnosti esˇte pred Druhou
svetovou vojnou. Hoci pocˇ´ıtacˇe boli v tej dobe esˇte len v sˇta´diu pocˇiatocˇne´ho vy´voja, zna´my
pocˇ´ıtacˇovy´ priekopn´ık, matematik, logik a kryptograf Alan Turing vytvoril jednoduchy´
program pre hranie da´my, ktory´ vsˇak vyzˇadoval robit’ vsˇetky vy´pocˇty na papier, pretozˇe
samotne´ pocˇ´ıtacˇe neboli vtedy esˇte vhodne´ na vykona´vanie taky´chto cˇinnost´ı.
Prvy´, kompletne pocˇ´ıtacˇovy´ program pre hranie da´my vytvoril v roku 1952 Arthur L.
Samuel.
A ako roky ubiehali, tento program bol neusta´le vylepsˇovany´ tak ako sa vylepsˇovala
aj pocˇ´ıtacˇova´ kapacitna´ a ry´chlostna´ technika. V su´cˇasnosti su´ dobre´ programy na hranie
da´my obohatene´ o databa´zu vsˇetky´ch mozˇny´ch kombina´ci´ı t’ahov pri zosta´vaju´cich oˆsmich
azˇ desiatich hrac´ıch kamenˇoch, a predpoklada´ sa, zˇe sa toto cˇ´ıslo bude sta´le zva¨cˇsˇovat’.
To znamena´, zˇe samotna´ strate´gia programu ma´ sta´le mensˇ´ı a mensˇ´ı vy´znam na u´kor
prehl’ada´vania databa´zy mozˇny´ch t’ahov.
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A take´to programy uzˇ nemaju´ proble´m pora´zˇat’ alebo prinajmensˇom asponˇ remizovat’
aj s ty´mi najlepsˇ´ımi hra´cˇmi na svete.[3]
3.1.1 Za´kladne´ pravidla´
Da´ma je hra pre dvoch hra´cˇov, z ktory´ch kazˇdy´ ma´ svoju sadu hrac´ıch kamenˇov. Jeden hra´cˇ
hraje s tmavy´mi hrac´ımi kamenˇmi a druhy´ hra´cˇ ma´ naopak svetlu´ sadu. Hra´cˇ s tmavy´mi
hrac´ımi kamenˇmi zacˇ´ına hru, pokial’ sa neuva´dza inak (V mojej implementa´cii je naopak
zacˇ´ınaju´cim hra´cˇom hra´cˇ so svetlou sadou kamenˇov). Hra prebieha na sˇachovnicovej ploche,
so striedavo tmavy´mi a svetly´mi sˇtvorcami, definuju´cimi jednotlive´ herne´ poz´ıcie.
Obra´zek 3.2: Typicka´ hracia plocha pre Da´mu
Hracie kamene sa moˆzˇu pohybovat’ diagona´lne na okolne´ vol’ne´ polia, pr´ıpadne s nimi
hra´cˇ moˆzˇe zajat’ su´perov hrac´ı kamenˇ ty´m, zˇe ho ,,preskocˇ´ı”. V niektory´ch verzia´ch da´my je
,,preskakovanie” su´perovy´ch hrac´ıch kamenˇov povinne´ (ak sa taky´to t’ah ponu´ka)
a v niektory´ch naopak nie. Z def´ınicie pohybu vyply´va, zˇe hra prebieha len na jednej farbe
sˇtvorcov. Ktorej, to za´lezˇ´ı od konkre´tnej verzie hry.
Naopak vo vsˇetky´ch pravidla´ch ale plat´ı, zˇe hra´cˇ prehral, ak uzˇ nema´ zˇiadne hracie
kamene, pr´ıpadne nema´ zˇiadnu mozˇnost’ pohybu so svojimi su´cˇasny´mi kamenˇmi.
V da´me existuju´ dva typy hrac´ıch kamenˇov. Prvy´ typ je jednoduchy´ hrac´ı kamenˇ,
nazy´vany´ ,,Pesˇiak”. Kazˇdy´ hra´cˇ zacˇ´ına svoju hru len so sadou pesˇiakov. Pesˇiak moˆzˇe
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pouzˇ´ıvat’ t’ahy pop´ısane´ v predcha´dzaju´com odstavci, t.j. pohyb diagona´lne o jeden krok na
vol’ne´ pol´ıcˇko. Opa¨t za´lezˇ´ı na verzii da´my, cˇi moˆzˇe byt’ tento pohyb len v smere u´toku alebo
aj opacˇny´m smerom. Okrem toho moˆzˇe pesˇiak aj zajat’ su´perove hracie kamene ich preskako-
van´ım. Pesˇiak moˆzˇe zajat’ viacero su´perovy´ch kamenˇov, vykonan´ım viacery´ch nadva¨zuju´cich
skokov v jednom t’ahu.
Druhy´m typom hrac´ıch kamenˇov je tzv. ,,Kra´l”. Taktiezˇ sa tento typ nazy´va ,,Kra´l’ovna´”
pr´ıpadne ,,Da´ma”. Pre jednoduchost’ budem pouzˇ´ıvat’ oznacˇenie da´ma, ktore´ je rozsˇ´ırene´
u na´s. Da´ma vznikne ty´m, zˇe sa niektory´ z pesˇiakov dostane na posledny´ rad (z jeho
pohl’adu) hernej plochy a ty´m povy´sˇi na da´mu. Da´ma je vzˇdy urcˇity´m spoˆsobom odl´ıˇsena´
(v stolnej verzii sa da´my va¨cˇsˇinou vytva´raju´ polozˇen´ım dvoch pesˇiakov na seba) od pesˇiakov
a ma´ aj sˇpecia´lne vylepsˇene´ schopnosti pohybu, ako pohyb dozadu, pr´ıpadne krok l’ubovol’nej
d´lzˇky.
3.1.2 Verzie da´my
V su´cˇasnosti existuje vel’a verzi´ı da´my a tu su´ pop´ısane´ tie najzna´mejˇsie z nich.
Medzina´rodna´ verzia - International draughts
Medzina´rodna´, alebo tiezˇ Pol’ska´ verzia je najrozsˇ´ırenejˇsia v urcˇity´ch cˇastiach Euro´py
a Afriky.
Hraje sa na hernej ploche o rozmeroch 10 kra´t 10 sˇtvorcov a kazˇdy´ hra´cˇ zacˇ´ına hru
so sadou 20–tich pesˇiakov. Hra´cˇ mus´ı vzˇdy pohybovat’ ty´m hrac´ım kamenˇom, ktory´ mu
umozˇn´ı zajat’ cˇo najviac su´perovy´ch hrac´ıch kamenˇov. Da´my maju´ schopnost’ pohybovat’ sa
a pr´ıpadne ska´kat’ akokol’vek dlhy´m skokom dopredu aj dozadu.
Anglicka´ verzia - English draughts - Checkers
Ako na´zov napoveda´, ta´to verzia sa hraje hlavne vo Vel’kej Brita´nii a taktiezˇ je rozsˇ´ırena´
na americkom kontinente.
Hracia plocha ma´ rozmery 8 kra´t 8 sˇtvorcov a hra´cˇi disponuju´ na zacˇiatku sadou
12–tich pesˇiakov. Pesˇiaci sa moˆzˇu pohybovat’ len dopredu, da´ma sa moˆzˇe pohybovat’ vsˇetky´mi
smermi, ale d´lzˇka jej pohybu a skokov je rovnaka´ ako u pesˇiakov. Pri mozˇnosti viacery´ch sko-
kov nemus´ı hra´cˇ nutne vybrat’ ten t’ah, ktory´ vyrad´ı najviac su´perovy´ch herny´ch kamenˇov,
ale moˆzˇe si vybrat’ l’ubovol’ny´ z nich.
Dˇalˇsie verzie
Existuje esˇte vel’ke´ mnozˇstvo d’alˇs´ıch va¨cˇsˇinou na´rodny´ch verzi´ı, ktore´ sa od horeuvedeny´ch
dvoch l´ıˇsia, bud’ vel’kost’ou hernej plochy a pocˇtom hrac´ıch kamenˇov, alebo modifika´ciami
pravidiel o pohybe a skokoch pesˇiakov a da´m.
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3.1.3 Implementovana´ verzia
Verzia da´my, ktora´ som implementoval vycha´dza z Anglickej verzie, ale obsahuje dve mensˇie
a jednu va¨cˇsˇiu modifika´ciu. Hracia plocha ma´ velkost 8 kra´t 8 sˇtvorcov, ale farby sˇtvorcov
su´ opacˇne´ oproti verzii anglickej, teda hracie kamene sa pohybuju´ po svetly´ch sˇtvorcoch.
Pre pocˇ´ıtacˇove´ zobrazenie bola verzia s pohybom po tmavy´ch sˇtvorcoch trochu nevhodna´
na zobrazenie. Dˇalˇsia zmena je tiezˇ v podstate esteticka´. Hra´cˇ ktory´ zacˇ´ına ma´ nie cˇierne,
ale biele kamene. Z pohl’adu uzˇ´ıvatel’a su´ teda biele kamene na zacˇiatku v dolnej cˇasti hernej
plochy a hraje s nimi uzˇ´ıvatel’. Pocˇ´ıtacˇ hraje s cˇiernymi hrac´ımi kamenˇmi, ktore´ zacˇ´ınaju´ v
hornej cˇasti hernej plochy. Ta´to zmena nema´ logicke´ zdoˆvodnenie, vznikla na za´klade mojich
osobny´ch sku´senost´ı s da´mou esˇte predty´m ako som sa obozna´mil s oficia´lnymi pravidlami.
Posledna´ a najvy´raznejˇsia zmena je zrusˇenie viacna´sobny´ch skokov. Zosta´vaju´ tak len jedno-
duche´ skoky ponad jeden nepriatel’sky´ herny´ kamenˇ. Toto obmedzenie vyplynulo pri tvorbe
hry a malo poslu´zˇit’ na zjednodusˇenie implementa´cie vyhl’ada´vania najlepsˇieho t’ahu. Hra
ale aj napriek tomuto obmedzeniu doka´zˇe dostatocˇne demonsˇtrovat’ vyhl’ada´vac´ı algorit-
mus, ako aj ostatne´ cˇasti implementa´cie. Zrusˇenie tohto prvku vyplynulo aj z cˇiastocˇne




Popis implementa´cie programu vytvorene´mu k tejto pra´ci obsahuje detailny´ popis postupu
pri vytva´ran´ı hlavny´ch cˇast´ı, ktore´ budu´ strucˇne nacˇrtnute´ v nasleduju´com odstavci. Ti-
eto jednotlive´ cˇasti tvoria kostru cele´ho programu a preto je popis orientovany´ pra´ve na
ne. V popise realiza´cie je minimum zdrojove´ho textu a cela´ kapitola je zamerana´ hlavne
na vysvetlenie princ´ıpu a predstavenie vy´hod a nevy´hod moˆjho riesˇenia.
4.1 Na´vrh spracovania
V tejto cˇasti je strucˇne nacˇrtnute´ za´kladne´ teoreticke´ cˇlenenie implementa´cie jednoduchy´ch
hier s umelou inteligenciou, ktore´ som neskoˆr pouzˇil aj pri vytva´ran´ı implementa´cie pre
tu´to pra´cu. Kazˇda´ z nasleduju´cich cˇast´ı je pre pre hry s umelou inteligenciou doˆlezˇity´m
a neopomenutel’ny´m prvkom. Jednotlive´ cˇasti su´ popri tom vza´jomne prepojene´ a samotny´
algoritmus vyhl’ada´vania MTD(f) je len malou cˇast’ou programu.[1]
• Reprezenta´cia hernej plochy. Potrebujeme urcˇitu´ da´tovu´ sˇtruktu´ru, pr´ıpadne da´tove´
sˇtruktu´ry, ktore´ by uchova´vali informa´ciu a stave hernej plochy a herny´ch kamenˇov.
• Generovanie mozˇny´ch t’ahov. Predstavuje urcˇitu´ mnozˇinu algoritmov umozˇnˇuju´cich
pre kazˇdy´ herny´ kamenˇ generovat’ mnozˇinu lega´lnych t’ahov.
• Vyhl’ada´vanie najlepsˇieho t’ahu. V tejto cˇasti implementa´cie na´jde uplatnenie samotny´
MTD(f) algoritmus, ktory´ bude slu´zˇit’ na vy´ber najlepsˇieho mozˇne´ho t’ahu pre danu´
hernu´ situa´ciu.
• Funkcia vyhodnocovania poz´ıcie. Ta´to funkcia, pr´ıpadne skupina algoritmov, je
doˆlezˇita´ cˇast’ implementa´cie, slu´zˇiaca hlavne pre algoritmy vyhl’ada´vania. Umozˇnˇuje
urcˇit’ najvy´hodnejˇs´ı stav, pomocou urcˇity´ch hodnotiacich krite´ri´ı.
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4.2 Reprezenta´cia hernej plochy
Aj ked’ sa to na prvy´ pohl’ad nezda´, reprezenta´cia hernej plochy je pre vy´slednu´ imple-
menta´ciu vel’mi doˆlezˇita´ a moˆzˇe vo vy´raznej miere ovplyvnit’ na´rocˇnost’ pra´ce s programom.
V prvotnej verzii programu bola moja herna´ plocha reprezentovana´ jednorozmerny´m pol’om
za´znamov typu byte, v ktorom kazˇda´ polozˇka predstavovala stav na jednom hernom pol´ıcˇku.
Vel’kost’ take´hoto riesˇenia vsˇak nebola idea´lna a nakoniec som v implementa´cii zvolil ako re-
prezenta´ciu hernej plochy minimalisticke´ riesˇenie, 3 premenne´ typu integer. Kazˇda´ z ty´chto
premenny´ch predstavuje jeden aspekt hernej plochy.
int whiteBR - predstavuje pozı´ciu bielych herny´ch kamenˇov na ploche
int blackBR - predstavuje pozı´ciu cˇiernych herny´ch kamenˇov na ploche
int queenBR - predstavuje pozı´ciu da´m na ploche
Taky´to sˇty´l premennej za´znamu hernej plochy sa zvykne nazy´vat’ ,,bitboard”, alebo bi-
tova´ tabul’ka, cˇo znamena´, zˇe kazˇdy´ bit tejto premennej predstavuje jedno pol´ıcˇko hernej
sˇachovnice. V tomto pr´ıpade som vyuzˇil priaznivy´ fakt, zˇe premenna´ typu integer ma´
vel’kost’ presne 32 bitov, presne ako pocˇet vyuzˇitel’ny´ch pol´ı hernej plochy anglickej verzie
da´my. Hodnota bitu na´sledne reprezentuje hodnotu premennej pre jednotlive´ pol´ıcˇka.
10000110
Obra´zek 4.1: Ulozˇenie poz´ıci´ı bielych herny´ch kamenˇov
Napr´ıklad hodnota premennej whiteBR 100111011011 bude znamenat’, zˇe na pol´ıcˇkach
cˇ´ıslo 0, 1, 3, 4, 6, 7, 8 a 11 budu´ biele herne´ kamene. Bud’ bieli pesˇiaci alebo biele da´my.
Podobne pracujeme aj so zvysˇny´mi dvomi premenny´mi.
Vy´hodou takejto reprezenta´cie hernej plochy je popri pama¨t’ovej nena´rocˇnosti aj jedno-
duchost’ spoˆsobu pra´ce s ty´mito hodnotami. Pouzˇit´ım za´kladny´ch bitovy´ch opera´ci´ı ako je
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zjednotenie, prienik alebo bitove´ posuny, je mozˇne´ zostrojit’ aj zlozˇitejˇsie opera´cie potrebne´
pre pra´cu moˆjho programu.
Pr´ıklady pouzˇitia:
(whiteBR & queenBR) - pozı´cie bielych da´m na ploche
!(whiteBR | blackBR) - pra´zdne herne´ polı´cˇka plochy
(blackBR & !queenBR) - pozı´cie cˇiernych pesˇiakov na ploche
4.3 Generovanie mozˇny´ch t’ahov
Genera´cia mozˇny´ch t’ahov je v implementa´cii rozdelena´ na dve samostatne´ cˇasti. V prvej
cˇasti algoritmus pracuje len s jednoduchy´m pohybom a pre dany´ herny´ kamenˇ vyhl’ada´
vsˇetky mozˇne´ jednoduche´ pohyby v okol´ı. Druha´ cˇast’ algoritmu pracuje podobne ako prva´,
s ty´m rozdielom, zˇe vyhl’ada´va iba skoky dane´ho kamenˇa. V celej implementa´cii je ge-
nera´cia funkcˇne rozdelena´ na tieto dve cˇasti, pretozˇe kazˇda´ ma´ dost’ odliˇsnu´ implementa´ciu.
Na druhu´ stranu oddelenie jednoduchy´ch pohybov a skokov cˇasto spoˆsobuje zneprehl’adnenie
zdrojove´ho ko´du.
Konkre´tna realiza´cia vyhl’adania mozˇny´ch t’ahov je vd’aka pouzˇitiu vysˇsˇie spomı´nany´ch
bitovy´ch tabuliek jednoducha´ a pozosta´va z kombina´cie bitove´ho posunu a kontroly pre-
krytia za´znamu vol’ny´ch pol´ı na hernej ploche so za´znamom herny´ch kamenˇov.
Pr´ıklad z´ıskania herny´ch kamenˇov schopny´ch pohybu:
movPieces = (emptyFields << 4) & blackBR;
movPieces |= ((emptyFields & maskL3) << 3) & blackBR;
movPieces |= ((emptyFields & maskL5) << 5) & blackBR;
Princ´ıp algoritmu je zjavny´ a posledne´ dva riadky su´ v podstate len korekciou, ktora´
vyply´va z podstaty diagona´lneho pohybu po hernej ploche.
Vy´sledna´ da´tovy´ model generovany´ch t’ahov pozosta´va z indexu odkazuju´ceho na po-
hybuju´ci sa ska´cˇuci herny´ kamenˇ, na´sledne z indika´toru smeru, ktory´m sa moˆzˇe kamenˇ
pohybovat’, a nakoniec premennou rozliˇsuju´cou obycˇajny´ pohyb a skok.
Cela´ genera´cia t’ahov je samozrejme za´visla´ na pouzˇity´ch herny´ch pravidla´ch, ale v
pr´ıpade hry da´ma, je situa´cia pri generovan´ı mozˇny´ch t’ahov znacˇne zjednodusˇena´, nakol’ko
existuju´ len dva druhy pohybov, jeden pre pesˇiakov a jeden pre da´my. Pohyb da´m je navysˇe
l’ahko spracovany´ uzˇ existuju´cimi meto´dami na spracovanie pohybu pesˇiakov jednotlivy´ch
farieb.
4.4 Vyhl’ada´vanie najlepsˇieho t’ahu
Vyhl’ada´vanie najlepsˇieho t’ahu je spolu s Funkciou vyhodnocovania za´kladom prejavu
a sˇty´lu hry pocˇ´ıtacˇove´ho protivn´ıka. Pocˇ´ıtacˇe nedoka´zˇu mysliet’ rovnako ako l’udsky´ hra´cˇ,
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ktory´ pri hre cˇasto ,,vid´ı” najlepsˇie a najhorsˇie t’ahy hned’ na prvy´ pohl’ad. Za´lezˇ´ı
od sku´senosti hra´cˇa, cˇi su´ tieto t’ahy najlepsˇie z kra´tkodobe´ho alebo z dlhodobe´ho hl’adiska.
Pocˇ´ıtacˇ vsˇak ma´ narozdiel od l’udske´ho protivn´ıka tu´ vy´hodu, zˇe doka´zˇe pracovat’ ry´chlo.
Tak ry´chlo, zˇe mu nerob´ı proble´m vygenerovat’ si v pama¨ti neuveritel’ne´ mnozˇstvo herny´ch
kombina´ci´ı do budu´cnosti a tak urcˇit’, ktory´ t’ah bude pre neho najvy´hodnejˇs´ı.
V implementa´cii sa o vyhl’ada´vanie stara´ trieda Search, v ktorej su´ popri meto´de
MTD(f) implementovane´ aj d’alˇsie pouzˇitel’ne´ algoritmy ako MinMax alebo Alfa-Beta.
Princ´ıp pra´ce ty´chto algoritmov bol pop´ısany´ v teoretickej cˇasti a na rovnakom princ´ıpe
pracuju´ tieto algoritmy aj v mojej implementa´cii.
4.5 Funkcia vyhodnocovania poz´ıcie
Funkcia vyhodnocovania poz´ıcie bola pri tvorbe implementa´cie jednou z najzlozˇitejˇs´ıch
cˇast´ı na vytvorenie. Samotny´ ko´d funkcie nie je pr´ıliˇs na´rocˇny´, ale cela´ jej podstata vyply´va
z herny´ch pravidiel a moˆzˇe vo vel’kej miere ovplyvnit’ u´spesˇnost’ vyhl’ada´vania a ty´m aj
kvalitu hry pocˇ´ıtacˇove´ho protivn´ıka. V programe je implementovany´ch viacero verzi´ı vy-
hodnocovacej funkcie, ktore´ vznikli pri postupnom testovan´ı, ale hlavnu´ va´hu vo vsˇetky´ch
ma´ pomer pocˇtu herny´ch kamenˇov jednotlivy´ch protivn´ıkov.
Jednotlive´ polozˇky, na ktore´ sa kladie doˆraz pri urcˇen´ı hodnoty herne´ho stavu:
• pocˇet pesˇiakov
• obrana s da´mou v niektorom rohu hernej plochy
• obrana posledne´ho radu a zabra´nenie su´perovi povy´sˇit’ svoje herne´ kamene
• pocˇet pesˇiakov, ktor´ı moˆzˇu povy´sˇit’ na da´mu
• pocˇet da´m
• rozdiel pocˇtu herny´ch kamenˇov su´perov
Funkcia vracia hodnotu vypocˇ´ıtanu´ podl’a stavu hernej plochy, t.j. podl’a pocˇtu a poz´ıci´ı
jednotlivy´ch herny´ch kamenˇov. Ako uzˇ bolo uvedene´, vyuzˇ´ıvana´ je ta´to funkcia hlavne v
algoritme vyhl’ada´vania najlepsˇieho t’ahu. Tento algoritmus pouzˇ´ıva vyhodnocovaciu funkciu
ako indika´tor vy´hodnosti a nevy´hodnosti mozˇny´ch t’ahov.
4.6 Uzˇivatel’ske´ rozhranie
Uzˇivatel’ske´ rozhranie programu je jednoduche´, bez zbytocˇny´ch pr´ıdavny´ch vymozˇenost´ı,
tak aby program prezentoval hlavne pouzˇitie algoritmu MTD(f) a vyhl’ada´vac´ıch algoritmov
vsˇeobecne v praxi.
Rozhranie programu bolo vytvorene´ v jazyku Java za pouzˇitia bal´ıcˇku SWT, teda ,,Stan-
dard Widget Toolkit”, ktory´ slu´zˇi na vytva´ranie graficky´ch uzˇivatel’sky´ch rozhran´ı v tomto
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Obra´zek 4.2: Vyhodnocovacia funkcia sa bl´ızˇi k v´ıt’azstvu bieleho hra´cˇa
jazyku. V hlavnom okne dominuje herna´ plocha, ktora´ je doplnena´ pa´rom kontrolny´ch prv-
kov. Vsˇetky funkcie programu su´ taktiezˇ dostupne´ z menu, umiestnene´ho v hornej cˇasti
obrazovky.
Konkre´tna funkcia jednotlivy´ch kontrolny´ch prvkov je pop´ısana´ v kra´tkom na´vode





Pre poskytnute´ riesˇenie existuje vel’mi vel’a mozˇny´ch vylepsˇen´ı a zjednodusˇen´ı, z ktory´ch
niektore´ boli zjavne´ uzˇ pri zacˇiatku implementa´cie a niektore´ vyplynuli po tvorbe a testovan´ı
programu. Tu su´ uvedene´ tie najva´zˇnejˇsie z nich.
5.1.1 Proble´m reprezenta´cie hernej plochy
Jedny´m z najva¨cˇsˇ´ıch proble´mov bol pra´ve spoˆsob reprezenta´cie hernej plochy. Moje konecˇne´
riesˇenie je pravdepodobne naju´spornejˇsie mozˇne´, ale prina´sˇa aj nevy´hody. Jedna z nich
vyply´va zo spoˆsobu ocˇ´ıslovania pol´ı hernej plochy. Ako je zjavne´ z obra´zku, pri mojom
cˇ´ıslovan´ı su´ vy´pocˇty vzdialenost´ı pre pa´rne a nepa´rne riadky hernej plochy roˆzne. Pre tento
fakt su´ mnohe´ cˇasti programu azˇ pr´ıliˇs zlozˇite´ a neprehl’adne´. Riesˇen´ım by bolo zaviest’
alternat´ıvne cˇ´ıslovanie, ktore´ by doka´zalo tento proble´m korigovat’. V su´cˇasnosti existuje
mnozˇstvo roˆznych cˇ´ıslovan´ı, ktore´ su´ v tomto smere vy´hodnejˇsie ako to implementovane´.
Dˇalˇs´ım proble´mom, ktory´ plynie z reprezenta´cie hernej plochy, je nutnost’ obcˇasne´ho
prevodu bina´rnej reprezenta´cie hernej plochy na decima´lnu a naopak. Tento proble´m st’azˇuje
najma¨ to, zˇe nejde o regula´rny prevod bina´rnych na decima´lne cˇ´ısla, ale o urcˇitu´ formu
bina´rneho ko´dovania.
5.1.2 Optimaliza´cia vyhl’ada´vac´ıch algoritmov
Okrem reprezenta´cie hernej plochy su´ nedostatky riesˇenia hlavne v implementa´cii
vyhl’ada´vac´ıch algoritmov. Je mozˇne´ vy´razne zvy´sˇit’ ich ry´chlost’ dodatocˇnou optimaliza´ciou.
Hlavne v pr´ıpade meto´dy MTD(f), ktora´ vyuzˇ´ıva len jednoduchu´ verziu algoritmu Alfa-Beta
bez pama¨te, teda bez pouzˇitia transpozicˇnej tabul’ky. Transpozicˇna´ tabul’ka ma´ na starosti
ukladanie informa´cii o ty´ch vetveniach v Alfa-Beta algoritme, ktore´ uzˇ boli raz progra-
mom prehl’adane´. Tento spoˆsob je vy´hodny´ najma¨ pre meto´du MTD(f), ktora´ vola´ algorit-
mus Alfa-Beta vel’mi cˇasto. Transpozicˇna´ tabul’ka je taktiezˇ pouzˇitel’na´ pri ukladan´ı u´dajov
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Obra´zek 5.1: Spoˆsob interne´ho cˇ´ıslovania hernej plochy
o vy´hodnom zaha´jen´ı hry, ako su´ napr´ıklad zoznamy otva´rac´ıch t’ahov najlepsˇ´ıch profe-
siona´lnych hra´cˇov. Samozrejme tento spoˆsob ury´chlenia vyhl’ada´vania nie je pr´ıliˇs mar-
kantny´ u hry akou je da´ma.
Dˇalˇs´ı spoˆsob mozˇne´ho zefekt´ıvnenia pra´ce vyhl’ada´vac´ıch algoritmov je tabul’ka histo´rie,
ktora´ by uchova´vala zoznam t’ahov, ktore´ priniesli neobvykle vy´hodny´ (pr´ıpadne nevy´hodny´)
vy´sledok. Program by si pama¨tal, zˇe viackra´t odohral tento t’ah a po analy´ze vy´sledkov by
mohol urcˇit’ doˆsledky odohrania tohto t’ahu na vsˇetky hry v budu´cnosti.
5.1.3 Generovanie mozˇny´ch t’ahov
Posledny´m nedostatkom a zrejme aj najva¨cˇsˇ´ım je nepr´ıliˇs vhodny´ spoˆsob generovania
mozˇny´ch t’ahov, resp. da´tove´ sˇtruktu´ry reprezentuju´ce tieto t’ahy. V implementovanej verzii
su´ jednotlive´ t’ahy rozdelene´ na obycˇajne´ pohyby a skoky, takzˇe aka´kol’vek pra´ca s vyge-
nerovany´mi t’ahmi zvycˇajne vyu´stila do zdvojna´sobenia relevantnej cˇasti zdrojove´ho ko´du.
Kazˇdy´ t’ah bol pritom reprezentovany´ indexom pohybovane´ho kamenˇa a smeru ktory´m sa
kamenˇ na ploche ubera´, pr´ıpadne ska´cˇe. Ta´to reprezenta´cia sa tiezˇ neuka´zala ako vhodna´,
nakol’ko bolo cˇasto nutne´ dopocˇ´ıtat’ poz´ıciu, na ktoru´ sa pohybovany´ kamenˇ presu´val, resp.
ska´kal.
Tieto faktory spoˆsobili aj moje rozhodnutie obmedzit’ viacna´sobne´ skoky, pretozˇe ich
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generovanie vo vyhl’ada´vac´ıch algoritmoch bolo na implementa´ciu pr´ıliˇs zlozˇite´. Program




Zlozˇitost’ a vy´skum u kazˇdej jednotlivej cˇasti teo´rie tvorby hier s umelou inteligenciou ma
dost’ prekvapili, a preto je aj ta´to pra´ca komplexnejˇs´ım pohl’adom na vsˇetky cˇasti tvorby hry
a nielen zameran´ım na meto´du vyhl’ada´vania MTD(f). Jednotlive´ cˇasti su´ natol’ko previa-
zane´, zˇe podcenenie ktorejkol’vek z nich prina´sˇa automaticky proble´my aj pre tie ostatne´.
Funkcia ohodnotenia stavu moˆzˇe byt’ jednoducha´ a zalozˇena´ na najza´kladnejˇsom pravi-
dle, ale potom vy´razne utrp´ı efekt´ıvnost’ vyhl’ada´vania. Rovnako je to aj s previazanost’ou
vyhl’ada´vacieho algotimu a reprezenta´ciou hernej plochy, ktora´ moˆzˇe vy´razne ovplyvnit’
pama¨t’ovu´ na´rocˇnost’ pri nespra´vnom pouzˇit´ı. Avsˇak rozp´ısat’ vsˇetky tieto celky do detailu
by zabralo ovel’a viac stra´n ako ma´ ta´to bakala´rska pra´ca.
Samotny´ vy´voj implementa´cie bol na druhu´ stranu o to zauj´ımavejˇs´ı a hodnotnejˇs´ı,
nakol’ko ma nu´til hl’adat’ riesˇenia ku kazˇde´mu z ty´chto proble´mov a tak mi poskytoval
sta´le nove´ podnety. V su´cˇasnosti okrem toho pre danu´ te´mu existuje azˇ neuveritel’ne vel’ke´
mnozˇstvo programov, na´vodov a publika´ci´ı, a tak nebol proble´m z´ıskat’ odpovede na jednot-
live´ ota´zky. Dokonca naopak, niekedy bolo informa´ci´ı k te´me azˇ pr´ıliˇs a t’azˇke´ bolo vybrat’
len tie hodnotnejˇsie. V kazˇdom pr´ıpade ma te´ma zaujala, a to aj napriek tomu, zˇe sa mi
nepodarilo dopracovat’ demonsˇtracˇny´ program do takej podoby ako by som du´fal.
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