Abstract. As a common reference for many in-development standards and execution frameworks, special attention is being paid to ServiceOriented Architectures. SOAs modeling, however, is an area in which a consensus has not being achieved. Currently, standardization organizations are defining proposals to offer a solution to this problem. Nevertheless, until very recently, non-functional aspects of services have not been considered for standardization processes. In particular, there exists a lack of a design solution that permits an independent development of the functional and non-functional concerns of SOAs, allowing that each concern be addressed in a convenient manner in early stages of the development, in a way that could guarantee the quality of this type of systems. This paper, leveraging on previous work, presents an approach to integrate security-related non-functional aspects (such as confidentiality, integrity, and access control) in the development of services.
Introduction
Service-Oriented Architectures (SOA), of great popularity nowadays, and Web Services (WS), the technology generally used to implement them, go hand in hand in such a way that they are even referred to as WSOA (Web Service Oriented Architecture). They achieve the integration of heterogeneous technologies, providing interoperability, and yielding the reutilization of pre-existent systems.
At the same time, Model Driven Applications (MDA) [14] arises as a new paradigm that tries to shift models out of a mere documentary role, and turn them into a first class development artifact. This approach provides, among other benefits, a greater understanding of the system as a whole and a platformindependent development, improving the reusability of the design, and simplifying the evolution of the system, thus increasing productivity.
WS-* standards provide a strong foundation for the development of services. WS-Policy and related specifications offer the possibility of considering extrafunctional concerns of those services. However, these specifications are XMLbased, and its syntax is not designed to be read/written by humans. An abstraction of such languages is desirable.
From the experience obtained during the participation in a research project focused on the service-oriented reformulation of a banking core [3] , the need for means to independently address non-functional properties (NFPs) to foster design (functional and non-functional) reuse along different companies became evident. Moreover, different modeling techniques and approaches in use among the different financial institutions made input-models-language independence fundamental. Different banks use different infrastructures, and different security solutions and approaches, for instance. It is the authors' belief that this situation repeats itself in other industries.
If the research's results were to be useful throughout the banking industry, the NFPs of the systems had to be supported in different shapes and forms. A clear candidate approach to address this issue, therefore, is that proposed by Multi-Dimensional Separation of Concerns (MDSOC) [21] , and seconded in Viewpoints [7] , aspect-oriented modeling (AOM) or early aspects (EA) [5, 17] . These approaches share common ideas, and allow for the separation of functional and extra-functional characteristics of the systems at design time, providing a base for the solution presented in this paper.
Within these different views or concerns of the system, the elements have to be described somehow. In general, aspect-oriented solutions prefer general purpose modeling languages (GPMLs) for this task. GPMLs' approach towards this problem is to provide extension mechanisms to adapt the generic modeling elements to the particular concern or domain that is being addressed by the model. Domain-specific modeling (DSM), however, takes a different approach, and reduce the available modeling elements to key, familiar problem-domain concepts (and rules), narrowing down the design space [8] , to achieve higher levels of productivity. In the approach presented in this paper, DSMs have been selected to appropriately address the different NFPs.
A final element of concern is the technical expertize needed to express correct (both syntactically and conceptually) security and other NFPs' configurations. One of the ideas in SOA is that business be aligned with the IT infrastructure. Therefore, stakeholders at the business level are candidate to providing input models of the system. Nevertheless, these stakeholders, although capable of expressing security intentions or requirements to these business services, are probably not security savvy enough to express a complete security configuration, nor are aware of the availability of the different security infrastructure elements.
Although multiple implementation technologies exist to facilitate the development of web services and SOA systems, the lack of a sound methodological base for the development of such applications stresses the need for new modeling methods or techniques that could guarantee the quality of the development of this type of systems. In summary, it was identified that there exists a lack of a design solution that:
-Allows an independent development of the functional and non-functional (NF) concerns of service-oriented architectures, fostering reuse. -Permits that each concern be addressed in a convenient manner, at the appropriate abstraction level. -Avoids the need for non-functional (in this case, security) expertize at the business/system architect role.
-Is modular enough so that the functional model is not polluted with nonfunctional information. -Provides a practical way of measuring and analyzing the system for nonfunctional characteristics in early stages of the development.
Some approaches applying MDA to the development of Web Services already exist (e.g. [16] , [10] ). However, these approaches do not offer thorough support for access control (AC) descriptors, code generation, Web Services Description Language (WSDL), and WS-(Security)Policy. This paper, leveraging on previous work, presents an approach to integrate security-related non-functional aspects (such as confidentiality, integrity, and AC) in the development of services, parting from high-level descriptions of business services compositions, and incorporating technical elements through a chain of transformation and compositions, towards the final implementation of the individual, security-aware services.
The paper is structured as follows. Section 2 describes the general architecture of the approach, while section 3 introduces the Supply Chain Management [25] use case, and describes its implementation along the steps of the proposed solution. Section 4 presents some relevant related work. Finally, section 5 provides some conclusions and possible future lines of work.
Integrating the Non-Functional Concerns
As first presented in [19] , a complete solution addressing non-functional aspects of service architectures was defined. The addressed characteristics are NF properties subject of being described as policies, of which security and access control are prominent examples. This section presents the methodology proposed to integrate these non-functional aspects in the development of web services. A well-known use case, including security concerns, has been selected to illustrate the usefulness of the approach. -Non-functional properties models (PIM 1 Level).
-WSDL, WS-Policy, and XML models (PSM Level).
The iMM metamodel was defined with the objective of achieving an abstraction both of input modeling techniques/metamodels, and output target platforms. It is also designed for holding, in one unique model, all information necessary for analysis and to generate the different output artifacts. The different steps' resulting artifacts, including the iMM models, are automatically generated, and the developers need never interact with them if unwanted. However, the modeler has the opportunity to tune/modify the intermediate results to shape the subsequent outcome.
The presented approach proposes the development of each individual concern as an independent model, in a similar fashion to that of Multi-Dimensional Separation of Concerns [21] . Different domain-specific metamodels, each one appropriate to the particular concern in hand, are used to define the non-functional models. The addressed security concerns are individually mapped from the iMM into implementation artifacts in the target platform, independently of the particular services under design.
In that way, the system under implementation provides the particular values for the final implementation elements, but concern models (and their mappings onto the platform) may evolve independently. Such models are composed into a complete model of the system by weaving them together. A possible set of metamodels for the consideration of security concerns in service-oriented architectures is presented in [19] and included in section 2.3.
For the generation, the process model is split into atomic services and their associated NF intents. The different resulting outputs to be obtained, indicated in figure 1 , include access-control descriptors (platform dependant), code templates (platform dependant), and WSDL and WS-Policy documents (common to all target platforms). The composition execution should then make use of these artifacts to execute the process.
Development Process
The sequence of steps to perform in the proposed approach, leveraging on that first introduced in [19] , is presented here:
1. A business process model, annotated with abstract security intents (also known as primitives), is presented as input to the process. 2. The intents at CIM level drive the selection of the appropriate security and access-control models. The developer selects, tunes, or even defines new AC and security models, as better fits the system. 3. A functional PIM model is derived from the CIM model or, alternatively, provided by the modeler as an input functional model at PIM level (PIM 1). 4. By means of composition models, the modeler indicates which non-functional properties should be associated to which resources in the functional model. Ideally, pre-filled composition models should be proposed by a tool automating the development process. 5. At this stage, the platform-independent iMM model (PIM 2) contains all (functional and extra-functional) information. 6. Next, the iMM model is transformed into platform dependant (PSM) models. Default values may be used for the generation, unless optional platform information (indicating preferences and/or availability of platform characteristics) is fed to the transformation. In the example presented in this paper, assertions in a WS-SecurityPolicy metamodel, extended with a "preference" attribute, may be used for representing the available/preferred mechanisms to use from the target platform. 7. Finally, service and policy descriptors are derived from the PIM 2 model.
Resulting WSDL documents hold references to the appropriate policies defined in the different generated WS-Policy documents. Simultaneously, code templates and non-functional configurations are automatically created. Within the process model, the modeler may express high level security intents (e.g., non-repudiation, confidentiality, integrity), instead of technical mechanisms which are necessary to achieve them (e.g., encryption, signature, time-stamping). The know-how of the mechanisms necessary to achieve the intents is contained in the metadata and the transformations. In this way, the business/system architect is freed from the need of technical security knowledge.
Repositories containing different expert-made AC and security models could provide the non-functional inputs. The idea behind the approach is that different NF models, suitable for different concerns in different domains, would represent a pool of options from which to select the most appropriate one. Experts in the particular NF domain create such models, and also indicate how the different elements map onto the target platform. Adequate metadata is associated to these models for automatic discovery support. In that way, appropriate models are automatically selected from the repositories and offered to the modeler.
Analyses and metrics, performed and calculated on the iMM model, reassure the modeler confidence in the correctness of the design. Errors detected in this stage are less costly to correct, and the system architect may have the opportunity to consult a domain expert to solve any complicated issue.
The benefits of this approach is twofold: the system's developer need not be security savvy, and allows greater reuse of (functional and non-functional) designs. NF models may be reused among different projects. Also, different NF characteristics may be applied to the same functional design to generate different resulting systems.
Metamodels
Referring to the metamodels employed in this solution, some pre-existent metamodels have been adopted, some other were merged together, whilst the rest had to be defined for the occasion. The different metamodels presented here, are described in more detail in [19] .
Modeling Security Intents at the CIM level. Business processes diagrams have become the mainstream alternative to model the compositions and interactions of services. Such models provide a great means for describing the interaction of the services at a high level of abstraction. They also represent an outstanding instrument on which to express abstract non-functional intentions that allow stakeholders to express their security concerns without the need for a detailed technical knowledge. Ontologies have risen as useful tools to agree on a common language for the description and discovery of elements (web services, for instance). The use of an ontology at the CIM level may provide not only a means to define a common language for security intents, but may also represent a tool for the matchmaking 1 of the non-functional concerns models contained in the repositories that may fulfill the expressed requirements.
In the security domain, the NRL ontology [9] represents a very complete option, scoping from high-level security objectives, through security credentials, to technical encryption algorithms, and has been selected to formalize a vocabulary for the security intents.
Functional Input Metamodel: UML. If a PIM level input is to be provided, UML, the modeling standard of choice in most cases nowadays, has been selected as the input's metamodel. UML's SoaML profile [2] was implemented and applied to these input models to guide the UML-to-iMM transformation.
Security Metamodel: QoS Metamodel. UML's QoS profile [22] defines the "QoS Framework Metamodel" as an extension to UML's metamodel. The defined concepts can be used to model non-functional characteristics as a domain-specific metamodel (as in, for instance, [10] ). This is the metamodel selected to illustrate the use of the approach being presented.
Access Control Metamodel: SecureUML. SecureUML [11] , a Role Based Access Control (RBAC, one of the currently most used AC techniques) metamodel is used to exemplify possible access-control input models. The modeling and implementation of AC, which follows a similar process to that of the security properties, is not included in this article.
Weaving Metamodels. Weaving metamodels guide the composition mechanisms of the different models. In this case, the composition of functional models with AC models or security models require different weaving associations, described in [19] . The semantics of the associations are implemented as part of the composition rules.
iMM Metamodel. The intermediate metamodel is one of the fundamental parts of this approach. Composed of three differentiated parts (System Design, Access Control, and Policy), this particular implementation, described in [19] , was designed to be as general as possible, in order to maximize support for AC techniques and policy standards.
The functional part of the metamodel follows a component-based approach, and is used to describe service components, entities and interfaces, among other metaclasses. The generic metamodel [15] incorporated in the "Access Control" part, allows for the use of different access-control techniques (and mutation among them). Finally, the "Policy" package of CBDI-SAE Meta Model for SOA [4] was selected for the service policies part. The three selected metamodels were then studied to identify equivalent concepts that provided merging points.
An integrated metamodel, such as iMM, provides a great subject of analysis and metrics' calculations. In this particular case, access control conflicts analysis, or security coverage metrics, for instance, could be defined. Analyses and metrics for iMM models are out of the scope of this paper.
WSDL Metamodel. A WSDL metamodel has been used for the transformations, and in the compositions (in order to visualize the future WSDL document as a model and facilitate the specification of policy application points).
WS-Policy Metamodel. Equivalently, a WS-Policy metamodel has been developed. The transformations and later generation of WS-Policy documents operate on this metamodel, including the case of WS-SecurityPolicy models.
WS-SecurityPolicy Metamodel.
A WS-SecurityPolicy metamodel has been defined as an extension to the WS-Policy metamodel, providing a means to edit and validate security policy assertions, and to indicate the platform's security capabilities and preferences. It is, to the best knowledge of the authors, the first available implementation of a WS-SecurityPolicy metamodel.
WS-I's Supply Chain Management Use Case
To illustrate the use of the proposed approach, the Web Services Interoperability Organization's (WS-I) [23] Supply Chain Management (SCM) use case [25] has been selected.
The SCM application [25, 24] presents a typical business-to-consumer (B2C) model: a Retailer offering electronic goods to consumers. To fulfill orders the Retailer has to request products ("shipGoods" operation) and manage stock levels in the three Warehouses. When an item in stock falls below a certain threshold, the Warehouse must restock the item from the relevant Manufacturer 's inventory ("POSubmit" operation, a typical business-to-business (B2B) model). A complete description of the use case architecture's can be found in [25] , and in [26] for security requirements. Access-control was originally not addressed in this use case, and will not be included in the example in this paper.
Two frameworks for the Java programming language have been selected to support the execution of the system: -Spring framework [20] , a framework leveraging enterprise-level functionalities for Java POJOs (Plain Old Java Objects). Frameworks provide much functionality which would be otherwise necessary to generate for the execution of the different systems, greatly simplifying the development of generators. Newer frameworks' declarative-based configuration, in particular, support the configuration of non-functional characteristics of the services (such as security or AC, in this case) independently of the functional code. This is of great usefulness in this case, allowing for an independent generation of the different artifacts, and the reuse of generators for different target platforms.
Creating and Selecting the Input Models
A process model of the system is considered as the primary input. This model, annotated with security and access control intents, indicates the non-functional requirements on the different services. For instance, an interaction marked "nonrepudiation" would imply associating to the message the actions of authenticating, signing and time-stamping. The NRL ontology [9] , designed to facilitate automatic discovery and invocation, has been selected in this example to formalize the vocabulary for the annotation. Using NRL's matchmaking algorithm, different matching security and AC models are presented to the modeler for selection. In this case, the QoS model would match the different security required characteristics, as it models the security mechanisms to satisfy them. Retailer System's UML Model Functional models of the system will most likely be derived from the process model, developed from scratch to satisfy it, or reused from a previous system model (perhaps even reverse-engineered from legacy code). The 'de facto' standard for functional systems' modeling is UML, so it was decided to use it to model the Retailer system. As described in section 2.3, the SoaML profile is used to guide the posterior transformation. UML class diagrams for all the services in the SCM example are available in [25] .
Modeling of the Security Intents with the QoS Metamodel
The first step towards modeling security concepts under the QoS metamodel is defining a QoS Catalog for the target (one or more) QoS Category. A catalog defines the different characteristics (may be regarded as meta-classes in a metamodel) and dimensions (the variables defining a particular characteristic) that may be present in a model of such category. In this particular case, only one category will be modeled: Security. Within this category, three characteristics are defined: Integrity, Confidentiality, and Authentication. Table 1 presents the different QoS Dimensions defined for these three characteristics, and the values assigned to them in the case of the "shipGoodsRequest" message of the "shipGoods" operation, offered by the Warehouse and used by the Retailer services.
Transformation Into the iMM Model
Composition of Retailer System's UML Model with Non-Functional Models Having two different non-functional aspects of the system under consideration, two composition models are necessary. The first one relates the Retailer system elements with the security characteristics in the QoS model. Figure 2 presents the three panel view provided by the AMW tool [6] to create such composition models. In this figure, the different model elements are associated to its security requirements. The figure brings out, for instance, the association of "ShipGoodsResponse" with the security characteristics of signing, with the corresponding Warehouse X.509 certificate, the message and timestamp. The composition mechanism for SecureUML input models is equivalent. 
Generation of Resulting Artifacts
For the generation of both WSDL and WS-Policy documents, the models are first transformed into a XML model and later extracted into the final XML syntax. The resulting WSDL documents (not included, equivalent to those in [25] ) reference, within the description of the service elements, the corresponding service policies. The resulting WS-Policy document (figure 3) contains the policies applied to the Warehouse service (correspondent to the requirements and the QoS input model) and provide an equivalent expression, in WS-SecurityPolicy assertions, to the security configurations described below. The description of the generation of the functional code is out of the scope of the paper.
Generation of the WS-Security Configuration
The following configuration elements represent the target platform's results for the non-functional concerns requirements. All information necessary to generate the non-functional configuration files is available in the iMM model. Figure 4 shows an excerpt of the configuration file generated for the Warehouse service. In it, the "WarehouseA" service is defined as a jaxws:endpoint and configured correspondingly. The actual bean implementing the service ("warehouseAService") is passed as a reference to the endpoint. The implementor bean is itself configured with the different properties it requires.
Security interceptors are also defined for the service endpoint. Only the output interceptor ("WarehouseEndTimestampSign Response") is presented in figure 4 for visualization. The input interceptor's configuration is very similar, and therefore excluded. Security interceptors' configuration represent, therefore, the actual piece of the configuration file that depends of the security policy part of the iMM model.
Within this configuration, and encircled, two entries stand out: -the different securing actions to be performed (key="action" and, according to the requirements, value="Timestamp Signature"), -the actual elements to be signed (key="signatureParts" and, again following the requirements, value="..Timestamp; ..Body; ..Header").
The presented use case, although briefly described, illustrates how the proposed approach provides mechanisms to address the objectives placed in section 1. Abstract NF intents are first mapped to NF design models, composed into a complete system model, refined, and finally mapped to implementation artifacts. The security interceptors and the access control context's elements (not presented) represent the mappings from the respective security and access control concerns. The iMM model of the system provides the particular values for elements (e.g., the security actions to perform). In this way, different concerns models, independently managed (maintained, evolved, mapped to target platforms, etc.) may be re-used for the implementation of different systems. 
Related Work
Among the proposals that deal with the different aspects supported by WSPolicy, the approach by Ortiz and Hernández [16] is one of the most representatives. Their solution makes use of aspect-orientation, Service Component Architecture (SCA) modeling and a UML (Unified Modeling Language) profile. Ours, in change, proposes the use of domain specific languages (DSLs), more adapted to each of the extra-functional aspects in hand, to later combine these DSLs into one integrated model. No means to generate the implementation of the security aspects previously mentioned are described in [16] .
In [12] , the use of a security view (a view where security properties are associated to functional elements in a process) is suggested. A first approximation towards the modeling of security characteristics in event-driven process chains (EPCs) is presented, modeling security at a technical level. Sharing the idea of the use of views or different models for addressing NF concerns, both approaches differ (among other things) in that [12] 's doesn't make use of MDA's abstractto-specific chain of transformations, not benefiting from MDA's reutilization capabilities, and that our approach isolates the process modeler from technical security knowledge.
A methodology for an end to end SOA security configuration in proposed by [18] . The approach is model-driven, and makes use of templates to express identified security patterns, initially added as abstract keywords that represent security requirements at business level, and then at a service model level. This mapping from business-level requirements to technical intents is a manual task, performed by a software architect. Security intents are complemented with a Security Infrastructure Model (SIM) to later generate a concrete configuration. The SIM, although closer to topology modeling, fulfills an equivalent functionality to that of the WS-SecurityPolicy platform model in this work. Our approach and the one in [18] differ in that the latter is limited to security, and in, perhaps, the greatest strength in this proposal: the use of separate concern models to address each non-functional characteristic, a feature that aids reuse and modularity of design and implementation.
A security metamodel is presented in [13] to model security considerations in business processes, map them to service-oriented architectures, and generate WS-SecurityPolicy configurations. The focus is on confidentiality, integrity, identification, and authentication using patterns. Security goals (primitives) are expressed in these models, and policy assertions satisfying these goals are specified. In our work, the use of domain specific independent metamodels to describe the individual concerns facilitates the understanding, analysis, and generation of the different aspects of the service individually. The work in [13] uses one unique metamodel to express all characteristics of the services, hindering, therefore, the autonomous evolution of the different concerns. Additionally, our work is not limited to security concerns, being flexible enough to integrate other type of policies. Nonetheless, the work in [13] is sound, and worth of consideration.
Conclusions And Future Work
This paper has presented a piece of work focused on the achievement of an integrated, model-driven solution for the development of service-oriented architectures with security and access control support. The different participant metamodels have been presented, and a well-known use case, mapped to an unmodified, state-of-the-practice commercial framework has been included to illustrate the usefulness of the approach.
Multiple domain-specific models independently addressing NF concerns, and being independently mapped into target platforms, foster concern models reuse, and favors that each concern be addressed in a convenient manner. Additionally, the modularity of the approach permits that each concern design, functional or not, is not polluted with extraneous information. Finally, the integrated model offers a practical way of measuring and analyzing the system in early stages of the development.
The proposed solution presents great flexibility in its evolution regarding the appearance of new standards or technologies. Moreover, the WS-Policy framework itself has been defined in a generic fashion, allowing for many standards to be formulated based on it. Consequently, all standards already available, or in process of being defined under its umbrella may easily be supported by this solution, and its assertions can readily be applied. This leverages its use for developing not only security-aware services, but also include reliability, timing constraints, secure exchange, transactions, etc.
With respect to future work, in the short term it will be focused on the completion of a prototype tool for the CIM-PIM-PSM chain. In a longer term, it is planned to consider other policy aspects under standardization process, to be able to use the information intrinsic to the assertions (for shaping of code generation, configuration of target platform, generation/use of an extrafunctional aspect, etc.).
On a different token, the shifting from a generation approach based on a monolithic metamodel, towards a composition-based generation approach (in which any metamodel could be used to generate artifacts based on a set of weaving associations) could provide an alternative line of research.
