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Tato bakalářská práce se zabýva analýzou a implementací protokolu NNTP. Práce popisuje
protokol NNTP, jeho bezpečnostní nedostatky a diskutuje potřebu kontrolovat veškerou
komunikaci mezi klientem a serverem na přítomnost počítačových virů. Podstatná část
práce se věnuje implementaci parseru. Praktické využití implementované knihovny je na-
příklad na straně antivirového softwaru, kde by byl parser využit na odchytávání přenášené
komunikace. Knihovna je implementována v C++.
Abstract
This bachelor’s thesis deals with NNTP protocol analysis and implementation. The thesis
describes the protocol itself, it’s security treats and discusses the need for computer virus
checking of the client-server communication. The main part of the thesis deals with the
protocol parser implementation. An example of the practical usage of the implemented
library is a part of anti-virus software, where the parser would be mainly used as a tool for
capturing the communication. The whole library is implemented in C++.
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1.1 Zadanie bakalárskej práce
Témou tejto bakalárskej práce je komunikácia pomocou protokolu NNTP. Cieľom práce bo-
lo vytvoriť knižnicu implementujúcu parser protokolu NNTP podľa RFC 977 [12] s možným
budúcim rozšírením o podporu RFC 2980 [3] a RFC 3977 [8]. Výsledná knižnica je uspôso-
bená na kontrolu odchytenej komunikácie medzi lokálnym klientom a vzdialeným serverom.
Zadanie bolo spracované pre externú spoločnosť AVG Technologies CZ, s.r.o.
1.2 Motivácia
Protokol NNTP od svojho vzniku neobsahoval žiadne možnosti zabezpečenia, žiadne obme-
dzenia na dátový prenos (veľkosť a obsah prenášaných dát). Primárnym účelom protokolu
bolo sprístupniť verejné diskusie, tak ako boli známe v rámci systému Usenet aj užívateľom
Internetu. So zvýšením prenosových možností jednotlivých Internetových pripojení sa pro-
tokol NNTP začal výrazne zneužívať na šírenie nelegálnych kópií filmov, softwaru a iného
materiálu s nevhodným obsahom. K nelegálnym činnostiam na Internete neodmysliteľne
patria aj počítačové vírusy. Preto je v dnešnej dobe žiaduce, aby komunikácia pomocou pro-
tokolu NNTP bola kontrolovaná antivírovým softwarom. Táto bakalárska práca poskytuje
parser protokolu NNTP. Tento parser je využiteľný ako súčasť proxy aplikácie (procesu),
ktorá bude komunikáciu odchytávať, kontrolovať a v prípade vhodného obsahu, posúvať
smerom ku koncovému užívateľovi.
1.3 Obsah technickej správy
Úvod práce obsahuje vysvetlenie základných pojmov použitých v celej práci a spolu s tre-
ťou kapitolou poskytuje dôležité informácie na pochopenie problematiky protokolu NNTP.
Záver tretej kapitoly zhodnocuje súčasný stav.
Štvrtá a piata kapitola sa zaoberajú návrhom a implementáciou knižnice a opisujú
jednoduchú konzolovú aplikáciu, ktorá demonštruje jej funkčnosť.
Šiesta kapitola popisuje spôsoby testovania, ktoré boli použité počas celého vývoja prá-
ce. Poskytuje jednoduchý návod ako podrobiť výslednú demonštračnú aplikáciu základným
testom.





Táto kapitola definuje základné pojmy, ktoré sa často vyskytujú v texte celej práce a je
vhodné, aby bol čitateľ s ich významom oboznámený. Všetko sú to pojmy potrebné na po-
chopenie problematiky riešenia parseru protokolu NNTP1, využiteľného ako súčasť proxy
aplikácie na kontrolu prenášanej komunikácie založenej na callback funkciách.
2.1 Parser
Z pohľadu formálnych jazykov je parser časť prekladača, ktorej je predložený reťazec toke-
nov od lexikálneho analyzátora a kontroluje, či daný reťazec môže byť generovaný grama-
tikou zdrojového jazyka [1].
2.2 Sieťový protokol
Sieťový protokol definuje formát a poradie správ vymenených medzi dvoma alebo viacerými
komunikujúcimi entitami, rovnako ako aj akcie, ktoré sú vykonané pri prijatí, resp. odoslaní
správy, alebo pri inej udalosti [14].
2.3 Usenet
Systém Usenet predstavuje kolekciu počítačov, ktoré umožňujú užívateľom výmenu verej-
ných správ. Tieto správy sú podobné elektronickej pošte, ale sú prenášané špeciálnym
softwarom, ktorý je oddelený od systému elektronickej pošty. Sú skôr určené na verejné
diskusie, než na súkromnú komunikáciu [10].
Každý počítač systému Usenet spravuje databázu článkov, ktoré získava pravidelnými
výmenami so susednými počítačmi v rámci systému Usenet. Udržiavané články sú pravi-
delne odstraňované po vypršaní daného časového úseku, ktorý môže byť rozdielny pre rôzne
diskusné skupiny [10].
Usenet a Internet nepredstavujú jedno a to isté. Usenet bol pôvodne vyvinutý na UNIX-
ových počítačových systémoch, ktoré používali dočasné dial-up telefónne pripojenie pomo-
cou klasických modemov. Výmena správ prebiehala pomocou UUCP (UNIX to UNIX copy)
protokolu, ktorý je vstavaný do operačného systému UNIX. S príchodom rýchlejších spôso-
1Protokolu NNTP je venovaná celá ďalšia kapitola
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bov pripojenia do Internetu došlo v prípade prenosu správ k prechodu na protokol NNTP
[10][12].
2.4 Proxy
Proxy je systém skladajúci sa z dvoch častí [7]:
1. Zo serverovej časti, ktorá prijíma požiadavky klienta, akoby ich prijímal cieľový server.
2. Z klientskej časti, ktorá prevezme požiadavky od serverovej časti, nadviaže TCP spo-
jenie s cieľovým serverom a prepošle požiadavky klienta cieľovému serveru.
Takto sa proxy javí užívateľovi. Avšak uprostred proxy medzi klientskou a serverovou
časťou je ešte ukrytá vlastná logika proxy. Proxy totiž rozumie aplikačnému protokolu
(v našom prípade protokolu NNTP) a s požiadavkou od klienta môže vykonať niekoľko
operácií:
1. Môže preposlať požiadavku, resp. odpoveď, zmeniť dáta aplikačného protokolu2.
2. Odpovede ukladať do pamäte cache (napr. na disk). Pokiaľ proxy príjme v budúcnosti
rovnakú požiadavku, môže odpoveď vrátiť rýchlejšie priamo z pamäte.
3. Môže zisťovať, či je klient oprávnený takúto požiadavku vykonať.
2.5 Callback funkcia
Callback funkcia je založená na koncepte ukazateľov na funkcie. Callback prijíma ako
parameter ukazateľ na funkciu, ktorá vykonáva nejakú generickú alogritmickú činnosť.
Typickým príkladom je funkcia na triedenie čísel, ktorá ako parameter prijíma ukazateľ
na triediacu funkciu. Callback umožňuje kedykoľvek nahradiť aktuálne použitý triediaci
algoritmus iným [9].




3.1 Základy protokolu NNTP
NNTP (Network News Transfer Protocol) je internetový (sieťový) protokol aplikačnej vrstvy
sieťového modelu TCP/IP využívaný na prenos článkov (anglicky news articles) systému
Usenet medzi diskusnými servermi (anglicky news servers) a na prijímanie a posielanie
článkov koncovými užívateľmi. Jednotlivé články sú tematicky kategorizované do diskus-
ných skupín (anglicky newsgroups) [11][8]. Hlavnou výhodou oproti klasickému Usenetu je
možnosť interaktivity v prípade výberu článkov. Usenet neumožňoval selektívne prijímanie.
Články sa šírili raz za určitú časovú jednotku, napr. raz denne, spôsobom, pri ktorom jeden
koncový počítač poslal všetky nové články svojmu susedovi a ten opäť poslal všetky nové
články ďalšiemu susedovi. Dochádzalo k duplikácii článkov a každý koncový počítač, ktorý
bol súčasťou Usenetu, musel duplikácie dodatočne odstraňovať [10][12].
Protokol NNTP, založený na modeli klient-server, umožňuje distribúciu, vyhľadávanie,
prijímanie a posielanie článkov. Je navrhnutý tak, že všetky články sú uložené v centrálnej
databáze. NNTP server zvyčajne beží ako počítačový proces na pozadí na TCP porte 119
a prijíma prichádzajúce spojenia. Príkazy protokolu NNTP poskytujú priamočiaru metódu
na výmenu článkov medzi komunikujúcimi partnermi, kedy spravidla klient žiada server
o zoznam nových článkov. Následne klient požiada server o zaslanie len tých, o ktoré má
záujem. Články prenášané pomocou NNTP dodržujú rovnaké špecifikácie (štandardy) ako
články systému Usenet [10][11], avšak mnohé implementácie tieto štandardy dodržujú iba
čiastočne [12].
Štruktúrou príkazov (anglicky commands) a odpovedí (anglicky responses), protokol
NNTP výrazne pripomína protokol SMTP [13].
V dnešnej dobe je na prácu s diskusnými článkami systému Usenet možné využiť okrem
protokolu NNTP aj protokol IMAP [4].
3.2 Priebeh komunikácie
Po nadviazaní spojenia medzi klientom a serverom, pošle NNTP server úvodné privítanie
(anglicky initial greeting). Následne prebieha výmena príkazov a odpovedí (príkazy zasiela
klient, server patrične odpovedá a vykonáva očakávané akcie). Spojenie končí v okamihu,
keď o to jeden z komunikujúcich partnerov požiada (napr. klient príkazom QUIT, resp. ser-
ver odpoveďou začínajúcou kódom 400) alebo po strate nadviazaného spojenia [8]. Priebeh







Príkaz na ukončenie -
Potvrdenie ukončeniaﬀ
Obrázok 3.1: Priebeh komunikácie medzi klientom a serverom
3.3 Príkazy protokolu NNTP
Príkazy pozostávajú z príkazového slova (anglicky command-word), ktoré môže byť v nie-
ktorých prípadoch nasledované parametrom. V prípade príkazov s parametrami sú jed-
notlivé parametre a samotný príkaz oddelené od seba jednou alebo viacerými medzerami,
resp. tabulátormi. Každý príkaz musí byť nasledovaný všetkými povinnými parametrami
a ukončený dvojicou znakov CR-LF (Carriage Return - Line Feed).
Príkaz protokolu NNTP môže vyzerať nasledovne:
ARTICLE <message-id> CR-LF1
Príkaz spolu so všetkými povinnými parametrami zakončený dvojicou znakov CR-LF
tvorí príkazový riadok (anglicky command-line). Príkazový riadok podľa RFC 977 nemôže
presiahnuť dĺžku 512 znakov. Rôzne rozšírenia definované v RFC 2980, RFC 4642 a RFC
4643 však tento limit nedodržiavajú. Niektoré príkazy môžu mať viaceré varianty. V takom
prípade na jednoznačnú identifikáciu príkazu nestačí len príkazové slovo (command-word),
ale je potrebné uvažovať aj kľúčové slovo (anglicky command-keyword)2[8].
3.4 Odpovede protokolu NNTP
Protokol NNTP definuje dva druhy odpovedí, stavové (anglicky status responses) a textové
(anglicky textual responses).
3.4.1 Stavová odpoveď
Stavovú odpoveď posiela server ako reakciu na prijatý príkaz. Začína trojmiestnym číselným
kódom, ktorý poskytuje dostatočné množstvo kombinácií na zahrnutie všetkých súčasných
možností odpovedí protokolu NNTP. Po niektorých odpovediach môže nasledovať viacriad-
ková textová odpoveď (detaily v nasledujúcej sekcii).
1Klient požiada server o zaslanie članku s presnou identifikáciou.
2RFC 3977 obsahuje len dva príkazy tohto typu, a to LIST a MODE.
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Stavová odpoveď serveru môže vyzerať nasledovne:
205 closing connection - goodbye3
V tabuľke 3.1 sú uvedené významy prvej číslice trojmiestneho stavového kódu.
Kód Význam
1xx informačná správa
2xx príkaz úspešne dokončený
3xx prvá časť príkazu je v poriadku, zašli druhú časť
4xx príkaz syntakticky v poriadku, ale nevykonaný
5xx neznámy, nepodporovaný príkaz alebo syntaktická chyba
Tabuľka 3.1: Význam prvej číslice stavového kódu odpovede NNTP serveru na príkaz
V tabuľke 3.2 sú uvedené významy druhej číslice trojmiestneho stavového kódu.
Kód Význam
x0x spojenie, nastavenie, rôzne správy




x8x autentizácia, resp. súkromné rozšírenia
x9x vlastné použitie (neštandardné rozšírenia)
Tabuľka 3.2: Význam druhej číslice stavového kódu odpovede NNTP serveru na príkaz
Niektoré odpovede obsahujú argumenty. Argumenty majú presne určený počet a formát,
aby sa zjednodušila ich interpretácia. Každá odpoveď jednoznačne určuje, či po jej prijatí
bude ešte nasledovať viacriadková textová odpoveď.
Argumenty sú oddelené od číselného kódu a jeden od druhého práve jednou medze-
rou. Všetky číselné argumenty sú uvádzané v desiatkovej sústave a môžu začínať jednou
alebo viacerými nulami. Server môže doplniť ľubovoľný text za číselný stavový kód, resp.
posledný argument. Takýto text je oddelený od posledného argumentu (resp. číselného
kódu v prípade, že odpoveď žiadne argumenty neposkytuje) najmenej jednou medzerou.
Tento dodatočný text slúži ako informácia pre koncového užívateľa, klientská aplikácia nie
je oprávnená na základe obsahu tohto textu vykonávať akúkoľvek činnosť. Príslušné RFC
dokumenty definujú odpovede, ktoré je možné na jednotlivé príkazy očakávať.
Okrem známych odpovedí na jednotlivé príkazy je možné prijať jednu z generických
odpovedí. Sú to odpovede na neznáme príkazy, odpovede získané pri nedostupnosti služ-
by, resp. internej chybe serveru, z ktorej nie je možné sa okamžite zotaviť. Rovnako
nedostatočné zabezpečenie prenosu môže donútiť server odmietnuť daný príkaz [15].
3Odpoveď serveru na príkaz QUIT.
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3.4.2 Textová odpoveď
Textová (viacriadková) odpoveď slúži v rámci protokolu NNTP na prenos článkov, na získa-
vanie zoznamov skupín, zoznamu podporovaných príkazov atď. Prenos textovej odpovede
nastane jedine po kladnej stavovej odpovedi zo strany serveru. Ak príkaz, ktorým klient
žiada viacriadkovú odpoveď nie je možné vykonať, negatívna odpoveď serveru indikuje,
že prenos nenastane a server očakáva ďalší príkaz. Každý riadok textovej odpovede je
ukončený dvojicou znakov CR-LF. Celý viacriadkový textový blok je ukončený riadkom ob-
sahujúcim jediný zobraziteľný znak ”.“ (bodku). Za normálnych okolnosti je oddeľovačom
viacriadkovej odpovede pätica po sebe nasledujúcich znakov ”CR-LF.CR-LF“. V špeciálnom
prípade, kedy textová odpoveď obsahuje jediný (prázdny) riadok je oddeľovačom trojica
znakov ”.CR-LF“, ale táto trojica sa musí nachádzať na začiatku riadku. Dĺžka ani počet
riadkov nie je obmedzená [12].
Komunikácia medzi klientom a serverom, ktorá spôsobí prenos viacriadkového bloku
môže vyzerať nasledovne:
[C] ARTICLE 402
[S] 220 402 4105@ucbvax.ARPA Article retrieved, text follows
[S] (hlavička a telo článku)
[S] .
3.5 Najpoužívanejšie príkazy
V tejto sekcii sú uvedené príkazy, ktoré sú najčastejšie využívané pri komunikácii klienta
so serverom. Tento zoznam bol zostavený na základe analýzy komunikácie rôznych klient-
ských aplikácií (konkrétne boli použité Mozilla Thunderbird a knode) pri pokuse o pri-
pojenie a získanie požadovaných článkov. Analýza komunikácie medzi zvoleným klientom
a vzdialeným serverom bola vykonaná pomocou aplikácie Wireshark. Jednotlivé príkazy sú
definované v RFC 977, RFC 2980 a RFC 3977. Informácie o ostatných príkazoch je možné
nájsť v spomínaných RFC dokumentoch.
3.5.1 Príkaz MODE READER
Príkaz MODE READER žiada server o prepnutie sa do stavu, v ktorom bude schopný posky-
tovať službu klasickému klientovi (klient týmto príkazom informuje o tom, že sám nie je
serverom, ktorý požaduje dávkový prenos veľkého množstva článkov). Odpoveďou serveru
na tento príkaz je úvodné privítanie, resp. informácia o tom, že daný stav alebo príkaz ako






502 Reading service permanently unavailable
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3.5.2 Príkaz QUIT
Klient zasiela tento príkaz za účelom ukončenia aktívneho spojenia. Server po potvrde-
ní príkazu QUIT spojenie ukončí. Použitie tohto príkazu predstavuje preferovaný spôsob






Príkaz GROUP vyberá skupinu a vracia dostupné súhrnné informácie týkajúce sa danej sku-
piny. Povinným argumentom príkazu je názov skupiny (napr. ”news.software.nntp“).
Zoznam dostupných skupín je možné získať príkazom LIST (prípadne LIST ACTIVE).
Server ako súčasť odpovede indikujúcej úspešný výber skupiny vracia čísla prvého a po-
sledného článku v danom momente výberu (v RFC 3977 sú tieto čísla označované ako
reported low water mark a reported high water mark) a odhadovaný počet dostupných
článkov v skupine.
Ak skupina nie je prázdna, odhadovaný počet článkov musí byť rovný minimálne presnej
hodnote počtu článkov a zároveň nesmie presiahnuť hodnotu o jedno väčšiu ako je rozdiel
medzi uvádzanými číslami prvého a posledného článku. Niektoré implementácie počítajú
presný počet článkov, ktoré sú v danom momente uložené na serveri v rámci konkrétnej
skupiny, iné len odčítajú číslo prvého článku od čísla posledného článku a k tejto hodnote
pripočítajú jednotku.
Ak je skupina prázdna, nastane jedna z troch nasledujúcich situácii:
• Číslo posledného článku je o jedno menšie ako číslo prvého článku a odhadovaný počet
článkov je rovný nule
• Všetky tri hodnoty sú nulové
• Číslo posledného článku je väčšie alebo rovné číslu prvého článku. Odhadovaný počet
článkov môže byť nulový alebo nenulový. Ak je nenulový, platia všetky podmienky




211 number low high group Group sucessfully selected
411 No such newsgroup
Parametre
group meno skupiny
number odhadovaný počet článkov
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low číslo prvého článku
high číslo posledného článku
3.5.4 Príkaz ARTICLE
Príkaz ARTICLE slúži na prijímanie člankov zo serveru. Príkaz vyberá článok na základe
uvedeného argumentu a poskytuje ho klientovi (tj. všetky hlavičky, prázdny riadok a telo).
Príkaz má tri formy. V prípade prvej formy je argumentom presná identifikácia článku
(message-id). V prípade druhej formy je argumentom číslo článku v rámci skupiny. Tretia
forma je bez argumentu. Je vrátený aktuálny článok.







Prvá forma (uvedené message-id)
220 0|n message-id Article follows (multi-line)
430 No article with that message-id
Druhá forma (uvedené číslo článku)
220 n message-id Article follows (multi-line)
412 No newsgroup selected
423 No article with that number
Tretia forma (aktuálny článok)
220 n message-id Article follows (multi-line)
412 No newsgroup selected
420 Current article number invalid
Parametre
number číslo požadovaného článku
n vrátené číslo článku
message-id unikátna identifikácia článku v rámci serveru
3.5.5 Príkaz POST
Príkaz POST slúži na posielanie článkov na server. Ak je v rámci serveru povolené posie-
lanie článkov, odpoveď so stavovým kódom 340 indikuje, že server očakáva prenos článku
od klienta. V prípade, že je posielanie článkov zakázané, server odpovedá odpoveďou so sta-
vovým kódom 440. Klient je serverom informovaný o úspešnom prenose článku odpoveďou






340 Send article to be posted
440 Posting not permitted
Následné odpovede
240 Article received OK
441 Posting failed
3.5.6 Príkaz LIST
Server ako odpoveď na príkaz LIST poskytuje klientovi blok dát. Obsah a formát poskyt-
nutého bloku dát závisí na použitom variante príkazu. Ak je informácia dostupná, server
posiela viacriadkovú odpoveď, ktorej predchádza stavová odpoveď s kódom 215.
Syntax
LIST [keyword [wildmat | argument]]
Odpovede serveru
215 Information follows (multi-line)
Parametre
keyword variant príkazu LIST
argument argument (závisí od variantu príkazu)
wildmat špecifikácia skupiny
3.5.7 Príkaz LIST ACTIVE
Poskytuje rovnaký výstup ako základný príkaz LIST bez kľúčového slova. Vracia zoznam
skupín dostupných na serveri. Každý riadok výstupu obsahuje štyri položky oddelené od se-
ba jednou alebo viacerými medzerami. Položky sú uvedené v nasledujúcom poradí:
1. meno skupiny
2. číslo posledného článku v skupine (reported high water mark)
3. číslo prvého článku v skupine (reported low water mark)
4. stav skupiny
V RFC 3977 sú definované nasledujúce tri indikátory stavu skupiny:
• ”y“ - posielanie článkov je povolené (anglicky yes)
• ”n“ - posielanie článkov nie je povolené (anglicky no)
• ”m“ - moderátor skupiny kontroluje poslané články (anglicky moderated)
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3.5.8 Príkaz LIST NEWSGROUPS
Tento variant príkazu LIST poskytuje krátky popis dostupných skupín. Každý riadok od-
povede pozostáva z dvoch položiek oddelených od seba jednou alebo viacerými medzerami,
prípadne tabulátormi. Prvou položkou je meno skupiny, druhou je jej krátky popis. Server
môže vo výstupe vynechať tie skupiny, ku ktorým nie je popis dostupný. Preto sa zoznamy
vrátené príkazmi LIST ACTIVE a LIST NEWSGROUPS môžu líšiť.
3.5.9 Príkaz OVER
Príkaz OVER vracia obsah všetkých položiek vzťahujúcich sa na špecifikovaný článok (číslo
článku, message-id, resp. rozsah čísel), ktoré server v databáze uchováva.
Rozsah čísel môže byť v jednom z nasledujúcich formátov:
• číslo článku
• číslo článku nasledované pomlčkou, znamenajúcou ”a všetky nasledujúce“
• číslo článku nasledované pomlčkou nasledovanou ďalším číslom článku
V prípade, že nie je uvedený žiadny argument, informácia sa vzťahuje k aktuálnemu
článku.
Ak je požadovaná informácia dostupná, je vrátená ako viacriadkový blok dát, ktorý
nasleduje za odpoveďou so stavovým kódom 224. Jeden riadok odpovede obsahuje všetky
dostupné informácie o jednom článku (v prípade, že nie je použitý rozsah, tak odpoveď
obsahuje jeden riadok so všetkými položkami). Všetky položky sú od seba oddelená tabu-
látormi.
Prvých osem položiek je vždy uvedených v nasledujúcom poradí (ide o obsahy hlavičiek
s uvedeným názvom):








Význam jednotlivých hlavičiek je možné nájsť v RFC 1036 a význam jednotlivých polo-
žiek metadát v RFC 3977. Uvedené položky môžu byť nasledované ďalšími, ktoré si server





4V prípade špecifikácie článku pomocou message-id je prvou položkou číslo 0. Toto sa nevzťahuje na prí-
pad kedy sa článok s uvedeným message-id nachádza v aktuálne zvolenej skupine.
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Odpovede serveru
Prvá forma (uvedené message-id)
224 Overview information follows (multi-line)
430 No article with that message-id
Druhá forma (uvedené číslo článku)
224 Overview information follows (multi-line)
412 No newsgroup selected
423 No article with that number
Tretia forma (aktuálny článok)
224 Overview information follows (multi-line)
412 No newsgroup selected
420 Current article number invalid
Parametre
range rozsah čísel článkov
message-id unikátna identifikácia článku v rámci serveru
3.5.10 Príkaz XOVER
Staršia verzia príkazu OVER. Jediným rozdielom je to, že príkaz XOVER nepodporuje
variant kedy je článok špecifikovaný pomocou message-id.
3.5.11 Príkaz LIST OVERVIEW.FMT
Príkaz LIST OVERVIEW.FMT vracia zoznam položiek, ktoré server uchováva v databáze
pre jednotlivé články (jednotlivé položky sú zhodné s tými, ktoré boli uvedené v časti
venovanej príkazu OVER). Informácia je vrátená ako viacriadkový dátový blok, ktorý nasle-










V dnešnej dobe existuje celkovo šesť RFC dokumentov opisujúcich protokol NNTP. RFC 977
z roku 1986 je prvým dokumentom štandardizujúcim tento protokol. Opisuje jednoduchú
prácu s diskusnými skupinami a diskusnými článkami. Vďaka svojej jednoduchosti sa tento
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protokol stal veľmi rozšíreným a v mnohých prípadoch práve kvôli tomu vznikali rôzne roz-
šírenia, ktoré pridávali ďalšiu funkcionalitu. V roku 2000 bol vydaný dokument RFC 2980
(Common NNTP Extenstions), ktorý mnohé rozšírenia štandardizoval. RFC 2980 rozširuje
protokol o nové príkazy. Prvýkrát sa objavili príkazy podporujúce autentizáciu užívateľov.
Druhým veľkým štandardom je RFC 3977 z roku 2006. Hlavným prínosom tohto dokumentu
je odstránenie nejednoznačností v RFC 977. Veľmi stručný a vágny popis jednotlivých
aspektov NNTP nachádzajúci sa v RFC 977 spôsobil vznik nekompatibilných implementácií.
RFC 3977 sa rozsiahlo zaoberá protokolom NNTP a zavádza formálny popis v podobe Roz-
šírenej Backus-Naurovej Formy (anglicky Augmented BNF [5]). Upozorňuje na problémy,
ktoré vznikli práve kvôli stručnosti RFC 977.
Okrem uvedených troch hlavných RFC dokumentov existuje ďalšia trojica zaoberajúca
sa špecializovanými rozšíreniami protokolu NNTP. RFC 4643 sa venuje možnostiam auten-
tizácie užívateľov [18]. Aj napriek tomu, že NNTP pôvodne poskytovalo verejný prístup
k diskusným skupinám, je autentizácia vhodná pri sledovaní aktivít užívateľov. Umožňuje
zakázať prístup tým užívateľom, ktorí posielajú veľké množstvo článkov za účelom spotre-
bovať čo najväčšie množstvo zdrojov. S autentizačnými príkazmi úzko súvisí aj RFC 4642.
Tento dokument sa zaoberá nadviazaním šifrovaného spojenia pomocou TLS (Transport
Layer Security). Po zavedení autentizačných príkazov do protokolu NNTP vznikla potreba
prenášať autentizačné údaje, ako je napr. prístupové heslo nečitateľným spôsobom. V prí-
pade využitia TLS, ako spôsobu zabezpečenia komunikácie, služba NNTP beží na TCP
porte 563 [15]. Posledným z trojice významných RFC dokumentov je RFC 4644. Tento do-
kument diskutuje rozšírenie protokolu o dávkový prenos (stream). Veľké množstvo príkazov
nezávisí na odpovedi na predchádzajúci príkaz a preto je možné zasielať sekvencie príkazov
dávkovo za sebou. Komunikácia medzi klientom a serverom v takom prípade neprebieha













Obrázok 3.2: Klasický spôsob komunikácie vs. dávkový spôsob komunikácie
Dávkový prenos znižuje zaťaženie siete [19]. V RFC 3977 je dávkový (streamovaný)
prenos označovaný termínom pipelining.
Okrem týchto štandardizovaných dokumentov existuje veľké množstvo internetových
draftov5. V roku 1991 sa začal vývoj NNTP V2 (verzia 2). Vzniklo celkovo 10 internetových
draftov, ale žiadny z nich nebol nikdy štandardizovaný. Z dôvodu testovania NNTP V2
existujú implementácie, ktoré tieto rozšírenia v podobe príkazov podporujú.
Väčšina NNTP serverov vznikla po roku 1980 v čase najväčšieho rozmachu protokolu
5Hrubý návrh, koncept
15
NNTP. Preto je skoro nemožné nájsť v dnešnej dobe server, ktorý by plnohodnotne spĺňal
požiadavky RFC 3977. Veľký časový odstup medzi vydaniami jednotlivých štandardov
(až 20 rokov), neúspešný pokus o vytvorenie nového protokolu NNTP V2, mnohé ignorova-
nia povinných aspektov protokolu NNTP a povinných hlavičiek článkov zo strany autorov
klientských aplikácií a mnohé implementačné chyby spôsobené vágnosťou pôvodného štan-
dardu dali možnosť vzniknúť navzájom nekompatibilným implementáciám [3].
3.7 Bezpečnostné riziká protokolu NNTP
Protokol NNTP neobmedzuje prenášané dáta ani z hľadiska veľkosti, ani z hľadiska obsahu.
Preto je tento protokol s obľubou využívaný na distribúciu nelegálneho softwaru, nelegál-
nych kópií filmov, či iného nevhodného obsahu. Nelegálny obsah je často terčom tvorcov
počítačových vírusov, resp. iného škodlivého softwaru. Je jednoduché pri sťahovaní nelegál-
neho obsahu cez protokol NNTP infikovať použitý počítač. Preto je vhodné prebiehajúcu




Táto kapitola sa venuje návrhu riešenia parseru protokolu NNTP podľa požiadaviek v zadaní
a požiadaviek spoločnosti AVG Technologies CZ, s.r.o. na výslednú implementáciu. Uvádza
základné body, z ktorých bolo vychádzané pri riešení bakalárskej práce a samotný návrh
riešenia s ohľadom na budúce rozšírenia.
4.1 Implementačné požiadavky
Výsledný produkt bakalárskej práce je ovplyvnený samotným zadaním a požiadavkami
a pripomienkami konzultanta. V nasledujúcom zozname sú uvedené základné body riešenia:
1. Parser protokolu NNTP je riešený v súlade s dokumentom RFC 977 a využiteľný aj
pre implementáciu parseru podľa RFC 2980 a RFC 3977. Je schopný akceptovať istú
mieru nekompatibility.
2. Implementácia je optimalizovaná z hľadiska bezpečnosti a rýchlosti a je dostupná
v podobe knižnice, ktorá je riešená s ohľadom na platformovú nezávislosť.
3. Knižnica je uspôsobená na odchytávanie komunikácie medzi klientom serverom a prí-
stup k odchyteným dátam je riešený pomocou callback funkcií.
4.2 Rozdelenie príkazov z RFC 977 do kategórií
Každý dátový prenos od klienta začína zaslaním príkazu a každý dátový prenos od ser-
veru začína stavovou odpoveďou. Príkaz spolu s odpoveďou jednoznačne určujú priebeh
komunikácie. Príkazy definované v RFC 977 je možné rozdeliť do troch samostatných kate-
górií. Každá kategória zlučuje príkazy, ktoré majú rovnaké správanie a rovnakým spôsobom
usmerňujú komunikáciu. Jednotlivé kategórie aj s ukážkou sú opísané v nasledujúcich sek-
ciách1.
1Ukážková komunikácia prebehla so serverom cnews.corel.com. V niektorých prípadoch bola manuálne
upravená, aby nenarušovala vzhľad práce z typografického hľadiska.
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4.2.1 Prvá kategória príkazov
Spracovanie príkazu patriaceho do prvej kategórie končí prijatím stavovej odpovede od ser-
veru. Bez ohľadu na odpoveď (pozitívna/negatívna) je očakávaný ďalší príkaz. Žiadny ďalší
dátový prenos nepatrí k spracovaniu daného príkazu. Príklad komunikácie medzi klientom
a serverom:
Pozitívna odpoveď serveru na príkaz Negatívna odpoveď serveru na príkaz
[C] GROUP corel.test [C] GROUP unknown.group
[S] 211 72 873 951 corel.test selected [S] 411 no such news group
4.2.2 Druhá kategória príkazov
Druhá kategória obsahuje príkazy, ktoré očakávajú po prijatí pozitívnej odpovede serveru
ďalší dátový prenos v podobe textovej odpovede (ukončenej známym oddeľovačom). V prí-
pade negatívnej odpovede spracovanie príkazu končí a je možné okamžite zaslať ďalší príkaz.
Príklad komunikácie medzi klientom a serverom:
Pozitívna odpoveď serveru na príkaz Negatívna odpoveď serveru na príkaz
[C] LIST [C] ARTICLE
[S] 215 list of newsgroups follows [S] 411 no such news group
[S] corel.flowcharter 67 68 m
[S] corel.test 951 873 y
[S] .
4.2.3 Tretia kategória príkazov
Posledná kategória príkazov združuje príkazy, ktorými klient odosiela dáta serveru (člán-
ky do diskusnej skupiny). Dátový prenos však musí byť schválený. V prípade doručenia
schvaľujúcej odpovede klient zašle dáta a server následne informuje o úspešnosti prenosu
ďalšou odpoveďou. V prípade negatívnej odpovede k žiadnemu prenosu textovej informácie
nedôjde. Príklad komunikácie medzi klientom a serverom:
Pozitívna odpoveď serveru na príkaz Negatívna odpoveď serveru na príkaz
[C] POST [C] POST
[S] 340 Ok, recommended ID <4@cnews> [S] 440 Posting not allowed
[C] hlavička a telo článku
[C] .
[S] 240 Article posted successfully
4.3 Parser protokolu NNTP
Parser protokolu NNTP analyzuje dáta prichádzajúce po sieti a interpretuje ich podľa štan-
dardu RFC 977. Príkazy zaraďuje do kategórií podľa informácií z predchádzajúcej sekcie.
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Odpovede serveru rozdeľuje na pozitívne, negatívne, resp. tie, ktoré naznačujú pokračovanie
nedokončeného príkazu (tretia kategória príkazov využívaná na posielanie článkov). Infor-
mácie poskytnuté parserom umožňujú správnu komunikáciu medzi klientom a serverom,
pretože kombinácia typu príkazu a reakcie serveru na jeho prijatie jednoznačne definuje
to, ktorý z komunikujúcich partnerov bude v tom ktorom okamihu posielať dáta. Táto
informácia je využiteľná aplikáciou na odchytávanie komunikácie. Odchytená komuniká-
cia môže byť predložená antivírovému softwaru na kontrolu. Ten aplikácii vráti patrične
modifikované dáta.
4.4 Rozšírenie parseru o podporu RFC 2980 a RFC 3977
Nové štandardy protokolu NNTP prinášajú dve nové kategórie príkazov. Okrem dvoch
nových kategórií (a príkazov do nich patriacich) prinášajú jedine nové príkazy spadajúce
do už existujúcich kategórií. Rozšírenie parseru protokolu NNTP o podporu RFC 2980
a RFC 3977 znamená rozšíriť parser o akceptovanie týchto nových kategórii a príkazov,
ktoré do nich patria. Rovnakým spôsobom je možné parser rozšíriť aj o podporu ďalších,
nových príkazov napr. z RFC 4642, RFC 4643 a RFC 4644, resp. ďalších príkazov, ktoré
neboli nikdy oficiálne štandardizované. Parser bude primárne využitý ako súčasť aplikácie
na odchytávanie dát a preto hlavnou snahou tejto práce je poskytnúť čo najrobustnejšie
riešenie. V nasledujúcich sekciách sú opísané nové kategórie príkazov.
4.4.1 Štvrtá kategória príkazov
Do štvrtej, novej kategórie príkazov je možné zaradiť všetky autentizačné príkazy. Pou-
žitím týchto príkazov vo väčšine prípadov žiada klient o nadviazanie šifrovaného spojenia
so serverom. Po úspešnom zabezpečení prenosového kanálu je možné prenášať autentizačné
údaje.
4.4.2 Piata kategória príkazov
Do poslednej kategórie príkazov, ktoré sa nachádzajú v známych RFC dokumentoch dis-
kutujúcich protokol NNTP patria príkazy (konkrétne v súčasnosti jeden príkaz TAKETHIS),
ktorými klient okamžite posiela celý článok bez toho, aby počkal na povolenie zo strany
serveru. Server v prípade nezáujmu o článok oznámi po ukončení prenosu, že článok ne-
prijíma. V opačnom prípade informuje o úspešnom prenose. Tento spôsob komunikácie sa
snaží výhodnejším spôsobom využiť prenosové pásmo (nečaká sa zbytočne na povoľujúcu
stavovú odpoveď serveru) a túto kategóriu príkazov využívajú hlavne serverové aplikácie
na vzájomnú nárazovú distribúciu veľkého množstva článkov. Príklad komunikácie medzi
klientom a serverom:
[C] TAKETHIS 3@cnews.com
[C] hlavička a telo správy
[C] .
[S] 480 transfer permission denied
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4.5 Kontrola komunukácie
V úvode tejto práce boli uvedené dôvody, ktoré viedli k potrebe kontrolovať dáta prenášané
prostredníctvom protokolu NNTP. Hlavným cieľom výslednej aplikácie je umožniť vyhľa-
dávanie infikovaných dát v prenášaných dátach. Najčastejšie sa vyskytujúce a zároveň
objemovo najväčšie bloky dát prenášané protokolom NNTP predstavujú články. Tie môžu
obsahovať rôzne binárne dáta, ktoré môžu byť infikované akýmkoľvek škodlivým softwarom.
Preto je kontrola komunikácie primárne zameraná na prenášané články. Z dôvodu záujmu
o poskytnutie čo najväčšieho množstva ponúkaných možností je kontrola článkov rozdelená
na kontrolu prichádzajúcich a kontrolu odchádzajúcich článkov.
Komunikácia medzi klientom a serverom však nepozostáva len z prenosu článkov. Sú-
časťou dátových prenosov sú aj príkazy a odpovede serveru, prípadne rôzne zoznamy in-
formácií, ktoré poskytuje server napr. na uľahčenie vyhľadávania nových článkov. Tieto
časti komunikácie pravdepodobne nebudú zneužívané na prenos nelegálnych kópií filmov
apod. Ich kontrola však umožňuje detekovať rôzne typy útokov na server, resp. klientskú
aplikáciu. NNTP protokol obmedzuje dĺžku príkazov a odpovedí (v oboch prípadoch vrá-
tane argumentov) na 512 znakov. Môžu sa vyskytnúť rôzne man-in-the-middle [6] útoky
snažiace sa napr. predĺžiť príkazy klienta nad tento limit a pokúsiť sa zneužiť bezpečnostnú
chybu známu ako buffer overflow [17] na strane serveru. Preto je vhodné umožniť kontro-
lu aj ostatných častí komunikácie, nie len samotných článkov. Takýto prístup ku kontrole
umožní v prípade výskytu spomínaného typu útoku (a zároveň v prípade výskytu útokov je-
mu podobných) reagovať jednoduchým rozšírením bezpečnostnej aplikácie o využitie tohto
typu kontroly. Prístup k všetkým častiam komunikácie umožňuje externej (bezpečnostnej)
aplikácii aplikovať rôzne filtre na zobrazované skupiny, zámerne blokovať nežiaduce príkazy,
resp. obmedzovať maximálnu veľkosť prenášaných dát.
Vyhľadávanie vírových vzorov v odchytených blokoch dát nie je témou tejto bakalárskej
práce. Práca má za úlohu poskytnúť rozhranie umožňujúce jednoduchý prístup k odchy-
teným dátam. Samotné vyhľadávanie vírusov je činnosťou externej aplikácie, ktorá im-
plementovaný parser využije. Vyparsované dáta sa následne predložia skenovaciemu jadru
antivírového softwaru. Na základe výstupu skenovacieho jadra sa obsah dát patrične upraví
a vráti aplikácii, ktorá dáta odchytila. Tá modifikované dáta prepošle jednému z komuni-
kačných partnerov.
4.6 Akceptovaná miera nekompatibility
Kapitola venovaná protokolu NNTP uviedla dôvody nekompatibility medzi jednotlivými
implementáciami. Táto nekompatibilita spočíva v nedoržiavaní štandardov. Preto je žia-
duce, aby výsledný parser istú mieru nekompatibility akceptoval a nezlyhával na situáciach,
z ktorých je možné sa zotaviť. Medzi najčastejšie vyskytujúce sa chyby v implementáciach
(analýza aplikáciou Wireshark) patrí neodpovedajúci stavový kód odpovede. Niektoré ser-
very odpovedajú správne na úrovni toho, či je odpoveď pozitívna alebo negatívna, avšak
miestami neposkytujú presne definované odpovede na príkazy, tak ako sú uvedené v RFC
dokumentoch. Preto parser nekontroluje v prípade prijatia odpovede na konkrétný príkaz
stavový kód s kódom presne definovaným v štandardoch protokolu NNTP, ale len na úrovni




V tejto kapitole je opísaná implementácia bakalárskej práce podľa návrhu, ktorý je pred-
stavený v predchádzajúcej kapitole. Zaoberá sa aj obmedzeniami na úrovni podpory pro-
tokolu NNTP. V závere je predstavená jednoduchá konzolová aplikácie, ktorá demonštruje
funkčnosť výsledku celej práce.
5.1 Výstup práce
Výstupom práce je zdieľaná knižnica na prácu s protokolom NNTP, ktorej primárnym
účelom je poskytnúť dostatočnú funkcionalitu na parsovanie komunikácie medzi lokálnym
klientom a vzdialeným serverom. V knižnici je dostupných viacero parserov protokolu
NNTP. Každý je implementovaný podľa dostupných štandardov. Je možné využiť par-
ser protokolu NNTP podľa RFC 977, RFC 2980 a RFC 3977. Každý parser je rozšírený
o funkcionalitu proxy. Okrem komplexných parserov sú dostupné menšie triedy na prácu
s jednotlivými časťami komunikácie ako sú príkazy, odpoveďe, kategorizované kolekcie pod-
porovaných príkazov apod. Projektovú dokumentáciu ku knižnici je možné vygenerovať
pomocou aplikácie doxygen.
5.2 Cieľová platforma
Knižnica je implementovaná platformovo nezávislým spôsobom. Parsovanie predloženej ko-
munikácie nezávisí od cieľovej platformy a je využiteľné ako pod systémom Linux, tak aj
pod systémom Windows. Nadviazanie sieťového spojenia a samotný dátový prenos po sieti
je riešený pomocou čisto virtuálnych metód, čím je otázka platformovej závislosti prenese-
ná na odvodené triedy. Abstraktné triedy je možné prispôsobiť na akúkoľvek platformu.
Knižnica obsahuje ukážku odvodených tried, ktoré sieťové operácie implementujú pomocou
BSD socketov [16].
5.3 Implementácia parseru
Základný parser je implementovaný podľa najstaršieho štandardu RFC 977. V knižnici je
reprezentovaný triedou NntpParserRfc977. Parser je prispôsobený na odchytávanie dát.
Parsovanie komunikácie sa deje za behu výslednej aplikácie. Znamená to, že parser si
sám načítava dáta. Informácie vyparsované z prijatých blokov dát využíva na rozhodova-
nie, od ktorého z komunikujúcich partnerov má v danom momente načítavať ďalšie dáta.
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Všetky načítané dáta po jednoznačnej identifikácii poskytuje externej aplikácii na kontro-
lu. V prípade, že parser nie je schopný komunikáciu spracovať, odmietne ju a pokračuje
v činnosti. Príkladom takého chovania je napr. doručenie neznámeho príkazu. Z dôvodu
možnosti existencie rozšírení, ktoré nie sú definované v RFC dokumentoch zaoberajúcich
sa protokolom NNTP, parser odpovedá na daný príkaz chybou, ktorá informuje klienta,
o tom, že príkaz nie je podporovaný.
5.4 Implementácia rozšíreného parseru
Parser podľa RFC 977 je možné rozširovať o ďalšiu funkcionalitu. Pridávanie príkazov
spadajúcich do známej kategórie je riešené pomocou add metód. Každá z dostupných
add metód pridáva príkaz do zoznamu podporovaných príkazov. Každý zoznam zoskupuje
príkazy spadajúce do jednej z piatich kategórií definovaných v kapitole zaoberajúcej sa
návrhom. Tabuľka 5.1 jednoznačne pomenúva jednotlivé kategórie príkazov tak ako sú







Tabuľka 5.1: Pomenovanie jednotlivých kategórií príkazov
Parser sa snaží obdržaný príkaz zaradiť do kategórie príkazov, ktorá je implementovaná
jedným zoznamom zoskupujúcim konkrétne príkazy. V prípade, že je prijatý príkaz, ktorý
nespadá do žiadnej zo známych kategórii, je volaná metóda noCategoryHandler(), ktorá
na úrovni parseru podľa RFC 977 kategorizuje príkaz ako neznámy a poskytuje parseru text
stavovej odpovede, ktorou informuje klienta, že daný príkaz nie je podporovaný. Chovanie
tejto metódy je možné preťažiť a definovať chovanie nových kategórií. Takýmto spôsobom
to rieši aj parser podľa RFC 2980. Trieda NntpParserRfc2980, implementujúca rozšírený
parser, priamo dedí z triedy NntpParserRfc977. Najnovší RFC dokument rozoberajúci
protokol NNTP (RFC 3977) len pridáva príkazy do známych kategórií. Z toho dôvodu trie-
da NntpParserRfc3977 preťažuje jedine metódu commandsInit(), ktorá volá add metódy
na pridávanie príkazov. Trieda NntpParserRfc3977 priamo dedí z NntpParserRfc2980.
Hierarchia tried, ktoré implementujú parser protokolu NNTP a vzťahy medzi jednotlivými
triedami sú zobrazená na obrázku 5.1.
5.5 Implementácia proxy
Tak ako bolo uvádzané v predchádzajúcich kapitolách, účelom proxy je rozšíriť základný
parser o schopnosť odchytávať dáta. Trieda reprezentujúca proxy (NntpProxy) priamo dedí
z parserov protokolu NNTP. Je možné využiť proxy založené na ktoromkoľvek z troch do-
stupných parserov. Definuje metódy zabezpečujúce prenos dát po sieti. Nad rámec týchto








Obrázok 5.1: Triedy implementované v knižnici a vzťahy medzi nimi
sa z hľadiska komunikácie nachádza v strede medzi klientom a serverom. Klient sa nenapája
priamo na server, ale na proxy. Následne sa proxy napája na vzdialený server. Z pohľadu
klienta sa tvári proxy ako server a z pohľadu serveru sa tvári ako klient. Proxy posúva od-
chytenú komunikáciu externej aplikácii (napr. antivírovému softwaru). Komunikácia medzi















Obrázok 5.2: Komunikácia medzi klientom a serverom pri napojení na proxy
5.6 Externý prístup k odchyteným dátam
Dáta sú externej aplikácii prístupné pomocou callback funkcií. Základný parser podľa RFC
977 poskytuje celkovo päť callbackov. Každý callback sprístupňuje jednu časť komunikácie
medzi klientom a serverom. Tabuľka 5.2 obsahuje zoznam dostupných callbackov s krátkym
opisom ich významu.
Každý z dostupných callbackov je možné zaregistrovať, prípadne odregistrovať. Re-
gistrácia callbackov je riešená metódou registerCallbacks(), ktorá má celkovo päť pa-
rametrov. Každý parameter reprezentuje jeden callback. Detaily týkajúce sa významu
jednotlivých parametrov je možné nájsť v projektovej dokumentácii, ktorú je možné vyge-
nerovať (podrobnosti v priloženom súbore README v hlavnom adresári).
Odregistráciu callbackov majú na starosti dve metódy. Metóda unregisterAll() jed-
norázovo odregistruje všetky zaregistrované callbacky. Metóda unregisterCallback()
umožňuje odregistrovať konkrétny callback. Príkladom využitia odregistrácie callbacku je
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Callback Význam
INCOMING NEWS kontrola všetkých prichádzajúcich článkov
OUTGOING NEWS kontrola všetkých odchádzajúcich článkov
INCOMING LISTS kontrola všetkých zoznamov informácií
COMMAND LINES kontrola všetkých príkazov
RESPONSE LINES kontrola všetkých odpovedí
Tabuľka 5.2: Význam jednotlivých callbackov
situácia, kedy externú aplikáciu zaujíma napr. prvých päť príkazov komunikácie. V ta-
kom prípade dôjde k registrácii callbacku na odchytávanie príkazov a v prípade dosiahnutia
maximálnej hodnoty nastaveného počítadla dôjde k odregistrácii.
5.7 Optimalizácie z hľadiska bezpečnosti
Predávanie dát externej aplikácii sa deje pomocou jedného buffra spolu s aktuálnou veľko-
sťou. Implementácia sa sama stará o alokáciu, realokáciu a dealokáciu uvedeného buffra
a obmedzuje tak možné implementačné chyby zo strany aplikácie, ktorá bude využívať
triedy obsiahnuté v knižnici.
5.8 Optimalizácie z hľadiska rýchlosti
Primárne využitie implementovaného parseru nevyžaduje detailnú analýzu argumentov prí-
kazov a odpovedí serveru. Z toho dôvodu je knižnica ochudobnená o možnosť práce s jednot-
livými argumentami týchto častí komunikácie. V prípade potreby je možné získať časť dát,
ktorá obsahuje všetky uvedené argumenty ako ”surový“ blok dát. Implementácia však ne-
obsahuje možnosti na individuálny prístup k jednotlivým položkám. Nie je napríklad možné
získať jednotlivé informácie o dostupných skupinách, o ktorých dostupnosti informuje ser-
ver ako reakciu na príkaz LIST. Akékoľvek detailnejšie parsovanie je ponechané na činnosť
externej aplikácie. Väčšina týchto operácií je potrebná v prípade kontroly na prítomnosť
škodlivého kódu v tak malom množstve prípadov, že je z dôvodu zrýchlenia činnosti parseru
z implementácie úplne vynechaná.
Všeobecná optimalizácia implementácie z hľadiska rýchlosti je ponechaná na využitý
prekladač.
5.9 Obmedzenia implementácie
Implementácia nepodporuje pipelining (dávkový prenos) príkazov, tak ako je opísaný v RFC
3977 a RFC 4644, ktorý je využiteľný zo strany klientskej aplikácie v prípade, keď aktuálny
príkaz nezávisí na výsledku príkazu predchádzajúceho.
Druhým obmedzením implementácie je chýbajúca podpora autentizačných príkazov.
Knižnica neobsahuje prvky, ktoré by boli schopné nadviazať šifrované spojenie. Autentizač-
né príkazy vo väčšine prípadov vyžadujú zabezpečenie prenosového kanálu, aby sa predišlo
prenosu autentizačných údajov v čitateľnej forme. Všetky príkazy, ktoré môžu vyžadovať
zabezpečenie sú parserom odmietnuté.
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Ďalším obmedzením je chýbajúca podpora hlavičiek prenášaných článkov. Práca sa
zaoberá implementáciou protokolu NNTP na úrovni dokumentov RFC 977, RFC 2980
a RFC 3977. Formátom hlavičiek sa spomínané štandardy nezaoberajú. Navyše prístup
k jednotlivým hlavičkám je hlavne žiaduci v prípade rôznych spamových filtrov (umožnenie
tohto typu kontroly prenášaných dát nie je predmetom tejto práce).
5.10 Demonštračná aplikácia
Príkladom využitia implementovanej knižnice je jednoduchá konzolová aplikácia na odchy-
távanie komunikácie bežiaca pod systémom Linux. Využíva väčšinu poskytovaných mož-
ností. Jej základom je trieda MyProxy, ktorá dedí z NntpProxy založenej na parseri podľa
RFC 3977. Vzťah tried je zobrazený na obrázku 5.3.
Obrázok 5.3: Vzťah medzi triedami v demonštračnej aplikácii
Trieda MyProxy rozširuje zoznamy podporovaných príkazov o príkazy, ktoré popisujú
vybrané internetové drafty [2] spomínané v závere kapitoly venovanej protokolu NNTP.
Demonštračná konzolová aplikácia zobrazuje a jednoduchým spôsobom modifikuje od-
chytenú komunikáciu. Serverová časť proxy je implementovaná ako iteratívny server [16],
prijíma požiadavky klientov na pripojenie. Klientská časť proxy aplikácie sa pripája na ser-
ver a po zahájení komunikácie využíva parser na sledovanie komunikácie.
Aplikácia umožňuje nastaviť kontrolnú akciu na každú časť komunikácie medzi klientom
a serverom. Definované akcie pre jednotlivé časti komunikácie sú uvedené v tabuľke 5.3
Časť komunikácie Dostupné akcie
príkazy zobrazenie odchyteného príkazu
odpovede zobrazenie odchytenej odpovede
zoznamy informácií zobrazenie odchyteného zoznamu
prichádzajúce články zobrazenie prichádzajúceho článku
pridanie krátkej textovej informácie na koniec článku
odchádzajúce články zobrazenie odchádzajúceho článku
pridanie krátkej textovej informácie na koniec článku
Tabuľka 5.3: Dostupné akcie definované pre jednotlivé časti komunikácie
Zobrazením, prípadne modifikáciou odchytených dát aplikácia prezentuje funkčnosť im-
plementovanej knižnice. O výpis, resp. pridanie krátkej textovej informácie sa stará ap-
likácia mimo parser. To znamená, že všetka komunikácia je prístupná externej aplikácii
(v našom prípade demonštračná aplikácia, v reálnom nasadení proces antivírového softwa-
ru), ktorá môže namiesto výpisu požiadať skenovacie jadro antivírového sotfwaru o kontrolu
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bloku dát na prítomnosť vírusu. V prípade pozitívneho nálezu, dôjde k odstráneniu infi-
kovanej časti článku, resp. dôjde ku kompletnému blokovaniu prenosu článku. V prípade,
že článok nebude infikovaný, dôjde k modifikácii rovnakým spôsobom ako to robí demon-





Testovanie implementácie prebiehalo počas celého vývoja bakalárskej práce. Každá nová
funkcionalita doplnená do knižnice bola dôkladne otestovaná pred pokračovaním v ďalšom
vývoji. Spočiatku bola implementácia testovaná pomocou aplikácie telnet, pretože neboli
implementované všetky príkazy potrebné na komunikáciu s reálnou klientskou aplikáciou.
telnet je aj po ukončení vývoja jedinou ”klientskou“ aplikáciou, ktorá umožňuje otestovať
niektoré podporované príkazy, keďže nie všetky sú využívané pri bežnej komunikácii klienta
so serverom.
Počas testovania, ktoré prebiehalo súbežne s vývojom boli riešené viaceré problémy.
Medzi významné problémy patrili napr. prechod z podpory RFC 977 na podporu ďalších
RFC dokumentov, ktoré okrem iného zaviedli napr. varianty príkazov (”viacslovné“ príka-
zy), ďalej vysporiadanie sa s rozšíreniami a nedefinovanými príkazmi (v takomto prípade
výsledná implementácia odmietne komunikáciu, pretože nie je možné predvídať chovanie ne-
štandardných rozšírení) a vo všeobecnosti implementačné nedostatky existujúcich serverov,
na ktorých bola implementácia priebežne testovaná. Ďalším problémom boli pokusy komu-
nikujúcich partnerov nadviazať šifrované spojenie pred použitím autentizačných príkazov.
Nakoľko nadviazanie šifrovaného spojenia nie je predmetom bakalárskej práce, nedokončená
podpora autentizačných príkazov bola z práce nakoniec odstránená.
Po dokončení implementácie príkazov potrebných na komunikáciu s existujúcimi klient-
skými aplikáciami začalo testovanie v reálnom nasadení. Testovanie sa zameralo na schop-
nosť demonštračnej aplikácie odchytávať komunikáciu medzi lokálnym klientom a vzdiale-
ným serverom. Použité klientské aplikácie boli Mozilla Thunderbird a knode.
Všetky testy prebehli pod operačným systémom Linux.
6.1 Testovanie pomocou aplikácie telnet
telnet v podobe klientskej aplikácie predstavuje prakticky jediný spôsob ako otestovať
všetky podporované príkazy. Po preklade príkazom make je možné demonštračnú apliká-
ciu spustiť s požadovanými argumentmi (všetky argumenty sú detailne opísané v súbore
manual.pdf nachádzajúcom sa na priloženom DVD nosiči). Po spustení aplikácie je po-
trebné pripojiť ”lokálneho klienta“ na proxy. Takýmto spôsobom boli otestované reakcie
na všetky podporované príkazy. Jednoduchý test tohto typu je možné vykonať spustením
testovacieho skriptu test1 z hlavného adresára priloženého DVD. Detaily testu je možné
nájsť v spomínanom manuáli.
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6.2 Testovanie pomocou reálnych klientských aplikácií
Testovanie úspešnej komunikácie medzi klientom a serverom prostredníctvom proxy ap-
likácie v prípade kedy je klientskou aplikáciou skutočná aplikácia určená na prijímanie
a posielanie NNTP článkov prebiehalo rovnakým spôsobom ako pri bežnej práci s týmto
protokolom. Boli testované dostupné užívateľské možnosti uvedených aplikácií. Vo všetkých
prípadoch demonštračná aplikácia fungovala stabilne a bez problémov.
Otestovanie funkčnosti demonštračnej aplikácie v prípade pripojenia sa klientskou apli-
káciu Mozzila Thundebird je možné vykonať spustením testovacieho skriptu test2. Potreb-
né nastavenie na pripojenie aplikácie Mozilla Thunderbird je možné dohľadať v spomína-
nom súbore manual.pdf. Obdobným spôsobom je možné vykonať test funkčnosti v prípade
pripojenia sa klientskou aplikáciou knode (použitie testovacieho skriptu test3).
6.3 Zoznam serverov












Demonštračná aplikácia bola otestovaná napojením na všetky servery uvedené v predchá-
dzajúcej sekcii. Komunikácia pomocou aplikácie telnet, Mozilla Thunderbird aj pomocou
aplikácie knode bola plynulá a bezproblémová. Knižnica implementujúca parser je priprave-





7.1 Zhodnotenie dosiahnutých výsledkov
Hlavným cieľom práce bolo implementovať knižnicu, ktorá by poskytovala parser protokolu
NNTP. Výsledný parser umožňuje rozšíriť súčasné verzie antivírových sotfwarov o podpo-
ru kontroly tohto protokolu, ktorá je v dnešnej dobe zriedkavá. Výsledná knižnica bola
navrhnutá a implementovaná s ohľadom na budúce rozšírenia a platformovú nezávislosť.
Otestovaná a plne funkčná je pripravená na reálne nasadenie.
7.2 Možné budúce rozšírenia
Súčasná implementácia nepodporuje nadviazanie šifrovaného spojenia pomocou SSL/TLS.
Rozšírenie implementácie o túto funkcionalitu by umožnilo plnú podporu autentizačných
príkazov, ktoré sa snažia nadviazať šifrované spojenie pred prenosom prihlasovacích údajov.
Podporovaná miera nekompatibility vychádza z výsledkov analýzy protokolu pomo-
cou sledovacích nástrojov. Zvýšenie schopnosti akceptovať chybné chovanie serveru, resp.
klienta by mohla priniesť analýza zdrojových kódov voľne dostupných implementácií.
Súčasný parser nepodporuje prácu s argumentmi príkazov a odpovedí. Parsovanie ar-
gumentov by umožnilo využitie parseru na strane serveru ako nástroja na sledovanie komu-
nikácie a načítanie údajov, o ktoré môže klient v najbližšej dobe žiadať (ak klient požiada
server o zoznam nových článkov, server ich zároveň načíta do pamäte cache, aby urýchlil
prenos).
Na kontrolu obsahu prenášaných dát nie je potrebné zaoberať sa obsahom hlavičiek
článkov. Podpora hlavičiek podľa RFC 850 a RFC 1036 by umožnila parser využiť aj ako
spamový filter, ktorý by porovnával napr. adresu odosielateľa voči určitému blacklistu. Ďa-
lej by bolo možné vytvoriť konvertor medzi protokolom NNTP a niektorým z e-mailových
protokolov. Takýto konvertor by našiel využitie napr. ako proxy aplikácia, ktorá by ne-
priamo rozširovala možnosti e-mailových klientských aplikácií, ktoré nepodporujú prácu
s protokolom NNTP.
Implementáciu by bolo vhodné rozšíríť o konfiguračné prostredie. Podporované príkazy
by neboli súčasťou implementácie, ale parser by bol rozširovateľný pomocou konfiguračného
súboru (napr. vo formáte XML).
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Správa vo formáte PDF sa nachádza v hlavnom adresári pod názvom sprava.pdf. Zdro-
jové súbory vo formáte Tex sa nachádzajú v adresári tex/.
Zdrojové kódy
Zdrojové kódy knižnice sú v adresári nntp/src/. Zdieľaná knižnica je v adresári nntp/lib/
a projektová dokumentácia v nntp/doc/html/. Zdrojové kódy aplikácie sú v adresári
app/src/. Spustiteľná verzia aplikácie je v adresári app/. Každý adresár obsahuje sú-
bor README s pokynmi na preklad. Hlavný adresár obsahuje sadu testovacích skriptov.
Manuál
Manuál k demonštračnej aplikácii sa nachádza v hlavnom adresári pod názvom manual.pdf.
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