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1 . INTRODUCTION 
1 . 1 . Présen tation du su j et de l' é tude 
A l ' heure actuelle, l'utilisateur env isageant 
l ' i n stallation d ' une base de données doit savo i r qu ' il peut 
se trouver facilement prisonnier d ' un système d ' implémenta-
tion de base de données , non seulement du fait des problèmes 
de réécritu re des programmes d ' application que poserait le 
passaged' un système d ' implémentation à un autre, mais égale-
ment , du fai t des différences logiques de ces systèmes .en ce 
qui concerne l'expressi on des structures sémantiques d ' infor-
mation . 
L ' étude propos ée devrait mener~ la définition de structures 
sémantiques commun es aux systèmes IDS et IMS, ainsi qu'à la 
définition d' un langage de manipulation commun et susceptible 
de réaliser l'indépendance des programmes par rapport au 
système d ' implémen t ati on . 
1 . 2 . Présentation de l a démarche suivie pour atteindre les 
buts propos és . 
Nous avons suivi la démarche utilisée p our résoudre 
nombre de problème s de l 'informatique et qui va du réel perçu 
par l ' ut i l i sateur vers l ' implémentation avec retour vers cet 
utilisateur pour lui présenter l e modèle implémenté et les 
contrain tes de cette implémentation . 
Sur base de cette démarche, nous présenterons sous 
la forme d ' un modèle que nous avons appelé modèle relationnel 
la perception qu'un u tilisateur a de son environnement base 
de données . Celui - ci percevant et manipulant un ensemble 
d'unités d ' information structuré par des relations d ' asso-
ciation, le modèle relationnel, qui sera un sous-ensemble 
du modèle fonctionnel développé à l'institut d ' informatique 
des facultés universitaires de Namur, donnera une définition 
et une typologie de ces éléments. 
Pour permettre l ' implémentation des structures 
dégagées p~r le modèle relationnel, nous présenterons un 
modèle appel é modèle d ' accès général qui s ' emboitera au 
modèle relationnel et qui fournira des outils de conception 
relatif à cette i mplémentation. 
2. 
La troisième partie de l ' étude représentera l'implé-
mentation d ' un sous-en semble du modèle d ' accès général par 
le système IDS et l 'implémentation d ' un sous-ensemble du 
modèle d ' accès gén é ral par le système Il.'1S . Dans cette troi-
sième partie, nous aurions pu uniquement considérer la projec-
tion des deux systèmes IDS et IMS sur le modèle d ' accès 
général , mais l'en s emble co~mun (intersection) de ces deux 
projection s risquait d ' être insuffisante pour permettre le 
déve l oppement d ' un système de gestion de base de données 
encore utilisable . 
Pour l ' agrandir, nous avons préféré réaliser l ' implémentation 
de deux s ous-ensembles du modèle d ' accès général. 
L'ensemble intersection de ces deux sous - ensembles implémentés 
que nous appellerons modèle d'accès réduit sera présenté dans 
la partie suivante de l ' étude , associé à un langage de mani -
pulation de données . 
Cette association représentera un système de gestion de base 
de données impl émentable par les systèmes IDS et IMS. 
3. 
Le modèle d'accès réduit contiendra les structures sémanti-
ques communes à ces systèmes et le langage de manipulation 










La partie hachurée de lignes horizontales repré-
sente l'ensemble intersection des projections des deux 
systèmes sur le modèle d'accès. 
La partie hachurée de lignes obliques représente l'ensemble 
intersection des sous -ensembles implémentés l'un par le 
système IDS, l'autre par le système IMS . 
Avant de conclure, nous examinerons rapidement 
l ' aide que peut apporter l ' étude entreprise à la résolution 
du problème de l a conversion d'une base de données implé -
mentée par un système à la même base de données implément ée 
par l ' autre syst ème . 
* * * * * 
4. 
5. 
2. PRESENTATION D'UN MODELE RELATIONNEL 
2.1. Introduction 
Rappelon s que, comme annoncé au chapitre précédent, 
le modèle relationnel que nous présentons, est un sous-
ensemble d'un modè l e relationnel plus général appelé "modèle 
fonctionnel" développé à l'institut d'informatique_ des facul-
tés universit a i res "Notre Dame de la Paix" à Namur. 
Le modè l e relationnel doit permettre une représen-
tation structurée du réel perçu par l'utilisateur; il 
comprendra donc la déf inition des unités d'information, des 
re l at ions d'assoc iat ion entre celles-ci et une typologie de 
ces relations suivant leur contenu sémantique. 
Bien que les unités d'information et les relations 
d'association soient interdépendant es , nous présentons une 
définition de s uni t é s d'informat ion indépendante des rela-
t ions d'associat ion en ne laissant apparaître cette inter-
dépendance que plus tard dans l'étude, au niveau de la 
présentation du modè le d'accès. 
2 . 2 . Les unités d'information 
2.2.1. Une uni té d'information est un ensemble de données 




Le terme "entité", qui couvre la s ignification des 
mots - chose - conc ept - être - évènement ••. , représente 
sémantiquement l' él ément fondamen tal de la transmission de 
l 
6. 
l'information ent re utilisateurs. 
~!~~E!~ : - L'entité "Tiers" epré sente un être qui sera 
client ou fourn isseur 
~L~ en t ités "Produit" et "Magasin" représentent 
~ d es ob j ets 
- L' en t i t é "Centre de frais" repré sente un concept 
- L'en t i té "Mouvement de stock" représente un 
évènement . 
Chaque en t i té se caract éris e par un ensemble de 
propriétés ou att ributs dont la r éalisat ion est l'ensemble 
des donn ées é l émen t a ires de l'unité d'information . 
Un e r éali s ation d' une entité est la v alorisation 
des propriét é s la caractérisant et repré sente une unité 
d ' information . 
Remarquons que nous pouvons avoir plusieurs réalisations 
d ' une entité ayant l es mêmes valeurs de propriét és, c ' est - à-
dire que la valorisat ion des propriét é s d'un e entité n'es t 
pas n éc essai r emen t identifiante pour le s r éalisations de 
cette en tité . 
Con s idérons l'entit é "Client". Un exemple de valo-
risat ion s era 
Entit é Client 
Propri é t és 
- Numéro d e Ti e rs 
- Nom 
- Premier prénom 
- Numéro Compt e banc aire 
- Code r at ing 
- P l afond de c rédi t 








30 jours fin de mois 
7. 
L ' ensembl e des propriét é s d ' une entité est fonc tion 
du prob l ème pos é . 
A un même obj et p euven t être associées plusieurs ent i tés 
suiv a n t l e point de vue que l ' utilisat eur a d e c e t obj e t . 
Con s idérons deux utili s ateurs, un gestionnaire des 
stoc ks et un vendeur , un même produi t n e repré sente pas, 
pour c hac u n d ' eux , un même ensemble de propri étés . 
La per c ept ion qu e l e v endeu r a de l'ent it é "Produit " p ourra 
être l' en s embl e des p r opriét é s s uivantes : 
- Code p r odu i t 
- Nom du produit 
- Prix de v en te en gro s 
- P r ix de v en te au détail 
- Dé l a i de livrais on 
- Pourc en t age c ommission 
Alors que l ' en semble des propriétés de l ' entité "Produit " 
serai t pour l e gest ionnaire 
- Code p roduit 
- Nom du p r odu i t 
- Dé lai de fab ric ation 
- Qu an t i té en stock 
Qua ntit é r é servée 
- Lot é c onomique de commande 
- Point de commande 
2 . 2 . 2 . P a r ent i té , nous pouvon s avoir t r ois t yp es de 
... . .. . .. ........... ...... .. ... . ... .......... 
prop riétés : 
. . . . . . . . . . . 
- Le premi er typ e est c e l ui des propriétés ident i f i antes . 
Un e p rop r i été e s t di t e identifiante pour une entité si ses 
8. 
valeurs sont telles qu'elles établissent une correspondance 
biunivoque entre chaque valeur et chaque réal isation de 
l ' entit é c'est-à-dire pour chaque valeur de cette propriété, 
nous aurons au plus une réalisation de l'entité. 
Si nous reprenons l'exemple précédent, parmi les 
propr i étés de l'entité "Produit"., le code produit 
est une propriété iden t ifiante. 
- Le deuxième type est celui des p r opriétés d'ordre. 
Une propriét é est dite propriét é d'ordre si la relation qui 
existe entre ses valeurs et les réalisations de l'entité 
permet de définir s ur l'ensemble de ces réalisations une 
structure d'ordre . 
Pour l' ent ité "Produit", le nom du produit peut 
être considéré comme une propriété d'ordre. 
Une propriét é identifiante est une propriété d'ordre, mais 
la réciproque est fausse sauf si l'ordre établi est un ordre 
strict. 
- Le troisième type est celui qui regroupe toutes le s autres 
propriétés, celles qui n'ont pas été définies comme étant 
identifiantes ou d 'ordre. 
Les propriétés suivantes de l'entité "Produit" sont 
des propriétés du troisième type : 
- Délai de fabrication 
Quantité en stock 
- Quantité réservée 
Le s deux premiers types de propriétés p ossèdent 
un conten u sémantique au niveau du modèle relationnel , les 
propriétés du troisième type n ' auront pour le modèle aucun 
contenu sémantique et ne prendront de signifioation qu ' au 
niveau de l'utilisateur . 
2 . 2 . 3 . En tités ou propriétés 
Il n'exis te pas de règles strictes permettant de 
déterminer si un e donnée é lémentaire doit être c onsidérée 
comme une réalisation d ' entité ou comme une valorisation 
de propriété d ' entit é , c ' est - à - dire que si un ensemble de 
propriétés d éfinit un e en tité, la distinction entre entit és 
9. 
e t propriétés est d iffic ile à réaliser. / 
Nous donnerons plus loin, au niveau de la défini-
tion du modèle d'accès, la méthode utilis ée par le service 
informatique de la s ociété "Union Chimique Belge", pour 
constituer l' en semble des entités à partir de l'en sembl e des 
propriétés . 
2 . 2 . 4 . Syn thèse 
Une un ité d ' informat ion est définie par le tripl~t : 
- Entité 
- Propriétés (attributs ou caractéristiques) de cette 
en t i té 
Val eurs prises par l es propriétés . 
2.3. Association sémantique entre les unit és d'information 
2 . 3.1. I n troduction 
Une entité correspondan t à une ~lasse homogène 
d ~ ation est ass ociée à un sous- ens emble de l ' ensemble 
des unités d'information forman t la base des données. 
Si pour une en t i té not ée A,nous écrivons GA l e 
sous-en sembl e associé , c e sous - ensemble est par définition 
l ' ensemble de toutes l es r éalisation s de l'entité A. 
10. 
Un e assoc iation entre deux ent ités A et Best une 
re lation qui p ermet de lier sémantiquement les réalisations 
de ces deux entit és , c'est donc une relati o~ définie sur les 
ens embles ,A et C: f> • 
Mai s , dans une base de donn ées , ce s ensembles de 
réalisation étant e ssentiell emen t dynamique, il est difficile 
de donn e r un e défin ition mathématique des relati ons et d'en 
réalis er une typologi e , le s e n sembles considérés en mathé -
matique étant statiques . 
phases. 
L' étude de s r e lations s ' éffectuera donc en deux 
Dan s la première phase qui sera la phase descrip-
tiv e , nous considérerons une base de données idéales poss é -
dant des réalisation3 de toutes les entit és . Cette base de 
données est statique et nous étudierons les relations que 
nous pouvons définir entre les réalisations des entités. 
Dans la deuxième phase , nous verrons l ' incidence de la 
typologie , établie dans la phas e un, sur la dynamique de la 
base de donn ées . 
11. 
2 . 3 .2. Définit ion des relations d'association 
Rappelon s la définition mathématique d'une relation, 
Soient les ensemble s x1 , x2 , .•• ,~non nécéssairement 
distincts, Rest un e relation sur ces n ensembles si ell e 
est un e nsemb l e de n-tuples dont chacun est de la forme 
(x1 , x 2 , .. ,xn ) avec x 1 E x1 , x 2 ~ x2 , ..• ,xn E Xn 
Rest donc un sous - ensemb l e du p r oduit cartérien x1 x x2 x •• x Xn 
et est dite de degré n. 
Une relation de degré 2 est appel é e une relation binaire, 
dans la suite, nous ne considérerons plus que des relations 
binaires . 
Tout s ous - en s embl e G de x1 x x2 x ••. x Xn est une relation 
à savoi r la r e lation (x1 , x 2 , •.. ,xn) E. G. 
Nous di r ons qu ' il exist e une relation d'association 
entre deux ent it és A et B pouvant ne pas être distinctes, 
s'il existe une re l a tion R défini e sur les ensembles GA et G8 . 
Nous écriron s fx € GA 
R(x, y ) E:.. GA x G6 avec [Y é ?; ô 
' A la proposition "l'entité A est assoc ié e à l'entité B" 
correspondra l' en semb l e Yx des éléments y E. G ..B tels que 
R (x, y) soit vraie pour x E GA 
et à la proposition "l'entité Best associée à l'entité A" 
correspondra l ' ens emble Xy de s éléments x E '!;A tels qu~ 
R (x,y) s oit vraie pour y E:. 0.B. 
L 'ensemble Yx est l'image de la réalisati on x de l'entité A 
dans l ' ensemble de s réalisations de l'entité B par la relation R. 
L'ensemble Xy est l'image réciproque de la réalisation y de 
l'entité B dans l ' ensemble des réalisations de l'entité A par 
la re lation R. 
L'associat ion sémantique représentée par la 
relation R sera carac .térisée par les valeurs maximum et 
minimum du cardina l des ensembles Xy et Yx pour tout 
et tout y E 013 • 
Nous obtenons deux typologies des relations d'association 
entre entités suivant que l'on considère la valeur maximum 
ou la valeur minimum du cardinal de Xy et du cardinal Yx. 
Remarquons que, dan s le con texte de la base de données 
idéale , le s ensembles considérés sont des ensembles non 
vides . 
2.3 . 3 . Typol og i e suivant le cardinal maximum 
C'est une typologie suivant le nombre maximum de 
r éalisations de chaque entité intervenant dans la relation 
d ' assoc.iation. 
2 . 3 . 3 .1. Relation ''.One to One" ou (1 à 1) 
-- - -- - ---------------
'12. 
Nous dirons qu'il existe un e relation d'association 
"One t o One" entre deux entités A et B si 
le cardinal maximum de Yx = 1 
le cardinal maximum de Xy = 1 
C ' est - à-dire si à une réalisation de l'entité A correspond 
une et une seule r é a lisation de l'entit é B et réciproquement . 
Considérons les entités "Clients" et "Fournisseurs" 
1 
1 
Un client peut être fournisseur 
Un fournisseur peut être client 
Dans une application Compte Client , nous pouvons 
établir une relation "One to One " entre ce s deux 
entités. 
2.3.3.2. Relation="One=to)'1an;y" ou (1 à n) 
Nous dir ons qu'il existe une relation d'associa-
tion "One to Many 11 entre deux entités A et B si 
Le cardinal maximum de Yx E [ o , 00 J 
Le cardinal maximum de Xy est 1 
C 'est-à-dire si à une réalisation a de l'entité A correspond 
n (compris entre o et oo) réalisations b. de l'entité B et 
l 
si à une réalisation bi pour i E [1,n] correspond une et 
une seule réalisation a de l'entité A. 
Considérons les deux entités 11 Société 11 et 11 Usine 11 
la relation d'association que nous pouvons établir 
entre elles est une relation "One to Many 1'. 
A une soc iété peut correspondre une ou plusieurs 
usines, à une usine ne peut correspondre qu'une et 
une seule société. 
Cette re l at ion peut être considérée comme invers e 
de la relation "One t o Many". 
Nous dis ons qu'il existe une relation d'association 
11 Many to Many" entre les entités A et B si 
le cardinal maximum de Yx E [o,oo] 
le cardinal maximum de Xy E [o,~J 
C'est-à-dire si à une réalisation de A correspond n réalisa-
tions de B et si réciproquement à une réalisation de B 
correspondent n réalisations de A. 
13. 
L'association entre l'entité II Fournisseur" et 
l'entité "Article" est une relation "Many to Many 11 • 
Un fournisseur peut livrer plusieurs articles. 
Un article peut être livré par plusieurs fournis-
seurs. 
2.3 .4. Typologie suivant le cardinal minimum 
..................................... 
Rappelons que Yx est l'ensemble image de la réali-
sation x E GA de l'entité A dans l'ensemble ,.B des réali-
sations de l'entité B pour la relation R et que X:y est 
l'ensemble image de la réalisation y 6 ?;, 
6 
de l'entité B 
dans l'ensemble ~A des réalisations de l'entité A par la 
relation inverse R-1 . 
Rappelon s aussi que l'expression cardinal minimum 
signifie 
le minimum des cardinaux des ensembles Yx pour x ~ 6A 
le minimum des cardinaux des ensembles Xy pour y€ ~B 
La typologie suivant le cardinal minimum est une 
typologie suivant les propriétés d'existence d'une des deux 
entités en relation par rapport à l'existence ou la non-
existence de l'autre . 
14. 
Le couple formé par le cardinal minimum des ensembles Yx et 
le cardinal minimum des ensembles Xy définit la force de la 
relation d'association existant entre les deux entités A et B. 
Nous dirons que l'entité Best membre obligatoire 
de la relation d ' association R existant entre les entités 
A et B si 
Le cardinal minimum de Yx = 0 
Le cardinal minimum de Xy = 1 
C 'est-à-dire si l a réalisation d'une entité déclarée membre 
obligatoire de l a re lation d'association, n' a de sen s que si 
e lle est associée à au moins une réalisation de l'autre 
entit é . 
:g;~§:9:n21§ê :-Considérons les deux entités ·"commande" et "Poste 
de la commande", 1 ' entité "Poste de la commande" 
peut être déclarée membre obligatoire de la 
r e lation unissant l es deux entités . 
Une réalisation de "Poste de la commande" n'a de 
significat ion qu'associée à une réalisation de 
l' entité " Commande 11 • 
- Soient les deux entités "Société" , "Usine" et 
la re l ation d'as s ociation "appartenance" définie 
entre ce s deux entités ; cette re lation est une 
relation à membre obligatoire, en eff et 
15. 
- A une société appartient zéro, une ou plusieurs 
us ines 
- Une usine n' appartient qu ' à une société et 
n'a de s ignification que reliée à un e société. 
2 .3.4.2. Re lation_faibl e 
Nous di rons que la relation d 'assoc iation existante 
16. 
entre les entités A et Best une relation faible si 
Le cardinal minimum de Yx est supérieur ou égal à 0 
Le c ardinal minimum de Xy est supérieur ou égal à 0 
C ' est - à-dire s i l'existenc e des réalisations a. de l'entité A 
l 
est indépendante de l'existence des réalisations b. de 
J 
l'entité B et réciproquement . 
~~~~E!~~ :-Dans un envir onnement compte client, la relation 
d'associ a tion établie entre les deux entités 
"Clients" et "Fournisseurs" est une relation 
faible, en effet : 
Un client peut exister sans être un fournisseur 
Un fournisseur peut exister sans être un client 
Si un client qui est fournisseur est supprimé 
en tant que client, il peut touj ours exister en 
tant que fournisseur et inversément . 
- Considérons l'entité "Article " et la relation 
d'as sociat ion "Articles de remplacement " établie 
entre l'entité et elle-même . Cette re l ation est 
un e re lat ion faible, en effet: 
Les artic les peuvent exister sans qu 'ils ne soient 
reliés à d 'autres articles par la relation 
"Article de remplac ement". 
2 . 3 . 5. Les deux typologies que nous venons de voi r seron t 
réunies en une seul e pour établir la typologie des re lations 
d ' association du modè l e relationnel, et n ous aurons : 
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ............. . 
- Relation On e to One faib le 
~~~~E!~: La relation d'association entre l es entités 
"Clients" et "Fournisseurs" déjà vue . 
- Relation One to Many faible 
~~~~I?!~ : La relat ion "Art icle de remplac ement " précedem-
ment définie, si nous considérons qu'un article 
ne peut être remplac é que par un seul autre 
article . 
- Relation Many to Many faible 
~~~~I?!~ : La relati on d'association définie entre les 
entités "Fournisseur 11 et "Article 11 • 
- Relation On e to One à membre obligatoire 
- Relation One to Many à membre obligatoire 
~~~~I?!~~:-La relat ion d'association définie entre les 
entités "Commande s " et ''Poste de la commande" 
- La re lat i on d ' association définie entre les 
entit és "Société 11 et "Usine 11 • 
- Relation Many to Many à membre obligatoire 
~~~~I?!~ : Considérons l a r e l ation d 1 associat ion définie 
entre les entités "Dépôt" et "Art icle", cett e 
relation est une relat ion du type Many to Many 
à membre obligatoire, en effet : 
17. 
Un article peut être stocké dans plusieurs dépôts, 
et un dépôt contient plusieurs articles ; mais 
un artic le devra toujours être st ocké dans au 
moins un dépôt donc l'entité "Article 11 est membre 
obligatoire de la relat ion. 
2 . 3 . 6 . Dyn amique de s relations d ' association 
............ ......................... 
Comme nous l'avons exprimé dans l'introduction de 
18. 
ce paragrap he, toute la présentation des relations d'associa-
tion a été réalis é e à postériori sur une base de données 
statiques . 
Mais une base es 
caractéristiques des relations d'association sen~s=:a'.Gru, 
à priori pour toute s l es relations devant exister dans la 
base des données . Ces caractéristiques interviennent alors 
comme contraintes pour maintenir la cohérence de la base lors 
de son évolution. 
A tout instant, (point d e vue statique), les re lati0ns seront 
so i t des ensembles vides, soit du type initialement défini, 
c'est-à-dire que lors d'un e évolution normal e de la base des 
données , aucune relat ion ne peut viGler se s caractéristiques. 
2. 3.7. Ensemble ordonn é des réalisations dans une relation 
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . ............. . 
d'association. 
Nous avons vu que l'utilisateur peut définir dans 
l'ensemble de s propr i étés d'une entité des propriétés d 'ordre. 
Il peut, de ce fait, vouloi r réaliser une structure d 'ordre 
sur l' ensemble Yx de t outes les r éalisat ions bide l'entité B 
e n relation d ' assoc i at ion avec une réalisation a de l'entité A, 
sur base d ' une ou de plusieurs propriétés d 'ordre de cette 
entité B. 
Dans c e cas nous di r ons que nous associons une relation avec 
des propriétés d ' ordre et nous appellerons cette re l ation 
une relation d'ordre . 
A la d éfinition d ' une re lation d ' ordre, il faudra t oujours 
préciser sur quelle s propriétés cette relation s'appuie pour 
établir la structure d'ordre. 
La s i gnification de s ensembles ordonnés de réal isations dans 
1 
des relations d ' association apparaîtra plus clairement au 
19. 
niveau du modèle d'accès. 
Considérons l es entités "Client" et "Facture" et 
la relat ion d'association reliant ces deux entités, 
l'utilisateur peut décider que toutes les factures 
d'un client soient classées suivant leur date 
d' é chéance ou suivant leur numéro de facture. 
Nous assoc i eron s alors à la relation la propriété 
date d ' échéance ou numéro de fac ture et l'ensemble 
image d'un client sur l'ensemble des factures par 
la relation d'association sera ordonné suivant les 
valeurs de la propriété associée à cette relation . 
2 . 3 . 8 . Association de p r opriétés à une relation 
.......... ... ........................... 
L'utilisateur peut vouloir donner des propriét és à 
une relation d ' association entre deux entités A et B. 
Par exemple , considéron s l es entités "fournisseur" et 
"articl e " ; l' en tité "fournisseur" reprend l es propriétés se 
rapp ortant uniquement à un fournisseur, par exemple : 
- nom du fournis seur 
- adresse 
- condition de paiement 
L'entité "Article" reprend les propriétés spécifiques d'un 
article : 
- code article 
- libellé article 
Nous devons associer à la relation établie entre ces deux 
entités l es propriété s suivantes : 
20. 
- Prix d'ac hat 
- Numéro de commande 
- Délai de livrai son 
- Pourcentage de ristourne 
Le modèl e relationnel présenté permet l ' affectation 
de propriétés e n n ombre quelconque à une relation d'associa-
t ion. Remarquon s que cela est très important pour les r e la-
tions d ' association du type "1'1any to 1'1any" car dans ce cas 
les propriét és associées à la r e lation ne peuvent pas être 
placées dans un e d e s deux entité s. 
Dan s l es autres cas, ce s )2_I' Oprié~és peuvent être 
plac é es dans l ' en semble des propr iétés d'une des deux entités. 
Le choix d e l'entité à laque lle nous donnerons ces 
p r opri é t é s s era fon c tion du typ e de la r elation. 
Pour l es r e l ations "On e t o On e ", nous choisirons 
indifféremment un e des deux entité s e t pour les relations 
"One to 1'1any" ou "1'1any to One", nous choisirons l'entité dont 
plusieurs réalis ati ons peuvent êt re r e liées à une réalisation 
de l'autre ent i té . Ce choix est fait pour que chaque réali-
sation de l'ent ité choisie corresponde à au plus une occurenc e 
de la relation. 
2 . 3. 9. La présentat ion des relations d'associations que nous 
venons de réalis e r p eut être géné r alis ée . 
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 
Cette gén éralisation, qu i e s t la forme reprise par 
le modèle fonctionn e l d ont notre modèle r elationnel est un 
21. 
sous - ensembl e s, n'est pas nécessaire pour la suite de l'étude, 
nous n'en r éaliserons qu'un trè s rapide exposé : 
Nous avons vu qu e nous pouvions définir une relation suivant 
le nombre maximum de réalisations de chaque entité au sein 
de la relation par un couple (j,1 ) 
avec : j = cardinal maximum des ensembles Yx 
1 = cardinal maximum des ensembles Xy 
Nous avons vu auss i que nous pouvions définir une relation 
suivant la fo r ce d e la relation pour un couple (i,k ) 
avec : i = card inal minimum de s ensembles Yx 
k = car dinal minimum des ensembles Xy 
Un e r e lation sera c omplètement d éfini e par le quadruple 
(i,j,k , 1) qui repr ésentera tout es les caractéristiques de 
la re lation. 
Les caractérist iques de notre modèle re lationnel s'exprime -
raient alors pour 
Relation On e t o One faibl e 
Relation On e to Many faibl e 
Relation Many to Many faible 
- Relation One to One à membre obliga t oire : 
Relation One to Many à membre obliga-
toire 
Relation Many to Many à membre 
obligatoire 
(0,1 ; 0,1 ) 
(o ,oo; 0,1 ) 
(O,C)O; O,o:>) 
(0,1; 1,1 ) 
(o,-w; 1,1) 
( 0, <>l:>; 1 ,00) 
2 . 4. Représentation graphique du modèle relationnel 
Pour r ep résenter les struct u r es de données permises 
par le modèle relat ionnel, nous utilis e rons le formalisme de 
Bachman dans l e que l nous int roduiron s une l égère modification. 
La technique de représentation graphique se base sur trois 
symboles fond~~entaux 
- le rectangle 
- le cercle 
- l'arc (non or i enté) 
Chaque rectangle, dans un graphe de structure de 
données, rep résen te l'ensemble de toutes les réalisation s 
d'une entit é , nous l'appellerons du nom de cette entit é et 
nous écrirons ce no~ à l 'intérieur du re c t angle. 
Chaque cercle représente l'ensemble de toutes les 
valorisations des propriétés at tachées à une relation . 
22. 
Chaque arc représente une relation entre les réali-
sations de d eux entités, nous l'appelleron s du nom de cette 
re lation et nous écrirons ce no~ le long de l'arc. 
L'as s ociat ion logique de rectangles, de c ercle s , et 
d 'arcs est la seul e signification de ces symboles, c'est-à -
dire que la mani ère dont ils sont combinés est seule signifi-
cative, leur forme, dimension, placement est totalement 
dépourvu de cont enu sémantique . 
Le s res trict ions sur l es possibilités de combinai-
son des symboles sont : 
- Tout arc doi t posséder un rec tangl e à c hacune de ses extrê -
mités . 
- Tout cercle n e peut être relié au'à un et un seul arc . 
Nous pouvons donc avoir comme structures de base 
23. 





Les entités A et B sont associées 
par la re lat i on R. 
Les entités A et B peuvent ne pas être distinctes, nous avons 
alors : 
A R 
Remarquons que dans ce cas, la relation d'association R ne 
peut pas être de type quelconque, en effet : 
supposons que la relation R soit une relation à membre obli-
gatoire ; à la création de la base de donnée, l'ensemble des 
réalisations de l'entité A est un ensemble vide, la création 
de la première réalisation de cette entité demande à être 
associée à une autre réalisation de cette entité de par la 
définition d'un e relation à membre obligatoire, ce qui est 
contradictoire . Une telle relation d'association ne peut 
donc être qu'une relation faible. 
Ce cas prouve que la dynamique de la base de données introduit 
certaines rest r ictions dans les possibilités de structuration 
du réel par le modèle relationnel. 
24. 
Association de propri étés à une relation R 
A B 
R 
Tout graphe de st r ucture de base de données est une combi-
naison de ce s structures de base . 
* * * * * 
25. 
3. MODELE D'ACCES ASSOCIE AU MODELE RELATIONNEL 
Si l'utilisateur, au travers des applications, 
perç9it des entit é s et des relations d'association entre 
celles-ci et si le modèle relationnel répond à ses besoins 
de structuration du réel, l 'analyste et l'administrateur de 
la base de données voient les applications comme des algo-
rithmes d'accès aux données. 
Le modèle relationnel ne répondant pas à leurs besoins, il 
faut lui superpose r un autre modèle qui prendra en considé-
ration les problèmes que posent l es accès aux données. 
Ce modèle d'accès doit s'emboîter au modèle relationnel et 
permettre à l'analy ste et à l'administrateur de la base de 
concevoir l'implémentation des structures dégagées de ce 
dernier. 
Le modèle d'ac cès permet donc la définition des entités et 
des relations d ' accès entre ces entités. 
Dans ce chapitre nous allons définir rapidement 
un modèle d'accès général se superposant au modèle relationnel 
pour, dans l e chapitre suivant, en présenter les parties 
implémentables pour les systèmes IDS et IMS qui sont des 
modèles d'accès. Sur base de ces deux chapitres, nous 
définirons de façon plus détaillée, un ~odèle d'accès 
restreint au sous-ensemble du modèle d'accès implémentable 
par les deux sys tèmes à la fois, et nous définirons sur ce 
dernier un langage de manipulation des données. 
3 .1. Les ent i tés 
Rappelons qu'une entit é correspond à un ensemble 
(classe homogène) d 'information, que chaque élément de cet 
ensemb l e est une réalisation de l'entité et que le noill de 
l'entité référencie aussi cet ensemble . 
3 . 1 .1. Un e entité sera définie par son nom, l'ensemble de 
................................................. . 
ses propri ét és et par l'enseillble des relations 
. . . . . . . . . . . . . . . . . . . . . . . . . . ...... ............. . 
auxquelle s e ll e participe. 
. . . . ..... . .. ............ . 
Lors de la présentation du modèle relationnel 
nous n ' avons pas déf ini t les entités en y associant 
l'ensemble des relation s et ce pour deux raisons : 
D'un point de vue logique, nous ne pouvions pas définir 
les entités en y associant les relations et les relations 
en y associant l es entités . 
- Dans le modèle relationnel, nous ne définissions que des 
relation s sémantiques et nous ne nous posions pas le 
problème de l'accès à telle ou telle réalisation d'une 
entité . 
26. 
Le point de vue adopté dans le modèle d'accès étant 
différent nous devon s associer à une entité , l'ensemb}e des 
relations auxquel les elle participe,comme nous allons le 
montrer par un exempl e . En plus, nous lèverons l'arn.biguité 
pouvant exister a u niveau de la définition des relation 
d ' accè•s en la déduisant de la définition des re lations 
sémantiques. 
Considérons le s e n t ité "Facture" et "Poste TVA" ayant 
respectivement comme propriétés : 
- Numéro de facture - Code TVA 
- Bas e TVA 
- Montant TVA 
27. 
Nous voyons qu'un e réalisation de l'entité "Poste TVA" ne 
peut être détermin ée uniquement par la valorisation des 
p r opriétés de l ' en t i t é mais qu'il fau t en plus y as s ocier 
l'occurrence d e la re lation la reliant à l'entit é "Facture" 
le problème étant d 'acc éder au poste rnvA x de la facture y . 
3.~.2. Les propriétés 
Le modè l e d'accès permet de décrire les propriétés 
identifiantes, l es propriétés d'ordre e t l'ensemble des 
autres propriétés . Ces dernière s sont non significatives 
pour le modèle et n'y interviennent que comme sous-ensemble 
de l'ensemble des propriétés de l'entit é ; l'utilisateur 
pourra les valoriser et les utiliser suivant les possibilités 
du langage employé pour écrire les programmes d'application. 
Leurs valorisations n'interviendront jamais dans 
les procédures de contrôle et d ' accès du modèle. 
Nous allons sur l'exemple précédant préciser les 
notions de propr i étés identif ian tes et de propriété d'ordre. 
28. 
Dans un e société, la numérotation des factures 
doit être unique , c 'est-à-dire que les valeurs de la propri-
été "Numéro de facture " dét er minent biunivoquement les réali-
sations de l' en t i t é "Facture" indépendamment des relations 
dans lesquell es cette entit é peut intervenir . Cette propriété 
est donc une propr i é té ident ifiante de l' entité "Facture ". 
Par con tre , la propriét é " Code TVA" n'est pas tell e 
que ses valeurs établissent un e correspondance biunivoque 
e nt re chaque valeur et chaque réal isation de l'entit é , même 
si cette c orrespondance existe pour tous les sous-ensembles ~A 
de réalisations en re lation avec chaque réalisation a de 
1 ' entité "Facture" . 
Cette propriété est une propriété d'ordre dont 
l'ordre induit est s trict sur l es sous-ensembles ~A mais non 
sur l'ensembl e de toutes les réal i sations de l'entité, c' est -
à -dire sur l' ensemb le U GA 
Q.. 
Dans ce cas, pour d é terminer une réalisation de l'entité 
"Poste TVA", il fau t donner une réalisation d e l'entité 
"Facture" et une valeur à la propriété "Code TVA " . 
Nous appelleron s cet te propriété , une propriété localement 
identifiante. 
Une propriété d'ordre dont l'ordre induit sur les sous-
ensembles 0A n'est pas strict e est appelée une propriété 
d'ordre simple. 
3 .2. Les relat ion s d 'accè s 
3. 2.1. Définit ion 
.......... 
Nous avon s vu que toute re l ation d 'association entre 
deux entités peut être représentée par une relation R et son 
inverse R- 1 . Au niveau du modèle d 'accès , nous con s idérons 
ces deux relations comme indépen dantes car si dans l e modèle 
re l ationnel, l'inve rse de toute relation existe toujours, 
ici, en fonction des application s et des algorithmes d'acc ès 
nécessaires , la relat ion inverse n e sera pas toujours impl é -
mentée . Nous d éc omposons donc l a relation sémantique en une 
ou deux re lat ions d 'accès . 
L ' entité A est ass ociée à l'entité B, alors il existe une 
relation d'accè s R déf inie sur les ensembles GA et Gô des 
r é alisations de l 'entité A et de l'entité B telle que s i 
(a,b) est une occurence d e R, alors il existe un moyen 
d ' accéder à l a r é a lis ation b de l'entité B à partir de la 
réalisat ion a de l ' entité A. 
29. 
L'entité B est ass ociee à l'ent ité A, alors il existe une 
relation d' accès R- 1 définie sur les ensemb l es ~~ et ~A des 
réalisations te ll e que si ( b ,a ) est un~ occurence de R-1 , 
alors il existe un moyen d ' accéder à la réalisati on a de 
l ' entité A à partir de la réalisat ion b de l ' entité B. 
R- 1 est dite relation d 'acc ès inverse de R car par déf init ion, 
à tout instant, nous avons 
si R (a) est l'image de a E. GA dan s G.B par R 
. R-1 (b ) est l'image de b E. G.13 dans ~~ R-1 S l par 
b E: R (a) ~ a E R-1 (b) 
Par une abréviation du langage , nous dirons qu' une 
re lation d'acc ès est défini e sur les entités A et B et que 
A est l' entit é source , B ét ant l'entité but de la réal i sation. 
3 . 2 . 2 . Caractéristiques des re lations d 'accès 
. . ................................... . 
A tout ins tant, une relation d'accès R (A,B) sera 
une re lation du type : - On e to One 
- One to Many ou Many to One 
- Many t o Many 
et du t y pe - à Membre obligatoire 
- faibl e 
30. 
Le premier ensembl e de caract é ris tiques donne les possibilit és 
d ' accès d e la re lat ion . 
Le deuxième ensemble donne la dynamique des relations d'accès 
et des entités de la base de donnée. 
Remarquons que s i une relation d ' a cc ès Rest une relation du 
type On e to Many , la relation inverse R- 1 est une relation 
du typ e Many to One . 
3 . 2 . 2 .1. Les ~ossibilités d'accès 
----------- -----=====-== 
Une relation "On e t o On e " R (A, B) expri me qu'à tout instant 
. R donn e accès , à part ir de toute réalisat ion a de A, 
à z éro ou une réalisation de B . 
. R perme t d ' ac céder à toute réalis ation b de B, à 
partir d 'une et d 'une seule réalisat ion a de A. 
- Une relation "On e to Many" R(A, B) exprime qu'à tout ins tant 
. R donn e accès , à part i r de t oute réalisation a de A, 
à n réalisations de B avec n E. [ O, oo J 
R permet d'accéder à tout e réalisation b de B~ à partir 
de z éro ou d 'une r éali s ation a de A. 
Une re l ation "Many t o Many " R (A,B) exprime qu'à tout instant 
. R donn e acc ès , à parti r de toute réalisat ion a de A, 
à n réalisations de B avec n E [ o, oo J 
• R permet d'accéder à toute réalisation b de B, à 
partir de m réalisat ions de A avec m E. [ o, oo J 
Une relation R (A , B) à membre obligatoire exprime que : 
3'1 . 
. La création d 'une réalisation b de l'entité B exigera 
l'existence et l ' identification préalable d ' au moins 
une réalisat ion a de l'entité A à laquelle elle va 
être reliée . 
• La créat i on d ' une réalisation b de l'entité B entraî-
nera automatiquement la c réation de l'occurrence (a,b) 
de la re lation R (A,B ) . 
• La suppr ession de toutes l es réalisations ai de l'enti-
té A auxq"'J.elles un e réalisation b de l ' entité Best 
reliée par R entraîner a automatiquement la suppression 
de la réalisation b . 
Une relation (A, B) faible exprime que : 
. La supp~ession ou la créat ion d 'une réalisati on de 
l ' entité A est indépendante de l'existence O"'J. de la 
non-existence de toute réalisation b de l 'entité B 
et réciproquement . 
• La suppressi on ou la création d'une occurrence de la 
relation R peut s ' effectuer indépendamment de la 
suppression ou de la création des réalisations d'enti-
tés interv enant dans cette occurrence. 
Remarquons qu e la suppression d ' une réalisation d'une entité 
entraîne toujours la suppression de toutes les occurrences 
de relations dans lesquelles elle intervient soit comme source, 
soit comme but . 
3. 2 . 3. Ordre induit par une relation d'accès 
...... ....... .... . .. ... .. ........ .... 
Par une relation d'accès R, nous définissons un 
moyen d ' accéder à partir d'une réalisation a de l ' entité A, 
à chaque réalisation b. de l'entité but B appartenant à l 
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l ' ensemble R (a ) i mage de a dans l'ensemble G6 des réalisations 
de B par l a relation R. 
L ' ordre indui t par une relation d ' accès sera l'ordre 
sous leque l on accède aux éléments de cet ensemb l e R (a). 
Cet ordre p ourra être ascendant ou descendant sur les valeurs 
de une ou plusieurs propriété s d'ordre de l'entité B. 
Il pourra être fonction de l ' instant de création des réali-
sations b. E R (a ) p ar exemple : First in - First out l 
Last in - First out 
Remarquons que nous appelons l'instant de création, 
l ' instant physique de c réat i on qui dans le cas d'accès 
multiples à la base de données n'est pas l ' instant logique 
de création . 
Une présentat i on plus détaill é e de l'ordre d'accès 
sera donnée plus loin au niveau de la p r ésentation du modèle 
d ' accès implémentable par les deux systèmes IDS et IMS. 
3. 3. Rep résen tation graphique du modèle d ' accès 
3. 3. 1 . Comme dans l e cas de la représentation graphique du 
modè l e re l ationnel, la structure des informations, vue en 
terme d ' entités et de relation d'accès, peut se représenter 
par un graphe orient é, dont les somme t s sont les entités 
représen tées sous forme de rectangle e t dont les flèches 
(arc or i enté) sont les relations d'accès . 
Une flèche entre deux rectangles s ignifie qu'il 
existe un moyen permettant d'acc éder à partir d'une réali-
sation de l'ent i té rep résent ée par l e rec tangle source de 
la flèche , à n réalisations de l' en t i t é représentée par le 
rectangle but de l a flèche; la valeur den est fonction des 
carac téristiques d e la relation. 
3. 3. 2 . Pour p asser du graphe du modè le relationnel au graphe 
du modè l e d'acc ès , il faut : 
- Remplacer les arcs par de s flèches en les dédoublant 
si la re lation inverse existe au niveau du modèl e 
d 'acc ès et donner un nom à cette relation inverse . 
- Remplac er un cercle par un rectangle et tracer des 
flèche s ent~e c e rectangle et les deux rectangles qui 
étaient reli é s par l'arc p ortant le cercle, cet arc 
n' est pas remplacé par de s f lèches . Ceci exprime que 
toute relat i on d'association du t ype Many to Many 
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( l es p rop r i é tés associées à une relation n e s ont 
n é c essaires que pour c e type de relation ) possédant 
des propr i ét é s est transformée en une entité possédant 
ces propriét é s et en deux re l a t ions "One to Many" 
rel ian t l es deux entités, assoc i ées par la relation 
"Many to Many ", à la nouvell e ent ité . Il faut aussi 
donner un n om à cett e nouve ll e entit é . 
~~~~E!~ : La s t ructure du mo dèl e r e lationnel représen-




devient dan s l e graphe du modèle d'accès 
~'Q. Kj Article 1 
~I Art/Stock l_,.,.l7' 
3. 3.3. A partir des symbole s de base qui s ont le rectangle 
et la flèche nous présenterons quelques structures de base . 
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3.4 . Entités ou propriétés 
A la définition de la base de données, l 'analyste 
et l'administrateur de celle-ci, éprouvent généralement des 
diffic ultés pour établir la distinction entre les propriétés 
qui peuvent être considérées comme des propriétés d ' entité 
et celles qui peuvent être considérées comme des entités . 
Il n ' existe pas de règl es strictes permettant de réaliser 
cette distinction, nou s présenterons donc la méthode mise au 
point par le service inf ormatique de la société UCB. 
Cette méthode est heuristique . 
3 . 4 . 1 . Etablir une liste exhaustive de toutes les propriétés 
é l émentaires (indécomposables), si la propriété considérée 
n ' est pas élémentaire , i l faut la décomposer en propriétés 
élémentaires et mettre l a l iste à jour. 
Donner pour chaque propriété élémentaire 
Un nom ( symbole) que nous retrouverons au niveau des 
programmes d'application . 
- Une desc r iption de la propr iété 
. son con t enu 
. sa classe et sa longueur - alphanumérique 
- numérique 





3 . 4 . 2 . Répartir ce t te liste en deux classes de propriétés 
- Classe des propriétés "Indicatif" 
Une propriét é " Indicatif" peut exister individuellement. 
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- Classe des propriétés "Libellé" 
-------
Une propriét é "Libellé" ne peut exister qu'en associa-
tion avec un e propriété "Indicatif". 
Remarquons qu'une même propriété peut être à la fois une 
propriété "Indicatif" et une propriété "Libellé". 
La propriété "Code condition de paiementn est une 
propr iété "Libellé" au niveau de la définition d'un 
client et ell e es t une propriété "Indicatif 11 qui 
identifie les libellés "Condi tian de paiement" qui 
sont i mpr imés· sur la facture dans la langue d ' éta-
blis semen t de cell e-ci. 
Ces p r op r iétés sont cons idérée s comme des propriétés 
"Indicatif ". 
3 . 4 . 3. Création d I une fich e par proprié té " I ndicatif". 
Cette fiche est constituée comme suit : 
Nom et numéro de l a propriété 
Lis t e de s relations 
Type propriété "Indicatif Liste des p roprié -de avec laquel l e la tés "Libellé" qui 
relation propriété considérée dépendent de la 
est en relation propriété "Indica-
tif" considérée. 
Les p r opriétés en relation On e to One sont regrou-
pées pour forme r un e entité dont les propriétés sont les 
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éléments de l'union des propriétés "Libellé" associés. 
Les propriétés dont la longueur est -( à quatre 
caractères sont considérées comme propriétés "Libellé " dont 
les propriétés "Indicatif" sont les propriétés avec lesquel-
les el l es étaient en relation . 
Sur base de c e regroupement de propriétés "Indica-
tif ", recréer une nouvelle liste des propriétés " I ndicatif " 
et examiner cette liste d'un point de vue application en 
créant des sous-ensembles de propriétés fréquemment utili-
sées en sembles . 
Examiner la possibilité de réali s er de ce s sous-
ensembles une seul e entit é . 
La procédure employée pour établir la différence 
entre propriétés et entités, conduit à une structuration du 
réel perçu et repré sente le graphe du modèle relat ionnel de 
la base de données à créer. 
* * * * * 
4 . IMPLEMENTATION D'UN SOUS-ENSEMBLE DU MODELE D'ACCES PAR 
LES SYSTEMES I DS ET IMS 
4 . 1. Les entit é s . Type de segment . Type d'article 
' 4.1 . 1 . Pour le s y stème IDS, une entit é sera représentée par 
un typ e d ' articl e . 
Tous le s articles (réalisations du type d ' article) 
de même type auront la même longueur fixe, c'est-à-dire que 
l ' ensemble de s propriétés caract érisant un t y pe d'article 
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est fixe (nous n e p ouvons pas ajouter ou supprimer de proprié-
tés à un type d' art icle) et to~te s l es valeurs de chaque 
propriété ont même nombre de caractère s . 
Les p r opriétés seront d éfinies à deux niveaux 
- Le premier niveau est celui de gestion de la base de données. 
- Le deuxième niveau est celui d'utilisation dans un program-
me d'application . 
Ces deux niveaux sont définis en langage COBOL dans 
chaque programme d'app l ication utilisant la base de données 
(le langage COBOL es t le seul langage hôte accepté par le 
système IDS) . Les s ous-programmes d e ge stion du système IDS 
ne connaîtront que les niv eaux COBOL 01 et 02 de la défini-
tion du type d'article . Les niveaux COBOL 03 à 49 peuvent 
être utilisés pou r définir des sous-rubriques des niveaux 02. 
Donc toute propr iété qui servira comme zone de contrôle ou 
qui pourra être modifiée par le système IDS devra être définie 
comme un niveau 02 COBOL, en plus toutes l e s clauses du COBOL 
peuvent être utilisées avec ce nive au sauf : 
- OCCURS - EDITING CLAUSES 
- RENAMES - COPY 
Le nom du type d ' article est donné au niveau 
01 COBOL et peut avoir 1 à 30 caractères , cependant les 
8 premiers carac t ères doivent être unique dans le système . 
Toutes les propriétés identifiantes, et d ' ordre 
devront être définie s au niveau 02 COBOL . 
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Nous pourron s avoir 999 types d ' articles différents 
dans une base de données . 
Descript ion d ' un type d ' article 
01 14 22. Connu d ' IDS 
02 R14 PICTURE X (26 ) . Connu de COBOL et d'IDS 
02 DAT422 PICTURE X (4 ) . 
02 S422 PICTURE X(50) . 
03 R62 PICTURE X. Con nu uniquement de COBOL 
03 R15 PICTURE X (25) . 
0 3 R20 PICTURE X (4 ) . 
03 R1 6 PICTURE X(20 ) . 
Si nous v oulions employer la propriété R20 dans 
un contrôle ou un appel IDS, nous devrions la définir au 
niveau CODOL 02 car te lle qu ' elle est définie ici, elle 
n ' est pas connue du système IDS . 
> 4 . 1 . 2 . P our le sys t ème IMS, une entité sera représentée par 
un type de s egment . 
Tous les segmen ts (réalisations de types de segment) 
de même type auron t l a même longueur fixe . 
Les propr iétés d ' une entité s e ront représentées par 
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les rubriques de la définition du type de segment. 
Ces rubriques seront définies à deux niveaux 
- Le niveau de gestion de l a base de données par le système 
nm. 
Les sous-programmes de gestion du système IMS ne connaî-
tront que les types de segments et les rubriques (proprié-
tés) définis à ce niveau. Celui-ci sera spécifié dans un 
bloc appelé Data Base Definition ou DBfo. 
~~~~E!~ 
SEGM N.A.ME = I422 BYTES = 80 
FIELD N.A.ME = R14 BYTES = 2G START = 01 TYPE = 
FIELD N.AME = DAT422 BYTES = 04 START = 27 TYPE = 
FIELD N.AME S422 BYTES = 50 START = 31 TYPE = 
- Le deuxième niveau est celui d ' utilisation dans un program-
me d'application. 
Si un programme d 'application est sensible (cette sensibi-
lité est déterminée dans un Program Control Block ou PCB) 
à ce type de segment, alors celui-ci est décrit dans le 
programme, en reprenant les noms donnés aux types de 
segment et aux rubriques dans le DBD pour plus de compré-
hension mais cela est indépendant du système , toutes les 
possibilités du langage hôte pourront être utilisées. 
En reprenant l' ex emple précédant en COBOL, nous 
aurions : 01 I422. 
02 R14 PICTURE X (26). 
02 DAT422 PICTURE X ( 4 ). 
02 S422 . 
03 R62 PICTURE X. 
03 R15 PICTITRE X ( 25) . 
03 R20 PICTURE X ( 4). 





Ceci n ' es t qu ' un exemple, nous aurion s pu décou-
per le typ e de segment d ' une toute autre façon . 
Toutes l e s propriétés identifiantes e t d ' ordre 
devront être définies au niveau du DBD par un FIELD NA1'1E . 
L ' ensemble de ces p ropriétés doit être tel qu ' il représente 
une zone continue de c arac tères dans le type de segment, 
l ' ordre d es propri é tés dan s cet ensemble est imp ortant , il 
détermi ne quel l e est la propriété majeure, moyenne , mineure 
de la structure d'ordre . La zone continue, représentant 
l ' ensemble des propriétés d ' ordre, sera appelée zone de 
séquence et aura un maximum de 256 bytes . 
Nous pourrons avoir 255 types de segment par base de données 
physique . 
4 . 2 . Les re l ations d ' a cc ès . Imp lémentation 
Nous repren drons chaque type de relation rencontré 
dans la présentation du modèle d'accès, et nous analyserons 
la ou les p ossibilités offertes par les systèmes IDS et IMS 
pour réaliser l ' implémen tation et nous donnerons l es points 
c ommun s et l es dif férenc es de l ' implémentation d ' un système 
par rapport à l ' autre ce qui nous permettra, dans le chapitre 
suivant , de présenter un modèle d ' accès implémentable à la 
fois par les deux sys tèmes . 
4 . 2 .1. Les re l a t ions On e to On e à membre ob l igatoire 
............ ......... ...... .... .. ............ 
La relation On e to One à membre obligatoire n ' est 
pas réalisée comme te lle par le système IDS , mais il offre 
la possibilité de l 'implémenter . 
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a . Nous réserve ron s à la desc r iption d'une entité e t en début 
des zones donn é es, autant de fois de s rubriques de 4 carac-
tères que l'entit é n 'intervient dan s d es relat ions One t o 
One à membre obli gatoire, par exemple si l'entité intervient 
dans deux re lations de cetype , nous réserv erons deux rubri-
ques de 4 caractère s , la première rubrique correspondan t à 
la première re lat ion déclarée et ainsi de suite . 
Nous appellerons c e s rubriques des rubriques "pointeur", pour 
plus de f a cilit é de description, nous considérerons que 
l ' entité intervient dans un e relat ion "One to On e " à membre 
obligatoire . 
. A la création d'un e réalisat ion sourc e de la relation, nous 
mettrons zéro dans la rubrique pointeur . 
• A la créat ion d ' un e réalisation but de la re lation, il faut 
donner un e réalisation source de la r e lation à laque ll e elle 
doit être rattachée . Nous rechercher ons cette réalis ation, 
s i e lle existe et s i sa rubrique 11 pointeur 11 égal e zéro nous 
acc eptons la création, nous plaçons le contenu de la 
DIRECT-REFERENCE ( qui contient le 11 ref erence code II de la 
réalisation sourc e ) dans la rubrique 11 poin teur 11 de la réali-
sation but et nous la créons dans la base de donnée la z one 
DIRECT-REFERENCE contient alors l e " refe r ence code" de la 
réalisation c réée, n ous plaçons son contenu dans la rubrique 
"pointeur" de l a r é a lisation s ource que nous modifion s . 
Si la réalisat ion source n'exis tait pas dans la base de données 
ou si sa rubrique "pointeur" était d ifférente de zéro , nous 
rejeterons la créat ion . 
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A la suppression de la réalisation but de la relation, nous 
recherchons la réalisat ion source correspondante par un 
RETRIEVE DIRECT ap r ès avoir placer la rubrique "pointeur 11 
dans la zone DIRECT-REFERENCE et nous modifions cette réali-
sation source aprè s avoir remis sa rubrique "pointeur" à 
zéro • 
• A la suppression de la réalisation source de la relation, 
nous réalisons un t raitement inverse au traitement précédant 
sauf que nous suppr imons la réalisation but au lieu de 
simplement modifier sa rubrique pointeur . 
• La recherche de la réalisation source ou but correspondant e 
à partir de la réal isation but ou s ourc e se réalise comme suit 
:MOVE rubrique "pointeur" TO DIRECT-REFERENCE 
RETRIEVE DIRECT 
Cette technique n'est possib l e que si les entités intervenants 
dans la relation, pos sèdent d'autres relations d'accès, en 
effet pour pouvoir placer une réalisation dans la base de 
données, il faut avoir définit l'entité comme type d'article, 
celui-ci devant posséder une a p tion d'accès IDS. 
b. Une autre pos sibilité similaire à la précédente est donnée 
pour les types d 'articles "primaire" , 11 calculé 11 ou "secondaire 
ordonné 11 définit avec MATCH-KEY et SELECT UNIQUE , en rempla-
çant la notion "reference code" par une adresse symbolique, 
la rubrique "pointeur " ayant alors la longueur de l'adresse 
symbolique de l'aut re entité de la relation. 
Graphiquement, ces deux techniques sont représentées par 
P . t Â~~D-~,=~~=-==-=-~~ 1 oin eur onnees 
Entit é A Pointeur 1 Données 1 
Entité B 
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Les zones "pointeur'' étant soit le "reference code" soit l'adres-
·-s e symbolique de la réalisation correspondante. 
Ces techniques s ont employées dans les programmes "utilisa-
teur" pour établir des relations "One to One" à membre obli-
gatoire entre des ent i tés appartenant à des SUE-FILE différents. 
Pour notre modèle, nous n'employerons pas ces techniques, mais 
la méthode su~vant e : 
c. Nous implémente r ons le s relations "One to One" à membre 
obligatoire à l'aide des relations "One to Many" à membre 
obligatoire prés en t ées par le système IDS . 
I l suffit lors de la création d ' une r é alisation de l'entité 
but de parcourir l a re lation "On e to Many" correspondante, 
de vérifier qu'au c une occurence de cette relation n'existe 
déjà pour accept e r la c réation de cette réalisation. 
Tous les problème s posés par la recherche d ' une réalisation 
but ou sourc e, par la suppre ssion d'une réalisation et par 
l a création d ' une r éal isat ion source, sont pris en charge par 
• 
le système IDS lui-même . 
a . La métho d e (a ) utilisée pour l'implémentation par l e système 
IDS, n'es t paE applicable au système IMS, celui-ci ne permet-
tant pas de c onnaître l e " reference code" (adresse logique) 
du segment retrouvé et n e fournit aucune instruction du type 
RETRIEVE DIRECT 
Par contre, l a métho de utilisant l'adresse symbolique des 
réalisat ions à r e li e r peut être utilisé e suivant le même 
principe pour l e s ys tème IMS . 
Cette méthode n ' e st réalisable que si les entités en relation 
sont déclarées comme typ e de segment r acine ou comme type de 
segment dépendant dont la CONCATENED KEY est complète et 
unique. (La CONCATENED KEY est la conc a.. ténation des zones 
de séquence de t ous les types de segment se trouvant sur le 
chemin qui conduit du type de segment racine au type de 
segment dépendant considéré). 
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La recherche de la réalisation correspondante s'effectuerait 
comme suit : . MOVE r ubrique pointeur symbolique TO zone 
FIELD du SSA qual ifié correspondant au 
type d'articl e recherché avec le code 
c ommande C . 
. GET UNIQUE avec ce SSA . 
Graphiquement nous avons la même représentation que précedem-
ment. 
b. De même que pour le système IDS, nous i mplémenterons les 
re lations "One t o One" à membre obligatoire à l'aide des 
relations "One to Many" à membre obligatoire présentées par 
le système IMS, en restreignant la portée de ces relations 
par un test sur l' existence ou la non-existence d'une occu-
rence de la relation lors de la création d'une réalisation 
de l'entité but. 
Graphiquement nous aurons 
Segment Parent 




Pour plus de détails , nous renvoyons à la présentation des 
relations "One t o Many" à membre obligatoire. 
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4.2.2 . Les relations 11 0ne to Many 11 à membre obligatoire 
................................................ 
a . La relation One t o Many à membre obligatoire est la relation 
de base de l'IDS où elle est représentée par la notion de 
chaîne, dans laquelle le type d'artic l e source est appelé 
MASTER et l e type d 'article but, DETAI L de la relation. 
La chaîne est cons t ituée par une suit e d'articles; l e premier 
article est l'article MASTER qui cont ient un pointeur vers 
le premier a rt icle détail, chaque art i cle détail possède un 
pointeur vers l'art icle détail suivant, le dernier article 
détail pointant vers l'article maître . Donc tous les articles 
d'une chaîne sont associés en une boucle fermée dont les 
caractéristiques sont : 
- contient un article 11 maître II et un nombre quelconque 
d ' article 11 détail 11 
- Il faut parc ourir la chaîne pour retrouver (accéder) 
un article détail. 




Détail 1 Détail 3 
~ Article ~ 
Détail 2 
Cette chaîne est réalisée à l'aide de pointeurs qui sont 
placés dans une zone de l'article IDS inaccessible à 
l ' utilisateur et appelée zone de chaînage . Chaque point eur 
contient un code de référence de 4 caractères représentant 
l'adresse log i que de l ' article vers lequel il point e . 
La relation "One t o Many" à membre obligatoire est réalisée 






Ce pointeur est le seul pointeu r obligatoire. 
3 
48 . 
La relation invers~ existe toujours implicitement du fait qu e 
le dernier articl e détail pointe vers le Maître, mais cette 
relat ion inverse p eut être explicitement demandée , ce qui 
s ' exprimera par l ' option "LINKED TO MASTER" e t sera réalisée 
par un pointeur , a ppel é pointeur MASTER, placé dans tous les 
articles dét a il s e t contenant le code de référence de l ' arti -






' L'IDS a, en plus, d onné a l'util is ateur la possibilité de 
demander un autre pointeur optionnel qui réalise le chaînage 
inverse du chaînage NEXT et qui est appe l é pointeur PRIOR. 
Ces trois types de pointeurs peuvent être définis pour la 
même relation ; dan s c e cas nous avons schématiquement 
Article 





Détai l 2 
b. Comme la relation e st à membre obligatoire, lui sont associées 
des propriétés d'insertion et de suppression d'articles. 
- Pour insérer un art icl e " Détail 11 , il faut que l'article 
"JVIaster" correspondant existe préalablement dans la base 
de données. 
Si un article 11 I1aster 11 est supprimé, tous les articles 
11 Détail 11 sont supprimés , cette procédure est récursive 
c'est à dire que t ous les articles "Détail 11 des articles 
"Détail 11 supprimé s sont aussi supprimés et ainsi de suite. 
1 A 1 
• _[ c____,] 
J . / 
~/ 
Si nous supprimons l'article B, alors les articles D sont 
supprimés, le s articles A et C existent toujours, mais les 
liaisons AB et CD sont supprimées. 
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Le système IMS présente quatre types d'organisation 
qui sont HSAM, HIS.M'I , HIDAM et HDAM et deux types généraux 
de pointeurs qui sont les pointeurs "Direct" et les pointeurs 
11 Symbolic 11 • 
Les poin t eurs "Direct" ne peuvent être utilisés 
que dans les deux t ypes d'organisation HIDAM et HDAM ; ce 
seront ces organisations et ces pointeurs que nous présente-
rons . 
Les pointeurs "Symbolic" peuvent être utilisés dans 
les quatre organisations et sont construits à partir de 
données de la base de donné es elle-même. Ce sont, en fait, 
les clés concat énées des segments c'est-à-dire l'ensemble 
des clés de tous les segments hiérarchiquement plus haut dans 
la base des données. 
a. La relation One to Many à membre obligatoire est la relation 
de base de l'IMS où elle est représentée par les notions 
- PHYSICAL PARENT - PHYSICAL CHILD - PHYSICAL TWIN 
et 
- LOGICAL PARENT - LOGICAL CHILD - LOGICAL TWIN 
Le type de segment source est appelé type de segement PARENT 
Le type de segment but est appelé type de segment ENFANT. 
- 1 
A un segment Parent (réalisation) seront associés n segments 
ENFANT avec n pouvant varier de zéro à l'infini, cette 
liaison sera réalisée sous forme de liste simple formée 
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par des pointeurs placés dans une zone du segment IMS inacces-
sible à l'utilisat eur et appelée zone des pointeurs . 
. Dans le système I MS, la relation One to Many à membre obliga-
t oire porte deux noms différents s u ivant que le segment 
enfant est un segment enfant physique ou un segment enfant 
logique ; nous aurons la relation physique ou la relation 
logique. 
La list e ouverte r eprésentant la relation physique est réali-
sée à l'aide de d eux pointeurs ; le segment parent possède 
un pointeur vers l e premier segment enfant ; ce pointeur 
s 'appellera donc le "Physical Child first pointer". 
Chaque segment enfant possède un p ointeur vers le segment 
enfant suivant dan s la liste, le dernier segment enfant de 
la liste aura son pointeur à zéro ; ce pointeur s 'appellera 
le "Physical Twin f orward pointer 11 • 
Schématiquement nous aurons donc 
Segment 











Pour retrouver un s egment enfant, il faudra parcourir la 
liste à partir du s egment parent. 
Remarquons que si l 'ensemble de ces po nteurs donne la même 
liaison que le poin teur NEXT de l'IDS, il ne donne pas impli-
citement la relat i on inverse. 
Cette relation inve rse, qui est indispensable dans le cas de 
segment d'intersec t ion, est réalisée explicitement par le 
système IMS lorsqu e justement le segment enfant est un segment 
qui participe à un e relation logique, c'est-à-dire est un 
segment d'intersec t ion. 
Dans ce cas, chaqu e segment enfant aura un pointeur contenant 
le code de référence du segment parent et s'appelant 










Comme pour le s ys t ème IDS, l'utilisateur a la possibilité 
de définir deux t ype s de pointeurs optionnels qui réaliseront 
la même fonction que le pointeur PRIOR de l'IDS. 
Ce sont les point eurs 
- Physical child last pointer qui du segment parent 
pointe v e rs le dernier segment enfant 
- Physical t wi n backward pointer qui de chaque segment 
enfant pointe vers le préc é dent, le premier segment 
enfant ay an t ce point eur à zéro. 
• La relat ion logiqu e possède les mêmes possibilités et les 
mêmes pointeurs que la relation physique ; seul le nom des 
pointeurs c hange, nous l'obtenons en remplaçant le terme 
"Physical II p ar 11 Log i cal 11 • 
Nous avons donc pou r la relation logique, les pointeurs 
suivant : 
53 . 
- Ensemble ob l igatoire Logical child first pointer 
- Ensemble opt ionnel 
- Cas particul ier 
- Logical twin forward pointer 
Logical child last pointer 
- Logical twin backward point e r 
Logical parent pointer. 
b . Nous avons vu qu ' aux relations à membre obligatoire sont 
associés de s propriétés d'insertion et de suppression de 
segments. 
Dans le cas du sys t ème IMS, il y a des différences dans les 
règles d'insertion et de suppression suivant que le segment 
considéré est un s e gment enfant physique ou un segment enfant 
logique . 
Les segments rac ine s et les segments enfant physique suivent 
les règles d'insert ion et de suppression relatives aux rela-
tions à membre ob l igatoir e. 
Les segments enfant logique et les segment en re lation avec 
ceux-ci, c'est-à-dire les parents physiques et les parents 
logiques de ce s enf ants logiques, possèdent des possibilités 
particulières. 
- Insertion d'un segment enfant logique 
Il existe deux possibilités qui sont : 
Règle_EhJsigu e_d'insertion 
- L'inse r tion d'un segment enfant logique ne peut se 
réalis e r qu e si le segment destination parent concer-
n é se t rouve déjà dans la base de données. 
- 1 
Règle_logigue_et_virtuelle_d'insertion: 
- L'insertion d'un segment enfant logique peut 
toujours se réaliser et si l e segment destination 
parent concerné ne se trouve pas encore dans la 
base de données, il sera également inséré. 
Rappelon s que le segment "destination parent" peut 
être : - le segment paren t logique 
- le segment parent physique 
suivant le chemin parcouru pour obtenir le segment 
enfant logi que, et qui sera respectivemen t 
- l e chemin phys ique 
- l e chemin logique 
- Suppression d'un segment "enfant logique" 
Il existe trois possibilités, qui sont : 
g~g!~_EgJ~~g~~-~~-~~EE~~~~!~~ 
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Il faut supprimer deux fois le segment "enfant logi-
que", d'abord en l'accédant via l e chemin logique, 
ensuite en l'accédant par le chemin physique. 
Règl e _log i gue_de_SUEEression 
Il faut suppr i mer deux fois le segment " enfant logique" 
L'ordre dans lequel les suppressi ons sont réalisées 
n'a pas d ' importance. 
Règle_virtue lle_de_SUEEression 
Il suffit de supprimer une f ois le segment nenfant 
logique" . Le système IMS supprime aut omatiquement 
toute s les occurrences des relations dans lesquelles 
ce s egment intervient. 
- Suppression d 'un segment "destination parent " 
La suppr es s i on d 'un segmen t "destination parent", 
dont le type de segment a été d éclaré avec la règle 
de suppres sion physique , ne peut s 'effectuer que si 
la suppressi on de tous les segments "enfant logique" 
avec lesquels il était en relation, a été préalable-
ment réalisé e . 
Règle_logigue _ou_virtuelle_de _SUEEress ion : 
55. 
La suppres s ion d'un segment "destination parent" sera 
toujours exécutée, elle entraînera la suppression de 
tous les segments "enfant logique" avec lesquels il 
était en relation. 
P our réaliser l'implémentation des relations "One to l"Iany" 
à membre obligatoir e vu leurs implications sur la création 
ou la suppression des se gment s intervenants dans l eurs 
occurrences nous d evons choisir les règ les suivantes : 
- Règle d'inse r tion physique pour un segmen t "des tina-
tion paren t " ou pour un segment " enfant l ogique ". 
Règle de suppress ion virtuelle pour un segment" enfant 
logiqu e " 
Règle de suppress ion logique pour un segment "dest ina-
tion paren t 11 • 
En plus , le s règ les que nous retenons sont les règles que 
le système Il"IS rec ommande d'util iser car il n'y a p as alors 
de différenc e dans le résul t at d'une action suivant que le 
système d'implémentation des relations logiques est le 
"Phys ical Pairing 11 ou le 11 Virtual Pairing" . 
56. 
L ' explication de ces termes sera donnée dans la partie con-
sacrée à l'imp_émentation des relations "Many to Many " faibles. 
4 . 2 . 3 . Les relations "Many to Many" à membre obligatoire 
........... ...................................... 
Les relations "Many to Many" à membre obligatoire 
ne sont pas implémentées par le s systèmes I DS et I1'1S et nous 
n e réaliserons pas l 'implémentation de ce type de relation 
mais bien l ' implémentation des relations "Many to Many" 
faibles qui sont d'un emploi beaucoup plus courant, l es 
entités en relation "Many to Many " ayant bien souvent une 
existence indépendante . 
En plus, ces entités sont habituell ement dans des 
bases de donn ées phys iqu~s éparées et leurs réalisations 
sont, de c e fait, créées et réorganisées , par le système 
IMS, de façon indépendante, ce qui augmente la difficulté 
d 'implémenter l es re lations "Many to Many " à membre obliga-
t oire. 
4. 2 . 4 . Les relations "Many t o Many " faibles 
............ .............. .......... 
4 . 2 . 4 .1. Généralités 
-------- - - -
Un e re lation "Many to Many " faible peut être 
réalisée grâce à deux rela tions "One to Many" à membre obli-
gatoire et une entit é dite d 'intersection . 
Schématiquement nous aurons 
Entité A 1 ~------------. 1 Entité B 1 
~R ~---a_,..__ Entité C ~S ~ 
d'in t ersection ~-i. • 
Les deux entités A et B sont reliées par une 
relation "l"Iany to l"Iany 11 faible, les relations R et S étant 
des relations "One to l"Iany 11 à membre obligatoire. 
- Relation _ 11 l"Iani_to_l"Iani 11 
57. 
En effet, à une réalisation a de l'entité A correspondent 
n réalisations c i avec iE [o,n1 de l ' entité C par la 
relation R et à une réalisation c. de l'entité C corres-
l 
pond une et une seule réalisation b. de l'entité B par 
l 
la relation inve r se de la relation S, donc à une réali-
sation a de l'entité A correspondent n réalisations bide 
l ' entité B et réciproquement à une réalisation b de 
l'entité B corre s pondent mréalisations a. de l ' entité A 
l 
par les relation s Set R-1 . 
L ' image d'un e réa lisation a de l'entité A dans l'ensemble 
des réalisations de l'entit é B par la relation 11 l"Iany to 
l"Iany 11 est s-1 (R(a)), et l'image d'une réalisation b de 
l'entité B dans l'ensemble des réalisations de l'entité A 
-1 par la relation inverse 11 l"Iany to l"Iany" est R (S(b)) . 
Pour les relations 11 l"Iany to l"Iany", la relation inverse 
sera toujours réalisée . 
- Relation faible 
La suppression d'une réalisation a de l'entité A entraîne 
automatiquement la suppression de toutes les réalisations 
c. de l' entité C qui lui sont associées car la relation R 
l 
est une relation 11 One to l"Iany" à membre obligatoire , mais 
n ' a aucune influence sur les réalisations de l'entité B. 
La suppression d ' une réalisation a de l'entité A entraîne 
seulement la s uppression des occurrences de la relation 
avec l ' entité B, dans lesquelles elle intervient. 




la base de donn ée s indépendamment les unes des autres, 
c ' est - à - dire que la création d ' une réalisation d'une des 
deux entités n'e s t pas subordonnée à l'existence préalable 
de l ' autre. 
La création d'un e occurrence (a,b) de la relation entre 
les entités A et B s ' effectue par la création d ' une réali -
sation c de l ' entité Cet par la création automatique 
(propri été des relation s "One to Many" à membre obligatoire) 
des oc c urrences (a, c ) et (b,c) des relations R et S . 
La suppression d'une occurrence de la relation est réalisée 
p ar la suppression de l a réalisation de l ' entité C qui 
intervient pour établir cette occurrence . 
La technique d'implémentation par le système IDS 
des relat i ons "Many to Many " faib l e est celle appliquée 
dans les généralist é s . 
Les trois types de pointeurs IDS sont permis dans l ' implé-
mentation des relations R et S , mais remarquons que le 
po i nteur 1'1ASTER est un pointeur option~el, le pointeur NEXT 
réalisant la relation et son inverse . Mais pour des problè-
mes de temps d ' accès , il est conseill é d ' implémenter explici-
tement les relations inverses à l'aide de ce pointeur . 
Graphiquement nous aurons donc : 
Type d'article 
1'1ASTER A 
Type d ' article 
DETAIL C 
Type d ' article 
MASTER B 
Dans le système IDS , le type d ' article C d ' intersection n ' a 
aucun statut p~rticulier, aucune re l ation n ' est donnée pour 
son utilisation . 
4 . 2 . 4 . 3 . Im~l émentat i on _~ar_le_système _IMS 
- - - -
a . Les relations "Many to Many" faible sont réalis é es à l ' aide 
de types de segment d ' i n tersection appelés type de segment 
"enfant l ogique " e t de deux relations "One to Many" à 
membre obligatoire , c omme expliqué dan s les généralités . 
L ' une œs re l ations "One to Many" à membre obligatoire est 
une relat i on physique c ' est - à - dire établie entre un type 
de segment "parent physique 11 et un typ e de segment "enfant 
physique ", l ' autre est une relation log ique c' e st - à - dire 
é tablie entre un type de segment "parent logique" et un 
type de segment " enfant logique" . 
Graphiquement nous avons , en employant les symboles graphi-
ques de l ' IMS qui représente un type de segment "enfant 
logique " par un h exagon e pour l e diff érent ier des autres 
types de segmen t 
Type de se gment Type de segme nt 
Parent phys i que Parent logiq ue 
~ Type de segment (?:Ys Enfant logi que 
La re l ation Re s t réalisée par l es pointeurs 
- Physical child first pointer 
- Phys i cal twin f orward point er 
59 . 
La re l ation S es t réalisée par l e s pointeurs 
- Logical child first pointer 
- Logical twin forward pointer 
Les -1 -1 , , relations R e t S sont implemente es par le système 
11'1S respectivement par les pointeurs 
- Physical Parent pointer 
et - Logical Parent pointer 
Ici , ces deux pointeurs n e sont pas optionnels car les 
re l ations inverses des re lation s R et S ne sont pas impli-
citement impl ément é es par les pointeurs réalisan t ces rela-
tions R et S . 
b. Le système 11'1S dispose de d eux technique s p our réaliser les 
relat ions logiques : 
- Le physical pairing 
- Le logical pai r ing 
~~_pgJêt~~!_P~!~!~g 
60 . 
Le physic a l pairing est une technique qui établit 
une relation bidirec tionn elle (la r e lat ion et son inverse ) 
entre deux e n tit é s à l ' aide de deux t yp e s de segments "enfant 
logique 11 • 
Graphiquemen t nous avons 
Typ e de s egment 
A 
R 
En;fant l og ique 
C1 






La relat ion Rentre le s types de segment A et C1 
et la relation S entre l es type s de s e gment B et C2 sont des 
relations physiques . 
Les re lations U et V sont des relations logiques. 
Il existe donc phys iquement deux types de segment "enfant 
logique" dans la d éfinition de la base de données . A la 
création d'un e r éalisation d'un des type s de segment "enfant 
logique 11 , le syst ème IMS crée automatiquement la réalisation 
correspondant e de l 'autre type d e segment 11 enfant logique 11 
pour établir l a relation inverse. 
Le_virtual_Eair i n g 
Le virtual pairing signifi e que la relation bidi-
rectionn elle entre deux types de segment est réalisée à 
l 1 aide d'un s e ul type de segment 11 enfan t logique 11 , l 'autre 
type de segment 11 enfant logique II é tan t virtuel. 
Graphiquement nous auron s : 
Type de s egment 
Parent physique 
Type de segment 
Pare n t logique 
Type de segment 
enfant logiq_ue 
La relation R et s on inverse sont de s re lations physiques 
La relation S et son inverse dont des relations logiques 
62. 
Avec les règl es d ' insertion et de suppression de segments 
"enfant logique" et des segments en relation avec ceux-ci, 
que nous avons choisi , les deux techniques "Physical pairing" 
et "Virtual Pairing " ont l a même portée sémantique . 
Dans la suite, nous nous limiterons donc à la technique 
"Virtual Pairing". 
c. Si pour l e système IDS , un type d ' article d 'intersec tion n'a 
aucun statut spécial et est considéré comme un type d'article 
normal , il n' en va pas de même pour le système IMS . 
Rappel on s que le s y stème IMS présent e deux struc tures . 
La première structu re est appelée structure physique et peut 
être considérée corr..me une structur e en réseau sans cycle , la 
deuxième structure , appelée structure logique et représentée 
par une structure h iérarchique, est déduite de la première 
structure et représ ente la vue que le programmeur d'applica-
tion a de la base de donn ées . La transformation de la struc-
ture en réseau en s ous - structures hiérarchiques a été voulue 
pour faciliter le t ravail e 0 la responsabilité du programmeur 
qui dans l e cas d ' une base de données en réseau , en citant 
B achman , devient un navigateur ; nous lui restituerons d ' ailleurs 
ce rôle dans notre modèle d ' accès défini au chapitre suivant . 
Cependant cette transformation, qu i a comme pivot les types 
de segmen~ "enfant logique", a introdui t certaines règles 
restrictives sur l'util isation de ceux-ci. 
- Un typ e de segment "enfant logique" doit avoir un type de 
segmen t "parent physiqu e " c ' est-à- dire qu 'il n e p eut pas 
être un type de segment racine . Il ne peut donc pas être 
un p oint d' entrée dans la base de données . 
- Un type de segment "enfant logique'1 ne peut avoir qu ' un 
type de segment 11 parent physique " et qu ' un type de segment 
11 parent logique 11 • Cela signifie que le système IMS n e 
permet pas qu 1 un s egment soit dépendant dans plus de deux 
re l at ions . 
La multiplicit é de s relations sera obtenue par la multipli-
cité des types de s egments "enfant logique" avec évidemment 
un changement du contenu sémantique. 




Les relations inverse s ne sont pas repré sentées pour faciliter 
la lecture du graphe , mais elles exi s tent . 
64. 
- Un type de segment d'une base de données physique ne peut 
être à la fois un type de segment "enfant logique" et un 
type de segment "parent logique" 




- Un type de segment "enfant logique" ne peut avoir aucun 
type de segment dépendant physique qui soit lui - même un 






4- . 2 . 5 . Les relations "One to Many" faibles 
. . . . . . . . . . . . . . . . . . . . . . . . . . . ....... . 
Les re lations "One to Many 11 faibles seront considé-
rées comme de s cas part iculiers des relations "Many to Many 11 
faibles . 
Elles seront i~plémentées ainsi que leurs inverses grâc e à 
65 . 
une entité dite d ' i ntersection, une relation "One to Many" 
à membre obligatoi r e entre l ' entité source et l ' entité d ' in -
tersection , une relation "On e to One" à membre obligatoire 
étab lie entre l' ent ité but (qui est l'entité source de cette 
re lation) et l' ent ité d'intersection et leurs inverses . 
Graphiquement nous aurons donc 
Entité Source 1 
Entité 
d ' inters.ection 
Entité But 
La relation R sera du type "One to Many" à membre obligatoire 
La relation S sera du type "On e to One" à membre obligatoire. 
4 . 2 . 6 . Les relations "One to One" faibles 
Les relation s "On e to One" faibles seront implé-
mentées de la même f açon que les relations faibles vues 
jusqu ' à présent , c ' est - à-dire par l'intermédiaire d ' une enti-
té d'intersection. 
Les deux relations à établir entre cett e entité d 'intersec -
tion (but) et les deux entités en relation "One to One" faible, 
seron t des relations "One to One" à membre obligatoire. 
A une réalisation d e l'entité source correspond une réalisa-
t ion de l' en tité d ' i ntersection qui est associée à une et une 
seule réalisation de l' entité but et r é ciproquemen t pour la 
relation inverse . 
4.3. Nombre de relations possibles entre deux entités 
Nous a n a lyserons la poss i bil ité offerte par les 
deux système s I DS et IMS, d e définir plusieurs relations 
entre deux ent ité s . Ces r e lations seront du type "On e to 
Many" à membre obl i gatoire, étant les seule s implémentées 
par ces système s, l es autres types de re lations possibles 
entre deux entités seront examinées dans la présentation 
du modèle d'ac c ès p uisque pour ce modèle , ces autres types 
existeront . 
4 . 3 .1. Le système I DS 
66. 
Le système IDS donne la possibilité d'établir 
plusieurs relatio~ s différentes entre deux types d'articles. 
Cette possibilit é e st basée sur les not ions de : 
- SELECT CURRENT 
- SELECT UNIQUE 
- MATCH-KEY et SYNOl'iJTI'T 
dont la signif i c ation es t 
- Pour insérer un nouvel article "Détail" dans un e chaîne, 
il faut avoi r sé l ectionné l'art icl e "maître" de cette chaî-
ne. Il _exist e deux -règles pour effectuer la se l ection d'un 
article maît r e p our insérer un JOuvel article détail. 
- Select current Master : le dernier a r ticle traît é 
de c e type d ' articl e maitre est choisi pour êt re 
l'article maître du nouvel article détail. 
- Selec t _unigue_Master : Le système utilise le critère 
de recherc he é tabli dan .s la définition du type d' ar-
t icl e maitre pour retrouver l'art icle maître à partir 
de val eurs placées dan s les zones de contrôle de ce 
type d ' a r t i cle . Ces zo~es de contrôle sont appelée s 
:Match Key . 
67. 
Comme plus i eurs r e lations peuvent exister entre deux types 
d ' articles, i ~ faut pouvoir garnir c e s ":Match Key" par de s 
valeurs diff éren t es ; pour c e l a , e lle s porteront plusieu r s 
noms associés p a r le terme SYNONYI"I. 
Graphiquement nous aurons par exemple 
Type d ' a rt ic le 
:Maître 
R ls l u 
"' 
Type d'articl e 
Dé t ail 
Un des types de cha înes peut êt re spécifié SELECT CURRENT 
Les autres types d e chaînes doivent être sp écifié SELECT 
UNI QUE . 
Les zones de Ma tch Xey du type d' art ic le Maître sont définies 
avec l'option SYNONYM. 
~~~~E!~ : 1) Le problème de la nomenclature d'un produit sera 
r é solu par la défi n ition de deux t ypes de chaîne entre deux 
types d 'articl e , n ous aurons : 
R e st la relation de s constituants 
composé/composan t , c ' est en fait 
l ' explosion de la nomenclature 
S est la relation d e s cas d ' empl o i 
composant /composé , c ' est l ' i mplos ion 
de la nomenclature. 
Produit 
R '\J S 
Relation 
Compos é /Composant 
2 ) Associations entre client et commande 
Soient les deux t y p es d'article "Client" et "Commande", 
nous définirons trois relations différentes entre ces deux 
types d'article 
68. 
- La relati on R dont une occurrence donnera le client 
qui passe la commande 
- La r e lati on S dont une occurrence donnera le client 
qui paye_a la facture 
- La relation U dont une occurrence donnera le client 




4 . 3 . 2 . Le système IMS 
...... ... .... . 
Le système IMS permet d'établir deux relations 
différentes entre deux types de segment si le type de 
segment but des deux relations est un type de segment 
"enfant logique 11 , c I e st-à- dire est un type de segment 
d ' intersection. 
C'est pour cela que nous considérons ce cas comme n ' ét ant 
pas différent d e l ' implémentation d ' une re lation "Many to 
Many" faible que nou s avons déjà examinée . 
La nome nc lature d'un produit, nous donnera 
comme graphe : 
La relation physique R représente 
l'explosition de l a nomenclature 
La relation logique S représente 





4 . 4 . Association de propriét és ou d'entités à une relation 
4.4.1. Association de propriétés à une relation 
........................................ 
Nous avon s vu précedemment que l'association 
de propriétés à une relation n' était n écessaire que dans 
le cas des relations "Many to Many" . La technique utilis ée 
pour i mplémenter ces relations permet d 'associer facilement 
des propriétés à une re lation "Many to Many" , il suffit de 
donner c es propr i étés à l'entit é d 'intersection . 
Nous aur ons donc 




L'entité d'intersec t ion sera: 
- un type d ' art ic le quelconque en IDS 
- un type de segment "enfant logique " en TMS. 
4 . 4 . 2 . Association d ' entités à une relation 
.................................... 
Nous avons vu qu'il était p ossible d'associer des 
propriétés à un e r e lation "Many to Many " par le biais d'une 
entit é d'intersection. Toutes l es réalisations d'un indi-
vidu devant avoir la même longueur fixe, si plusieurs valeurs 
peuvent être donné es aux propriét és pour la même occurrence 
de la relation, il n ' est pas souhaitable de réserver toute 
la place n éc essaire dans l' enti té d ' intersection, c e qui 
s i gnifierait beauc oup de place inutilis ée . 
Nous pourrons résoudre c e problème en plaçant l es propriétés 
d 'intersection variables dans une ou plusieurs entités qui 
seraien t l es entit és but de re l ations à membre obligatoire 
don t l' entit é d ' intersection serait l'entit é sourc e . 
En représen tation graphique nous auron s 
Dans _l e _sistème_IDS 
A 1 1 B 
~~s 










Nous aurons autant de réalisations de l'entité D que 




4.5. Ordre induit par une r elation d'accès 
4.5.1. Le système I DS 
Le système IDS donne six possibilités à l'adminis-
trateur de la base de données pour définir un ordre d'accès 
aux articles à l'intérieur d'une chaîne : 
a) CHAIN-ORDER SORTED: avec cette option tous les articles 
d'une chaîne sont acc édés en séquence ascendante ou 
descendante quelque soit leur type d'article détail. 
La zone de séquence doit être au ~ê~e endroit dans tous 
les articles. 
b) CHAIN-ORDER SORTED WITHINTYPE : avec cette option les 
articles d'une chaîne sont accédés en séquence suivant 
leur type d'article, indépendaIDIDen t des autres types. 
c) CHAIN-ORDER FIRST : avec cette option chaque nouvel 
a r ticle détail es t inséré comme premier article de la 
chaîne. 
d) CHAIN-ORDER LAS'r : représente l'option inverse de la 
précédente, chaqu e nouvel article détail est inséré comme 
dernier article de la chaîne. 
e) CHAIN-ORDER BEFORE: Le nouvel art icle détail est inséré 
juste devan t l'ar ticle courant de la chaîne. 
f) CHAIN-ORDER AFTER: représent e l'opti on inverse de la 
précédente, le nouvel article détail est ins éré juste 
derrière l'artic l e courant de la chaîne. 
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Chaque propriété d 'ordre doit êt re un niveau 02 COBOL dans 
la définition de c e type d'article et do:::. t être désignée 
comme étant une zon e de séquen ce dans la définition du type 
de chaîne par l'option 
ASCENDING 
DESCENDING 
KEY IS nom de la p rop r i é t é d'ordre. 
Par type de chaî n e , nous po~rrons définir 10 propri -
é tés d ' ordre . 
Une option existe pour voir si le système peut 
accepter dana une chaîne , des art icles ayant même valeur des 
propriétés d'ordre associésà ce type de chaîne . Si les 
doubles s ont accept é s, il faut définir l'option d'insertion 
de tout nouvel article détail . 
Nous avon s le choix entre 
NOT ALLOWED les doubles ne sont pas permis 
DUPLICATES FIRST : les doubles sont p ermis et une nouvelle 
insertion sera le premier articl e de 
l ' en semble d es a rticles ayant même valeur 
des p r opriétés d'ordre. 
LAST Les double s sont permis e t une nouvelle 
insertion sera l e dernier article de 
l ' ensemble . 
4 . 5 . 2 . Le système IMS 
........... .. . 
Pour réaliser l ' inventaire des possibilités du 
système IMS , il fau t scinder la présentation en deux par ties 
suivant que l e type de segment considéré est un type de 
segment " enfant logique" ou n ' en est pas un . 
a. Le type de segment n'est pas un type de segment "enfant 
logique". 
Rappelons que le s y stème I MS n'accepte qu'une zone de 
séquence d'un maximu:n de 256 bytes . 
- S i le type de segment considéré est un type de segment 
racine, un e zone de séquence doit être spécifiée. 
Dans les organisations HIS.A1'1 et HID.Al'1 , les cl és doubles 
ne s ont pas autorisées , dans l'organisation HD.Al'1 , les 
clés double s sont auto r isées. 
- Si le t y pe de se@nent cons idéré est un type de segment 
dépendant, une zone de séquence peut être s p écifiée et 
les clés doubles s ont autorisées. 
- Pour les t ypes de segment sans zone de séquence, le 
système propose trois options : 
- FIRST : l e nouveau segment est inséré au début de 
l a liste. C ' es t une structure d'ordre du 
type LAST IN - LAST OUT. 
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~ LAST c ' est l'option inverse de l'option précé-
dente, le nouveau segment est inséré en fin 
de liste, c'est une structure d 'ordre du 
type LAST I N - LAST OUT . 
- HERE le nouveau se~~ent est placé devant l e 
dernier segment de même type traité par le 
sys t ème I MS . 
Le positionnement sur le dernier segmen t 
trait é peu~ être provoqué explicitemen t par 
l e programme , mais il peut être réalisé par 
l e système IMS et dans ce cas l'option 
HERE est identi que à l'option FIRST. 
- Pour les types de segment avec zone de séquence et cl é 
double auto risée, le système propose trois options pour la 
gestion de l' ensemble de s segments ayant la même valeur de 
la zone de séquence . 
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Ces options sont FIRST 
- LAST 
- HERE 
Leur signification est la même que celle vue précédemment, 
leur portée étant restreinte à l'ensemble des segments 
ayant même valeur de la zone de séquence. 
b. Le type de segmen t es t un t y pe de segment 11 enfant logique 11 
Le système permet de n e pas é tablir de séquence p our ces 
types de segment . 
- Séguence_dans_la_relation_EhJsigue: 
La zone de séquence doit être une zone ininterrompue de 
caractères. 
Elle peut être l a clé concaténée du type de segment 
11 parent logique 11 , une partie de celle-ci, ou une zone des 
données d'intersec tion . 
Les règles pour réaliser l'ordre induit par la relation 
physique sont l es mêmes que pour les autres types de segment . 
- Séguenc e _dan s _la_relation_logigu e : 
L'ordre peut être réalisé à partir de plusieurs zone s de 
séquence, toutes ces zones doivent faire partie des données 
d'intersection. 
Les règles pour réal iser l'ordre induit par la relation 
logique sont l es mêmes que pour les autres t ypes de segment. 
c. Dans tous le s cas, l 'ordre induit ne pourra être qu'ascendant 
et la déclaration d 'une propriété ou d ' un ensemble de propri-
étés contigües comme zone de séquenc e sera faite à l a descrip-
t ion du type de segment dans un DBD par la proposition 
N.AME = (nom de la zone, SEQ, U ou M) avec U pour clé unique 
et M pour clés doubles autorisées. 
4 . 6 . Remarques 
4 . 6 . 1 . Nous avons rappe l é que le système IMS présente la 
possibi l ité de définir des relation s entre structures hié-
rarchiques . Ces relations signifient qu 'il est possible de 
définir, en IMS, des structures en reseau sans cycles . 
Cependant, le programmeur est seulement autorisé à suivre 
une sous - structure hiérarchique où il est toujours possible 
de définir un chemin comme le parcours du haut vers le bas 
et de gauche à droite, alors que le p r ogr~rnmeur doit aller 
pas à pas à travers un e structure en réseau . 
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Nous avons aussi rappe l é qu e le type de segment "enfant 
logique" était le p ivot autour duquel s'articule toute la 
déduction structure physique - structure logique (hiérarchie) 
Nous présentons rapidement les règles de déduction : 
- Le type de segment racine d'une structure logique de données 
doit être le type de segment racine d'une base de données 
physique 
- La structure de la base de données physique dont le type 
de segment racine est considéré comme type de segment 
racine de la structure logique, peut être reprise intégrale-
ment dans celle-ci . 
- Un type de segment "enfant logique" peut toujours être 





Sous - struc tures logique s 
- A partir d'un segment "parent logique" ou d'un segment 
"parent physique" il est toujours possible de remonter 
vers l e segment ~acine de la base de données physique. 
Structure physique Sous - structures logiques 
Dl E IJ 
B D D 
< B ~ '7 E 1 1 B 1 A 
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Si un segment "parent logique" es t atteint via un segment 
"enfant logi que" les dépendants physiques du segment 
"parent logique " p ourront être rep ris comme dépendants dans 
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la struc ture logique à condition : 
• que la re lat ion logique LC/LP soit la première rencon-
trée 
• que la re l ati on logique LC/LP soit la répétition de 
la première re l ation logique rencontrée 
• que l es dépendants physiques soient les variables 
d'intersec tion de la re lat ion logique. 
Lorsqu ' un segment "enfant logiqu e" est atteint via son 
segment "parent logique" les dépendants physiques du 
segment "parent phys ique" pourront être repris dan s la 
structure log ique . 
Toutes ces règles paraissent contraignantes , mais la possi-
bilité de d éf inir , dans un même programme, plus i eurs vues 
logiques ( PCB ) permet de retrouver a u niveau de ce programme 
la structure physique c ' est-à-dire en réseau de l ' IMS . 
Nous utiliserons c ette possibilité p our définir l e langage 
de manipulati on de données dans le chapitre suivant . 
4 . 6 . 2 . Remarques sur les similitudes et l es différences 
........... .. ..... ..... .......... .. ..... .. ...... 
d ' impl émentat ion par les systèmes IDS et IMS 
- Les types de segment racines sont équivalents aux types 
d ' article calcul és ; ce sont des entités poss édant une 
propriété identifi ante . 
- Un type de segmen0 d ' inters ection ne peut pas être un 
type de segment racine alors qu'un type d ' article d ' inter-
section peut êt r e un type d ' a rticl e calculé . 
- Un type de segment ne peut avoir que deux types de segment 
Parent et ce type de segment est alors un t y pe de segment 
"enfant logique" alors qu'un type d 'art icle peut avoir un 
nombre quelconque de types d ' a rt icl e maître . 
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- Le système IMS n ' accepte qu'un e double relation entre deux 
types de segment, le système IDS acc epte plus de deux 
relations entre deux types d'art icle . 
Donnons p our chaque r éf lexion, un exempl e graphique 
Structure IDS St r ucture IMS 
a ) Entité d'in t ers ection 
,____A--,------------1 C 
C 












c ) Ent ité_but_de _Elus _de _deux_relati ons 
Structure I DS Str'l!leture IMS 
A 8~ A 





d) Re lation s _multi~les_entre _deux_entités 
Pour la c ompréhens i on du 
graphe, les relat ions in-
verses bien qu ' exi stan tes 
n'ont pas été représentées . 
Rema rquon s que si les mêmes entités sont en relation dans 
les deux système s , le c on tenu s émantique de ces relat ions 
est différen t suivant le système . 
Nous aurions pu étab l ir des relations IDS sémantiquemen t 
iden t i ques aux relation s IMS , la réciproque est fausse . 
4 . 6 . 3 . N9mbre d ' ent i tés a u sein d ' une re l ati on 
0 ••••••••••••••••••••••••••• • •••••••••• 
Nous avons toujours considéré jusqu ' à présent 
qu ' une re l ation a ss ociait deux entités . 
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Nous exami nerons, main tenant, les possibilités offertes par 
les deux système s p our re l ier un nombre quelconque d ' entités 
dans une même re lat ion . 
Les bouc l es son t interdi tes auss i bien dans le 
système IDS que dan s le système Ir1S, ceux- ci n'implémentant 
que des relations à membre ob l igatoire, alors qu'une boucle 
ne peut être réalisée que par une relation faible vu la 
dynami qu e de la base d e données . 
Il est , e n effet , imposs i b l e de déclarer une entité '' type 
d ' artic l e ma ître" ou "type de segment parent " d ' une relation 
et de déclarer cett e même ent i té comme "type d ' article détail" 
ou " type de segment en f ant " dans la même relation . 
Nous ne pouvons donc pas avoir 
R Entité A 
où la re lation Res t une relation "On e to Many" à membre 
ob liga toire . 
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La seule possibi l i té de réaliser une relation entre les 
réalisations d'une même entité est de passer par l'artif ic e 
qui nous a pe rmis d 'imp l émenter les relations faibles , c ' est 
à - dire déf in ir une entité d ' intersection et deux relations 
11 0ne to Many" à membre obligatoire entre l ' entité (source) 
et l ' entité d ' int ersection (but ) . 
Nous aurons , en u~ il isant la poss i bilité d ' établir deux 
relation s en tre deux en t i tés 
ri._____ _En t i _t é A ______.l1, 
Entité 
d ' i n tersection 
Il est ainsi possible d ' obtenir une réalisation d ' une entité 
en relation avec elle - même . 
a . Le _système _I:MS 
Le systè~e I:MS ne connait pas les relations en 
tant qu ' éléments de s on langage ; il ne connait que les types 
de segment et n ' of f re pas de ce fait la possib i lité de réunir 
dans un e même rela~i on plus de deux types de segment . 
Nous aurons donc toujours : et non : 
Type de segment 
Paren t 





e nfan t 2 










Le système IDS donne la possibilité d'avoir une 
relation entre un type d'articl e déclaré "Maître" et plusieurs 
autres types d ' article déclarés 11 détail" de la relation . 
Cette caractéristique permet au système IDS de réaliser 
l'économie de une ou plusieurs zones pointeurs dans l'arti-
cle "maître" ; cependant elle oblige le programmeur à 
effectuer un test s ur le type de l'article auquel il a 
accédé par une RETRIEVE NEXT . 
Cette caractéristique est utilisée par le système IDS pour 
réaliser le chaînag e des a rticles calculés puisqu'il permet 
de définir plusieur s types d'articles calculés dans un même 
bloc physique. Ce bloc physique est d éfinit par l'option 
PAGE-RANGE . 
Un type d ' article déclaré appartenir à une PAGE-RANGE, a 
toutes ses réalis a t ions ( tous ses articles ) à l'intérieur des 
limites fixées par ce PAGE - RANGE. 
La notion PAGE-RANGE IDS correspond plus ou moins à la 
notion de base de d onnées physique Il'1S. 
Remarquons que si le s mêmes entités sont en 
relation dans les deux systèmes, l e contenu sémantique de 
ces re lations est différent suivant le système . 
Nous aurions pu établir des relat i ons IDS sémantiquement 
identiques aux relati ons Il'1S , la réciproque es t fausse . 
4 . 6 .4. La notion "Structure physique des données" du 
système Il'1S représente des bases de données physiques inter-
reliées par des relations logiques . Ces bases de données 
physiques ont l ' avantage de pouvoir être employées indépen-
damment les unes des autres par des programmes d'application 
qui n'accèdent qu ' aux segments de types de segment apparte-
nant tous à la même base de donn ées physiques . 
Le même avantage est offert par le système IDS 
avec l'option "PAGE-RANGE" qui p ermet une découpe du fichier 
physique IDS en blocs physiques. Chacun de c es blocs 
physiques correspond à un "PAGE-RANGE" et contiendra tous 
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les articles de tous les types d'articles déclarés appartenir 
à ce PAGE-RANGE. Le s programme s d 'application qui n'accèdent 
qu ' à des articles dont les t ype s s ont déclarés appartenir à 
un ou plusieurs "PAGE-RANGE" ne doivent définir que l e 
contenu de c es PAGE-RANGE. 
La notion "PAGE-RAN3-E " du système IDS, comme la notion 
"bas e de données physiques" du système Il'1.S qui, au départ 
réalise une découpe physique de fichier , seront utilisés 
pour réaliser une découpe logique de la structure de données 
de ces systèmes. 
/ 
4. 7. Ex empl es de graphes de struc~ure 
Les exemples présentés sont les bases de données 
du sect eur pharmac eut i que et du secteur chimi que de la 
société UCB . 
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Le pointi l lé représ ente l a découpe en PAGE- RANGE 
CLIENT 
Ce fichier est util isé dans le s applications suivantes 
- Administrati on de s ventes 
. Facturat i on 
• Tenue d e s stocks 
• Statistiques 
- Gestion de la production 
• Calcul de s prix de revient 
. Liste de s cas d'emploi 
• Besoins b ruts en composant s : Planning des achats 
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• Emission des bons de travail (ordre de fabrication) 
• Suivi de la production : Ecarts tec hniques 
• Tenue de s stocks comp osan ts 
• Besoins nets en compos ants 
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4 . 7 . 2 . Graphes de s tructure IMS 
ENTETRES 1'1ATITM ENTETRET 
RESERVAT 1 1 
* 
EN1l'ETART RESERVAT RETARD 
ARTICNIV ARTIREDU 
LIAISON 1 LIAISON 2 
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5. DEFINITION D'UN MODELE D' ACCES MIS EN OEUVRE PAR LE 
SYSTEME IDS ET PAR LE SYSTEME IMS. 
5.1. Introduction 
Le sous - ensemble du modèle d'accès général que 
nous présentons dans ce chapitre est déduit de l'étude en-
treprise au chapitre précédent et présente un outil de 
structuration et d'exploitation de bases de données implé-
mentables à la foi s par les systèmes IDS et IMS. 
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En association avec ce sous-ensemble (par la suite, 
l'expressi on modèl e d'accès référenciera ce sous-ensemble 
et non plus le modèle d 'acc ès général), nous définirons un 
langage de manipulation de données. Nous indiquerons 
également les techniques d'implémentation retenues dans les 
deux systèmes réalisant la mise en oeuvre . 
5. 2. Le modèle d'accès 
Rappelons brièvement la définition d'un modèle 
d 'accès. 
L'analyste et l'administrateur de la base de données voient 
la base de donn é es comme étant un ensemble de types d 'infor-
mations appel és 11 entités 11 et un ensemble de relations d'accès 
entre ces types . 
5. 2. 1 . Les entités 
Un e entit é est définie, à chaque instant, par son 
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nom, l'ensemble d e ses propriétés et l'ensemble des relations 
d'accès auxque lle s e ll e participe. 
L' en s emble des propriétés caractérisant une entité 
est f ixe , c' est - à - dire que nous ne pouvons pas ajouter ou 
suppri mer des p r opr iétés à une entitë s an s réorganiser la 
base de donn é e s . En plus toutes les val eurs de chaque 
propriété contient t oujours un même nombre de caractères. 
Ces valeurs seront tronquées ou complétées par des caractères 
de remplissage , aut omatiquement par le système. 
Les caractères de r emplissage sont les caractères blanc ou 
zéro suivant la déf inition du type alphanumérique ou numéri-
que des valeurs des propriétés, l e remplissage s'effectuant 
à droite ou à gauch e pour que c es caractères s oient ou non 
significatifs . 
Le s y stème ne gènera que des entités dont les 
réalisations ont même longueur . Nous profiterons de l'indé -
pendance des propriétés, qui ne s ervent pas aux modules de 
gest ion du système p our réaliser des contrôles ou des accès, 
p ar r apport au s ystème , pour permettre l'ajoute de propriétés 
à une entité en d éfinissant des proprié tés de réserve qui 
ne prendront de signification que lors d'une évolution du 
système et uniqueme nt a u niveau des p r ogrammes d'application. 
En r é sumé , toutes les r éali s ations d'une entité 
donnée , ont la même longueur (l e même nombre de caractères) 
l es propriétés qui i nterviennen t dans les proc édures de 
contrôle et d'accè s du modèle seront fixées à la définition 
de l'entité ., l es aut res propriétés ne prendront de signifi-
cation qu 'au niveau du programme u t ili s ateur. 
L'ensembl e des entités de la base de données est 
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subdivisée en trois sous - ensemble s disjoints 
- L ' entité en-tête 
- Les entit és racines 
- Les en tités dépendantes 
L ' étude de ces entités ne pouvant se réaliser indépendamment 
de l ' ensemble des r e lations d ' accès auxquelles elles parti-
cipent , nous présenterons d'abord l' étude des relations 
d ' accès . 
5 . 2 . 2 . Les relations d ' a c cès 
5 . 2 . 2 .1. Un e relati on d ' accès est à tout instant, définie 
par son nom qui doit être unique et par l'ensemble des couples 
qui c onst i tuent l e s occurrences d e la relation. 
Soit R (A , B) une relation d'ac cès définie de l ' entité source 
A vers l ' entit é but B ; si le couple (a,b) est une occurrence 
de la relat i on R, al ors il existe un moyen d'accéder à la 
réalisation b de l' ent i té but B à partir de la réalisation a 
de l'entité source A. 
Pour chaque réalisation a de l ' entité source A, la relation 
d'accès R détermine un s ous - ensemble éventuellement vide des 
réalisations de l' entité bu~ B; ce sous-ensembl e est l ' image 
de la réalisation a de l ' en t ité A dans l ' ensemble des réali -




i Lign e 
En tité 
Post e 
La relation d'accès ''Ligne 11 , établie de 
l ' en tité "C ommande " vers l'entité "Poste" 
exprime la possibilité d ' accéder à un 
en semble de réalisations de l ' entité 
"Poste" à partir d'une réalisation de 
l ' entité "Commande". 
Soient les relati ons d'accès R(A,B) et S (B,A), la relation 
S (B,A) sera dite re lation inverse de la relation R (A,B), 
si nous avon s , à t out instant : 
b E__ R(a) ( > a E.. S ( b) 
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où - R(a) est l'image de la réalisation a de l'entité A dans 
l'ensemble d e s réalisations de l' en t i té B par la rela-
tion R. 
- S(b) est l'irr_age de la réal isation b de l'entité B dans 
l'ensemble d~s réalisations de l'entité A par la rela-
tion S. 
C'est-à-dire, s i à p artir d'une réalisairi.on a de l'entit é A 
la relation R donne accès à un e réa lisation b de l'entité B, 
alors la relation S donne accès à la réalisation a à partir 
de la réalisation b et réciproquement. 
Toutes les r e lati on s d'accès ret enu es dan s ce modèle d'accès 
possède une relation inverse fourn i e par l e système. 
5.2 . 2 .2. Caractéris tigues=des=relations 
A tout instant, une relation d'accès sera une r elation du 
type : 
- One to One à memb re obligatoir e 
- One to Many à men b re obligatoir e 
- One to One faibl e 
- One to Many faible 
- Many t o Many f aib l e 
Nous avon s vu que par une re lat ion d'accès R, nous 
définissions un moyen d'acc éder à p a r tir d'une réalisation a 
de l'entit é source A, à chaque réalisat ion b. de l'entité 
l 
but B appartenant à l'ensemble R(a) . 
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Si nous considérons l'ordre sous l eque l nous 
accèdons aux é léments de cet ensemble R(a ) , nous établi ssons 
to·ujours sur c et ensemble une struc ture d'ordre. 
La structure d ' ordre sera toujours déclarée explicitement par 
l'utili s ateur . 
Trois possibilités sont offertes pour définir cette structure. 
a) Associer à la r e lation des propri ét é s d ' ordre de l'entité 
but ; ces p r opriétés devront être telles qu'elles définis-
sent une zon e continue dans la définition de l'entité, 
d'une longueur ma ximum de 256 caractères et que nous 
appell erons zon e de séquence. 
Si ces p r opriét é s sont identif i antes ou localement iden-
tifiantes l e s ys tème établit un ordre a sc endant strict. 
Si c es p ropriét é s sont des propriétés d 'ordre simple, 
elles établissen t une partition de l'ensemble R(a ) , c h aque 
sous - ensemble R (a) de la part i tion correspondant à une 
s . 
valeur de la zone de séquence et le système établit un 
ordre ascendant strict de ces sous-ensembles . 
La structure d ' ordre établi e sur chaque s ous - en semble Rs(a) 
l e sera suivant les deux autres possibilités. 
b) Cho i sir l'ordre d 'accès en fonction de l'instant de créa-
tion des oc currences de l 'entité but 
La relation d 'accès peut être 
- LAST IN - FIRST OUT 
La nouvelle réali s ation est plac ée comme premier 
é l ément de l ' ensemble R(a) ou R (a). 
s 
- LAST IN - LAST OUT 
La nouvelle réalisation est placée comme dernier 
é l ément de l'ensemble R(a ) ou R (a). 
s 
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Cette possibilité n'est souvent qu 'une option d'insertion 
sans port ée séreantique car l'instant de création est 
l'instant de c réation physique e t non pas l'instant de 
création logique que connaît l 'utilisateur . 
c) Laisser au progr ammeur, la gestion de la structure d'ordre 
en lui permettant de placer la nouvelle réalisation où il 
le désire. 
Dans ce cas la nouvelle réalisation sera placée devant la 
dernière réal isation de l'ensemble R(a) ou R (a) connue 
s 
du système. Si celui-ci n'a pas en mémoire une réalisa-
tion appartenant à cet ensemble, i l considère alors la 
relation d'acc ès comme étant du type LAST IN - FIRST OUT. 
Considérons, dans un environnement compte client, 
le s deux entités 11 clienttt et ttfacture 11 et la 
relation 11 facturation". 




Si l'utilisateur veut accéder aux factures restant 
ouvertes dans le compte d'un client donné, dans l'ordre de 
leur date d'échéanc e (majeur) et de leur condition de 
paiement (mineu r ), il définira l'entité ''facture" en plaçant 
l'une près de l 1 autre et dans l'ordre les propriétés ttDate 
d'échéance 11 et "condition de paiement 11 , choisira la première 
possibilité en associant l 1 ensemble des deux propriétés à la 
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relation "facturat ion" qui devient une relation d'ordre 
simple et définira pour les sous-ensembles de réalisations 
de "facture" a ssociés à chaque valeur de la zone de séquence 
l'option d'ins ertion LAST IN - LAST OUT. 
Si l'utilisateur avait définit une structure d'ordre en 
fonction des propriétés " date d'échéance " "candi tion de 
paiement" et "numéro de facture" dans cet ordre, la relation 
aurait été une re lation d'ordre strict, la propriété 
"numéro de facture" étant une propriété localement identi-
fiante. 
Rapp e lons qu'une propriété localement identifiante 
n'est pas telle que ses valeurs établissent une correspon-
dance biunivoque entre chaque valeur et chaque réalisation 
de l'entité. En reprenant l'exemple précédent, la valorisa-
tion de la propriété "numéro de facture" ne définit pas une 
et une seule réalis ation de l'ent i té "facture", il faut en 
plus donner une valeur à la propriété "numéro de client" 
identifiante pour l 'entité client. 
5.2.2.4. D~namigue =des=relations=et=règles=du=s~stème=de 
g~êt1QD 
------ -
Nous avons vu qu'une re l a t ion déclarée d'un certain 
type à la défin i tion de la base de données, gardait, à tout 
instant, ce type et que l'évolution de l'ensemble des occur-
rences (ajoute ou suppression d'occurrence) devait se réaliser 
en accord avec la déclaration de type initiale. Le système 
contrôlera cett e évolution pour maintenir la cohérence de la 
base de données. 
Vu les. techniques d'impl émentation retenues pour 
réaliser les relations, aussi bien dans le système IDS que 
dans le système I MS , la dynamique des relations est complè-
tement contenue dans la dynamique des entités. 
Rappelons que nous avons appelé "en ,:; ité d'intersection", 
une entité but de p lus d ' une relation à membre obligatoire . 
- La suppressi on ou l ' addition d'occurrences de relation 
d ' accès faible ae résoud , au niveau du système, par la 
suppression ou l'addition d ' une ent i té d'intersection. 
Les modifications du genre remplacer une réalisation 
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source ou une réalisation but pour une occurrence de 
re l ation se résoud au niveau du programmeur par la suppres-
sion de l'occurrence suivie par la création de la nouvelle 
occurrence, ce qui se réalisera au niveau du système, par 
la suppression d e la réalisation de l'entité d'intersec -
tion établ issant l 'occurrence de la relation à modifier, 
suivie de la création d ' une réalisation de cette entité 
réalisant la nouve l le ·occurrence demandée. 
- La suppression ou l ' addition d'occurences de relation à 
membre obligato i re est réalisée par la suppression ou 
l ' addition de r éal i sations d ' ent it é . 
Les modifications du genre remplacer une réalisation 
source ou une réalisation but par une autre, ne sont pas 
réalisées par l e s ystème et il est dangereux de laisser 
le programmeur rés oudre le problème par suppression -
création vu l es impl émentations de la suppression d ' occu-
rence à membre obligatoire . 
Ceci est une r est r i c tion du système d'implémentation IMS, 
le système IDS autorisant lui l e remplacement d'une réali-
sation source par une autre dan s l es occurrences de relations 
"One to Many 11 à membre obligatoire . 
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5.2.3. L'entité en-tête 
Une entité en-tête sera caractérisée par l'ensemble 
des relations auxquelles elle participe : 
- Elle ne peut être une entité but d 'aucune relation. 
- Les seules re lations dont e~le peut être la source, 
sont des relations du type "One to 1'1any" à membre obli-
gatoire dont l 'entité but es t une entité "racine". 
Ces relation s permettront l 'accès dans un ordre donné 
à toutes les réalisations des entités racines. 
- Elle ne possèdera aucune propriét é et aucune action ne 
sera permise s ur les réalisations de cette entité. 
Seul le parcours des relations "One to 1'1any" est auto-
risé pour obt enir les réalisations des entités racines. 
Une entité en-tête est représentée , dans le système 
IDS par un type d'article primaire, et dans le système Il'1S 
par la base de données index correspondante aux types de 
segment racine en organisation HIS.A.1'1 ou HID.A.1'1 et par le 
"Root Anchor point" en organisation HD.A.1'1 . 
Elle est néc éssai r e car si pour le système Il'1S, il est 
possible d'acc éder aux segments racines en séquentiel , pour 
le système IDS, i l n'est pas pos s ible d 'avoir un accès séquen-
tie l sur les art icl e s calculés sans qu'il s ne soient articles 
"détail" d'un e chaîne . 
5.2.4. Les entités racines 
................... 
5.2.4.1. Définition 
Une entité racine est définie par son nom, l'ensemble 
de ses propriétés , l 'ensemble des relations auxquelles elle 
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participe et les opérations que l'on peut effectuer sur ses 
réalisations. 
- Elle possèdera toujours une propriété identifiante . 
- Ell e sera l'entité but d'une et d'une seule relation 
11 0n e to 1'1any 11 à membre obligatoire dont l ' entité source 
sera l'entit é en-tête. 
Si on veut accéder aux réalisations d'une entité rac ine 
dans un ordre donné , c et ordre ne peut être qu'ascendant 
sur la propri été identifiante qui sera alors associée 
à la relation entre l'entit é en-tête et l'entité r acin e 
pour établir l 'accès ordonn é . 
- Elle pourra être l'entité d'un nombre quelcon que de 
relation de ~out type et l'entité but de plusieurs 
relations faibles . 
a. A la créat ion d'une réalisation d'entité racine, le program-
meur devra donner l e nom de l ' entité et avoir spécifier une 
valeur de la prop r i été identifiante. 
Si une réalisation existe déjà pour cette valeur de la proprié-
té identifiante, l e système refusera la cré ation, s inon il 
insérera l a nouve l le réalisation et créera l'occurrence de 
la relation l a reliant à la réalisation de l'entité en- tête 
en respectant l'ordre d'insertion demandé par cette relation. 
b . La suppression d ' une réalisation d'entité racine entraînera 
la suppression de t outes les occurrences de rela tions aux-
quelles elle participait . Ces suppressions dans le cas de 
relations à membre ob ligato i re entraîne la suppression des 
réalisations des ent ités but dont elle était la sourc e et 
ainsi de suite en cascade à travers toute la b a se de données. 
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Ce traitement sera entièrement pris en charge par le système. 
Si nous reprenons l'exemple précédent, la suppres-
sion d ' un client entraîne r a la suppression de 
toutes les factur es de c e client . 
c. L'utilisateur pourra modifier le s val eurs des propriétés 
d'une entité racine sauf les valeurs de la propriété iden-
tifiante ce qui obligerait le système à revoir les relations 
d'accès et à contrôler l'unicit é de la nouvelle valeur. 
Si l a propriété identifiant e de l'entité client 
est l e c ode client, l'utili s ateur ne peut donner 
un e autre valeur à ce code pour un client existant 
dan s la base de donn ées . 
5. 2.5. Les entités dépendantes 
5.2.5.'1. Définition 
Une entité dépendante est définie par son nom, 
l'ensemble de ses propriét és, l'ensemble des relations aux-
quelles elle participe et par les opérations que l'on peut 
effectuer sur ses r éalisations. 
- Elle peut avoir des propriétés localement identifiantes 
ou d'ordre . 
Elle sera l'entité but d'au moins une et ou plus deux 
relations l!Qn e to Many" à membre obligatoire. 
Pour chacune de ces relations, l'entité source sera soit 
une entité r a c ine, soit une entit é dépendante. 
Une des deux re lations sera déclarée relation principale 
de recherche et c'est par cette relation que le système 
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effectuera l es accès implicit es à cette entité. 
- Si elle est l'entité but d'une et d'une seule relation 
"One to I"1any 11 à membre obigatoir e , alors : 
. el l e peut être l'entit é but ou source d'un 
nombre quelconque de relations faibles 
• elle peut être l'entité source d'un nombre 
quelconque de relations à membre obligatoire. 
- Si elle est l'entité but de deux relations "One to Many" 
à membre obligatoire, alors 
• e ll e ne peut pas être l'entité but ou source 
d'une relation faible 
• elle peut être l'entité source d'un nombre quel-
conque de relation s à membre obligatoire mais 
aucune de ces relations n e peut avoir une entité 
but qui soit aussi l'entité but d'une autre 
relation à membre obligatoire. 
L'ensemble des relations principales de recherche 
qui permet d'accéder à partir d'une entité racine à une enti-
té dépendante sera appelé chemin principal de recherche ou 
chemin hiérarchique . 
Nous appelleronsclé concaténée d'une entité dépendante 
l'ensemble formé de la propriété i dentifiante et des propriétés 
localement identif i antes de l'ent i té racine et des entités 
dépendantes du chemim hiérarchique de cette entité. 
Dire qu'une entité possède une clé concaténée, suppose que 
toutes les entités de son chemin hiérarchique possède une 
propriété localement identif iante, l'entité racine possédant 
toujours une propriété iden t ifiante . 
Donc toutes le s en t ités, se trouvant sur le chemin hiérarchi-
que d'une entit é possédant une cl é concaténée, possèdent une 
clé concaténée. 
- Toute entité dépendante, qui est l'entité but ou source 
d'une relation faible, doit posséder une clé concaténée. 
- Toute entité dépendant e , qui est l'entité source d'une 
relation à membre obl igatoire dont l'entité but est 
l'entit é but d 'une autre relation à membre obligatoire, 
doit posséder une clé con~atén ée . 
Remarquons que les valeurs de la clé concaténée 
d'une entité sont t elles qu'il existe une correspondance 
biunivoque entre ces valeurs et les réalisat ions de l'entité, 
c'est-à-dire pour chaque valeur de cette clé, nous aurons 
au plus une réalisation de l'entité . 
a; Lors d'une demande de création d'une réalisation d'une entité 
dépendante, l e programmeur devra, soit par un positionnement 
préalable, soit pa~ le contenu de l' ordre de création, spéci-
fier les réalisations d'entités sources de relations à 
membre obligatoire pour lesquelle s l' entité est l'entité but. 
Pour la création d'une réalisation de l'entité 
"facture", l'utilisateur doit préciser à quelle 
réalisation de l'entité ''client ", elle doit être 
reliée. 
Le système refusera la création si c es renseignements sont 
faux ou incomplets ou si la création d'une nouvelle réalisa-
tion n'est pas compatible avec les règles données pour une 
éventu~lle structure d'ordre. 
b. La suppression d'une réalisation d ' une entité dépendante 
entraînera la suppre ssion de toutes les occurrences de 
re lations auxquell es elle participait. 
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Ces suppressions, dans le cas de relation à membre obliga-
toire, entraîne la s uppression des réalisations des entités 
but dont elle était la source. 
Elles se propagen t dans toute la b ase de données. 
5.2.6. Le graphe de structure 
Comme nous l'avons exprimé précédemment, le modèle 
d'accès peut se représenter par un graphe orienté, dont les 
sommets sont les entités représentées sous forme de rectangle 
et dont les flèche s sont les relations d'accès. 
En plus des règles de définition des différentes entités, le 
graphe de structure doit suivre cer0aines règles pour être 
cohérent : 
Ces règles sont : 
- Tous les noms des entités sont distincts. 
- Tous les noms de relations sont distinc ts , les relations 
inverses des r elations à membre obligatoire ne portent 
pas de nom ; les relations inverses des relations faibles 
doivent posséde r un nom distinct du nom de la relation. 
- Le graphe des _elations à membre obligatoire ne peut 
contenir de cycle, c'est -à-dire doit pouvoir être décom-
posable en nive au, le nombre de niveaux ne peut être 
supérieur à 15. 
105. 
TETE /4 J/rm 
1,----C-L-IE-N~T--,I ,--'------A-R_T_,_I_CL_E_-, 




EFFET CO ~'1.A.N DE DEPOT 
POSTE STOCK 
Les relations FAEF e t FACO sont des relations "Many to Many" 
faibles dont l es relations invers es sont EFFA et COFA . 
La relation AT (article remplacé ) est une relation "One to 
Many" faible dont la relation inverse est AE (article remplacant) 
Toutes les autres re lations sont des relations "One to Many" 
à membre obligato i re . 
L'entité "tête 11 est l'entité en-tête du fichier. 
Les entités "client 11 , "article" et "usine" sont des entités 
racines . 
Les autres entités s ont des entités dépendantes. 
L'entité "effet 11 et l'entité "commande 11 doivent posséder une 
propriété localement identifiante puisqu'elles sont membre 
de relations faibl es . 
5. 2.7. Remarque sur l'impl émentation 
............................. 
5.2.7.1. L'entit é en-tête 
A la réalisation d'une entité en-tête correspond 
un e base de donn ées physique du système Il1S ou un sous-
fichier du système IDS. 
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- sistème_Il1S : En organisation HIS.AM et HID.Al'1, une enti-
té en-têt e représente la base de données Index. 
En organi sation HD.AM, une entité en - tête représente la 
notion Il.'1S "Root Anchor Point 11 d éfinit aussi par la base 
de donn ées phy sique . 
- Système_~~§ : Une entité en-tête correspond à un type 
d'article pr i maire que nous définirons par sous-fichier 
IDS pour pouvoir accéder aux articles calculés de ce 
sous-fichie r en séquence. 
5. 2.7.2. Les_entit és_racines 
- -
Une entité racine correspondra 
- dans le système I MS , à un type de segment racine 
- dans le sys tèae IDS, à un type d'article calculé 
En effet, une entité racine doit posséder une 
propriété identifiante, hors seuls ces types de segment ou 
types d'article autorisent la définition d'une propriété iden-
tifiante dans l eur description. 
a. 
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Une entité dép endante correspondr a: 
- dans le système IMS, à un type de segment dépendant 
- dans le système IDS, à un type d'article définit par 
l'option I DS "RETRIEVAL VIA" nom de chaîne CHAI]". 
La relation principale de recherche sera, dans 
le système IMS, la r elation physique et, dans le système IDS 
le type de chaîn e définit par "nom de chaîne" de l'option 
Il RETRIEV AL VIA Il • 
Nous ne présenterons pas l'implémentation des 
relations, cell es--ci ayant été largrnent exposée dans le 
chapitre précédent de l'étude. 
5.3. Langage de manipulation 
5.3.1. Introduction 
............ 
Le l angage de manipulation de la base de données 
doit mettre à la di s position du p ~ogrammeur des outils lui 
permettant de manipuler les informations contenues dans 
cette base. 
Les ordres de c e langage seront appelés des primitives car 
ils doivent être ex écuter complètement avant que le programme 
d'application ne puisse à nouveau intervenir. 
L'interrogation de la base de données peut se réaliser suivant 
deux possibilités - -l'interrogation ponctuelle 
- l'interrogation de masse 
Nous ne c onsidérons que des primitives réalisant 
l'interrogation ponctuelle qui, par définition, ne fournit 
au programme d'application qu'un e et une seule réalisation 
d'entité par ordre donné. 
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Les syst èmes IDS et IMS proposant un langage de 
manipulation composé de primitives simples, nous avons adop-
té un langage du ~ême type où les primitives seront des 
appels à un module contenant la description de la base de 
données et toutes l es informations nécéssaires à l'analyse 
de ces appels et à leur transformation en ordres acceptés 
par les modules de gestion du sys tème adopté pour réaliser 
l'implémentation. 
Ce module de convers ion forme un tampon entre les programmes 
d'application et l e système de gestion de la base de données 
qui devient alors complètement transparent pour ces program-
mes. 
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Le langage hôte du programme d'application peut 
être tout langage compatible avec la fonction CALL simple 
c'est-à-dire sans ~é initialisation du module appel é . 
En liaison avec l e système IDS, l e module de convertion doit 
être écrit en langage COBOL car ce langage est le seul que 
ce système accepte comme langage hôte. 
En liaison avec le système IMS, le module de convertion peut 
être écrit en langage COBOL, PL1, ou ASSEMBLER. 
Tous les exemples que nous donnerons, le seront en langage 
COBOL . 
Le langage de manipulation devra posséder des pri-
mitives capables de réaliser les six fonctions suivantes : 
- Lecture d'une réalisation d'entité 
Le programmeur d'application doit avoir la possibilité de 
retrouver une réalisation en donnant le nom de l'entité 
et la valeur des propriétés identifiantes, ou en donnant 
le nom de l'entité , les valeurs des propriétés identifiantes 
et localement identifiantes de toutes les entités du chemin 
hiérarchique (chemin principal de recherche) reliant l'enti-
té racine à l'entité dont une réalisation est recherchée, 
ou encore par des techniques de recherche pas à pas basées 
sur les relations d'accès telles que : 
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. accéder à la première réalisation d'une chaîne 
. acc éder à la réalisation suivante dans une chaîne 
0 accéder à la dernière réalisation d'une chaîne 
• accéder à la réalisation source d'une chaîne 
- Modification d ' une réalisation d'entité 
Le programmeur d'application doit pouvoir, après avoir 
retrouvé une réalisation, en modifier les valeurs des 
propriétés et la replacer dans la base de données. 
Rappelons ici que lors de la présentation de la dynamique 
des entités, nous avons exclu la possibilité de modifier 
le contenu des p ropriétés identifiantes, localement identi-
fiantes et d'ordre simple. 
- Insertion d'une nou~elle réalisation d'entité 
L 'addition d ' une nouvelle réalisation d'une entité doit 
être possible . Le système doit s'occuper automatiquement 
de la création de l'occurrence des relations à membre obli-
gatoire dans lesquelles l'entité est l'entité but . 
En plus, pour réal iser l'insertion, il doit contrôler 
l'évolution cohérent e de la base et éventuellement rejeter 
l'insertion pour garder cette cohérence. Il doit aussi 
respecter les contraintes d'un accès ordonné si des rela-
tions d'ordre ont été spécifiées. 
- SuEEression_d'une_réalisation_d'entité 
La suppression d'une réalisation doit se répercuter dans la 
base de données conformément à la dynamique des entités et 
des relations. 
Elle entraînera 
• La suppressi on de toutes les occurrences des relations 
faibles où elle intervient comme réalisati on but ou 
source. 
111 . 
• La suppression de toutes les occurrences des rela-
tions à membre obligatoire oô. elle intervient comme 
réalisation but • 
• La suppression de toutes les occurrences des relations 
à membre obligatoire où elle intervient comme réalisa-
tion source avec comme conséquence la suppression 
automatique de toutes les réalisations but de ces 
occurrences et la propagation de ces suppressions 
automatiques à travers toute la base de données. 
- Insertion d'une nouvelle occurrence de relation faible 
Le programmeur d 'application doit pouvoir insérer une 
nouvelle occurren0e de relatio~ faible entre deux réali-
sations d'entités associées par cette relation. 
L'insertion doit pouvoir se réaliser en donnant le nom 
de la relation et les deux réalisations à relier. 
- SuEEression_d'une_occurrence_de_relation_faible 
La suppression ~•une occurrenc e de relation faible doit 
pouvoir être réalisée en donnant le nom de la relation 
et les deux réalisations d'entités qui étaient reliées 
par cette occurrence. 
c. A chaque primitive sera associée une liste de paramètres, 
ceux-ci dépendront de la fonction que doit remplir la primi-
tive. Nous pourrons avoir: 
- Le nom de la zone entrée/sortie du programme utilisateur. 
Cette zone contiendra: 
• Avant une primitive d'insertion ou de modification 
de réalisation d'entit é, la réalisation de l'enti-
té à crée r ou à modifier . 
• Après une primitive de lecture de réalisation 
d'entité la réalisation de l'entité recherchée si 
l'ordre s 'est normalement exécuté. 
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Des qualif icateurs qui détermineront sur quelle réalisation 
d ' entité ou occurrence de relation l e programme désire 
opérer. Ce s qualificateurs pourront être : 
• Le nom de l'entité dont une réalisation est recherchée, 
modifiée, insérée ou supprimée avec ou sans la valeur 
de la propriété identifiante ou lo.calement identifi-
ante de cette entité • 
• Le nom de la relation dont le programmeur désire 
obtenir une occurrence. 
La fonction de la primitive sera définie par le point 
d'entrée dans le module de conversion de l'appel. 
En plus il existera une zone de communication entre le 
programme utilisat eur et le module de conversion. 
Cette zone aura une longueur de 4 caractères et s'appellera 
"STATUS-ERROR 11 • 
Elle contiendra sous forme de code, le diagnostic , de l'opé-
ration qui viendra d'être réalisée sur la base de données. 
Nous aurons donc, dans cette zone, le s informations se 
rapportant à la faç on dont la primitive GALL se sera exécu-
tée. 
Après une primitive de manipulation, il f audra toujours 
tester le "STATUS-ERROR" pour voir si cette primitive a 
été exécutée corre ctement ou non. 
5. 3.2. Primitives d'initialisation et de clôture 
Le . programmeur, à l'aide de c es primitives, va 
alerter le système de son intent ion d'accéder aux réalisations 
d'entités et aux occurrences de relations contenues dans une 
base de données ou de cesser tout accès à cette base de données. 
- Primitive définissant une intention d'accès à une base 
de données 
OPEN nom de bas e de données -1, nom de base de données -2, 
Cette primit ive doit être exécutée avant l'exécution 
d'une autre primitive. 
Elle correspondra à une instruction OPEN SUB-FILE IDS 
avec en plus lecture de la réalisation des entités 
en-tête int ervenant dans ce SUB-FILE. 
Dans le système IMS, elle correspondra à la Call 
ENTRY "DLITCBL " USING nom de PCB-'1, nom de PCB-2, .•• 
- Primitive s pécifiant la fin des accès à une base de 
données. 
CLOSE nom de b ase de données -'1, nom de basede données 
-2, ••.... 
Un programme d'application ne peut avoir qu'une primi-
tive CLOSE qui doit être écrite en fin de programme. 
Elle correspondra à une instruction CLOSE SUB-FILE IDS, 
et à une instruction GOBACK IMS. 
5.3.3. Accès aux r é alisations d'une entité 
5.3.3.1. Accès= à=u:ne= réalisation=indé~endamment=des =o~éra-
tions_réalisées_~récédemment. 
- -
a. La primitive réalisant cette fonction sera la primitive 
RETRIEVE UNIQUE 
Elle pourra êt re utilisée : 
- pour réalise r un accès direct sur une réalisation d'une 
entité raci_e. Le programmeur devra donner le nom de 
l'entité et la valeur de la propriété identifiant e de 
cette entité qu i en définit biunivoquement une réali-
sation. Comme nous l'avons préciser, cet accès ne peut 
s'effectuer que pour les entités racines car ce sont les 
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seules entité s à posséde~ une propriété identifiante. 
pour réalise r un accès par itinéraire. 
Cet itinéraire est, pour chaque entité, un chemin 
particulie r défini à la description de la base de 
données e t que nous avons appelé chemin hiérarchique 
ou chemin p r incipal de recherche. 
Le programmeur devra donner le nom des entités compo-
sant le chemin hiérarchique, ainsi que la valeur de 
chacune des p ropriétés identifiantes et localement 
identifiant es de ces entit é s. Le système pourra, 
avec ce s inf ormations, parcourir le chemin en partant 
de la r éalisation de l'entité r acine référenciée par 
la valeur de sa propriété identifiante, chacune des 
autres valeurs déterminant l a réalisation à sélection-
ner des ent i t és dépendantes jus qu'à la réalisation 
recherché e. 
Cette techn i que ne peut, évidemment, être appliquée 
que pour de s entités poss é dant une propriété locale-
ment identif iante et dont le chemin hiérarchique les 
reliant à l' entité racine est compos é uniquement 
d'entit és p os sédant c h acune un e propriété localement 
identifiante . 
L ' ensemble c omposé de la valeur de la propriété iden-
tifiante de l'entité racine et de chacune des propri-
étés localement identifiant es des entités dépendantes 
du chemin hi érarchique jusqu'à et y compris l'entité 
considérée es t ce que nous avons appelé clé concaténée 
de cette entité. Cette cl é est identifiante pour 
l'entité car à chacune de s es valeurs correspond une 
et une seul e réalisation de l'entité. 
La primit i v e RETRIEVE UNIQUE s era utilisée pour retrou-
ver une r é al isation donnée d'un e entité, ou bien pour 
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établir u~ positionnement dans la base de donnBes, 
celui-ci s ervant par la suite comme point de départ 
d'une recLe rche séquentielle. 
b. Règles d ' utilisation 
Recherche d 'une réal isation d'une entité racine. 
La primitive RETRIEVE UNIQUE possédera toujours un 
qualifica~eur contenant : 
• le n œn de l ' entité recher chée en 8 caractères 
• la valeur de la propri été identif iante référen-
cian t la réalisation recherchée. 
et une zone d ' entrée/sortie qui cont iendra la réali-
sation recherchée après l 'exécution de la primitive, 
et donc qui devra être d'une longueur au moins égale 
à la longueur définie pour l'entité . 
~~~~E!~ : '.::ions idérons l'entit é racine "client" 
Rechercher le client dont le numéro de 
client est 518 
Nous aurons : 01 CLIEN'I' . 
02 NOMSEG PIC X(8) VAIU"E "CLIENT'~ 
02 VALCLE PIC X(4) . 
MOVE 518 TO VACLE OF CLIENT . 
CALL UNIQUE USING IO AREA, CLIENT. 
IF STATUS-ERROR NOT=SPACES GO TO ERREURRECHERC~ 
- Recherche d 'une réalisation d'une entité dépendante. 
La primit i re RETRIEVE UNIQUE possèdera autant de quali-
ficateurs qu 'il y a d'entités sur le chemin hiérarchi-
que c' est - à -dire autant de qualificateurs qu'il y a 
de niveaux dans le graphe de structure réduit aux 
relations à membre obligatoire pour l'entité considérée. 
Si l'entité dont une réalisation est recherchée est de 
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niveau 5, l e premier niveau étant le niveau de l'enti-
té racine, il y aura 5 qualificateurs . 
Chaque qua lificateur contiendra 
. le n om de l'entité qu'il représente 
• la v aleur de la propriét é identifiante ou 
localement identifiante de cette entité . 
En plus, ils seront placés dans l ' ordre 
• le premier qualificateur c orrespond à l ' entité 
racine 
. l e d euxième qualificateur correspond à l'entité 
de niveau deux 
. le ûe rnier qualificateur correspond à l'entité 
d on t une réalisation est recherchée . 
~~~~!'.!~ C: onsidérons les deux entités "CLIENT" et 










Recherche r la facture dont e numéro de facture est 
55672, dép e ndru1te du client numéro 518 
Nous devrons avoir définit : 
. l e qu alificateur de l'entité CLIENT comme dans 
l'exemple précédent 
.• le qualificateur de l ' entité FACTURE par 
01 FACTURE. 
02 N01'1SEG PIC X( S) VALUE "FACTURE". 
0 2 VALCLE PIC 9(6) . 
Le prog ramme sera : 
1'10VE 51 3 TO VALCLE OF CLIENT . 
1'10VE 55672 TO VALCLE OF FACTURE. 
CALL UNIQUE USING IOAREA, CLIENT, FACTURE. 
IF STATUS-ERROR NOT = SPACES GO TO ERREURRECHERCHE. 
5.3.3.2 . Accès à u n e réalisation d ' ent ité en fonction des 
=--= --=--== ======== ======- =-== ==----=-----------
accès =~récédents 
Ce type d'acc ès sera basé sur un e reche rche pas à pas 
le long d ' une c h aîn e de réalisations. 
Plusieurs possib ili t és sont offe r tes 
a. Accéder à la r éali s ation but de l'occur rence suivant l'occu-
rence courante d'un e relation . 
La primitive r éalis ant cette fonc t ~on s era la primitive 
RETRIEVE NEX'J: 
Elle pourra êt re uti lisée : 
- pour r etrouve r la réalisation suivante dans une rela-
tion à memb re obligatoire 
- pour ret r ouve r la réalisation s uivante dans une rela-
tion faible. 
Rappelon s que la relation iLverse d'une relation faible 
doit po s s éder un nom distinct. 
Elle possédera tou jours un qualificateur qui donne r a le nom 
de la relation don t l'occurrence suivant l' occurrence cou-
r ant e donne la réa l isat ion recherchée . 
Dans le cadre de l ' exemple précédent, n ous écrirons pour 
retrouver la fact u re suivante d ' un client 
CALL NEXT USING I OAREA, LELFACT. 
avec 01 LCLFACT PIC X( 8) VALUE "FASTURAT ". 
11 8 . 
Si l'ordre a pu ê t re exécut é convenabl ement l e STATUS-ERROR 
sera égal à des b l ancs , si l'ordre n 'a pu être exécuté parce-
que l'occurrenc e courante était la dernière occurrence de 
la relation source, alors l e STATUS - ERROR sera égal à "0001". 
La primit ive RETRIEVE NEXT sera principalement utilisée 
pour acc é de r à un e série de réalisations but reliées à une 
réalisatio sour ce donnée par un positionnement préalablement 
établ i dans la bas e de donn ées . 
soit le problème : 
"Donner toutes les factures du client numéro 518" 
Nous aurons en p r ogrammation : 
MOVE 51 8 TO VALCLE OF CLIENT . 
CALL UNIQUE USING IOAREA, CLIENT . 
IF s ·rATUS -ERROR NOT == SPACES GO TO TRAITERROR1. 
R. cCALL NEXT US ING IOAREA, LELFACT . 
IF STATDS-ERROR == SPACE GO 1r o NEXT SEN1rENCE ELSE 
IF STATUS-ERROR == "0001" GO 1'0 FIN-TRAIT ELSE 
GO TO TRAITERROR2 . 
Traitement de s facture s 
GO TOR . 
Fin-trait . 
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- "Donn er toutes les factures du client numéro 518 
à pa:!:'t ir de la facture dont l e numéro est 55672" 
MOVE 518 TO VALCLE OF CL IENT. 
MOVE 55672 TO VALCLE OF FACTURE . 
GALL UNIQUE USING IOAREA, CLIENT , FACTURE . 
IF STATUS-ERROR NOT= SPACES GO TO TRAITERROR1 . 
TRAIT-FACC: . 
. . . . . . . . . 
. . . . . . . . . 
GALL NEXT USING IOAREA, LELFACT. 
IF STATUS-ERROR = SPACES GO TO TRAIT-FACT . 
IF STATUS-ERROR = "0001" GO TO FIN-TRAIT. 
GO TO TRAITERROR2 . 
b . Accéder à la réal i s ation source de l'occurrence courante 
d ' une relation. 
- La primitive réal isant c ette fonction sera la primitive 
RETRIEVE SOURCE 
Elle poss édera tou jours un qualificateur qui donnera le 
nom de la relat ion dont l'occurrence courante contient 
la réalisation source recherchée. 
Elle ne pourra êt re employée que pour une relation à 
membre obligatoire et sera surtout utilisée dans le cas 
des entités d ' i n t ersection pour retrouver l'une des réali-
s ations sources des occurrences des deux relations à 
membre obligatoi r e dont l'enti0é d'intersection est l'enti-
té but. 
Nous éc rirons : 
avec 01 Qualificateur 1 PIC X(8) VALUE 
"n om de relat ion " . 
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Soient les entit és "Commande" "Quantité comman-
d ée " et "Produit 11 , et les relations entre ces 





Le problème posé pourrait êt re 
PRODUIT 
QUAN'rPROD 
"Donner pour la commande 5035 , tous les produits 
commandés avec leur quanti té en commande 11 • 
Nous aurions en programmation : 
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- La primitive RETRIEVE SOURCE positionne la réalisation de 
l'entité sourc e r etrouvée comme étant la réalisation cou-
rante de c ette entité. 
Mais cela peut être ennuyeux pour l'utilisateur, en effet 
dans le cas où deux relations associent par l'intermédiaire 
d 'une entit é d ' intersection deux réalisations d'une même 
entité , l'ut ilisat eur peut vouloir garder le positionnement 
sur la réali sation de départ et connaître le contenu de la 
deuxième r éalisat ion. Ce cas es t c elui présenté par le 
problème de la nomenclature d'un produit . 
La primitive qui remplira cette fonction sera la primitive 
RETRIEVE HEAD 
Son emploi sera le même que la primi t ive RETRIEVE SOURCE 
sauf que l e posit ionnement des réalisations but de la 
relation ne chang e pas. 
Nous écriron s 
c. Accéder à la première réalisation de l'entité but d'une rela-
tion . 
La primitive réalisant cett e fonction s era la primitive 
RETRIEVE FIRST 
Elle possédera toujours un qualificateur qui donnera le nom 
de la relation dont la première occurrence contient la réa-
lisation de l'entité but recherchée . 
Elle ne peut être ut ilisée que si un positionnement préalable 
a été effectué - soit sur la réalisat i on de l'entité sour ce 
d e la relat ion 
- s oit sur un e réalisation de l'entité but de 
l a relation. 
Nous écrirons l'ordr e d'appel comme suit 
CALL FIRST USING I OAREA, Qualificat eu r . 
ave c 01 Qualificateur PIC X(S) VALUE "nom de relation " 
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nom de relation ne pourra pas être le nom d'une relation 
"One to Many " à membre obligatoire reliant une entité en- tête 
à une entité racine . 
Nous l' emploieron s , par exemple, lorsqu'il faut lire plusieurs 
fois les réalisations buts associées à une réalisation source 
par les occurrences de la relation nom de relation . 
En reprenant les conditions d'un exemple précédent , 
soit le problème "Lire deux fois les factures du 
client numéro 518". 
Nous aurons , le début de la programmation étant le 
même que dans l'exemple considéré 
FIN-TRAI1 . IF SW1F = 1 GO TO FINI. 
l"IOVE 1TO SW-:TF . 
C.ALL FIRST USING IOAREA, LELFACT. 
IF STATUS-ERROR = 11 001 11 GO TO FINI. 
IF STATUS- ERROR NOT= SPACES GO TO 
TRAITERRORS3 . 
GO TO Traitement des factures. 
5 . 3 . 4 . Insertion d'une réalisation d'entité 
.................................... 
La primitive qui réalisera l'insertion d ' une nouvelle 
réalisation d ' une ent ité dans la base de données, sera la 
primitive INSERT . 
El l e réalise l' ins ert ion de la nouvelle réalisation d'entité 
et aussi l'insertion des occurrences de relations à membre 
obligatoire dan s l es quelles cette entité intervient comme 
entité but . 
La nouvelle réali sat ion, ainsi que les occurrences de relations 
automatiquement cré ées , sont alors disponibles pour d 'autres 
traitements . 
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Avant d'insérer l a nouvelle réalisation, certaines réalisa-
tions , avec lesquelles elle compose comme but l es occurrences 
de relations à membre obligatoire, devront exister dans la 
base de données et être connues du système de gestion de 
celle- ci . 
Le nombre de c es réalisations préexistantes à l a création, 
sera égal à un ou à deux suivant que la nouve l le réalisation 
n'est pas ou est une réa lisation d'une entité d'intersection. 
Le programmeur doi t permettre au système de gestion de la 
base de données d e retrouver ces réalisations pour vérifier 
leur présenc e et c réer l es oc currences des relations . 
~ Réalis a tion d ' u ne ent i té d ' intersection 
Le programmeur doit se charger de rechercher une des deux 
réalisations qu i seront reliées à la nouvelle réalisation. 
Il réalisera c e ~te fonction, soit par une primitive 
RETRIEVE UNIQUE soit par tout autre t ype de primitive 
RETRIEVE sauf la RETRIEVE HEAD et définira l ' autre réali-
s ation par des qualif i cateurs dans la primitive INSERT . 
- Réalisation d 'une entité non d'intersection 
Le programmeur a ic i deux p ossibilités 
• La première es t de donner, dans la primitive INSERT, 
toutes l es informa tions nécessaires à l a recherc he de 
la réalisati on devant se trouver dans la base de données . 
Cette pos s ibilité est s oumise aux mêmes contraintes 
que la primit ive RETRIEVE UNIQUE. 
Nous éc rirons CALL INSERT USING IOAREA, ~ , Q2 , .•. , ~ 
où c h a que qu a lificateur Qi contient les mêmes données 
que pour la primitive RE·:rRIEVE UNIQUE sauf le dernier 
qualificateur ~quine contient que le nom de l ' entité 
dont nous v oulons créer une réalisation. 
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. La deuxième possibilité est de déterminer la réali-
sation par une recherche préalable ce qui établit 
un positionnement dont se sert le système. 
Cette recherche peut être réalisée à l'aide de 
tout e primitive RETRIEVE sauf la RETRIEVE HEAD 
Nous éc rirons 
CALL INSERT USING IOAREA, ~ -
où Q1 représente un qualificateur contenant le nom 
de l'entité dont nous voulons créer une réalisation . 
- Avant de réaliser l ' insertion, le système doit vérifier que 
l ' insert i on automatique d'occurrences de relation ne modi-
fiera pas l e type initiallement fixé pour ces relations. 
Si le système refuse l 'insertion, le programmeur recevra 
un code erreur dans la zone STATUS-ERROR. 
Créer une nouvelle réalisation de l'entité 
"facture " re l ièe au c l ient dont le numéro est 518. 
MOVE 518 TO VALCLE OF CLIENT. 
CALL T_IQUE USING IOAREA, CLIENT. 
IF STATUS- ERROR NOT = SPACES GO TO TRATERROR . 
Garnir la zone I OAREA par la nouvell e réalisation 
CALL INSERT USING IOAREA, FACTURE 
IF S'rATUS - ERROR NOT = SPACES GO TO ERRORINSERT. 
5. 3. 5. Insertion d ' une occurrence de relation 
5.3 . 5. 1 . Insertion=d ' une =occurrence =de=re lation=à=membre =obli-
~~~~!r~ 
Il n' exi s te pas d'instruction d ' insertion d ' une 
occurrence de re lati on à membre obligatoire car ces insertions 
sont automatiquement exécutée lors de l'insertion d'une 
réalisation de l ' entité but de la relation. 
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La primitive qui réalisera l'insertion d'une occu-
rrence de relation faible dans la bas e de données , sera la 
primitive 
ATTACH 
Avant d'insérer la nouvelle occurr ence de relation , il faudra 
spécifier , au système de gestion, qu'elles sont les deux 
réalisations d'entités intervenant dans cette occurrence . 
Le programmeur, comme pour l'insertion d'une réalisation 
d ' entité d'int ersect ion se chargera de la recherche d'une 
des deux réalisati ons et déf inira l'autre réalisation par 
des qualificateurs au niveau de la primititve ATTACH. 
Nous écriron3 
CALL ATTACH USING Q1 , Q2 , ... , ~-
où Q 2 , , ~ sont 
réalisations et où Q1 
le nom de la relation 
les qualificateurs d'une des deux 
représente un qualificateur contenant 
dont nous voulons créer une occurrence. 
L'occurrence co rrespondante de la relation inverse sera auto-
matiquement créée . 
Remarquon s qu'au niveau de l ' implémentation, la 
création d'une occur rence de relation faible se réalisera 
par la création de la réalisation de l'entité d'intersection 
qui établit la liai s on entre les deux réalisations de cette 
occurrence . 
L 'entit é d'intersec t ion ne sera qu'une entité "pointeur" 
sauf si la relation faible est une relation faible, auquel cas 
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l ' entité d 'inters ec tion contiendra la p ropri été d ' ordre 
allociée à la re l at ion . Si en plu s la relation inverse est 
aus si une relat i on d 'ordre , l ' ent ité d 'inte rsection contiendra 
la propriété d'ordre associée à cette relation. 
En résumé , l'entité d'intersection réalisant la 
relation faibl e est transparente au programmeur, et peut 
posséder de z é ro à deux propriét é s . 
La t e chnique d'implément ation des relations faibles, 
par l 'intermédiaire d ' une entité d'intersection ( entité 
"pointeur") présente l 'avan1iage s uivan t : seules des relations 
à membre obligatoire existent phys iquement et ces relations 
sont gérées automat iquement avec contrôle de la cohérence de 
l'insertion d' un e réalisation d' enti té . 
5. 3. 6 . Modification d'une réalisation d'entité 
............ ........................... 
La p r imit ive qui réalisera la modification d 'une 
réalisation d' entité sera la primi t ive MODIFY 
Le programmeur aur a, à sa charge , la reche r che de la réali-
sation d ' entité à modifier si celle-c i n ' e s t pas la réali-
sation courante . 
Rapp e lons que le système n'admet pas la modification 
de la valeur d'une p ropriété identifiante, localement identi-
fiante ou d ' ordre . Il vérifiera ce point, r ejetera éventuel-
lement la modificat ion et en préviendra le programmeur en 
plaçant un code r e je t dans la zon e STATUS-ERROR. 
Nous aurons la p r i mitive : 
CALL MO DIFY USING IOAREA , ~ . 
La zone IOAREA contiendra la réalisation modifiée. 
Q1 est un qualificateur contenant uniquement le nom de 
l ' ent ité dont nous voulons modifier une réalisation . 
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Le système rejett e ra aussi la ~odification si la réalisation 
courante n'est pas une réalisation de l'entité dont le nom 
apparaît dans le qualificateur de la primitive . 
5. 3. 7. Suppression d 'un e réalisation d 'entité • 
. . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 
La primit ive DELETE sera la primitive qui réalisera 
la suppression d ' une réalisation d'entité . 
Rappelon s que la suppression d 'une réalisation 
d ' entité entraîne la suppression de toutes les occurrences 
de relation dans lesquell es int ervenait cette réalisation 
soit comme but, soit comme source, avec une éventuelle pro-
pagation des suppressions automat i ques dans le cas d 'occurren-
ces de relation à membre obligatoire. 
Lorsqu ' un e réalisation est supprimée, elle n'est 
plus accessible pou r aucun programme utilisateur et une ten-
tative pour se refixer à cette réalisation se solde par une 
erreur sisnalée sou s forme d ' un code placé dans la zone 
STATUS- ERROR. 
Pour supprimer un e réalisation, le programmeur doit 
avoir préalablement retrouvé cette réalisation, c'est-à-dire 
qu'elle doit être courante pour le système. Si elle ne l'était 
pas lors de la demande de suppression, le système n'effectu-
erait pas l ' opérat i on et en avertir ait le programmeur par le 




CALL DELETE USING IOAREA , ~-
Q1 e st un qualificateur contenant le nom de l'entité 
dont une réalisation va être supprimée . 
5. 3. 8 . Suppression d ' une occurrence de relat ion faible 
............................................... 
La primitive qui réalisera la suppression d'une 
occurrence d e relation faible sera la primit ive : DETACH 
La détermination d 'une occurrence de relation faible s 'effec-
tuera par la détermination des deux réal i sation s intervenant 
dans cette relation . 
Le programmeur sera chargé de faire connaître c es réalisations 
au système de gestion de la base de données . 
Il effectuera l a recherche de la réalisation source de 
l 'occurrence et placera la cl é concaténée de la réalisation 
but dans la zon e IOAREA de la primitive (cadrage à gauche) . 
Nous écrirons 
CALL DETACH USING IOAREA, Q1 • 
où - la zone IOAREA contient la clé concaténée de la réalisa-
tion but de l ' occurrenc e de relation à supp rimer 
- la zone Q,1 est un qualif icateur contenant l e nom d e la 
relat ion. 
Au lancement de ce tte primitive DETACH, il faut que le p r ogram-
meur aie positionn é la réali s ation source de l'occurrenc e 
comme réalisation courante. 
Seule l'occurrence de la relation sera supprimée , les réali -
s ations d'enti té la constituant ne seront pas touchés par 
cette primitive . 
Au niveau de l' impl émentation la suppress ion d ' une occurrence 
de relation se ramène à la suppression de la réalisation 
créée pour établi r la relation . 
5. 3. 9. Remarques sur l'implémentat ion du langage de manipu-
..... ..... ......................................... 
lation 
...... 
5. 3. 9.1. Les =~rlmi tives=du=langage=de=man i~ulation=s •a~~uie 
beauc ou~=sur =la=notion =de= r éalisations=cour antes 
- Le_sitème_IDS_se_base_sur_des _tables_de_chaînage 
Ces tables sont ut ilisées par les sous - routines IDS . 
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Pour chaque rel~tion (type de chaîne), le système IDS génère 
une table de ch~înage . Celle-ci a quatre points d ' entrée 
qui son t MA.STER, PRIOR , CURRENT , et NEXT ; chaque point 
d ' entrée représente un code de référence correspondant à 
la réalisation le la chaîne représentée par ce point d ' entrée. 
- Le_sistème_IMS_se _bas e_sur_un e _Eosition_couran te_( réalisa-
tion_d ' entit é) _dans _la_base_de_ d onnées 
Deux possibilit és s on t offerte s à l'utilisateur pour définir 
ce que le système doit regarde r comme étant une position 
courant e 
. Le "S ingle positionning" 
• Le "Mu::_tiple positionning" 
Cette option est spécifiée au niveau du PCB. 
Lorsque l' option 11 Single positionning 11 est spécifiée pour 
un PCB , l e système IMS gère un e et une seule position cou-
rante pour c e PCB . 
Lorsque l'option 11 Mul tiple posi tionning 11 est spécifiée pour 
un PCB , le système IMS maintient une position courante par 
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entit é (typ e de s egment) de c e PCB . 
Pour t ous l es PCB que nous devr ions définir dans l e module 
de conver s i on n ous chois irions l ' op t ion "Mul t ipl e position-
ning 11 . 
a . - Dans le sys t ème I DS , la primitive RETRIEVE UNIQUE sera 
traduite par l e s instructions : 
- RETRIEVE UNI QUE 11 no;:n d ' entit é " RECORD 
- MOVE 
-
Si "n om d ' en t i té " dés i gne une entit é racine , elle aura été 
définie avec l ' opt ion '1RE1I'RIEVAL VI A CALC CHAIN" ou par 
11 RETRIEVAL nom de zon e FIELD rr. 
Il suffira don c avan t de progr ammer l ' appel IDS de garnir 
l a zon e rr RANDOMILE KEYrr ou la zon e p r inc i pale de r echerche . 
- Si "nom d ' entité II désigne une em::; i té dép endant e , elle aura 
ét é défini e avec un type de chaîn e principal de recherche , 
c ell e - ci aura été spécifiée "SELECT UNIQ:JE '1 • 
Il f audra, préala blement à l 1 appel I DS , garnir t outes les 
zon e s '
1NATCH- KEY 11 du chemin hiérar chi que . 
b . Dans l e système IMS , l a primi tive RETRIEVE UNIQUE sera 
traduite par l ' appe l IMS 
CALL 11 CBLTDLI 11 US I NG CF , n om de PCB , IOAREA , SSA1 , SSA2 , •. . 
où - le code fonc t ion sera GHU 
cha qu e SSA r epr ésentera un n i v eau de l a struc ture 
hiérarchiqu e e t sera qualifi é par la valeur des diffé-
rentes zon es de s équenc e . 
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a.-Le nom de relation de la primitive référencie une relation 
à membre obligatoi r e, alors la primitive sera traduite par 
les instructions I DS 
1 
l 
RETRIEVE NEXT RECORD OF nom de chaîne CHAIN 
et I10VE 
Pour cela, il faut définir dans le module de conversion, une 
table des types de chaîne contenant : 
- le nom de la chaîne 
- l'adresse de la chaîne 
-Par l'instruction II1S 
CALL "CBLTDLI" US H TG CF,, nom de PCB , IOAREA , SSA1 , SSA2. 
avec - la zone CF contient le code fonction GHN 
- le nom de PCB est donné par une table en fonction du -
nom de relat ion 
- la zone SSA1 est un SSA non qualifié du nom de l'entité -
source de la relation avec le code commande~-
- la zone SSA2 est un SSA non qualifié du nom de l'entité 
--but de la r e lation sans code commande. 
cela, il faut définir par re l ation, une table contenant : 
- le nom de la relation 
- le nom du PCB contenant les entités source et but de la 
relation 
- le SSA de l'entité source de la relation 
- le SSA de l'entité but de l a relation. 
b. Le nom de relation de la primitive référencie une relation 
faible, alors la p r imitive sera trafu1ite : 
Par l es instructions IDS 
RETRIEVE NEXT RECORD nom de chaîne 1 CHAIN 
RETRIE1Œ MASTER RECORD nom de chaîne 2 CHAIN 
1'1OVE 
La table correspondante sera par relation faible : 
- le nom de la relation 
- le nom et l'adresse de la relation nom de chaîne 1. 
- le nom et l'adresse de la relat ion nom de chaîne 2 . 
- Par les instructions Il'1S y 
t'I :00" l e. 
CALL "CBLTDLI" US ING CF1 , nom de PCB1 , IOAREA , SSA1 
1 SSA2 avec CF1 = GN . ~ 
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'\?' f ,=. 
CALL "CBLTDLI" USING CF2, nom de PCB2, IOAREA, SSA3 avec 
CF2 = GHU. 
La table correspondante contiendra par relation faible 
- le nom de la relation 
- le nom du PCB contenant l'entité source (PCB1) 
- le nom du PCB contenant l'entité but (PCB2) 
- le SSA1 de l 'entité source avec un code commande v. 
- le SSA2 de l 'entité d'intersection sans code commande 
- le SSA3 de l 'entité but avec un code commande C. 
- Le_sistème_IDS: 
RETRIEVE MASTER RECORD OF nom de relation CHAIN 
et 1'1OVE . 
- le_sistème_IMS, 
CALL 11 CBLTDLI 11 USING CF, no:;:n de PCB, SSA1 
avec CF = f one tion de la p::-imi t 1 ve = G HU 
- le nom de PCB es t donné en f onction de nom de relation 
- le SSA1 est un SSA qualifié p a r la clé concaténée de 
l'entité recherchée contenant l'entité recherchée . 
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Cette clé sera t oujours la bonne clé car à chaque fois 
que l ' on retrouvera une occurrence d ' une entité d ' inter-
section, l ' IMS nous donnera s a clé concaténée que nous 
mettrons dans la clé concatén é e de la table des entités. 
En plus ce SSA1 sera défini avec le code commande C. 
- Le_sistème_IDS 
RETRIEVE HEAD OF nom de relation CHAIN 
et MOVE 
Le _ sitème _IMS , l e problème est le même que lors du 
RETRIEVE SOURCE car nous avons définit deux PCB pour la 
même structure phy sique , l ' un contenant une relation par 
exemple la relat i on physique, l ' autre contenant alors la 
relation logique . 
5.3 . 9.6 . La=:Qrimit i v e=RETRIEVE=FIRST 
a . -Le nom de relation de la primitive référencie une relation à 
membre obligatoire , alors la primitive sera traduite par : 
- Dans_le_sistème _IDS : 
RETRIEVE 1'1.ASTER RECORD OF nom de chaîne CHAIN 
RETRIEVE NEXT RECORD OF nom de chaîne CHAIN 
J.VIOVE 
- Dans_le_sistème_IJ.VIS : 
CALL "CBLTDLI" USING CF, nom de PCB, IOAREA, SSA1 , 
SSA2 . 
avec - la zon e CF contient le code fonction GH~ 
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- le nom de PCB est donné par une table en fonction 
&1 nom de relation 
- la zone SSA1 est un SSA non qualifié du nom de 
l'entité source de la relation avec le code 
commande V. 
- la zone SSA2 est un SSA non qualifié du nom de 
l ' en-ité but de la relation avec le code commande F . 
a . - Le nom de la relation de la primitive référencie une relation 
faible alors la primit ive sera traduite par: 
- Dans _le_sistème _IDS: 
RETRIEVE J.VIASTER RECORD OF nom de chaîne 1 CHAIN . 
RETRIEVE NEXT RECORD OF nom de chaîne 1. CHAIN . 
RETRIEVE J.VIASTER RECORD OF nom de chaîne 2 CHAIN . 
J.VIOVE 
Dans _le_sistème _IJ.VIS 
CALL "CBLTDLI" USING CF1 , nom de PCB1 , IOAREA, SSA1 , 
SSA2 . 
CALL "CBLTDLI" USING CF2, nom de PCB2, IOAREA, SSA3. 
avec nom de PCB1 est le nom du PCB contenant 
l' entité source 
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- nom de PCB2 est le nom du PCB contenant l'en-
tit é but. 
- SSA1 est un SSA non qualifié du nom de l'enti-
té s ource avec le code commande V. 
- SSA2 est un SSA non qualifié du nom de l'enti-
té d 'intersection établissant la relation 
faib le, avec le code commande F. 
- SSA3 est un SSA qualifié du nom de l'entité 
but e t de la valeur de sa clé concaténée avec le 
code commande C. 
- la z one CF1 contient le code function GN 
- la z one CF2 contient le code function GHU 
a. Dans le système IDS, la primitive INSERT sera réalisée 
par la primitive IDS STORE non d'entité RECORD 
Les deux possib i lités se traduisent par: 
- soit le garn i ss age de toutes les 1'1ATCH KEY 
- soit le posit i onnement des .réalisations "maître" réalisée 
par les primit i ves IDS RETRIEVE. 
b. Dans le système Il'1S, la primitive INSERT sera réalisée 
par la primitive IMS, 
CALL "CBLTDLI" USING CF, nom de PCB1 , IOAREA, SSA1 , 
SSA2, .•. , SSAn. 
avec 
- la zone CF contient le code fonction ISRT 
- si la r éalisation à insérer est une réalisation 
d'entit é d'intersection, alors la zone IOAREA 
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contiendra la clé concaténée du PCB du parent logique 
en plus des données . 
- les SSA s ont qualifiés chacun par une partie de la 
clé concaténée du PCB du parent physique sauf le 
dernier SSA qui ne contient que le nom de l ' entité 
dont une r éalisation est à créer . 
5 . 3 . 9 . 8 . La =12ri mi t i ve J10DIFY 
a . Dans le système IDS, la primitive MODIFY sera réalisée par 
la primitive IDS MODIFY OUR.RENT nom d ' entité . 
b . Dans le système I MS, la primitive MODIFY sera réalisée par 
la primitive IMS CALL "CBLTDLI" USING CF, nom de PCB, 
IOAREA , SSA 
où la zone CF contient "REPL" . 
La primitive DELETE sera réalisée par 
a . la_Eri~ itive_IDS 
DELETE CURR2NT n om d ' en tité RECORD 
b . la_Erimitive_IMS : 
CALL '1CBLTDLI " USING CF , nom de PCB , IOAREA , SSA1. 
avec la zone CF contient le. code fonction DLET . 
- la zone SSA1 est un SSA non qualifié donnant le 
nom de l 1 entité dont une réalisation va être 
supprimé e . 
5.3.9 .1 0. Les=~rimitives=ATTACH==et=DETACH=de=mani~ulation 
de=relation=faible. 
La technique d'implémentation de ces primitives 
a été appliqué lor s de la définition de ces primitives. 
* * * * * * 
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6. CONVERSION D' UNE BASE DE DONNEES ECRITE DANS UN SYSTEI"IE 
A LA l'1El'1E BASE DANS L'AUTRE SYSTEME 
6 .1. Introduction / 
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Comme nous l'avons annoncé dans l'introduction 
générale de l'étude , nous allons examiner, rapidement, l'aide 
que peut apporter la définition de structures sémantiques 
communes aux syst èmes IDS et IMS à la résolution du problème 
posé par la convers ion d'une base de données écrite dans un 
système à la même b ase dans l'autre système. 
Ce problème , qui normalement demande une autre 
démarche que cell e entreprise dans cette étude, pourrait se 
trouver simplifié p ar la présence du modèle d'accès et de 
son langage de man i pulation associé entre les systèmes de 
gestion IDS et I~S, et même pourrait être résolu dans le 
sens système IDS v e rs système IMS si la partie implémentable 
du modèle d'accès g énéral par le sys t ème I MS contient toute 
la projection du système IDS sur ce modèle d'accès, et réci-
proquement dans le sens système IMS vers système IDS si la 
partie implémentable du modèle d'accès général par le système 
IDS contient toute la projection du système IMS sur ce modèle 
d'accès . 








Le système source é tant le système à convertir 
Le système but étant le système dans lequel la conversion 
doit se réaliser . 
6 . 2. Implémentation du modèle source par le modèle d'accès 
reduit . 
Remarquons que nous avons effectué le travail 
inverse, c'est-à-dire que nous avons réalisé l'implémenta-
tion du modèle d'accès réduit par le modèle source et par 
le modèl e but. De ce fait, si l'implémentation du modèle 
source par le modèle d 'accès réduit était réalisée , la con-
version serait terminée, car il suffirait alors d'implémen-
ter le modèle d'accès réduit par le modèle but (ce qui a 
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été réalisé dans c e tte étude) et d'utiliser les programmes 
d'application avec les primitives du langage de manipulation 
associé à ce modèl e d'accès. 
Mais nous devons bien constaté que l'implémentation 
du modèle source p ar le modèle d'accès n'est pas réalisable, 
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en effet : 
- Le système s ource est le sys t ème IMS 
Si l'implémentation des structures de données IMS par 
les structures de données du modèle d'accès réduit, 
peut être réalisée, il n'en va pas de même au niveau 
du langage d e manipulati on où les fonctions de lec ture 
hiérarchique e t les fonctions de traitement par lot 
des segments (path of segments) sont impossibles à 
réaliser. 
- Le système sou r ce est le système IDS 
Si le langage de manipulation associé au modèle d'accès 
est très proche du langage de manipulation du système 
IDS, il ne peut pas en remplir toutes les fonctions, 
par exemple l a modification de propriétés d'ordre qui 
est réalisabl e dans le système IDS, est impossible dans 
le modèle d'ac cès réduit. 
L'implémentation de la structure de données du système 
IDS par l e mo 1 è le d'accès réduit est impossible , seule 
une partie e st implémentabl e , en effet : considérons 
par exemple t outes les relations à membre obligatoire 
ayant pour en t ité but, une entité d'intersection de 
plus de deux d e ces relations; nous devrions les implé-
ment e r par de s relations faibles ce qui au niveau de 
la dynamique de la base de données est différent. 
Nous pouvons en conc lure qu'à l'aide du modèle d'accès réduit, 
une conversion aut omatique de la structure de données et des 
programmes d'application travaillant sur cette structure est 
impossible. 
Mais le f ait que le modèle d'accès soit implémenta-
ble par les deux s ys tèmes IDS et IMS, rend ce modèle plus 
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proche de chacun des systèmes que ces systèmes l'un par 
rapport à l'autre , ce qui veut dire que la conversion du 
système source v ers le modèle d'accès réduit est plus facile 
que la conversion du système source vers le système but. 
Nous allons le montrer en quelques exemples : 
- Supposons qu e le système IDS soit le système source, le 
langage de manipulation du système IDS est beaucoup plus 
proche du langage de manipulation du modèle d'accès 
réduit que d e celui du système IMS. 
- Supposons que le système IMS soit le système source, la 
structure de d onnées du système IMS est comparable à 
la structure du modèle d'accès, en effet de par la 
structure h ~érarchique logique du système IMS, le 
programmeur peut ne pas être sensible au segment "enfant 
logique" et passé directement par une primitive GET NEXT 
du segment "parent physique" au segment "parent logique" 
et inversément , ce qui se représente facilement par les 
relations fa ibles du modèle d'accès. 
Au niveau du l angage de manipulation, les primitives 
du système IMS GET FIRST, GET NEXT et GET NEXT WITHIN 
PARENT le long d'une relation logique IMS sont réalisées 
par les pri~it ives du modèle d'accès RETRIEVE FIRST, 
RETRIEVE NEXT le long d'une relation faible, primitives 
qui n'existen t pas dans le langage de manipulation du 
système IDS. 
En résumé, nous noterons que si la définition d'un modèle 
d'accès et d'un langage de manipulation associé implémenta-
ble par les système s IDS et IMS, ne permet pas d'envisager 
une conversion aut omatique entre ces deux systèmes, il 
facilite la conve rsion manuelle, et noas aurons 
Système source 1 ~ Modèle d'accès 
Langage de 
manipulation 
2 Système but 
où la conversion 1 est plus facile à réaliser que la con-
version directe du système source vers le système but, et 
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où la conversion 2 existe déjà puisque le système but implé-
mente le modèle d 'accès. 
6.3 . Evolution d'une conversion cas réel 
Si le pas sage par un modèle d! accès ne permet pas 
une conversion automatique, n e facilitant qu'une conversion 
manuelle, il a aus si facilité la présentation d'une méthode 
d'évaluation du coût de cette conversion manuelle . 
L'estimation du coût d'une conversion IDS-IMS a été un 
problème rencontr é par la société UCB qui désirait, dans le 
cadre d'un éventue l changement du matériel informatique, 
effectuer une estimation du temps nécessaire pour réaliser 
la conversion de s es programmes d 'applicat ion du système IDS 
vers l e système I MS. 
Cette estimation 11 temps " a port é sur la conversion de l 'appli-
cation SIDAC qui avec ses '128 programmes travaillan~ avec le 
système IDS repré sentait un bon échantillon de tous l es 
programmes existants dans cette société. 
La base de donné es SIDAC écrit e dans le système IDS étant 
découpée en bloc logique par l'option IDS "PAGE RANGE 11 nous 
avons classé les programmes d'application à convertir en 
deux groupes. 
Le premier group e comprenait le s programmes utilisant des 
blocs logiques dont la structure de données n'était pas 
implémentable par le modèle d'accès. 
Le deuxième groupe comprenait tous les autres programmes, 
c'est-à-dire ceux dont la structure de données de leurs 
blocs logiques était implémentable. 
6 . 3.2. Nous avon s considéré quatre classes de difficultés 
de conversion croissantes : 
- conversion immédiat e : classe I 
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- conversion avec vé r ificat ion des ordres IDS: classe II 
- conversion avec vérification des ordres IDS et de 
la logique de programmation : classe III 
- réécriture des programmes classe IV. 
Les programmes du premier groupe nt été placés dans la 
classe IV. 
Les programmes du deuxième groupe ont été répartis dans les 
trois premières classes . L'appar~enance d'un programme à 
une de ces classes s'est r éalisée sur base de la nature des 
ordres IDS. 
Nous avions 
- Classe I : conversion :inrné d i ate 
Feront part i e de cette classe les programmes qui 
n'emploient que des primit · ves IDS ayant leur équi-
valent dan s le langage de manipulation du modèle 
d'accès réduit. 
Ces ordre s s ont : - RETRIEVE calculée 
- Retri eve next 
- Retrieve master 
- Modify mais uniquement des propri-




Classe II : conversion avec vérification des ordres IDS 
Fero~t part ie de cette c lasse l es programmes qui 
emploient en plus des primitives acceptées en classe I 
les primitives IDS - Retrieve direct 
- Retrieve current 
Ces primit ives peuvent être implémentées par la 
primitive Retrieve Unique, pour c e la il f a ut que les 
entités, don t les réalisations sont recherchées par 
ces primitives , poisèdent une clé concaténée . 
- Classe III : conversion avec vérification des ordre 
IDS_et_de_la_logigue_de_~rogrammation 
Feront partie de cette classe les programmes qui 
emploient en plus des primitives acceptées dans les 
autres c l asses , les p r i mi~ives IDS : 
. Modify d'une propriété d'ordre, identifiante 
ou localement identifiante 
. De lete 
. Emploi des tables de chaînage 
La primitive "DELETE" se trouve en classe III parce-
que vu la dynamique des relations à membre obligatoire, 
cette primitive peut avoir des implications au niveau 
d ' autres b locs logique s de la base de données , impli-
cations qu 'il faut prendre le temps d'étudier. 
6 . 3. 3. Les résultats de c ette classification ont été pour 
......................... ... .... ... ...... ......... 
l'applicat ion SIDAC 
................... 
Classe I : 39 programmes à raison de 6 heures par programme 
Classe II: 33 p r ogrammes à raison de 1 2 heures par programme 
- Classe III 
- Classe IV 
44 programmes à raison de 30 heures par 
p r ogramme 
1 2 programmes à r aison de 60 heures par 
p r ogramme 
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Ce qui nous a conduit à l ' estimation des temps de conversion 
suivante : 
Total temps progr ammati on SIDAC 2682 heures . 
* * * * * 
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7. CONCLUSIONS ET PROLONGEMENTS POSSIBLES DE L'ETUDE 
7.1 . Conclusions 
L ' idée, qui a guidé le choix des techniques d'implé-
mentation du modèle d ' accès général par l es systèmes IDS et 
Il'1S, était de présenter un système de gestion de base de 
données suffisamment général pour être intéressant mais 
assez proche des système s IDS et IMS, qui devaient en réali-
ser l'implémentat ion, pour rester performant et pour pouvoir 
employer les modules de gestion de ces systèmes car l'implé-
mentation devait rester accessible à un centre informatique 
d'une société pri vée voulant soit : 
Garder une c ertaine indépendance au niveau de la gestion 
d'une base de données par rapport aux systèmes' particu-
liers d'impl émentation que sont les systèmes IDS et IMS 
un changement de système d'implémentation se résumant 
alors à la réécriture du module de conversion réalisant 
l'interphase entre les programmes d'application et ce 
système. 
- Pouvoir utiliser les mêmes programmes d'application 
utilisant des bases de donn ées sur plusieurs ordinateurs, 
les uns travaillant sous le système IDS, les autres sous 
le système Il'1S, ce cas pouvant se présenter pour les 
administrations, les société s avec filiales . . . 
Malgré la présen~e de caractéristiques spécifiques 
au système IDS et surtout au système IMS, il a été possible 
de présenter un large sous-ensemble du modèle d'accès général 
implémentable par ces deux systèmes à la fois, tout en utili-
sant les modules de gestion de ces systèmes pour réaliser 
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la dynamique de la base de données et lui garder sa cohérence. 
Il est certain que ce sous-ensemble aurait pu être 
plus général, mais quel aurait é té le coût du module de con-
version, celui-c i devant alors réaliser de plus en plus de 
fonctions car plus le système étudié s'éloigne des systèmes 
d'implémentation moins les modules de gestion de ceux-ci 
sont utilisables . En plus, nous ne pouvions réaliser l' étude 
des structures s émantiques communes aux systèmes IDS et IMS 
qu'en utilisant leurs modules de gestion et donc leurs 
contraintes propre s. 
Nous n e reprendrons pas ici toutes les conclusions 
tirées tout au l ong de l'étude, mais, en synthèse, nous 
noterons : 
- Qu'au point de vue de la structure des données, le système 
d'implémentation IMS a imposé la majorité des contraintes, 
cela étant dù au fait que si l e système IMS possède bien 
comme le système IDS, une structure en réseau sans cycle, 
il ne présente à l'utilisateur que des sous-structures 
hiérarchiques déduites de la structure en réseau par des 
règles restreignant fortement les possibilités d'utilisation 
des entités but de plus d'une re lation à membre obligatoire. 
- Au point de vue du langage de manipulation, le système IDS 
possède un langage adapté à un e structure en réseau; le 
système IMS po ss ède un langage plus évolué mais uniquement 
adapté à une st r ucture hiérarchique, nous avons choisi un 
langage semblable à celui du s y stème IDS en y incorp~rant 
des primitives de manipulation des relations faibles. 
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En r ésumé, le système de gestion de base de données 
r eprés e nté par l e modèle d'acc è s réduit et le langage de 
manipulation y as socié, est : 
- Pour les struc t ures de donnée s plus puissant que le système 
IMS et moins puissant dans l e s possibilités d'utilisation 
des relations à membre obligatoire que le système IDS mais 
en présentant l'avantage de posséder des relations faibles. 
- Pour le langage de manipulation des données, semblable au 
langage du syst ème IDS avec en plus des primitives de 
manipulation de s relations faibles, et moins puissant que 
le langage du s ystème IMS en précisant que celui-ci ne 
travaille que s ur des structures hiérarch iques. 
7.2. Prolongements possibles de l'étude 
7.2.1. En ne c onsidérant que le problème de l'indépendance 
des programmes d 'application vi s -à-vis de tout système de 
gestion de base des données, il est possible de généraliser 
l'étude en considérant tous les s ystèmes de gestion et non 
uniquement les systèmes IDS et IMS. Il est évident que 
généraliser l'ét u de d e s structures s émanti ques communes à 
plus d ~ deux sys t èmes conduirait à un modèle d'accès si réduit 
qu'il ne serait p lus utilisable , mais en n e reprenant de ces 
systèmes de gesti on que des techniques d'accès et en effectu-
ant la gestion d e la base de donn é es au nive au du module 
d'interphase, il est possible d e d éfinir un modè le d'accès 
implémentable par tout système. En plus pour que ce type 
d'étude ne soit p as que théor i que, il faudr ait prendre en 
considération l es problèmes d e performanc e e t de coût de 
réalisation. 
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7.2.2. En ne considérant que les structures de données 
des systèmes de ges tion de base de do~nées, il doit être 
possible de définir une structure de données généralisée 
pouvant contenir t outes les autres, comme nous l'avons 
réalisé avec le modèle d'accès général mais uniquement pour 
les structures Il"IS et IDS. Cette structure de données 
généralisée pour r ait être associée à un langage de descrip-
tion des structures et servirait d'élément central à un 
système général de transformatio~ des structures pour lequel 
en entrée, nous trouverions la déf inition dans le langage 
de description de la structure à transformer , la définition 
dans ce même langage de la structure à obtenir, et les 
données structurée s par le système à transformer; en sortie, 
nous obtiendrons les données structurées par le système à 
obtenir. 
* * * * * 
8. BIBLIOGRAPHIE 
8 .1. BACH1'1AN 
8 . 2 . BACH1'1AN 
8 .3. BACID'IAN 
8 .4. C.J. DATE 
Data Structure Diagrams 
Data Base (journal of ACM SIGBDP) 1, 
n °2. 1 969 . 
The evolution of storage structures 
ACM Vol.15, r_ 0 7, Juillet 1972. 
The progra.rrœer as Navigator 
ACM Vol.16, r:. 0 11, Novembre 1973. 
An introduction to Data Base Systems 
ADDISON-WESLEY PUBLISHING COMPANY 
8 .5. DEHENEFFE, HAINAUT , TARD:EU 
Modèle individuel de Banque de données 
Faculté Universitaires Notre -Dame de 
la Paix, Namur. 
Document interne. 
150 
8 . 6 . EARLEY Toward and Understanding of Data Structures 
ACM Vol.14, n°10, Octobre 1971. 
8.7. SVEN ERIKSEN The Data Base Concept 
Honeywell Bull, Copenhagen, Denmark. 
8 . 8 . J.L. RAINAT, B.LECHARLIER 
An Extens ibl e Semantic Model of Data 
Base and its Data Language. 
Proc. IFIP Congress 1974. 
8 . 9. GUIDE/SHARE Data Base Task Force 
Data Base l'1an~gement System 
Requi rements. 
SHARE 25 Broadway, New- York . 
8 . 10. Système de c onception et d ' exploitat ion d ' une Base 
de donnée s 
Projet de recherche C.I . P . S . 
n°1 . 2/15 
·151 . 
Instituü d ' Informatique - Facultés 
Universi t aires Notre--Dame de la Paix 
Namur. 
8 . 11 . Integrated Data Store, Orde r n° BR69 
Honeywell Information Systems , 1971 . 
8 .1 2 . Information Management System/ 360 version 2 
General Information l'1anual 
IBl'1 Forr::-_ n ° GH20-0765 
8 . 13 . Information Management System/360 Vers ion 2 
Application Programming Referenc e 
l'1anual 
IBl'1 Form n°SH20-0912 
8 .1 4 . Information Management System/360 Version 2 
System Application Des i gn Guide 
IBl'1 For~ n°SH20-0910 
* * * * * * 
