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Abstrnk 
istem PenaBi an lrncj rn rupaknn . bnnh ~'lS1 m .. fl 1 an proses penapisan 
imcj iaitu suatu pro s ir1 n nh-k bi in n . . p da imej. Pengguna boleh 
· tern. Pengguna boleh membuat 
pilihan samada ingin m ng m k n pen pisan ruang atau penapisan frekuensi. Proses 
pcnapisan imfj akan dilak anakan ol h i tern ini mengikut kemahuan pengguna, Imej 
akan dipaparkan sclepas tiap pro es penapisan dijalankan. Pengguna akan dapat 
melihat hasi] setiap penapisan. Pengguna boleh mencetak hasil akhir imej seperti yang 
diingini. Pengguna boleh rnembuat pilihan samada inginkan gambar yang lebih jelas 
atau yang lebih kabur garnbar lebih realistik . Dengan adanya sistem ini pr 
rnembuang kebisingan dan peningkatan mutu irnej dapat dilaksanakan den ion l t ih 
J 
cepat dan efektif. i tern ini juga imej dapat diubah dengan mudah men iikut it t • 
pengguna. i dalam si tern ini tcrdapat proses input data atau im ~ pro. • IY'n pi in, 
paparan imcj dan cctakan imej. istcm ini mcmudahkan pcnggunu rn n ubah 11 i mutu 
imcj daripada tidak berkualiti menjadi lebih bcrkualiti dan dapat di run k n d n n 
ebaik-baiknya. Bagi mewujudkan i tern yang menarik, eek 
ini para pelajar, pen syarah, dokt r, juruf t rnajalah, juruf t akhbar w rta an m din 
dan para pen 1kaji a tronorni crta m ercka ang tcrlibat den n im j t u kan 
lebih mudah renjalankan aktiviti mcrcka dan rn nd pat rnanfa t d ripad 
diban un on ini, 
i tern an 
ll 
Pen hargaau 
Alhamdulillah, bersyukur kita k hndrnt 11. hi k tin nz n limpah dan kurniaNya 
dapatiah saya mcnyiapkan s uu knji n iltering System" bagi 
mcmcnuhi syara! bag: mata p 1 j n Pr j k Ilrni h ahap IJ (WXES 3182) dengan 
scmpurna dan lancar di amping d p t m n iapkann a dalam jangka masa yang telah 
ditctapkan. Scsungguhnya tiada uatu k rja ang mudah, namun usaha yang 
berterusan perlu untuk mencapai apa ang dikehendaki walaupun terpaksa berkorban 
masa, tenaga, wang ringgit dan sebagainya. Setiap detik pasti mengundang rintangan- 
rintangan yang kadang-kala begitu menguji tahap kesabaran, kemahiran dan keimanan 
kita. 
Narnun kejayaan yang dicapai ini tidak akan hadir dengan sendirinya tanpa bantuan d n 
tunjuk ajar ~aripada ernua pihak terutamanya daripada pcna ihat sa 1 an , . 
hormati iaitu Puan Nornazlita Hus in dan juga moderator saya iaitu ~n ik Ph nu K • t 
Keong. idak dilupakan juga kcpada semua rakan cpcrjuangan yon' b n ak m mb ni 
nasihat, tunjuk ajar dan sokongan padu yang walaupun cdikit surnb mu nn 
amat bermakna bagi aya. Jutaan terima ka ih diucapkan cpada m rck . mu d n ju 1 
kepada semua yang terlibat ecara Jang ung atau tid k lang unn dal rn m nJ 
projek ini. 
Akhir kata, aya bcrharap agar ajian ini akan d pat mcrnb rikan an k m nfa 
kepada emm dan menjadi panduan datum m n pai matl mat 
e ian, tcrim ka ih. 
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1.0PENGE~ALAN 
1. 1 Pcngcnalan Proj k 
Si tern Pcnapi an lmej ini m rupakan suatu sistem yang dapat 
mcningkatkan mutu imej. Pemindahan imej daripada gambar biasa kepada imej 
digital (imej yang telah diimbas) iaitu apabila dipindah masuk ke dalam 
komputer akan mewujudkan kebisingan. Kebisingan adalah suatu rentetan 
maklumat yang tidak diperlukan yang mencemari sesuatu imej. Ia dihasilkan 
oleh Jelbagai umber. Oleh itu, banyak teknik telah digunakan untuk 
melaksanakan penyeJesaian kepada masalah ini. 
Pelbagai jenis imej digunakan dalam aplika i sairnifik d 111 komersi il. 
Oleh sebab itu, maka wujudlah sistcm pcnapi an imcj ini sup. n im j nt u 
gambar itu dapat diproses untuk kemudahan emua pihak ng rn m rluk nn 
Sistem Penapisan lmej ini akan mcmpcr aiki imcj scrta m mp rtingk tk n 
kualiti imej dengan mcnyah-kebisingan dan mcnggunakan tckni p napi n irn j. 
Irncj-imej tcr ·cbut akan mcnjadi lcbih jcla a tau lcbih kabur men i ut 
kemahuan pengguna. i tern ini dapat mcngubah im j m n · ut itar a 
peng una, I en tan adan a 'i uem . cperti ini dibarapkan da at m mpennudahkan 
k rju 11 ·r kn u111 s rin 1 111·n1 zunukan irncj dalam chidupan harian m r k . 
Penapisan memfoku kepada p in ) -ml nli m im j ) ang m mpunyai 
kebisifgan dengan menapis k -I uar k l isin: m. l '1\ :t, 1t m ' 116 dibincangkan ini 
dibahagikan kcpada 2 kat iori initn K. i h m i 1 u n d n Kaedah Domain 
Frckuensi. 
alarn kacdah domain ruang p nggunaan topeng ruang untuk 
pcmprosc an irncj dipanggil p napi an ruang dan topeng itu dipanggil penapis 
ruang. Tiga jenis p napis ruang dipersembahkan iaitu penapis mean, penapis 
rnediap dan penapis peningkatan. 
Dal am kaedah domain frekuensi, terdapat dua jenis penapis iaitu penapi 
lowpa~s dan penapis highpass. Penapis lowpass untuk melicinkan imej man kal 
penapi highpa untuk menajamkan imej. 
1 .2 bjektif istem 
i) Membangunkan atu si tern pcnapi an llTICJ iaitu uatu i I'm 
menyah-kebi ingan yang terdapat pad irncj d ng n ka] d n 
bcrsi tcrnatik. 
ii) i 'tern ini dapat rncnjimatkan ma a pcngguna d lam pr p napt an 
imej dan mcmpcrtingkatkan mutu imcj 
2 
1.3 S~op Sistern 
ii) m "n zin u im J daripada pengguna, 
n im "j m m . p rkan semua imej sepanjang 
pro c pcnapi an m ngikut p ringkat, mencetak imej awal, mencetak 
irncj sema a penapisan dilakukan dan mencetak imej akhir yang 
Mcnjalank n 
diinginkan o1eh pengguna. 
iii) Sistem ini melaksanakan dua proses penapisan iaitu penapisan ruang 
dan penapisan frekuensi yang membolehkan pengguna membuat 
pilihan. 
iv1 Skop sistem ini meliputi proses penapisan iaitu rnenyah-kebisin n 
yang terdapat pada imej ma ukan oleh pcngguna , upa n irn j 1 nu 
lebih jelas dan licin di per lchi agar pcngguna dapat rn n 11plik . iknn 
imej tcrsebut dengan sebaik-baiknya. 
1. 4 Pengguna sasaran 
• Para pclajar para pclajar yang memp lajari c uatu ubjck yang m libatks n 
im,cj contohnya mata pclajaran 'Pcrnpr e an lmcj igital p rti ng 
terdapat di 'akulti ain K mput r dan 1 kn I gi Maklurnat, itu ju a 
pclsjar ang mengarnbil bidang Multimedia yang an ak menggunakan irn j 
d 11m p nnb ·luj uun mere u. 
• Pensyarah - Para pensyarah an ) m 'n ) iun ik in irn j :i l m pengajaran 
mereka dalam esuatu sol j k nn , p lajar, Mereka 
mcmerlukan imcj ini n ar d µ. t di1 rlihntk n d ne n l bih j la kepada para 
pelajar. 
• oktor Para dokt r ju m n · run kan imej ini contohnya dalam 
pcngcsanan sci- cl dar h dan juga x-ra 1 ang dijalankan ke atas pesakit 
morcka. Imej memang banyak digunakan dalam bidang perubatan. Oleh itu, 
sistern eperti ini memang amat diperlukan oleh para doktor. 
• Jurufoto majalah, jurufoto akbbar - Kedua-dua jurufoto majalah dan akhbar 
mqmang memerlukan imej atau gambar yang bennutu untuk dimasukkan ke 
dalam majalah dan akhbar mereka. Dengan adanya imej yang baik dan 
m~narik sudah tentu akan menjadi tarikan ramai pembaca. 
• Wartawan media para wartawan media juga akan mcnyclitkan iambar di 
dalarn basil karya atau penulisan mcrcka untuk mcnarik p erhntinn p •ml 1 1. 
Oleh itu imej yang bermutu dipcrlukan agar ha ii karya itu ak n I bih 
menarik. Ini kerana selalunya pembaca akan lebih tcrtari pabil t rd p t 
gambar yang diselitkan pada karya ter cbut. 
• Para pengkaji astronomi Para pengkaji a tr n mi rncnggunakan i t m mt 
dalarn mengkaji cakerawala eperti imej ulan, bintang, m tahari dan plan t- 
planet lain. 
J 
4 
1.5 Penjadualan Projek 
Jadual 1.1 : Jadual p ran fin inn sotinp tnsn l 1i Lt em P n pi an Imej 
FA A TAHUN 2003 
NOV DIS JAN FEB 
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Rekabentuk 
Si stem 
Rekabentuk 
Aturcara 
Pengekodan dan 
Pen iian Unit 
Integrasi dan 
Pen · ian Si stem 
Penyelenggaraan 
Si stem J 
1.6 Kesimpulan 
Di sini dapat kita simpulkan bahawa sistcrn ini diwujudkan ba ri k 'mud h n 
se~ua pihak yang memerlukan imej dalam kegunaan harian mer kn. 
adanya sistem ini mutu imej dapat dipcrbaiki dan ualiti dipcnin katk n. 
b~ektif istem diharap akan dapat dicapai cp rti n dikchcnd i. k p 
i }cm yang dipaparkan juga diharap dapat mcmbantu p ngguna d n 
penjadualan projck dapat diikuti cpcnuhnya agar projck ini dapat di iapkan 
m~ngikut jangka ma 'a ang ditctapkan mcngikut pcrancangan d n tcr u un. 
2.0 KAJIAN LITERASI 
Kajian literasi merupakan k jinn p rm salnh n . U lankan eb lum projek 
dapat dil,ksanakan. Kaj ian ini m Ii nf n 1i • i tem-sistem terdahulu, 
kajian tcknik yang akan digun kan rt k di n 1 rh d p domain projek ini. 
2.1 Tujuan 
i) Untuk mengumpul maklumat sistem yang akan dibangunkan 
ii) Ultuk rnengkaji dan menilai sistem yang sama konsep atau berkaitan yang 
telah sedia ada dibangunkan bagi menentukan kekuatan dan kelemahan 
sis em tersebut di samping memperbaiki kelemahan sistem yang telah sedia 
ada 
iii) ltuk rncndapatkan pemahaman yang jelas tcntang konscp yan 1 t 'rill nt 
dalam sistem yang akan dibangunkan, di sarnping mcmban in ik m b 'l 'r pl 
perisian, peralatan dan pendekatan yang akan digunakan ba lj m ind p tk n 
ha ii dan penyelesaian yang terbaik 
2.2 Kajian litirasi I penyelidikan 
Berpandukan pada kcrtas kcrja lcpas, jurnal-jurnal, pcmbacaan buku-buku 
rujukan arnada ecara media cctak atau clcktr nik epcrti larnan v b Intern t. ujuan 
kajian ini adalah untuk mengenalpa sti ma alah-ma alah dan cu a memahami i tern 
p .n iuru um m 1 ukini dulum usuhu membina satu sistcrn ang le ih erk' an an 
m ·mbuiki s l mm ' ulc1t11:1hnn yun 1 wujud. 
2.2.1 Sumber pengumpulan maklumat 
Terdapat bcbcrapa umb r p n um ul n m klum t ' ng telah dijalankan bagi 
mcmastikan pcncmuan maklumar an 1 n kr pd nj 1 dip rolehi. 
2.2.1.1 "'TIJm arian ( earch ngine) 
Melalui ~elay1'.1Ian Internet, pelbagai sumber informasi dapat diperolehi. Internet 
membantu inFividu memperolehi banyak maklumat yang merangkumi semua aspek 
melalui enjin carian. Terdapat beberapa enjin carian yang digunakan untuk mendapatkan 
maklumat iaitf melalui laman web: 
1- h~p://www.yahoo.com 
11- htto://www.catcha.com 
j 
Ill- http://www.msn.com 
I 
Tinjauan yang dilaksanakan ke ata laman web ini mcmbcrikan ban ak maklum t- 
maklumat si em serna a yang tclah dibangunkan lch yarikat- arikat p ri ian ng 
terkenal. 
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2.2.1.2 Bilik Dokumen I Perpustakaan Fakulti ains K )tnf ut 't' :i ui T knologi Maklumat 
Bilik ?oku,nen atau I -bih dik 11 li s l nu ill 1 fl ust k n F KTM ini merupakan 
sumber untuk mcngumpul maklumnt d n jugn 1 emp b gi dokumentasi atau laporan 
latihan ilmiah pclajar tcrd hulu. I d p 1 memb ntu mbangunan sistem berdasarkan 
maklumat yapg rclcvan dan mcmang dip rlukan bagi panduan pelajar yang sedang 
menyiapkan kcrta kcrja ini. Rujukan k ata dokumentasi projek terdahulu memberikan 
sedikit sebanyak lakaran atau gambaran serta panduan dalam penghasilan kertas kerja 
ml. 
2.2.1.3 Perpustakaan Utama Universiti Malaya 
Maklemat mengenai sistem ini juga diper lehi daripada umber rujuknn 
perpustakaan. Pembacaan buku-buku rujukan mcmbcrikan pcmaharnan . nm umurn 
tentang cabang kajian yang dibuat bcrkaitan istcm Pcnapi an lmcj. Mclalui p mba n 
ini akan memreri gambaran dan perspektif yang agak )uas. 
definisi juga diperolehi daripada rujukan perpu takaan. hi 
daripada perpustakaan utama niversiti Malaya. umber ini pcnting dal m pr 
mendapatkan pernaharnan yang jcla tcntang istcrn yang akan dibangunkan dr n juga 
pengetahuan entang pcmpr c an imej. 
2.2.2 Definisi 
2.2.2. J iste1~ 
Pada ~munmya ' i tern" did finisik n b eai uatu set yang mengandungi dua 
atau lcbih unsur yang bergantungan ant ra atu sama lain yang berfungsi untuk 
mencapai sesuatu objektif tertentu; cara atau kaedah untuk melakukan sesuatu. Menurut 
definisi Jain, sistem adalah sekumpulan unsure dan tatacara yang berkaitan, yang 
bekerjasama µntuk melakukan sesuatu tugas. Bagi sistem yang berasaskan komputer, 
terdapat enam elemen yang terlibat iaitu perkakasan, perisian, pengguna, prosedur, data 
dan maklurnat. Kesemua elemen ini akan berinteraksi untuk menukarkan data menjadi 
maklumat ya:qg boleh digunakan oleh pengguna. 
2.2.2.2 Penapisan 
Proses penapisan mengurangkan data dan mcmbcnarkan pcngckstraknn outpur 
yang diperlukan untuk ana]isa. Penapisan biasanya digunakan untuk m mbu na 
kebisingan atau menghasilkan peningkatan imej. 
• Penapisan dalam domain ruang 
Penapi dalalf d main ruang dipanggil penapis ruang. rdap t tiga jcni 
dibincangkan iaitu : 
ang 
i) Penapi mean 
ii) Pen ipis median 
iii) P ·nur i penin ikatun 
l 
9 
Kebanyakan penapis ruang diimplemcntasi m in mu ik m t ng convolution. 
Satu aspek menarik pada topeng on olutir n n Inlnh k snn :\ luruh n bol h dikesan 
berdasarkan corak um um nya, 
i) Pcnapis mean digun kan unruk m n i nil i purata. Penapisan ini dilaksanakan 
dcngan mcncari nilai purata untuk nilai di dalam tetingkap NxN. Salah satujenis 
pcnapis bcrjenis adalah penapis purata aritmetik yang merupakan asas kepada 
penapis pernurataan. la rnelicinkan atau me1ancarkan variasi tempatan dalam 
sesuatu imej iaitu seolah-olab mengaburkan imej tersebut tetapi dalam masa 
yang sama ia menyahkan kebisingan. Satu lagi jenis penapis pemurataan adalah 
yang dipanggil penapis pemu ataan harmonik. 
Penapis mean beroperasi da]am satu Jengkungan piksel yang dipang iil 
jiran dan menukarkan nilai piksel yang di tengah-tengah dalam sk p kcjiran n itu 
tadi k~pada nilai purata antara piksel-piksel dalam kcj iranan itu. P •nukrmm ini 
dilakukan dengan menggunakan topcng convolution dcngan matrik i itu: 
119 119 
1/9 I/ 
1/9 1/9 
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ii) Penapis median adalah penapis non-line tr. l t\.ll L' in ini lil k anakan dengan 
rnembuat pengaturan nilai ahli- ihli k jh mnn m n riku t hap terendah sehingga 
tahap tcrtinggi dalam nilai rah pk l bu n k mu i nm nggunakan aturan ini 
rda arkan kepada statistik imej- 
yang qikcnah scbagai stati tik aturan. 
la dilaksanakan dengan m nggunakan subimej ataupun tetingkap dan 
meng~antikan piksel di tengah-tengah. Stat:istik aturan adalah satu teknik 
menyusun piksel mengikut aturan yang berturutan berdasarkan nilai tahap 
kelablf. Penapis median akan mengambil nilai di tengah-tengah daripada set 
aturan tersebut. Langkah yang digunakan adalah bersamaan dengan pro 
convolution. Penapis ini boleh menggunakan pelbagai jenis matriks iaitu , 
5x5, 7x7 dan ebagainya. 
iii) Penapisan peningkatan digunakan untuk mcningkatk n kualiti imcj an' h mdak 
diproses. Contoh penapis ini adalah penapis laplacian. Dua jcni matrik x 
bagi penapis laplacian adalah : 
-1 0 
-1 -2 
-2 
5 
-2 
-2 
0 
-1 
0 -1 
II 
Penapis Japlacian akan menin rkatknn k 'S iluruhnn im :i i u im mua arah cara 
sama ~ata. Terdapat 4 top no on oluti .m l 
horizortal dan 2 din onal iniru : 
-1 
0 
0 
0 
J 
0 
0 
0 
1- 
0 
0 
0 I 
- 
] 0 0 0 0 0 
-" 0 1 0 0 1 0 I 01 10 0 -II -1 0 
J J J 
0 
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• Penapisal dalam domain frekuensi 
Ianya berfungsi dengan menggunakan 1 r\i ukil in u mstonn i Fouri r bagi esuatu 
imej itu. Yakni dengan lcbih tcpat lo i mnklumnt ·l ktmm di un kan. Transformasi 
Fourier perlu dilakukan tcrhadap k ti n-ti rn ntiti l eri cut i utu imej yang didegradasi, 
fungsi dcgra9asi dan model k bi in an. T n k n m mb ntuk satu penapis frekuensi- 
yang mana [anya akan dilalukan k pad ong angan transformasi Fourier untuk 
mendapatkan imcj scbcnar. Ini dapat ditunjukkan dalam gambarajah di bawah: 
degradasi 
Transformasi 
Fourier 
Penapis 
Frekucnsi 
(u,v) 
Transformas i 
Rajah 2. J : Proses penapisan dalam d main frckuen i 
Pengaburan adalah salah satu fungsi degrada i. Fun isi ini l 'l .h b rl ku cara linear 
dalam satu arah iaitu alam mendatar rn ne ink, t 'l njnru 1t in un d l m cam b r imetri 
dengan membuat pernerhatian 1 rh d p ~ umb r titik 1 u un ri dalam sesuatu imej. 
Terdapat dua jcnis pcnapi frckuen i iaitu : 
i) Penapjsan Lowpass - Sisi dan butiran tajam yang lain dalam imej menyumbang 
kepada pertukaran Fourier komponen frekuensi tinggi. Dengan itu, pelicinan 
dicap~i dalam domain frekuensi dengan mengurangkan had yang ditentukan bagi 
komponen frekuensi tinggi dalam penukaran kepada imej yang diberi. 
ii) Penapi an Highpas - leh kerana isi dan pcralihan rncndadak dalam nil i 
piksel dihubungkan dengan komponen frekucnsi tinggi, pcnajarnan im ~j l ol h 
dicapai dengan menggunakan penapisan highpa s, di maria m enguran ik n 
komponen frekuensi rendah semasa menghantar k mponcn Irckucnsi tin' )i. 
Dua pendekatan utama kepada penapi an ecara digital : 
) 
i) Penapisan convolution dalam domain ruang 
ii) Analis. Fourier dalam domain frckucn i 
2.2.2.3 Imej 
2.2.2.3.1 Jmej Digital 
Imcj dalam pcrwakilan k mput rm m rluk n b ribu-ibu data dan tanpa amaun 
data yang bctul, medium ini mungkin tidak akan b rke an. 
Perol(ihan Jmej Paparan Imej 
Kamera ------... ~ Monitor 
Si stem 
Pengimbas • Komputer ____.. Pencetak 
Pemain Video__.. Fil em 
Perakam Video 
Rajah 2.2 : Rtah menunjukkan bagairnana imej diper Iehi dan dipaparkan 
2.2.2.3.2 Pernprosesan Imej 
Imej merupakan satu bentuk gambar dan imej digital adalah imcj yang di. imp, n 
' 
dalam bentuk digital yang eterusnya akan digunakan lch k mput ir. Im j ak n 
dimani.pulasi~an oleh manusia bcrgantung kcpada kchcndak mer ka cndiri. rikut 
adalah bebcrapa proses yang bia a dilakukan kc ata c uatu imcj iairu : 
• Pengembalian irnej ebenar 
Pemb1rikpplihan irncj 
• Pernampatan im ~ 
• 
Hasi] daripada imej yang telah dipro " outputn 1 uk m ii nm km k mbali untuk 
analisa seterusnya. Pemprose an im ~ di iitnl scrinuknli 11 fsirk n k pada p mprosesan 
imej dalam dua dimcnsi olch komput 
bawah: 
• Pcrwakilan imcj 
• Penganalisaan imej 
• Pengembalian imej 
• Peningkatfn kualiti imej 
• Pernampatan imej 
t n 1 h ditunjukkan seperti di 
2.2.2.3.3 Perwakilan Imej Digital 
Secara kebiasaannya, imej digital diwakili olch pcrwakilan l(r,c) di man r dnn , 
merupakan kedudukan dan piksel tersebut yang mcnandakan kcamatan untuk im j hitam 
putih. Tetapi, bagi irnej berwarna, perwakilan I(r,c) mcwakili fungsi yang b crl inan. 
Berikut adalah beberapa jenis imej : 
• Perduaan 
Perw~kilan yang paling cnang kcrana mempunyai dua nilai ahaja iaitu putih 
atau hitarn, 'O' a tau 'l '. Kcrapkali digunakan dalam aplika i p nglihatan 
komp~ter. 
• Penskalaan kelabu 
Pcrwakilan khas yan 1 m n ), ndun ri m klum 1 m ng nai keamatan imej. 
Bilangan bit yang ada m n nruknn t h p-t h p keamatan sesuatu imej tersebut. 
ontohnya 8 bit/piksel mcngandungi tahap _56 0-255) keamatan. 
• Wama 
Ia bolfh diwakilkan dengan 3-band monochrome imej yang mana setiap band 
mewakili warna yang berlainan. Sekiranya setiap band mempunyai 8 bit per 
piksel, maka, untuk 1 piksel dalam perwakilan wama mempunyai 24 bit per 
piksel. lni merupakan perwakilan RGB(red, green,b]ue) 
• Pelbagai spektral 
Maklumat yang disimpan mcnjangkau darjah pcnglihatan manu i ontohn 
sepert~ ultraviolet, x-ray dan radar. Imej seperti ini clalunya ditukark 
perwakilan yang lebih bermakna seperti pemetaan kepada R 
2.2.2.3.4 Format ·~ii lmej Digital 
Secara arrinya, bolch dibahagikan kcpada 2 katcg ri utama iaitu: 
itmaj diru ili olch pcmodelan l(r,c • 
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• Imej vekt?r iaitu kaedah yang digunakan untu m '' ikili ) iris. l engkuk dan b ntuk- 
bentuk lain yang mana ianya men impan titik-titik 11 m1 un "tri- iri p nting ahaja. 
Sccara amnya, format fail yan 1 b rj nis bitm pm mpun 1 i b hagian iaitu: 
i) Maklumat kcpala ang m n imp n 11 n n b ri (tinggi), bilangan lajur(lebar), 
bilangan jalur, bilangan bit p r pik el dan jeni fail. 
ii) Data mentah 
2.2.2.3.5 Analisa Tmej 
Pra-pem prosesan Pengurangan data Output ana IL a Input imej 
Rajah 2.3 : Model Analisa Imej ( ccara am) 
ransformasi 
p 
c 
n 
a 
p 
Pcngck trakan 
output 
utput 
Annlisa 
Input Pra- pemprosesan 
Pen cgmcnan 
a 
n 
Aplika i 
Rajah 2.4: Model Analisa lmcj ( cara rpcnnci 
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2.2.3 Kajian yang telah dijalankan : 
2.2.3. 1 Kajia~ 1 : 
VTeX/GcX ijagc plugins 
Ringkasan: 
Dimulakan dengan ver i 6.4, VTeX/GeX menyokong penapisan imej plugins. 
'Image filtering' plugins membenarkan pernanipulasian ke atas irnej dokumen sernasa 
masa larian. Image plugins boleh digunakan bagi kemunculan imej, atau mengurangkan 
saiznya, atau melakukan apa sahaja yang dingini. 
Operator imej dalam GeX: 
Image plugins dibuat daripada implernentasi 2-bahagian PostScript ima ic op »nror. , , 
pisahkannya kepada dua operator internal : .loadimagc and .produ cima 1 • 1 , mt 
.loadimage berfungsi untuk mengumpulkan data imej dalarn rncmori; .produ cirnaa 
mengeluarkan data ke dalam dokumen (sebagai contoh, fail .pdf). Antara .loadirn go d n 
.produceimage, data imej akan boleh diperolchi dalam ex plugin scpcnuhnya. 
I 
Jmej non-Post cript : 
Teknik yang diterangkan di alas akan bcrfungsi pada imcj yang tclah ditukarkan kcpada 
fail .eps. Baguimanapun, majoriti irnej yang ingin ditapi adalah dalarn f rmat bitmap 
(VT ·X kini 1p 1111pu m numj un 1 BMP, P X, IF, JP.! 1, TAR A, I·· and PN 
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Untuk memupahlqm penggunaan format-format '" irti ini 1 ', m mpunyai operator 
tambahan, .readimage. Operator. readiman m n rimn sin le strine r zum nt yang mana 
Scbagai contoh, 
\sp cl l{pS: (mypic.gi ) .readimage toGray .produceimage} 
akan membaca imej GIF, m nukarkannya kepada grayscale, dan kemudian 
mengeluarkannya. Didapati bahawa dalam penambahan kepada penapisan, operator ini 
rnempunyai aplikasi yang lain; salah satu akan menggunakan ikon bitmap di dalam 
persekitaran ~Strioks. 
Graphicx support : 
Memandangkan penerangan di atas kelihatan menakutkan, pcnggunaan pcnapis im j 
sebenamya adalah sangat mudah. ungsi tahap rcndah tclah diintc irasik tn ' d ll m 
graphicx package, dan semua yang perlu diketahui adalah bcbcrapa pilihan iambah n. 
Beberapa katakunci yang baru adalah : 
Downsampl • im 'J (l iusan a, untuk men zuran rkan saiz ail utput . 
Memproses imej bitmap mclalui cX; kunci ini dipcrlukan bagi rn na-m n 
ragex 
penapisan imej. 
Brightness=B Membuatkan imej lebih terang ( >O) atau lebih g lap (B< ) 
Membuatkan kontras imcj lcbih ( >0) atau kurang ( <0) 
Menukarkan 
1raysculed) 
_Q 
Sebagai contoh, 
\inciudegraphjcs[viagcx brightnes 0.1 d irndc LSl{m i . )if} 
Sampcl plugins : 
Segala fungsian yang diterangkan di atas disediakan oleh dua sampel penapis imej iaitu : 
• Degrade plugin yang melaksanakan downsampling 
• Translsit plugin melakukan manipulasi imej seperti yang dijelaskan di atas 
GeX memungkinkan kita untuk mengimplementasi penapis imej kita sendiri. 
2.2.3.2 KajialJ 2: 
Dental InforTatics - pring J 996 
Course director: Dr. Titus K. L. Schleyer, DM , Ph. 
-mel: ti tus@f niac. dental. temple. edu 
Sesi Ringka ~n - lmej dalam pergigian 
Hasilnya: 
esi ini akan membolchkan pclajar untuk : 
1. Mem,hami sifat-sifat irnej digital : bagaimana imej ini b leh di ipta di impan 
diman}pula i dan dipaparkan, 
_t 
Pemanipulasian Pameran : 
Menggunaka~ dental radio )rnphi d. n im j klinik n , b nar, imej digital 
pemanipulasian pamcran akan dip '1:i 1 , k u n did m ns tra ikan : look-up tables, 
windowing, thresholding, lcngkung n amm d n p ngubahsuaian gamma, histogram 
equalization, histogram matching, dan hi togram str tching, manipulasi geometrik, dan 
pseudocolorization, 
Convolution dan Operasi Penapisan Digital : 
Menggunaka9 dental radiographic dan imej klinik yang sebenar, operasi penapisan imej 
digital akan djperjelaskan dan didemonstrasikan : pengaburan dan penajaman, penapi an 
median, teknik peningkatan sisi, dilation and erosion imej binari. 
Transformasi Fourier : 
Konsep domain frekuensi akan dipersembahkan dan transformasi Pourier akan 
dilaksanakan bagi beberapa imej. Manipula i imej dalarn domain frcku n i ak n 
dibandingkan dengan manipulasi dalam domain imej. 
2.2.3.3 Kajian 3 : 
Perisian Thumbs Plus 
Versi 4.50- (evaluation version) and 4. 
Software coprright 19 3-2001 enou oft~ re In . 11 Rights Reserved. 
Documentation copyright 19 3-2001 enou oftv are, Inc. All Rights Reserved. 
Thumbs Plus telah mernenangi banyak anugerah, menyertai angkasawan NASA pada 
sernua pengembaraan angkasa lepas, dan digunakan oleh Intel, Microsoft, HP, Tentera 
Darat US, Air Force dan tentera laut dan sebagainya. Ia mempunyai beberapa ciri-ciri 
dan pilihan terrnasuklah : 
• Pengubahsuaian Imej - Kecerahan, Kontras, Hue, Saturation, Keterangan, 
J 
Keseimbangan warna dan gamma 
• Penapisan imej digital - Menajamkan, Mengaburkan, jmbos 
• Membuat salinan, memindahkan, menamakan semula dan mcmadam foil n 
folder 
• Paparkan imej yang pelbagai 
• Mcnyirnpan komen dalam fail imej 
• Menetapkan katakunci dan melakukan carian katakunci 
ser-9efincd fields untuk mcngkatcgorikan dan pcncarian 
• Mencari irnej yang arna dan penduaannya berda arkan kandungan imej 
• 
• Banyar fail menyusun pilihan (kesamaan, orientasi, aiz irnej, lebar, tinggi, 
tarikh, nama, 111111t1 numerik, jcnis dan saiz irncj 
• Watermarking imej digital (untuk m clindun )j nu 1 it u untuk mengesan 
watermarks dalarn i mej 
• Synchronised image scroll in), pnnning nnd :'I min untuk membandingkan 
imej) 
• Galori imcj bagi tayangan slaid p . n n d n rgani asi dengan segera 
• Multiple customisabl thumbnail vi w mall, large, custom, list and report) 
• Pcrnprosesan bcrkumpulan berasaskan langkah 
• Tmage stamping (overlay te 1 or image) 
• Freeh~nd select, paste into 
• Extensive search capabilities with named search sets 
• Lokasi kegemaran bagi capaian segera ke folder 
• Penamaan semu]a fail secara automatik (Pemomboran) 
I 
2.2.3.4 Kajian 4 : 
I 
Pengimbas Canon CanoCraft CS-P 3.7 
Beberapa kajian dan penganalisaan tclah dijalankan tcrhadap pcngimbas anon 
CanoCraft CS-P 3.7. Hasil yang didapati setclah bcberapa kc an cp rti ' harpen', 
'Soften' dan 'pespeckle' digunakan adalah seperti di bawah : 
i) 'Sharpen' 
Menggunakan kesan ' harpcn' apabila imcj adalah keluar cdikit daripada foku atau 
anda bcrhajat untuk menjela kan garisan yang membentuk bjek. 
aran u apalah den 1011 mengklik menu [Effect] dan pilih [ harpen]. 
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Kesan 'sharpen.' akan dijalankan ke ata imcj dal nu t itin ik ip 'p sviev '. 
'Sharpen' ad~lah kesan khas yang meniml ulkan k ntt t.' ii mt u 1 pik l b r ebelahan 
untuk menunjrkkan garisan yan 1 m mbcntuk olj "kl l ihj l 1 gi, t rutama bagi objek 
yang kabur. Pcmprosc an irnej an b rul n k Ii m nggun kan kesan 'sharpen' ini 
akan mcnycbabkan pcndcdahan k p d k ek t ran at u goresan pada dokumen. Setiap 
pcngguna pcrlu berhati-hati untuk tidak m nggunakan kesan 'sharpen' ini beberapa kali. 
Rajah 2.5 : Imej Bangunan Asal Rajah 2. : lmej lcbih jcla ct lah 
menggunakan kc an ' harp n' 
_6 
ii) 'Soften' 
Menggunakan kesan 'soften' untuk m nnb mtuk im j . uie k ibur dan dikit tidak 
fokus. 
Caranya adalah dengan men klik menu [Eff 1] d n pilih [ oft n]. 
Kesan 'soften' akan dilak anakan k 1 , im j d 1 mt tingkap 'preview'. 
Pemprosesan yang berulangkali menggunakan kesan 'soften' akan menyebabkan imej 
terlalu kabur. Perlu berhati-hati agar kesan ini tidak digunakan banyak kali. 
Rajah 2. 7 : Bangunan Asal Rajah 2.8: lmej menjadi kabur 
sctclah ftcn' digunakan 
_7 
iii) 'Despeckle' 
Menggunakan kesan 'de cckl •' untuk m 'l nnbutkan im j -ang kasar. Kesan ini 
memindahkan kebisingan pada d 1 im ~i. 
Kcbisingan mcrupakan atu atau 1 bih pik 1 d ngan kecerahan dan wama yang 
berbcza daripada sekumpulan pik el. 
Piksel adalah titik-titik yang membentuk imej. 
Caranya adalah dengan mengklik menu [Effect] dan pilih [Despeckle]. 
Kesan 'despeckle' akan dijalankan ke atas imej dalam tetingkap 'preview'. 
Pemprosesan imej dengan kesan 'despeckle' yang diulang beberapa kali akan 
menyebabkan irnej kelihatan tebal. 
pcckl 
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2.2.3.5 Kajian 5: 
Adobe Photoshpp 6.0 
Satu lagi kajian telah dijalankan pada sisr cm nnn scdia d i itu p risian Adobe Photoshop. Tiga 
jenis pcnapisan yang diarnbil adalah ' 
Ra~ah 2. 1 l : Jmej Asal 
Penapis k~bisingan menambah atau membuang kebisingan, atau pikscl dcngs n h p 
warna secara rawak. Tni membantu percampuran pcmilihan kc dalam p r kit nm pik 1. 
Penapis kebisingan boJeh membentuk tekstur yang luar bia a atau mcmindahkan ks v an 
bermasalah seperti habuk atau goresan pada imej. 
Salah satu contoh adalah pcnapis berjcnis 'Dcspccklc'. Penapis Despccklc' akan meng an 
sisi imej (kawa an di mana wujud perubahan wama) dan mengaburkan emua kawa an ang 
dipilih kycua(i sisi-sisi tersebut. Pengaburan ini mcmindahkan kebi ingan erna a 
mcmclih tra butir-butir lain. 
29 
Rajah 2. 1 ~ : lmej selepas penggunaan 
pen~pis berjenis 'Sharpen' 
Rajah 2.14 : Imcj scl .pns p m l nmn in 
pcnapis bcrjcnis ' harp n Mor ' 
Penapis 'Sharpen' memfokus imej-irnej kabur dcngan rncningkatkan 
kontras piksel-piksel bersebelahan. 
Jenis 'Sharpen' dan 'Sharpen More' mcmfoku kawasan pilihan don 
menirgkatkan kejelasannya. Penapis berjenis 'Sharpen More' lebih kuat 
kesan menajarnkan irnej berbanding penapis jeni 'Sharpen'. 
0 
2.3 Kesimpulan : 
Daripada kajian yang telah dijalankan, m 'man 1 l m ik r -n ipis ui im :j ang dijalankan 
iaitu bertuj uan dalam bi dang pcrubntnn p rui 1i rn p m t n, p ndidikan dan 
sebagainya. Terdapat pcrisian yang bol 'h m '1 ks ru k n pr , p napisan imej terdapat 
ianya masih \idak scsuai bagi s mua uoloru n. i h rap i tern penapisan imej yang 
bakal dibangunkan ini akan memberikan ban ak manfaat kepada semua yang 
menggunakan sistem ini iaitu pengguna sasaran bagi sistem ini. 
3.0 METODOLOGI 
3.1 Perancangan 
Bahagian ini akan mcngcncngahkan p ran ngan ang akan dibuat terhadap 
sistcm yang akan dibangunkan nanti. e uaru proj k atau tugas yang hendak dilakukan 
memerlukan perancangan bagi memudahkan sesuatu matlamat yang dikehendaki 
tercapai menfgunakan cara yang terbaik dan berkesan. Dalam tempoh perancangan, 
penentuan dan perancangan segala aktiviti-aktiviti yang terlibat dan kesan daripada 
aktiviti tersebut akan dibuat dalam usaha melaksanakan sesuatu tugas atau projek. 
Perancangan Ftuk projek ini terdiri daripada dua perkara penting iaitu: 
i) Kaedah yang digunakan untuk membangunkan aplikasi 
ii) Jadual-jadual aktiviti yang terlibat sepanjang mcnjalankan projck 
Perancangan untuk ap1ikasi Sistem Penapisan Jmej yang dibangunkan adalah d n 1 n 
menggunakan kaedah Kitar Hayat Pembangunan istcm (Kl IP ) ' ystcm cvclopm nt 
Life Cycle(SDLC)" atau lebih dikenali sebagai Model Air Tcrjun. 
3.2 Metodolopi Pembangunan istem 
Meto~ologi pembangunan sistcm yang digunakan bagi i tern P napi an Im 'j 
adalah kaedah Pemodelan Air Tcrjun. 
2 
3.2.1 Kaeclah Pemodelan Air Terjun 
Kaedah Pemodelan Air T ·rjun tnt s tiap peringkat 
pembangunan sistcm eperti kitar air t crjun yang l 'rub h dari atu peringkat ke 
peringkat lain sccara bcrtingkat-tingkat tanp p rrindihan. 
Kaedah ini adalah salah satu daripada kejuruteraan perisian yang digunakan bagi 
memastikan langkah-langkah pembangunan sistem berjaya. Sebenamya terclapat banyak 
kaedah metodologi pembangunan sistem yang digunakan dalam kejuruteraan sistem ini 
seperti model prototaip, model transformasi, model spiral clan banyak lagi. Kesemua 
metodologi ini bertujuan untuk memastikan proses pembangunan sesebuah sistem itu 
teratur clan mengikut kehenclak pengguna. 
Dall setiap peringkat kitar hayat Sistem Penapisan Imcj ini akan men 'nm ik n 
tentang aktiyiti-aktiviti dalam proses pembangunan sistcm. Pcmilihan langkah-langkah 
pembangunan yang teratur bertujuan untuk rnemastikan bahawa tujuan pcrnb ngun n 
sistem dan tujuan setiap bidang kerja diketahui oleh mcrcka yang tcrlibat dalarn 
pembangunan sistem. 
Metodolofi Pemode]an Air Terjun ini tclah t irbukti t irk san d in dit rimapakai 
sehingga kini. Penggunaan metodologi ini m 'llll un. ·.n l ' ' rpa k l bihan seperti 
berikut: 
a) Pcrjalanan bagi setiap fasa adalah j '1 s. lch itu, rj .1 nan projek akan menjadi 
lcbih tcratur dan • cmpurna 11 m cml 1 hkan kawalan kualiti terhadap basil- 
hasil yang dicapai daripada projek p mbangunan sistem. 
b) Tiada pencarnpuran proses berlaku. Dal am model air terjun ini proses seterusnya 
hanya akan dilakukan setelah proses sebelumnya selesai. 
c) Setiap tugas yang perlu dilaksanakan dalam setiap peringkat telah diberikan 
huraian dengan sepenuhnya dan melibatkan beberapa aktiviti yang lebih 
terperinci. Aktiviti-aktiviti bergabung dalam satu fasa yang perlu dise]esaikan 
mengikut turutan fasa. 
d) Pada setiap fasa terdapat penyelenggaraan. Ini adalah untuk rncnghapu kan atau 
mengurangkan kesilapan sepanjang perjalanan projek. lni adalah pcnting iar 
setiap kesilapan dapat dikesan dan dipcrbaiki dcngan lcbih awal. Mcmandangkan 
sistem yan~ dijalankan ini mempunyai keperluan pcngguna yang agak jclas . rt 
tidak Jelibatkan pengguna sepanjang proses dilakukan, maka adalah lcbih 
model air terjun digunakan. 
Da1am model air terjun terdapat 6 fasa utama : 
Fasa 1 : Definisi dan Analisis 
Fasa 2 : Rekabentuk i tern 
Fasa 3 : Reka?cntuk Aturcara 
Fa a 4: Pcng,oduri clan Pengujinn nit 
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Fasa 5 : Inte~asi dan Pengujian Sistem 
Fasa 6: Fasa Penye1enggaraan 
Rajah di bawah menunjukkan sccara gnmbaran nli n Kit r Hayat Pembangunan Sistem 
atau Pcrnodclan Air Tcrjun : 
Definisi dan Analisis 
Rekabentuk Sistem 
Rekabentuk Aturcara L-------i 
Pengkodan dan 
Pengujian Unit 
lntcgra i dan 
Pcngujian Sistcrn 
Penyelenggaraan 
Rajah 3.1 : Gambaran Aliran Kitar I layat Pembangunan Sistcm (KHP ) atau 
Pernodelan Air Terjun 
Berdasarkan kepada Rajah 3.1 dapat dinyatakan bahawa atu p ringkat 
pembangunm~ sistcm mcstilah disempurnakan terlebih dahulu sebelum pcringkat 
setcru n a djmulukan. Apabila semua kcperluan dipcrolchi daripada pengguna 
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maklumat dianalisa dari segi kekonsistenan dan kc, cmpurnann d n Iidokumentasikan 
dalam keperluan dokumen. Kemudian akti iti r 'k1l »uuk ikan mula dijalankan. 
Pemodelan Ajr Terjun ini boleh digunakan sc earn cfcktif untuk m embantu pembangunan 
sistem dengan mcnakrifkan apa yang p rlu dil kuki n . 
KHPS merupakan satu kaedah yang selalun a digunakan oleh juruanalisa sistem 
untuk membuat perancangan pembinaan sesuatu sistem. KBPS terdiri daripada beberapa 
fasa pembangfnan sistem : 
i) Definisi dan Analisis 
Melalui tinjauan dan rujukan membolehkan pengumpulan data dibuat untuk 
dianalisa. Setelah data-data dan maklumat dikumpu] daripada kajian awaJ, 
data-data dan semua maklumat akan dianalisa. Hasil daripada panganali aan, 
di9apati wujudnya banyak masalah dengan sistem scmasa yang digunakan 
dan ini memerlukan satu kajian kcpcrluan baru dijalankan. cgaln 
permasalahan dikaji samada ianya boleh diselesaikan sekiranya pcnggunaan 
suatu sistem komputer atau tidak. Sekiranya rnasalah tcrscbut scmcrnangn a 
boJeh diselesaikan dengan suatu sistem komputer yang baik, maka ia 
ditfruskan dengan fasa seterusnya. 
ii) Rekabentuk Sistem 
Fasa ini merupakan fasa yang agak sukar di mana data-data yang telah 
dikumpul dan dianalisa digunakan. Berdasarkan maklumat-rnaklurnat dan 
data-data tcrsebut, rekabentuk sistcm dibina. Dengan ini, aplikasi yang 
36 
dibangunkan nanti akan dapat dilak anakan d in inn set ikn a tanpa sebarang 
m~salah yang besar ditemui. 
iii) Rekabentuk Aturcara 
Fafa ini akan mcrekab ntuk tur ara pula setelah selesai aktiviti 
morckabcntuk sistem dilaksanakan. R kabentuk aturcara dijalankan dengan 
sebaik-baiknya bagi mendapat.kan hasil yang memenuhi seperti yang telah 
dirJncangkan daripada awaJ. Rekabentuk aturcara amat penting untuk 
memastikan sistem dapat dilaksanakan dengan baik. 
iv) Pengekodan dan Pengujian Unit 
Di dalarn fasa ini pengekodan program dilaksanakan selepas fasa rekabentuk 
aturcara, Proses pengekodan dibuat secara berhati-hati dan dilakukan .cara 
berulang kali sehingga output yang dikehendaki dapat rncmcnuhi apa ng 
dirancangkan. Pengujian unit pcrlu dijalankan untuk mcma tikan unit itu 
berjaya apabila pelbagai ujian dijalankan ke atasnya. Pcngujian ini dijalankan 
unruk melihat sekukuh mana unit ini dapat bcrtahan jika pclbagai nilai 
masukan dimasukkan ke dalamnya. 
v) Integrasi dan Pengujian Sistem 
Fasa kelirna adalah integrasi dan pengujian sistem. Di dalam fasa ini emua 
fasa sebelum ini diintegrasikan mcnjadi scbuah sistcm. Kemudian, pcngujian 
dijalankan kc atas sistcm ini. istcm diuji untuk memastikan sistem betul- 
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betul boleh digunakan sepenuhnya dan tiada s ibn in T ma alah akan timbul 
selepas sistem digunakan. 
vi) Penyelcnggaraan 
Fasa pcnyclcnggaraan dilak anak n untuk: menyemak dan memperbaiki 
kesilarn scpanjang pcrjalanan proj k. Ini memudahkan pengesanan kepada 
setiap kesilapan yang dibuat dari mula hingga akhir projek. 
3.2.2 Perancangan Pembangunan Projek 
Perancangan pembangunan projek telah ditunjukkan oleh Carta Gantt dalam 
Jadual 1.1. 
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4.0 ANALISA SISTEM 
4.1 Definisi ~naJisa Sistem 
Sccara amnya, analisa si t m m mp kan atu proses penganalisaan terhadap 
keperluan-kcpcrluan sistcm. Analisa k perluan sistem memerlukan kajian ke atas 
kelemahan sistern semasa yang sedang dijalankan dan seterusnya menjanakan satu 
perancangan dan konsep untuk menangani masalah-masalah yang timbul dari kelemahan 
terse but. 
Analisa keperluan sistem juga terdiri daripada analisa tentang khidmat-khidmat 
yang disediakan oleh sistem, kekangan-kekangan sistem dan matlamat sistem yang akan 
dijalankan. Qi sini kefahaman kepada perisian juga diperlukan bagi mcmahami 
maklumat-maflumat domain perisian yang mana termasuklah fungsi yang dipcrlukan 
dan prestasi sesuatu perisian yang dipilih. 
Fasa analisis sistem adalah satu fasa untuk mengkaj i apa yang dapat dilakukan 
oleh sistem dan keperluan sistern yang sedia ada. Ini bermakna fa a ini dapat 
menentukan dua jenis keperluan si tern iaitu kepcrluan Jung ian ("functional 
requirements") dan bukan fungsian ("nonfunctional requirements"). Serta keperluan 
perkakasan dan perisian untuk menyokong fungsi-fungsi yang telah dikenalpa ti. Di 
dalam fasa ini juga segala objektif dan rnasalah sistcm dikenalpasti untuk menghasilkan 
satu huraian beroricnta ikan pcngguna ("user-oriented description"). 
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4.2 Objek:tif Analisa Sistem 
Objektif analisa sistem yang dijalankan adalnh b rd sark n k "P. ds tujuan berikut :- 
i) M~mgcnalpasti apakah kep rlu n , b nar p ngguna terhadap sistem yang 
ak~n dibangunkan 
ii) Membolehkan pemilihan perisian yang baik dan benar-benar berkesan dalam 
mernastikan matlamat dan objektif pembangunan sistem tercapai 
iii) Membangunkan sebuah sistem yang benar-benar berkuasa dan cekap 
iv) Menghasilkan analisa sistem yang lebih ekonomi dan teknikal 
v) Menilai sejauh mana sistem yang akan dibina berbeza dengan sistem-sistem 
laip yang telah digunakan mahupun yang dicadangkan 
4.3 Keperluan Sistem 
Bagi memastikan sistem ini dapat beroperasi sepenuhnya dengan lancar, bahagian ini 
akan membincangkan tentang keperluan perkakasan dan pcrisian untuk pcrlak anaan 
sistem. Keperluan pemilihan perisian dan perkakasan ini perlu bagi mcnjamin 
kemampuan sistem memenuhi objektif-objektif yang tclah digari kan. Berikut 
merupakan p~rkakasan serta pemilihan perisian yang sesuai. 
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4.3. l Spesifikasi Perisian 
• Pemproses Mikro : Pentium, Pentium Pro P ntium ll, ntium III, Pentium IV atau 
AMD Athlon based personal om 
• Microsoft Windows 95, Windov s 8 ( riginal & second edition), Windows 
milleniu°l -<dition (ME), Windows NT 4.0 (w ith service Pack 5 for Y2K compliancy 
or Service Pack 6a) or Windows 2000. 
• CD-ROM drive (bagi proses installation) 
• 64 MB RAM minimum, 128 MB RAM 
• 8-bit graphics adapter & display (untuk 256 simultaneous colors) 
Aplikasi Pempangµnan Sistem : 
MATLAB 6.0 
Matrix Laboratory atau MATLAB, mengintcgrasikan kiraan, gambaran dan 
pengaturcara~n bersama-sama antaramuka pengguna. Masalah den p n clc ai n 
diekspresikan sebagai notasi matematik dalam MATLAB. Ta juga mcmpunyai ciri-ciri 
grafik untuk menggambarkan data. MATLAB menyediakan had untuk pcmbinaan 
struktur grafif 2 dimensi (2-0) dan 3 dimensi (3-D). MATLAB hanya bckcrja dcngan 
tatasusunan. MATLAB juga membenarkan penggunaan tatasusunan pelbagai dimensi 
secara fleksibel. MATLAB juga menyelesaikan masalah yang melibatkan tata usunan 
Jebih cepat berbanding dengan pengckodan dalam bahasa pcngaturcaraan atau F rtran. 
MATLAB mfmpunyai 'toolboxes' yang mcngandungi aplikasi yang spe ifik. Antara 
'toolbo: cs' y~ng terdapat dalam MATLAB adalah pcmpro csan imej. Peri ian ini dipilih 
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kerana ia amat sesuai digunakan bagi pempro c an im ~. P 'rt, i n ini dapat menjelaskan 
imej, mengaburkan imej dan memperbaikin a ji s 1m1 in l :l 1 ,1t digunakan eterusnya 
untuk tujuan pemprosesan imcj tcr cbut. 
4.3.2 Analisis Keperluan 
Terdapat dua jenis keperluan yang perlu dititikberatkan iaitu keperluan fungsian dan 
keperluan bu~an fungsian. 
4.3.2.1 Keperluan Fungsian 
Keperluan fungsian adalah fungsi atau kebolehan-kebolehan yang boleh dilakukan 
oleh sesuatu sistern itu. Keperluan fungsian juga menerangkan intcrak i antara si t cm 
dan persekitaran sistem atau penyelesaian implementasi ke atas masalah yang dihadapi 
oleh pengguna. Bagi sistem ini terdapat bebcrapa bahagian iaitu :- 
i) Mpdul Pemilihan Domain 
Modul ini akan mengenalpasti jenis domain yang dipilih iaitu amada 
domain ruang atau domain frekucnsi dan jcni pcnapi yang ingin 
digunakan. 
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ii) Modul Masukan Imej 
Modul ini membenarkan im i Iim isukk n l h p ngguna ke dalam 
sistern iaitu gambar , rnbar daripada kamera 
digital. 
iii) Mpdul Pcnapisan lmej 
ModuJ ini akan rnelaksanakan proses penapisan ke atas imej. 
iv) MpduJ Cetakan 
Modul ini akan mencetak hasil akhir imej yang telah dijalankan proses. 
penapisan ke atasnya. Ini adalah mengikut keinginan pengguna samada 
mahu rnencetaknya atau tidak. 
4.3.2.2 Keperluan Bukan Fungsian 
Keperluan bukan fungsian adalah kekangan atau halangan yang mcnghadkan 
penye]esaian fe atas masalah sistem tetapi ia tidak akan mcnjcjaskan fungsi i tern ini. 
Oleh itu, sistefll ini mesti beroperasi untuk mengatasi kekangan ini. 
Keperluan bufan fungsian bagi sistern ini adalah seperti berikut : 
i) Kecekapan 
Kecekapan dalam leknologi komputcr bermaksud sesuatu prosedur boleh 
dipanggil atau dicapai beberapa kali akan menghasilkan output ang 
sama bukannya bcrlainan 
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ii) Keberkesanan 
Keberkesanan bcnnak ud skrin ini ut n utput m mpunyai tujuan yang 
khusus dalam sistcm 
iii) Penjirnatan masa 
Sekiranya sistem dapat menjimatkan masa, maka sisitem itu akan lebih 
menarik minat pengguna untuk menggunakan sistem itu. Ini kerana 
masyarakat masa kini sangat menghargai masa dan adalah sia-sia jika 
masa dibazirkan begitu sahaja. 
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5.0 REKABENTUK SISTEM 
5.1 Rekabentuk Antaramuka Pengguna 
Rekabcntuk Antaramuka Pcngguna merupakan alah atu aktiviti yang terkandung 
dalam rekabentuk sistern yang mana ia b rmatlamat untuk menyediakan cara terbaik 
untuk pengguna berinteraksi dengan komputer, atau yang dikenali sebagai interaksi 
manusia-komputer (HCI). Rekabentuk antaramuka yang baik merupakan satu elemen 
yang dititikberatkan dalam pembangunan sistem ini kerana ia memberi kesan kepada 
kejayaan sistym dan kepuasan pengguna sistem. Pengguna tidak mahu menggunakan 
masa yang banyak untuk mempeJajari sesuatu sistem. Mereka hanya cenderung untuk 
menjadikan kornputer sebagai alat pemudah kerja. Oleh itu, antaramuka yang baik dapat 
membantu mencapai sasaran ini, 
Terdapat beberapa panduan dalam merckabentuk antaramuka pcngguna yang baik, 
antaranya adalah : 
i) Mernastikan antaramuka adalah mudah 
ii) Memastikan persembahan antaramuka yang kon i ten 
iii) Menyrdiakan perkhidmatan pergerakan antaramuka pengguna yangjeJas 
iv) Mencipta antaramuka yang menarik 
45 
5. 1.1 Skrin antaramuka utama 
Low-pass: 
Smoothing images 
igh-pass: 
Shatpm'ling images 
Rajah 5.1 : Skrin antaramuka pengguna bagi Sistem Pena.pisan Tmcj 
) 
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5.1.2 Skrin antaramuka mengikut domain 
5.1.2. 1 Skrin antaramuka mengikut domain ruunn 
Rajah 5.2 : Skrin antaramuka bagi domain ruang 
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5.1.2.2 Skrin antaramuka mengikut domain frckucn i 
Rajah 5.3 : Skrin antararnuka bagi domain frekuensi 
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5.2 Proses-proses dalam sistem 
Penerangan tentanf proses-proses yang dijalankan ol ch 1st cm P rn rpis n Im j : 
• Pemilihan domain oleh pengguna 
Pada peringkat permulaan, pcngguna akan m nnbu t pilih nm reka iaitu samada 
ingin menggu.nakan domain ruang atau domain fr kuensi 
Domain ~uang : Terdapat 3 jenis penapis iaitu penapis mean, median dan 
peningkatan. Domain ini adalah bertujuan untuk membuang kebisingan yang 
terdapat pada imej 
Domain Frekuensi: Terdapat 2 jenis penapis 
i) Penapis Low-pass - untuk melicinkan imej 
ii) Penapis High-pass - untuk menajamkan imej 
• Imej dirnasukkan oleh pengguna 
Apabila selesai memilih domain yang diingini, pengguna akan rncrnasukkan imcj 
ke dalam sistem. lmej boleh diperolehi di dalam sistcm ini iaitu imcj yang 
disediakan oleh sistem sebagai percubaan. Atau pengguna bolch tcru 
menggunafan imej sendiri yang ingin ditapis samada daripada kamera digital 
atau gamb~r yang diimbas. 
• Proses penapisan imej dijalankan 
- Kemudian, proses penapisan dijalankan apabila butang "Apply Filter" digunakan. 
lmej yang dirnasukkan olch pengguna akan ditapis iaitu samada mcnyah-kebisingan, 
melicinkan atau menajamkan imej untuk tujuan peningkatan mutu irnej. 
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• Proses cetakan imej dilaksanakan 
- Akhir sekali, proses mencetak imej dilaksanakan. l mu iuna b I h m mbuat pilihan 
samada ingin mencetak imej asal atau im :i . 't 'l h en pis n dijalankan atau kedua- 
dua imej sekali. 
P MJLil-IAN D MAIN 
OLEH PENGGUNA 
1 r ... 
DOMAJN RUANG DOMAIN FREKUENSI 
I 
IMEJ DIMASUKKAN 
• IMEJ DALAM SISTEM IMEJ PENGGUNA S-<NDIRI 
( JMEJ CONTOH) 
1F •Ir 
PENAPISAN IMEJ 
DILAKSANAKAN 
, , 
I CET AKAN TMEJ I 
,, 
1F , .. 
IM J lM J fM J AWAL 
ASAL AKHIR DAN AKHlR 
Rajah 5.4 : Proses-proses dalarn istem Penapi an Imcj 
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5.3 Modul-modul dalam Sistem Penapisan Imej 
Modul Pertama ad~lah : 
• Modul Pemilihfn Domain 
Modul ini rncngcnalpasti jcnis domain ang dipilih iaitu samada domain ruang 
atau domain frekuensi dan jenis penapi ang ingin digunakan. 
Modul Kedua adalah : 
• Modul Masukan Imej 
Modul ini membenarkan imej dimasukkan oleh pengguna ke dalam sistem iaitu 
gambar ya~g telah diimbas atau gambar daripada kamera digital. 
Modul Ketiga adalah : 
• Modul Penapisan Imej 
Modul ini ~kan melaksanakan proses penapisan kc atas imcj. 
Modul Keempat a9a1ah: 
• Modul Cetakan lmej 
Modul ini akan mencetak hasil akhir imej yang telah dijalankan pro cs pcnapi an 
ke atasnya. Ini adalah rnengikut keinginan pengguna samada mahu mencetakn a 
atau tidak, 
Semua modul dapat dilihat dalarn Rajah 5.5 di sebclah. 
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6.0 PERLA¥ANAAN I PEMBANGUNAN I T•:M 
6. l Pengenalan 
Fasa ini merupakan kesinambun n IL i dan rekabentuk yang telah 
dijalankan sebelum ini. Dalarn fa a ini usah p rnbangunan sebenar sistem dilakukan 
iaitu dengan rnenterjcmahkan logik-logik setiap aturcara yang disediakan semasa fasa 
rekabentuk sistem ke bentuk kod-kod arahan dalarn bahasa pengaturcaraan. Semasa fasa 
pengaturcaraan, pengaturcara akan menulis kod sumber dokumen dalam bahasa 
pengaturcaraan untuk mengimplimentasikan rekabentuk program. Di sepanjang fasa 
pengaturcaraan ini, analisis dan ujian terhadap kod-kod dilakukan secara konsisten bagi 
mendapatkan hasi] yang memuaskan dan seterusnya menghasilkan sistem tanpa ralat. 
Fasa pengaturcaraan diimplimentasikan apabila sesuatu perisian ingin dibina atau ingin 
diubahsuai. Kadangkala pengaturcaraan boleh diteruskan di dalam fa a pengujian. 
Sebahagian program akan direkabentuk dan kemudian akan diimplimcntasikan d n diuji. 
6.2 Pendekatan Pengaturcaraan 
Dalam pengaturcaraan, terdapat tiga kaedah implimcntasi modul dan stratcgi 
integrasi, iaitu pendekatan : 
i) Atas-bawah (top-down approach) 
Definisi : Melalui strategi ini, modul peringkat tinggi akan dikod, diuji dan 
diintegrasikan sebelum modul tahap rendah. 
Kelebihan : Sebarang ralat dalam antaramuka modul peringkat tinggi yang 
kadang kala rnerupakan jenis ralat serius boleh dikenalpasti terlebih dahulu. 
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Kekurangan : Ujian program mungkin mcnjadi , uk r pabila modul peringkat 
rendah mempersembahkan fun) i-fun isi kritik 11 oi ' isi. 
ii) Bawah-atas (bottom-up approa ch) 
Definisi : Pendekatan ini b rmuln d cnn n ng kodan, p ngujian dan integrasi 
modul pcringkat bawah manakala modul p ringkat tinggi hanya bertindak 
sebagai rangka sahaja. 
Kelebihan : Modul peringkat rendah yang kritikal kepada operasi program akan 
diimplimentasi dan diuji terlebih dahulu. Dalam beberapa kes, modul yang 
dibanr-unkan untuk aplikasi lain mungkin diguna semula atau diubahsuai. 
Kekurangan : Sukar untuk membuat pemerbatian terhadap keseluruhan operasi 
progrcim selagi ianya tidak sempurna clan diintegrasikan dengan modul peringkat 
atas. 
iii) Bebenang (threads approach) 
Keputpsan dibuat dalam turutan di mana fungsi program harus diimplim n. 
ModuJ yang menyokong setiap fungsi akan ditcntukan dan sctiap set akan 
diimpJimentasikan dalam turutan menurun mengikut kcpentingan fungsian. 
Ke]eb~han: Fungsi yang paling penting akan diimplimcnta i tcrlebih dahulu. 
Kekurangan : Jntegrasi modul yang berikutnya mungkin sukar jika dibandingkan 
dengan kedua-dua pendekatan di atas. 
Di dalarn sistem ini, saya telah menggunakan pendekatan bawah-atas iaitu bermula 
dengan modfl peringkat bawah kemudian barulah diintegra ikan dengan modul 
peringkat atas. 
54 
6.3 Dokumentasi pengaturcaraan: 
Dokumentasi suatu aturcara merupakan suutu s ·t mj "In n ang menerangkan 
kepada pernbaca tentang apa yan r dilakukan )I ch tur nra dan bagaimana aturcara 
tersebut melaksanakannya. 
Doku)entasi kod sumber berkualiti tinggi adalah penting untuk mengurangkan 
ralat pengckqdan apabila suatu program ditulis dan memudahkan penyelenggaraan 
program yang berikutnya dilaksanakan. 
6.4 Pendekat~ Pengaturcaraan 
Kemahiran pengaturcaraan yang baik akan menghasilkan sistem yang mudah 
diselenggarakan. Pendekatan pengaturcaraan yang baik kebiasaannya memerlukan 
beberapa krityria yang penting. Kerana itulah, sistem ini berlandaskan beberapa perkara 
seperti di bawah : 
a) Kebolehbacaan 
Kod afurcara hendaklah boleh dibaca oleh pengaturcara lain tanpa mcnghadapi 
sebarang masalah. Ini memerlukan pemilihan nama pembolehubah, komcn ang 
disertakan dan penyusunan kesel uruhan aturcara 
b) Tekni~ penamaan yang baik 
Penamaan yang baik bermaksud bahawa nama yang diberikan kepada 
pembqlehubah, kawalan dan modul dapat menyediakan identifikasi yang mudah 
kepada pengaturcara. Penamaan ini dilakukan dengan kod yang konsisten dan 
serag~m. 
c) DokUJpentasi dalarnan 
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Dokumentasi dalaman di dalam kod p n raturcnraan adalah penting untuk 
menambahkan pemahaman. Ini bia san l m eruju], k ~ l 1 komen dalaman yang 
disediakan sebagai panduan untuk m imnh uni aturc ra t rutamanya dalam fasa 
penyelenggaraan. 
6.5 Perrnulaan pernbangunan sistem 
Pada awalnya saya bercadang menggunakan MATLAB di dalam 
mengimplirnentasikan sistem saya ini iaitu sistem penapisan imej. Saya te]ah 
membuat kajian ke atas perisian MATLAB dan cuba sedaya upaya mempelajari 
perisian ini sehingga berjaya. Saya juga te]ah menambah Matlab Add-in ke 
dalam Microsoft Visual C++ untuk menjadikan sistem saya suatu sistem stand- 
alone. Saya berjaya melaksanakan sistem ini di dalam MATLAB tetapi tidak 
dapat menjayakannya di dalam Microsoft Visual C++. lni adalah kerana terdapat 
beberapa fungsi MATLAB yang tidak menyokongnya apabila ia mcnjadi • uatu 
sistem stand-alone. Penukaran aturcara MATLAB kcpada Visual t l· 
menyebabkan berlaku banyak ralat. Contonya, di dalam MATLAB, aturcara itu 
berjaya dilarikan, tetapi setelah diterjemah kepada Visual C++ tcrdapat ban ak 
ralat. Saya terus mencuba mengkaji segala ralat yang berlaku tetapi tidak mampu 
untuk menyelesaikannya. Kemudian, saya telah membuat kajian tentang 
Photoshop®. Adobe Photoshop mempunyai bahasa pengaturcaraannya sendiri 
yang membenarkan pengguna untuk mencipta penapis mereka sendiri. Saya 
menjurpai beberapa sumber dan beberapa laman web dengan penapis yang 
direka menggunakan Photoshop Filter Factory. Kelebihan yang saya dapati 
dalarn penggunaan Filter Factory adalah mcmpclajari algoritma penapisan imej 
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seperti yang boleh digunakan dalam Photo hop . ._ istem ang aya bangunkan 
ini adalah sistem penapi an im ~j nt in 
membenarkan imej dibuka, k nuudi in di arkan pada skrin, algoritma 
penapisan dijalankan kc atas im ~i dun h , iln ds p t dilihat. Pengimplimentasian 
program Windows® GUT yang memudahkan irnej dibuka dengan cepat menjadi 
beban sebelum saya perlu fikirkan tentang implimentasi penapis. Ini 
menyebabkan saya perlu mempelajari teknik dalam Visual C++®. Saya telah 
menjurnpai sumber yang baik dalam Internet yang memberikan kod untuk 
membuka dan menyimpan imej JPEG dan BMP dalam aplikasi MFC 
(Microsoft® Foundation Class) Visual C++®. Selain daripada perubahan 
darip~da penggunaan perisian MATLAB kepada MFC, perubahan lain yang saya 
lakukan adalah jenis-jenis penapis yang digunakan dalam sistem saya ini. 
6.5.1 Penerangan tentangjenis penapis yang digunakan 
Terdapat empat kategori algoritma penapisan atau pcmpro csan imcj iaitu 
proses titik, proses kawasan, proses kerangka dan proses gcomctrik. Proses titik 
mengubah setiap piksel di dalam imej hanya berdasarkan nilai cbcnar pik 1. 
Proses kawasan mengubah setiap piksel berdasarkan nilai piksel sebenar dan 
nilai piksel di sekelilingnya. Piksel di sekelilingnya selalunya didapati dengan 
memilih piksel radius dan segiempat sama 'kernel' ( dengan radius yang dipilih) 
di sekitar piksel yang berada di tengah-tengah. Kesemua piksel di dalam 'kernel' 
diproses mengikut turutan untuk mendapatkan nilai baru bagi piksel yang di 
tengah. Proses kerangka digunakan untuk menggabungkan imej; nilai piksel 
yang paru ditentukan dengan hubungan antara satu atau lebih imej yang 
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berkaitan dengan nilai piksel. Prose geom ctrik adal h sarna eperti proses titik 
(iaitu hanya satu nilai piksel digunak in untuk m '11 entuk in nilai piksel barn), 
tetapi nilai piksel yang barn itu adalnh b rd arkan b berapa transformasi 
geometrik. Si stem yang dibins ini m er ngkumi k mua kategori di atas kecuali 
proses kerangka. Ini kerana p napisan kerangka melibatkan penggunaan lebih 
daripada satu imej dan ianya akan menjadikan sistem ini bertambah kompleks, 
jadi, ianya tidak dilaksanakan. Berpandukan keterangan di atas, penapis titik 
hanya akan mengubah warna, atau nilai imej, contohnya, dalam penukaran imej 
berwama kepada imej penskalaan kelabu atau sebaliknya. Penapis kawasan 
selalunya mengekalkan bentuk imej asasnya tetapi mengubah imej lebih daripada 
menukarkan wama imej tersebut. Penapis geometrik selalunya membiarkan 
sahaja warna imej tersebut tetapi memindahkan pikselnya. Saya telah 
membahagikan penerangan tentang penapis ini kepada empat seksyen iaitu 
penapis titik, penapis kawasan, penapis geometri dan penapis artistik. Pcnapi 
artistik adalah lebih kepada penapis kawasan yang lcbih tcgas atau pcnggunaan 
kombinasi beberapa teknik. 
6.5.2 Implirnentasi Sistem Penapisan lmej I FilterExplorer 
Sekarang kita akan lihat kepada implimentasi aplikasi Filt r plorer, 
termasuk beberapa perilaku yang melibatkan di mana imej disimpan dan 
dimanipulasi dan fungsi sokongan imej dalam implimentasi penapi . 
Implimentasi dan fungsi-fungsi sokongan FilterExplorer adalah aplika i 
Microsoft Windows® 32-bit GU1 yang dilarikan pada versi Windows® selepa 
Windows 95. Aplikasi ini ditulis dalam Microsoft® Visual C++® Version 6.0 
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Standard Edition menggunakan M · App izard. ppWizard menghasilkan 
aplikasi asas Windows sc urn nu )111 til, m nggunakan MFC bagi 
antaramuka dokumen tunggal. lni b 'On k u • 1a telah menulis kod untuk 
mengisi dokumen tunggal dalam kcs ini in dimak udkan dengan paparan imej 
(antaramuka dokumcn tunggal b rm k ud hanya satu imej boleh dibuka pada 
satu-satu masa). Menggunakan kod ang dicari di dalam laman web, saya boleh 
membµka pan menyimpan imej JPEG dan BMP kepada dan daripada aplikasi 
saya. Seperti yang dibaca daripada fail, kod menyimpan tinggi dan lebar imej 
sebagai 'unsigned integers' dan imej sebagai bait-bait penimbal. Penimbal imej 
boleh dian$gap sebagai tatasusunan satu dimensi bait-bait, tiga darab panjang 
darab lebar imej. Piksel adalah dengan panjang tiga bait, satu bait bagi setiap 
nilai merah, hijau dan biru. Penimbal imej boleh ditulis seperti di bawah : 
buf = (BAIT*)BAIT baru(tinggi * lebar * 3); 
Di dalam dua fail iaitu fi1ters.h dan filters.cpp, saya tclah i ytihar jcni : pi: 1, 
hsvpixel, and imagematrix, dan kelas : Clrnage dan Filter (scbcnarnya, pi, el 
dan hsvpixel adalah diimplimen sebagai kelas juga). Pixel mcngandungi tiga 
bait, satu bagi setiap komponen merah, hijau dan biru. Operasi telah ditakrifkan 
bagi pixel untuk menetapkan warna piksel (komponen RGB), mendapatkan 
intensiti pikse] dan mencerahkan atau menggelapkan pik cl. Tlsvpi el bukan 
untuk kornponen RGB tetapi ditakrifkan untuk Hue, Saturation, dan Value 
(semua diimplirnentasi sebagai berjenis double). Imagematrix ditakrifkan sebagai 
tataasusunan dua dimensi (menggunakan notasi penunjuk): 
typedef pi el** imagematrix; 
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Untuk memudabkan pengaturcaraan (dank 'l ol h n nan), manipulasi imej hanya 
dilakukan apabi]a imej adalah di dnl nn runnu im ) m rtrix. Contohnya, piksel 
putih mempunyai komponcn R B ne dit t pkan kepada 255. Dengan itu, 
piksel pada koordinat (x ) dal . m imag m . nix img kepada putih akan 
melaksanakan perkara di bawah: 
img[y~[x].r = 255; 
img[y~[x].g = 255; 
img[y][x].b = 255; 
Atau, terus memanggil fungsi color(r, g, b) : 
img[y J [ x] .oolor(255 ,255,255); 
Atau dengan lebih ringkas lagi menggunakan fungsi color(): 
img[y ~ [ x ].color(255); 
yang mana telah menetapkan komponen kepada 255. Perhatikan bahawa contoh 
yang diberi di atas bahawa koordinat (x,y) telah diterbalikkan, Bcginilah am 
bagaimana imej disimpan. (Juga, secara torus daripada fail, imcj JP G dan BMP 
disimpan dalam susunan bait BGR). Kelas CTmage mengandungi ahli ang 
menerangkan dan memanipulasi imej daripada ruang penimbal. Fungsi ini 
memuat dan menyimpan imej, memaparkan imej pada skrin atau memanggil 
penapis. Fungsi yang memanggil penapis mernbina satu objck Cfiltcr berjenis 
seperti yang dipanggil dan memanggil fungsi ahli CFilter go() untuk melarikan 
penapisan itu : 
void Q[mage::ProcessFilter(enum Iiltertype type) 
{ 
Filter currentfilter(this, type); 
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currentfilter. go(); 
} 
Apa .yang tersembunyi di sini ad l h p mbin Filter menukarkan ruang 
penimbal imej kepada imag matrix d nm n tapkan jenis penapis. Terdapat satu 
fungsi umurn iaitu go(). Ta memanggil fungsi yang sesuai mengikut jenis objek 
Cf'ilter. Apabila go() kembali, jika berjaya, penimbal Cimage mengandungi imej 
yang telah ditapis dan penimbal 'undo' (juga adalah ahli pembolehubah Clmage) 
direk~ dengan salinan imej itu sebelum ditapis. Ini membenarkan aplikasi atau 
sistem saya ini untuk persembahkan satu tahap 'undo' dengan menukarkan ruang 
penimbal dengan penimbal utama apabila pengguna membuat permintaan ke atas 
'undo'. 
Kelas CFilter adalah yang paling menarik sekali dalam kajian ini. Kesemua kod 
sebelum kod CFilter hanyalah implimentasi sahaja. CFilter mengandungi fung i 
untuk menukarkan kepada dan daripada ruang penimbal dan imagcmatrix, 
Sebagai contoh, untuk menukarkan daripada pcnimbal kopada imagematrix, 
perlu diperuntukkan memori bagi imagematrix: 
imagematrix CFilter::CreatelmageMatrix(UlNT row, UINT col) 
{ 
imagematrix img =NULL; 
img = (imagematrix)malloc(row * sizeof(imagerow)); 
if (imr =NULL) 
return(NULL); 
for (unsigned inti - O; i < m_height; i++) 
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{ 
img[i] = (imagerow)maJJoc(col * iz '01 pix 'l 
if (imgli] =NULL) 
{ 
FreclmageMatrix(img row); 
return(NULL ); 
} 
} 
retum(img); 
} 
and then do the simple conversion 
void CFiJter::BufferToMatrix(BYTE* buf, imagematrix img) 
{ 
UTNT col, row; 
for (row=O; row< m_height; row++) 
{ 
for (col=O; col< m_width; col++) 
{ 
LPBYTE µRed, pGrn, pBlu; 
pblu > buf +row* m_ width* 3 +col * 3; 
pGm = buf+ row* mwidth * 3 +col* 3 + l ; 
pRed =buf'+ row " m_width * 3 1 col* 3 + 2; 
img[row]lool].r *pRed; 
I I I 
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img[row][ool].b = *pBlu; 
} 
} 
} 
Apabila tclah sclcsai dengan imagematrix memori tidak perlu diperuntukkan. Ini 
amat penting dalam sistem ini, kerana bagi imej yang besar, amaun memori yang 
diperuntukkan kepada imagematrix adalah besar. Dengan memanggil beberapa 
rutin penapis tanpa membersihkan memori yang diperuntukkan akan 
menyebabkan penggunaan semua memori yang terdapat dalam sistem. Fungsi 
peminfahan ditunjukkan di bawah: 
void OFilter::FreelmageMatrix(imagematrix img, unsigned int row) 
{ 
for (unsigned inti= O; i <row; i++) 
free(irpg[i]); 
I 
freeurng); 
} 
Penggunaan sistem yang dibangunkan ini iaitu Filter · xplorer adalah berscsuaian 
kerana ia berfungsi seperti aplikasi Windows® yang lain. lmej akan dibuka dan 
disimpan daripada menu File. Apabila imej dibuka, ia akan dipaparkan pada 
skrin dan namanya akan terpapar pada bar tajuk. Mana-mana penapis pada menu 
Filter boleh dilaksanakan dengan memilih penapis daripada menu dan memilih 
pilihan dalam kotak dialog (sekiranya ada). Terdapat satu ta hap undo', juga 
boleh didapati daripada menu Filter. Tambahan kepada penngunaan menu, 
butun¥ tool bar bolch juga digunakan. 
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Langkah-langkah seterusnya muncul etclah fail dil uka dan pengguna memilih 
penapf s dalam menu Filter: 
· Dokumen paparkan ahli k 'Ins Filt •r xplorefView) pembolehubah 
currentimage (berjeni Image) t lnh , ' i d pada krin (ini berlaku apabila 
fail dibuka). 
· Ahli Fungsi ProcessFilter() currentimage dipanggil. Ia mengambil satu 
parameter, jenis (atau nama) penapis, di mana ditentukan dengan memilih 
penapjs mana yang diklik daripada menu. 
· ProfessFilter() mencipta satu objek berjenis CFilter yang mana telah 
dipindfhkan ke dalam fungsi dan memanggil ahli objek fungsi go(). 
Fungsi penapis (dalam Cfilter) yang bertanggungjawab dipanggil. 
· Fungsi penapis memanggil kotak dialog yang bersesuaian dan menunggu input 
daripapa pengguna. Apabila pengguna menekan butang OK, dua jeni 
imagematrix direka. Satu imagematrix (img) direka daripada pcnimbal im j 
sebenar (seperti yang dipaparkan pada skrin). Satu lagi (Iilt) adalah kosong, ia 
akan menjadi imej baru yang akan terhasil selepas penapisan dijalankan. 
· Penapis memproses img dan membina filt. 
· Sekiranya pengguna tidak membatalkan sebelum penapisan selesai dijalankan, 
penimbal imej semasa disalin kepada penimbal 'undo', matrik filt 
diterjemahkan kepada penimbal, dan dijadikan semasa (dan dipaparkan pada 
skrin), Perantaraan img dan matriks filt dimusnahkan. 
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6.5.3 Penerangan tentang penapis 
Penapis disusun mengikut j mis s 'P ·rti ng dit rangkan sebelum ini. 
Kebanyakan penapi ini dimod ilknn d ripn Photo hop®. Penapis yang 
terakhir disenaraikan iaitu 'rnindr 
I 
"fTI" f adalah dalam bahagian yang 
mengi~abungkan kombinasi 'hu I aruration ·, 'blur', 'fish eye lens', dan 'random 
blur fiJters1. Ini adalah senarai implimentasi penapis dalam FilterExplorer. Untuk: 
melihjt penerangan, sila lihat di Apendiks A. Implimentasi penuh bagi setiap 
penapis dijumpai dalam filters.h dan filters.cpp yang terdapat pada Apendiks B. 
Penapis Titik (Point Filters) : 
·Grayscale 
· Hue I Saturation 
· Equalize Intensity 
Penapjs Kawasan (Area Filters): 
·Blur 
· Median Blur 
·Custom Convolution 
Penapis Geometrik (Geometric Filters): 
· Polar Coordinates 
Penapis Artistik (Artistic Filters): 
·Oil Paint 
· Frostfd Glass 
-Random Blur 
· Raindrops 
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6.5.4 Perubahan dalam antaramuka pengguna 
Oleh kerana penukaran p erisinn l crl 1J...u. i :t m emb ri kesan kepada 
antaramuka pengguna yang t elah sa 1 :m ng pada awal iaitu dalam bah 
rekabentuk sistem. Modul pcmilihan d m in d n modul cetak juga tidak dapat 
dilaksanakan akibat kekurangan ma a dalam mempelajari MFC. Di bawah ini 
ditunjukkan antaramuka bagi sist m ang telah dibangunkan. 
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6.6 Kesimpulan 
Dalam bab perlaksanaan dan pcmbnn iunnn si tern ini, banyak perubahan 
yang tel ah saya lakukan. An tarn p crubah nn 1 adalah p nukaran penggunaan 
perisian daripada MATLAB kcpnda MF t tapi ma ih menggunakan Microsoft 
Visual C++ sebagai asa nya, lain daripada itu, satu lagi perubahan adalah 
jenis-jenis penapis yang digunakan. Oleh kerana berlaku perubahan-perubahan 
ini, antaramuka pengguna juga turut berubah. Segala yang dirancang pada 
awalnya mengalami perubaban besar dalam sistem yang dibangunkan ini. 
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7.0 PENGUJIAN SISTEM 
7. l Pengena]~n 
Proses-proses pengujian akan dilakukan bagi menge an sebarang ralat yang 
terdapat di d~lam kod aturcara dan set ru n a m mbetulkannya sehingga dapat dilarikan 
dengan baik dan sempurna. Fasa ini merupakan satu fasa untuk memastikan objek-objek 
yang te]ah ditetapkan dan dikehendaki tercapai. Ia menerangkan tentang perlaksanaan 
dan langkah-langkah yang diperlukan dalam melakukan konfigurasi sistem. Pengujian 
sistem puJa merupakan aspek penting bagi menentukan tahap kualiti sesuatu sistem dan 
ia mewakili dasar pertimbangan ke atas spesifikasi, rekabentuk dan pengkodan bagi 
memastikan sistem dilaksanakan mengikut spesifikasinya dan sejajar dengan keperluan 
pengguna. Ia merupakan satu proses pengesahan sistem. 
7.2 Perlaksanaan : 
Proses perlaksanaan merangkumi perubahan dari struktur rckabcntuk sistcm 
kepada kod program yang boleh dilarikan. Proses perlaksanaan ini berlaku secara 
ulangan sehingga memenuhi keperluannya, selepas proses penilaian ini dilaksanakan, 
pengumpulan maklumat-maklumat yang berkaitan dengan ralat akan dikumpulkan dan 
dianalisa. 
Pembangun perlu membetulkan ralat ini dengan kaedah 'debug' atau 
pengubahsuaif)-n aturcara program yang berkaitan dengan ralat yang dikesan. Setelah 
segala ralat telah dibetulkan dan aturcara telah berjaya dilarikan, sistem akan diuji. 
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7.3 Pengujia11 
Semasa fasa pengujian, program an) dib in iun itnu diperlukan akan dinilai 
untuk: menentukan samada ianya mcmcnuhi k 'P irlu n) ang dit ntukan. Pengujian boleh 
mengenalpasti ralat dalam program r kab mtuk at. u ralat dalam pengekodan program. 
Dalam kes tcrtentu, pcngujian mungkin bol h menunjukkan dengan tepat spesifikasi 
yang tidak betul atau tidak Jengkap. 
Namun demikian, perlu diambil kira bahawa pengujian hanya boleh mengecam 
kehadiran ralat. Janya tidak boleh mengecam ketiadaan ralat tersebut dalam program 
yang dibangunkan. 
Antara beberapa peraturan yang perlu dipatuhi untuk mencapai objektif 
penguj i an adalah : 
i) Penguj ian adalah proses melaksanakan aturcara untuk mengesan ralat 
ii) Kes ujian yang baik perlu mempunyai kebarangkalian yang tinggi dalam 
mengesan ralat yang dijangka berlaku 
iii) Ujian yang berjaya adalah ujian yang dapat mcngatasi ralat yang dijangka 
berlaku 
7.3. 1 Langkah-langkah pengujian 
Fasa pengujian adalah pelbagai, bergantung kepada faktor saiz program dan 
kebendaannya. Walaubagaimana pun, pengujian melibatkan tujuh langkah utama : 
i) Pilih sempadan peoguj ian 
ii) Tentul<an matlamat pengujian 
iii) Pilih 9endekatan pengujian 
iv) Bangunkan pcngujian 
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v) Pimpin pengujian 
vi) Penilaian keputusan pengujian 
vii) Dokumentasikan pengujian 
7.3.2 Pendek,tan proses pengujian 
Kebanyakan pembangun sistem menggunakan tiga pendekatan semasa proses 
pengujian, iaitu : 
i) Pengujian fungsi (Black-box test) 
-Pengujian berdasarkan spesifikasi program 
ii) Pengujian struktur (White-box test) 
-Pengujian berdasarkan kepada pengetahuan pembangun sistem mengenai 
struktur dan implimentasi program 
iii) Pengu~ian antaramuka 
-Spesifikasi program dan pengetahuan berkenaan antaramuka dalaman diuji dan 
ianya sangat penting kepada pembangunan sistem bcroricntasikan objck. 
Pendekatan tersebut boleh digunakan untuk sebarang tahap atau peringkat dalam proses 
pengujian. Djlam sistem ini, pendekatan yang ditekankan adalah Pengujian Fungsi dan 
Pengujian Antaramuka, 
1) Pengujian Fungsi 
Pengujian dijalankan berdasarkan kepada spesifikasi keperluan modul-modul yang 
dibina. Tumpuan pengujian adalah kepada input dan output yang dijangkakan bagi 
scsuatu sistem. Matlamat pengujian adalah untuk menentukan sarnada setiap fungsi 
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dapat dilaksanakan sepenuhnya atau tidak dan dalam mn a yang sama pengujian 
mencari s~barang ralat yang mungkin wujud dnl un s .tiap fung i berkenaan. 
Uj i data berdasarkan 
Output ujian 
kepada spfsifikasi keperluan 
Rajah 7. l : Pengujian Black-box 
2) Pengujian Antaramuka 
Menekankan penguj ian rekabentuk GUI dan prototaip yang dibina. Dalam proses 
GUIDE, sekurang-kurangnya perlu ada tiga kitaran pengujian. 
Keperluan 
Kebolehgunaan Prototaip GUI 
Rekabentuk GUI 
l l 
Pengujian GUI 
l l 
Laporan 
pengujian 
Masai ah 
kebolehgunaan 
Rajah 7.2 : Input dan output pengujian 
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Pengujian antaramuka memberikan asas maklumat untuk membuat membuat keputusan 
samada rekabentuk GUI dan prototaip adalah ten )k:lp. Jika .. n aran kebolehgunaan dapat 
dicapai dan Fada masalah serius kcb 1 "1 iun n dit mui, pembangunan GUI boleh 
diteruskan ke peringkat seterusnya. 
Input u.tama pengujian GUI adalah: 
i) Keperluan kebolehgunaan yang dipersetujui 
ii) Prototaip GU1 dan dok:umentasi rekabentuk GUI 
Manakala output bagi pengujian GUI merupakan laporan penilaian yang mengandungi 
masalah penggu.na. Keperluan kebolehguna.an boleh diubahsuai berdasarkan pengalaman 
yang diperolehi semasa proses pengujian. Selain itu, model objek pengguna dan stail 
panduan aplikasi juga boleh diubahsuai sebagai satu keputusan masalah semasa proses 
pengujian. 
7.3.3 Tahap-tahap pengujian 
Tahap pengujian adalah pelbagai, bergantung kepada kepelbagaian situasi yang 
tidak dijangka, misalnya, saiz program dan samada program tersebut telah dibangunkan 
atau diperlukan, 
7.3.3.1 Pengujian Unit 
Pengujian ini memfokuskan kepada penilaian unit-unit individu dalam program. 
Ujian unit ini adalah melibatkan : 
Pengujian antaramuka untuk memastikan aliran maklumat yang betul dan Jancar 
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Memastikan bahagian tidak bersandar yang b erada di dalam struktur kawalan 
diuji sekurang-kurangnya sekali 
Langkah-langkah berikut dilakukan semas m 1 kukan ujian unit : 
J) Kod diperiksa dengan cara memba an a, mencuba untuk melihat algoritma, data 
dan ralat sintaks 
2) Kod dibandingkan dengan spesifikasi dan rekabentuk sistem untuk memastikan 
semua kes yang relevan telah dipertimbangkan 
3) Akhir sekali, kod dikompil bagi menghapuskan semua ralat sintaks yang ada 
7.3.3.2 Pengujian Modul 
Proses pembangunan sistem ini dilakukan mengikut modul demi modul, maka 
pengujian dilakukan ke atas sesuatu modul sebaik sahaja ianya selesai dibangunkan. 
Seperti yang telah diterangkan di dalam bah yang terdahulu, sistem ini dibangunkan 
dengan menggunakan model air terjun di mana setiap modul aturcara pcrlu dihasilkan 
bermula dari reringkat awal dan kemudiannya diuji. Seterusnya apabila satu lagi fungsi 
ditambah ia akan diuji sekali lagi dan begitulah seterusnya. Sctiap modul diuji supaya ia 
dapat melaksanakan fungsi-fungsi yang diingini. Ujian ini dilakukan bagi mengesan 
sebarang ralat dalam memasukkan data, pengeluaran output dan keberkesanan aturcara. 
Pengujian ini cenderung diaplikasikan kepada program besar yang mana setiap 
modul individu menyumbang kepada cebisan-cebisan tetap tugasan dalam program 
terse but. 
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Dalam sistem ini, modul yang terlibat adalah : 
i) Pengujian setiap modul antaramuka untuk mema tikan bahawa mesej input 
yang disampaikan ditcrima ol ih pen 1 iun 
ii) Kawalan yang mana ian a p mting untuk m ng san ralat dan memastikan 
semua modul beroperasi dengan betul pada sempadan modul yang ditetapkan 
iii) Semua bahagian yang melalui struktur kawalan diuji untuk memastikan 
semua penyataan di dalam modul dilaksanakan sekurang-kurangnya sekali. 
Ta111ya adalah penting pada setiap modul kerana peninggalan salah satu 
bapagia,n akan menghasilkan kemungkinan ralat yang tinggi 
7.3.3.3 Pengujian Integrasi 
Di dalam fasa ini, proses penguJtan akan dijalankan ke atas antaramuka- 
antaramuka bagi dua komponen yang saling berinteraksi antara satu sama lain dalam 
satu unit. Kemungkinan-kemungkinan seperti wujudnya ralat-ralat yang mana ia bol h 
menyebabkan fail-fail tidak berjaya untuk dikompilasikan akan bcrlaku di sini kcrana 
terdapat banyak modul dan unit di dalam sistem ini. Justeru itu, adalah amat penting 
untuk melak1'kan proses ini dengan sebaik mungkin bagi memastikan bahawa sistem ini 
dapat diintegrasikan dengan baik dan lancar secara keseluruhannya. 
Pada peringkat ini juga, satu pendekatan yang dipanggil sebagai pendekatan bawah- 
atas telah diaplikasikan. Menerusi pendekatan ini sesuatu modul yang terbawah akan 
diintegrasikan dengan modul yang terletak lebih atas daripadanya. Di samping itu, pada 
masa yang sama, pengujian ke atas proses penghantaran parameter juga turut 
dilaksanakan. 
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Pengujian ini memfokus kepada penilaian berkumpulan modul-modul program 
untuk menentukan : 
i) sarnada antaramuka rosak atau rcrb in •k lai fung inya dan 
ii) secara keseluruhan samada modul program gaga] memenuhi spesifikasi 
keperluan yang ditetapkan 
Strategi Pfngujian yang digunakan adalah ujian peningkatan yang mana subset bagi 
setiap modul dikumpulkan secara iteratif dan diuji sehingga keseluruhan program 
adalah lengkap 
7.3.3.4 Pengu~ian Sistem 
Fasa pengujian sistem merupakan satu fasa yang amat penting dalam 
membangunlqm sesuatu sistem. Apa yang perlu dilakukan adalah memastikan bahawa 
sistem ini boleh berjalan seperti yang diharapkan. Percubaan ini dilakukan dengan cuba 
mencari ra]at ;vang mungkin ber]aku serta mencari tahap keberkesanan sistcm. Sclain itu, 
fasa ini j uga amat penting bagi menghasilkan sistem yang benar-bcnar mantap. Setelah 
keseluruhan sistem disahkan pengujiannya, ia digabungkan dengan elemen-clcmen 
sistem yang lain seperti perkakasan, pengguna akhir dan sistem pengoperasian. Ujian 
sistem memastikan kesemua elemen berfungsi dengan betul dan perlaksanaan 
keseluruhan sistem mencapai objektif yang dikehendaki. Amara proses pengujian yang 
dilakukan adalah seperti berikut : 
Empat jenis ujian : 
i) Fungsi : Tentukan samada program integrasi rnernenuhi keperluan 
ii) Persembahan : Tentukan samada program integrasi memenuhi kriteria 
persembahan tertentu 
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iii) Penerimaan : Maklum baJas daripada pen ,,.guna. 
iv) Pernasangan : Persembahan si t 'Ill dnlnm p ers ekitnran operasi 
Proses pengujian ini sebenarnya han a dij lankan apabila kesernua aturcara yang 
ditulis telah berjaya dilarikan dengan ja an a tanpa ralat semasa pengujian integrasi. 
Pengujian ini merupakan pengujian peringkat terakhir yang penting dalam memastikan 
bahawa sisterr ini akan dapat beroperasi dan menjaJankan fungsi-fungsinya dengan baik 
sebelum dipaparkan secara rasmi untuk kegunaan urnum. Antara objektif ujian sistem ini 
adalah untuk : 
Mengukur prestasi, kelemahan dan keupayaan sistem, secara keseluruhannya 
samada ia dapat mencapai tahap yang boleh diterima 
Mengysahkan ketepatan clan kejituan semua komponen sistem yang dibangunkan 
berdasarkan spesifikasi-spesifikasi sistem yang telah dirckabcntuk. ctiap 
subsistem dipastikan akan boleh dilarikan dengan baik dan sistcm pcnggunaan 
ini akan berfungsi sebagaimana yang dikehendaki dalam keadaan yang sempurna 
dengan persekitaran operasi yang sebenar. 
Mengukur sejauh mana sistem yang dibangunkan dapat rnemenuhi objektif yang 
telah ditentukan 
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7. 4 Kesimpulan 
Perlaksanaan, penyelenggaraa.n dan p eugujian ini adalah satu fasa yang terpenting 
dalam pembangunan sesuatu sistem. Ini disebabkan kerana fasa inilah yang menentukan 
apakah sistem yang akan terhasil nanti. Melalui fasa perlaksanaan kod-kod sumber, 
konfigurasi sistem dan pengujian sistem, ia dapat memastikan bahawa sistem yang 
terhasil mengikut garis-garis dan objektif yang ditetapkan semasa rekabentuk sistem. Di 
samping itu, konfigurasi sistem adalah penting kerana tanpanya, sistem tidak dapat 
dilarikan denfan sewajamya. 
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8.0 PERBIN~ANGAN 
8.0 Pengenalan 
Bab ini membincangkan bcbcrapa aspck i itu k putu an yang diperolehi, 
masalah dan penyelesaian, kclcbihan dan k "1 m han p risian multimedia yang 
dibangunkan pan pcningkatan yang boleh dibuat kepada sistem ini. Sebagai tambahan, 
bab ini juga mernbincangkan kekangan-kekangan yang dihadapi semasa pembangunan 
sistem dan penyelesaian yang mungkin boleh diambil sebagai langkah untuk 
mengatasinya. 
8.1 Keputusan yang diperolehi 
Setelah melalui proses pengimplimentasian dan penguj ian, kini keputusan 
diperolehi daripada sistem yang telah dibangunkan. Basil yang didapati adalah 
sistem ini dapat menjalan.kan. tugasnya dengan baik mengikut jenis penapisnya. 
Oleh 1tu segala imej yang dimasukkan dapat menjalankan scmua fungsi ang 
terdaprt di dalam sistem in.i. Sistem ini berjaya memanipulasi imcj dcngan ccpat 
dan berkesan. 
8.2 Masalah dan penyelesaian 
Banyak masalah yang timbul sepanjang pembangunan sistem mt. Antara 
masalah-masalah yang dihadapi dan penyelesaiannya adalah : 
i) MATLAB 
Masalah : saya mengalami kesukaran ketika ingin menjadikan sistem ini stand-alone dan 
penyelesaiannya adalah dengan menggunakan Microsoft Visual C++. Setela.h itu, ada 
lagi halanga~ iaitu, ada fungsi dalam MATLAB yang tidak menyokongnya apabila 
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diterjemah ke dalam Visual C++. Program botch dilarikan dalam MATLAB tetapi tidak 
dapat dilarikan di dalam Visual C++. 
Penyelesaian : Saya telah menggunakan Mi irosott l c undation lass (MFC) bagi 
menggantikan MATLAB. Dan hasiln n ndnlah m mu skan. 
ii) MFC dan Visual C+ I· 
Masalah : Mernerlukan masa yang agak panjang untuk mempelajari benda baru. Agak 
sukar untuk mempelajari MFC dan Visual C++. 
Penyelesaian : Mendapatkan rujukan daripada laman web yang berkaitan dan 
penggunaan HELP di da1am Microsoft Visual C++. 
iii) Algoritma bagi pembinaan penapis 
Masalah: Kesukaran untuk mencari algoritma bagi setiap jenis penapis yang digunakan 
Penyelesaian : Akhimya, didapati daripada Internet 
iv) Kod-kpd program 
Masalah : Oleh kerana terlalu banyak kod yang boleh didapati daripada larnan web, 
menyebabkan saya tidak tahu ingin menggunakan yang mana satu. 
Penyelesaian : Kaedah try and error digunakan bagi setiap kod yang dijumpai. Akhimya 
kod-kod digabungkan menjadi satu untuk penghasilan sistem ini. 
v) Kekurangan masa 
Masalah : Ol_rh kerana masa yang diberikan adalah cukup singkat, terdapat beberapa 
modul yang tidak terdapat dalam sistem saya. Antara modul yang tidak dapat 
dilaksanakan adalah cetak imej. 
Penyelesaian : Perlu diberikan tempoh yang lebih lama dalam penghasilan sistem kerana 
ia mengambil ma a yang lama untuk mempelajari sesuatu yang baru dan memandangkan 
ini adalah kal] pertarna saya mernbangunkan satu sistem. 
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8.3 Penilaian Sistem 
Penilaian sistern adalah suatu proses m mu 'nnli isti k "\ t ihan dan kelernahan 
sistem yang dibangunkan, 
8.3.1 Kelebihan sistem : 
Sistem mampu berfungsi dengan baik tanpa sebarang masalah dan menjalankan 
fungsi dengan sempurna 
Si stem ini mudah, ringkas dan senang difahami dan digunakan oleh pengguna 
Sistem ini memudahkan mereka yang ingin mengedit gambar 
Sistem ini mempunyai kotak yang dipaparkan semasa proses penapisan sedang 
dijalankan. Dengan adanya kotak ini, kita dapat mengetahui samada penapisan 
ini sedang dijalankan atau tidak. Kotak tersebut dipaparkan di bawah: 
Processing... £!, 
Rajah 8.1 : Proses sedang dilaksanakan 
Sekiranya kita hendak membatalkan penapisan yang hendak dijalankan, kita 
boleh f lik pada butang cancel sebelum mencapai 100%. 
Sesiapa sahaja boleh menggunakan irnej ini tanpa bantuan daripada sesiapa. 
Setelah mernilih jenis penapis yang dikehendaki, mereka akan terus dapat 
melihat hasilnya, Dan ianya sungguh menarik. 
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8.3.2 Kelemahan sistem : 
Sistem ini tidak mempunyai modul nnk im i. 1 eh itu, imej yang dihasilkan 
tidak 1apat dicetak secara torus. 
Sistem ini tidak dapat dilarikan . ckirnn a ti d librarynya. Iaitu, ia bukan dalam 
bentuk pakej. Sekiranya tiada library ang dip rlukan di dalam komputer itu, 
sistem ini tidak dapat digunakan. 
Butang 'undo' hanya akan memulangkan imej sebelumya sahaja. Sekiranya dua 
jenis penapis digunakan, butang 'undo' akan memaparkan imej sebelumya iaitu 
imej dengan penapis pertama. Imej asal (imej sebenar tanpa penapis) tidak akan 
kelihatan lagi. 
8.4 Kekangan dan penyelesaian 
Senar~i yang berikut adalah kekangan-kekangan yang timbul semasa fasa-fasa 
pembangunan sistem dan penyelesaian yang mungkin boleh diambil dalam mcngatas i 
masalah tersebut : 
i) Tempoh penghasilan pakej multimedia 
Kekangan : Jangkamasa yang terhad untuk membangunkan kcseluruhan sistem 
menyebabkan modul terhad 
Penyelesaian : Tempoh yang sesuai perlu diberi agar pembangunan sistem lebih 
lengkap dan banyak rnodul boleh diselitkan dalam suatu pakej 
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8.5 Kesimpulan 
Secara keseluruhannya, bab ini mencran 11'.:111 t 'nt in r kcputu an yang diperolehi, 
apakah masalah-masalah yang dihadapi di s 'i 11li mu pro m mbangunkan sistem ini 
serta penyelcsaiannya, Sclain itu, kcl cbihnn d n k l rnahan juga dibincangkan serta 
kekangan ya~g dihadapi. Dengan ini, dih rap agar i tern ini dapat digunakan oleh 
pengguna dengan sebaiknya dan dapat dipertingkatkan lagi dengan penambahan modul- 
modul yang l~in serta penambahan dari segi jenis penapis yang digunakan. 
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9.0 KESIMPULAN DAN CADANGAN 
9 .1 Kesimpulan 
Secara keseluruhannya, sistcm ini b 't:i t 1 m '11 pni obj ktif pembangunannya. 
Projek ini telah memberi peluang unruk m ml inn plik , i ) ang sebenar daripada suatu 
lakaran. Me"Jbangunkan sistcm ini sahaja t lah rn mb ri cabaran yang besar kepada 
saya. Di sepanjang pembangunan ist m ini, a a telah menghadapi cabaran dari segi 
fizikal dan mental berhubung pembinaan sistem ini, walaubagaimanapun, pengalaman 
yang diperolehi adalah amat berharga dan berbaloi dengan apa yang telah diusahakan. 
Segala pengetahuan, kemahiran dan pengalaman yang diperolehi sepanjang 
menyiapkan kertas cadangan dan pembangunan sistem merupakan ilmu yang cukup 
bernilai bagi saya, Iajuga mengajar saya betapa pentingnya pengurusan masa yang baik. 
Di samping itu, saya amat menghargai apa yang dipelajari sepanjang pemba.ngunan 
sistem. Pada masa yang sama, ia tela.h menyedarkan saya bahawa pendidikan di 
Universiti hanya menyediakan asas di dalam bidang sains dan teknologi maklumat 
kepada rnahasiswa, tetapi suatu proses pembelajaran yang mcnghasilkan pcngcrabuan 
tidak akan membawa apa-apa makna selagi pengetahuan itu tidak diaplikasikan. a a 
berharap agar sistem ini akan dapat dimajukan dan dipertingkatkan kepada sistem yang 
Iebih baik di kemudian hari nanti. 
Secara keseluruhannya, saya berpuas hati dan berbangga dengan projek tahunan 
akhir ini kerana telah memberikan pengetahuan dan pengalaman yang sangat berguna. 
Saya berharap supaya apa yang diperolehi di sepanjang pembangunan sistem ini akan 
menyediakan diri saya kepada aplikasi serupa yang mugkin akan digunakan untuk 
projek-projek lain di masa hadapan. Saya yakin bahawa aplikasi yang digunakan dalarn 
sistem ini boleh digunakan untuk membina sistem yang lebih kompleks kelak. 
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9.2 Cadangan dan Perancangan masa depan 
Terdapat beberapa cadangan untuk mcmpcrtingkntknn s i t m 1111. ntaranya ada]ah: 
Penambahan fungsi, modul atau • ub-modul P nambahan lebih banyak fungsi, 
modul atau sub-modul misaln a m mb narkan p ngguna mencetak imej yang 
telah ~itapis. 
Penambahan jenis penapis - Penambahan pelbagai jenis penapis ke dalam sistem 
boleh memantapkan lagi sistem ini dan menyebabkan lebih ramai pengguna yang 
tertarik menggunakannya. 
Latihan ilmiah sesuai kepada semua mahasiswa tidak mengira fakulti. 
Seharusnya mahasiswa diga]akkan membuat sistem agar mudah mendapatkan 
peluang kerjaya kelak. 
Selain itu, jangka masa yang diberi perlu dipanjangkan agar sistem yang dibina 
mam~u setanding dengan mereka yang telah bekerja dalam bidang 
perkomputeran dan Teknologi Maklumat. 
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ApendiksA 
Penapis : Grayscale 
Penskalaan kelabu membawa satu isu mi paling penting tentang pemprosesan 
warna di mana akan digunakan dalnm b cb r p napis. I u tentang wama melibatkan 
bagaimana dfngan rnudahnya menkat gorikan v arna. Iaitu dengan cara bagaimana 
menukarkan tiga nilai RGB pada piksel k dalam satu nilai. Kebanyakan algoritma 
penapisan menggunakan imej hitam dan putih. Setiap piksel adalah satu bait yang mana 
boleh mempupyai 256 nilai yang berbeza iaitu daripada 0 sehingga 255 atau 256 tahap 
kelabu. Apabila algoritma memanggil wama hanya terdapat 256 kemungkinan yang 
berbeza tetapi dengan imej berwarna terdapat 2563 = 16,777,216 kemungkinan yang 
) 
berbeza. Ia adalah mustahil yang setiap wama mempunyai wama yang berbeza, mesti 
ada yang sam~. 
Jadi, jawapannya adalah intensiti warna atau keterangan warna. Dengan itu jika 
kita boleh tukarkan piksel RGB ke dalam nilai tunggal, berpandukan pada imcns iti, ia 
adalah cara yang baik untuk menerangkan tentang piksel yang mcnggunakan had ang 
lebih kecil daripada 16. 7 juta. Didapati bahawa hijau mempunyai intcnsiti yang lebih 
berbanding merah, yang mana lebih intensiti berbanding biru. Di bawah adalah fung i 
ahli piksel FilterExplorer bagi intensiti : 
BYTE pixel::jntensity() 
{ 
return BYTE(0.3*r + 0.59*g + 0.1 l *b ); 
} 
Di bawah ini pula disediakan pseudokod berdasarkan intensiti: 
for every pixel in the image do 
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{ 
intensity= ourrentpixel.intensityt), 
filterpixel.r = intensity; 
filterpixel.g =; intensity; 
filterpixel.b =intensity; 
} 
Diingatkan bahawa untuk piksel RGB kepada kelabu, semua komponen perlu 
mempunyai nilai yang sama. 
FilterExplorer mempunyai tambahan dua jenis penskalaan kelabu. Satu 
berasaskan hue atau warna dan satu 1agi berdasarkan saturation atau kepekatan. Hue 
dikira berpandukan darjah. Dalam model ini, 0 darjah adalah merah, 120 darjah adalah 
hijau dan 240 darjah adalah biru. Dengan itu, penukaran kepada penskalaan kelabu, nilai 
piksel 0 (hitam) adalah untuk: wama merah yang sebenar, 85 (kelabu gelap) akan 
mewakili wama hijau sebenar dan 170 (kelabu cair) akan mewakili warna biru. (B gitu 
j uga dengan nilai piksel l (putih) akan j uga mewakili warna mcrah scbcnar). Kedua-dua 
penapis ini menggunakan model warna HSV: 
11 grayscale by hue 
for every pixel in the image do 
{ 
hsvpixel = ourrentRGBpixel; 
filterpixel. r = hsvpixel. h; 
filterpixel.g = hsvpixel.h; 
filterpixel. b = hsvpixel, h; 
} 
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11 grayscale by saturation 
for every pixel in the image do 
{ 
hsvpixel = currentRGBpixcl; 
filterpixel, r ;:: hsvpixel. s; 
filterpixel.g = hsvpixel.s; 
filterpixel. b = hsvpixe 1. s; 
} 
Setiap penapis menggunakan komponen piksel RGB 'hue' atau 'saturation' yang 
ditukarkan kepada HSV dalam nilai piksel penapis. 
Penapis: Hue/Saturation 
Hue/saturation meupakan satu lagi penapis proses titik yang diimpilen 
berdasarkan fungsi yang sama dalam Photoshop®. Pcnapis ini mcmbenarkan 
pengubahsuaian bagi setiap komponen H(ue) S(aturation) V(aluc) pikscl l lSV. Di ini, 
kita akan menggunakan RGB I HSY menerangkan tentang penapis pcnskalaan kclabu. 
Algoritmanya adalah : 
for every pixel in the image do 
{ 
hsvpixel = curentpixel; 
hsvpixel.h += somevaluel; 
hsvpixel.s += somevalueZ; 
hsvpixel. v +~ somevalue3; 
Iilterpixel hsvpixel; 
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} 
Kotak dialog penapis memb narkan p in , iunn untuk meningkatkan atau 
mengurangkan setiap komponen h vpi: 1. K'S 'tT\\11 ~ ro zr m haru m nukarkan piksel 
semasa kepada I SV, mclaksanakan p nin kat n t u p nurunan dan penterjemahan 
semula kepada RGB. Tcrdapat pilihan untuk ' olorize imej di dalam kotak dialog 
hue/saturation FilterExplorer. Dengan m nandakan kotak ini menggunakan 'hue' yang 
sama (sepertj yang terdapat pada dialog) bagi setiap piksel. Jadi, selain untuk 
meningkatkan ataµ mengurangkan 'hue' piksel, ia dengan mudah mengumpukk:an ia 
sebagai hue yang baru. 
Penapis : Equalize Intensity 
Dalam pembahagian yang sama yang sebenar mana-mana secara rawak 
mengambil w~rna akan berfungsi seperti skema warna, menyediakan semua warna yang 
mempunyai intensiti atau nilai yang sama. Program akan menyuruh pcngguna 
memasukkan input intensiti antara 1 hingga 100, di mana dipetakan kc dalarn h d nilai 
bagi komponen nilai hsvpixel 0 hingga 1. Setiap piksel dalam imej tclah ditctapkan 
kepada nilai itu dan membiarkan 'hue' dan 'saturation' : 
for every pixel in the image do 
{ 
hsvpixel = currentpixel; 
hsvpixel. v =value; 
filterpixel :::; hsvpixel; 
} 
Bagi bcberapa imej, keputusan skerna warna adalah sangat baik, kadangkala tidak. 
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Penapis : Blur 
Kabur merupakan penapis kawa 'On Ill) ~ iline mudah untuk difahami dan 
diimplimentasikan. Bagi pcnapis kawasan nil i pik: l -ang t lah ditapis adaJah bukan 
sahaja berdasarkan nilai sebenar pikscl, tetapi juga nilai piksel sekeliling piksel sebenar. 
Kabur secara tenikalnya dipanggil penapis purata bergerak kerana cara ia dilaksanakan. 
Kabur direka dengan kaedah melihat pada setiap piksel dan mengumpukkan nilai piksel 
yang di tengah-tengah sebagai purata rrilai piksel di sekitamya. Di bawah adalah 
pseudokod bagi algoritma tersebut : 
for every pixel in the image do 
{ 
R=G=B =Q; 
numpixels = O; 
for every pixel in radius r surrounding the center pixel do 
{ 
R += currentpixel.r; 
G += currentpixel.g; 
B += currentpixel.b; 
numpixels+t; 
} 
filterpixel.r =RI numpixels; 
filterpixel.g =GI numpixels; 
filterpixeJ.b ~BI nurnpixels; 
} 
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Kod di atas menggunakan kawasan segi cmpat ama untuk mengira purata bagi 
beberapa piksel yang di tengah. Dal am kotak di 110 i "- it ur alam Filt rExplorer terdapat 
'check box' yang dipanggil 'Fa t Blur'. Jika kot 1"- itu Iitnndakan, piksel dalam kawasan 
segi empat sama digunakan. Kabur sc uni di un k n untuk m mbuang kebisingan dalam 
imej, bagairn,na pun, kcsan yang paling jela ad lah kehilangan nilai sebenar. 
Penapis: Median Blur 
Seperti yang telah disebutkan tadi, penapis kabur digunakan untuk membuang 
kebisingan atau ralat dalam imej. Kabur akan memindahkan ralat dalam imej (contohnya 
habuk atau kesan calar pada gambar yang diimbas atau negatif), tetapi nilai terperinci 
akan hilang dalam proses ini. Ianya adalah lebih baik sekiranya segala yang terperinci 
itu kekal selepas penapis kabur dilaksanakan dengan ralat yang telah dibuang, yang 
mana akan dilaksanakan oleh 'median blur'. 
Median blur mempunyai impilentasi yang sama dengan kabur. Bagairnanapun, 
selain menggunakan nilai purata piksel disekelilingnya untuk rncndapatkan nilai baru, 
penapis ini menyatakan bahawa nilai piksel ralat dalam data adalah bcrbeza daripada 
nilai piksel sebenar yang baik. Dengan itu, sekiranya kita mengambil setiap piksel dalam 
kawasan segi~mpat sama di sekeliling piksel yang berada di tengah, dan rnenyusun nilai, 
ralat seharusnya adalah satu di penghuj ung senarai yang disusun. 
Bagi rflat yang kecil, nilai piksel di tengah rnempunyai nilai ralat yang paling 
rendah. Sekiranya kita memi1ih di tengah ataupun median nilai di dalam senarai, 
kernungkinan kita tidak akan rnemi1ih nilai yang salah, jadi kita umpukkan nilai median 
kepada pikse] di tengah. Keputusan ini akan rnempunyai nilai yang harnpir dengan 
gambar sebenrr. Warna akan disusun mengikut intensiti. Seperti yang telah dinyatakan 
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sebelum ini, intensiti merupakan perkara asa bagi anali imej. Algoritmanya adalah 
ringkas dan masalah implimentasi bcnar ad ilnh m mcnri cara menyusun intensiti 
piksel denga~ pantas dan melibatkan nilai R 1 B. Fung i M M dianPixel() mengambil 
pernyataan tatasusunan intcnsiti dan ratasus unan R 1 yang terlibat. Fungsi ini mencipta 
tatasusunan sementara bagi integer yang mev akili penunjuk kepada tatsusunan intensiti 
dan piksel. Medianl'ixelf) memulangkan piksel median RGB. 
Di sini adalah algoritrna bagi penapis ini : 
for every pixel in the image do 
{ 
numpixels = O; 
for every pixel in radius r surrounding the center pixel do 
{ 
intensity = currentpixel. intensity; 
intbuffer[nextlocation] = intensity; 
colorbufferlnextlocation] = currentpixel; 
numpixels++; 
} 
filterpixel = MedianPixel(jntbuffer, colorbuffer, numpixels); 
} 
Penapis : Custom Convolution 
Cara yang paling mudah untuk memahami penapis 'convolution' adalah 
memikirkan tentangnya sebagai satu penambahan yang berat atau purata. 'Convolution' 
dijalankan seperti proses kawasan penapisan yang lain, oleh itu, piksel di sekeliling 
piksel scbenar digunakan untuk mengira nilai piksel berkaitan yang ditapis. Dalam 
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penapis 'convolution', 'convolution kernel' digunakan, biasanya matriks 3x3 atau 5x5. 
Kemasukan (integer positif atau negatif) dalnm rn itriks id lah b rat yang diberi kepada 
piksel yang mengelilingi pikscl yang b 't ndn di I m iah ( .ang mana bertanggungjawab 
kepada elemyn matriks pusat). am nsa: 11) a bagi piks I, piksel yang berada di 
sekelilingnya adalah 'multiplied oleh ' oefficient' yang tertentu dalam 'convolution 
kernel' dan dicampur bersama-sama. 
Dalam i mplimentasi saya, penambahan ini dibahagikan oleh hasil tambah 
'coefficient' bagi 'convolution kernel' dala.m penghasilan purata berat (jika penambahan 
'coefficient' adalah kurang atau sama dengan sifar, pembahagian tidak dijalankan). 
Purata berat adalah nilai yang diberi kepada piksel tertentu yang telah ditapis. Ini 
diulang kepaia setiap piksel di dalam imej : 
sum = sum of coefficients in kernel; 
divide each element in kernel by sum; 
for every pixel in the image do 
{ 
R=G=B=O; 
for every pixel m radius r surrounding the center pi 'el do 
{ 
R += currentpixel.r * corrspd kernel value; 
G += currentpixel.g * corrspd kernel value; 
B += currentpixel. b * corrspd kernel value; 
} 
filterpixel.r= R; 
Iiltcrpixel.g · ; 
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filterpixel.b =; B; 
} 
Saya telah rnemilih untuk mcmang ril 'cu tom on elution' kerana pengguna 
mentakrifkan 'kernel coefficient '. Dialou ' ustorn convolution' adaJah matriks 5x5 
dalam kotak edit. Nilai integer posirif at u negatif boleh dimasukkan dalam matriks; 
matriks ini adalah 'kernel'. Di bawah ini disenaraikan beberapa 'convolution kernels' 
dan kesan yaryg dihasilkan. Rekabentuk 'kernels' ini adalah berasaskan pad.a matematik 
tahap tinggi. 
Blur: 1 l l 1 t 1 
111212 
I I I I 2 I 
Sharpen: -1 -1 -1 0-1 0 
-19-1-15-1 
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Edge Enhancement: 0 0 0 0 -1 0 -1 0 0 
-1 100 100] 0 
000000000 
Find Edges: 0 1 0 -1 -1 -1 l -2 l 
1 -4 1 -1 8 -1 -2 4 -2 
0 1 0 -1 -1 -1 ] -2 1 
Emboss: -2 -1 0 
-1 ] 1 
0 1 2 
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Penapis : Fish-Eye Lens 
Ide ini bermula apabila kanta mat 1 ik n digunakan dalam fotografi untuk 
rnenghasilkan imej dcngan pandan an 1 0 d rj h. K an yang didapati adalah imej 
muncul seperti hendak keluar, seperti ada fera di nahagian belakang yang menolak imej 
keluar. 
Kesan ini telah dijalankan oleh transformasi geometrik piksel dalam beberapa 
kawasan. Dalam kes ini, kawasannya adalah bulatan besar yang boleh muat apabila 
diletakkan di tengah-tengah imej. Fungsi di dalam penapis ini melibatkan penukaran 
koordinat dalam piksel imej saya daripada koordinat 'cartesian' kepada 'polar'. Fungsi 
ini dimodelkan pada struktur optik mata ikan sebenar, yang melibatkan resolusi adalab 
tinggi di tengah dan menurun apbila ke bahagian tepi : 
new radius= s log(1 + w(old_radius)) 
w muncul menjadi amaun kelengkungan, atau berapa banyak bahagian 1 ngah 
imej yang ditolak ke hadapan. Saya menjumpai nilai yang bolch ditcrima untuk w uruuk 
berada dalam had [0.001..0. J]. Dengan mengetahui jika old_radius adalah radius ang 
maksimum (R), new _radius akan dipetakan kepada R yang sama, dan dcngan 
mempunyai w yang telah dipilih, didapati bahawa s dalarn terma R dan w dalarn mencari 
parameter bagi persamaan di atas. Memandangkan R 'will vary depending' pada imej, 
dan w 'wiJJ vary depending' pada input pengguna (kelengkungan adalah pilihan di 
dalam kotak dialog fish-eye), s dikira pada masa-larian seperti di bawah: 
s = R /log(w*R+l) 
Apa yang akan berlaku jika fungsi 'inverse of the fish-eye' digunakan?. Mungkin ada 
yang menyangka yang hasil irnej akan muncul seperti masukan sfera ke dalam imej. 
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Itulah hasil yang akan didapati seki ranya pcngguna menandakan inverse pada kotak 
dialog fish-eye. Di bawah adalah fungsi in crsc: 
new_radius = ( e"'(old_radius Is)- 1) I w) 
Di bawah adalah algoritma asas bagi kcs n fish-e 
R = (rniruimagewidth, image_height)) I-~ 
Get w from user; 
s =RI log(w~R+ 1 ); 
for every pixel in the image do 
{ 
polarpixel = currentpixel in polar coordinates (r(adius), a(ngle)); 
if (polarpixeJ.r < R) 
{ 
polarpixel.r = s * Log(l +w*r); 
fi1terpixe1 = polarpixel in Cartesian coordinates; 
} 
else 
filterpixel = currentpixel; //leave pixels outside R alone 
} 
Penapis: Polar Coordinates 
Anggap bahawa piksel dalam imej berasaskan Cartesian adalah koordinat polar 
dan memaparkannya menggunakan system Cartesian. Dengan itu, piksel pada koordinat 
(x,y) rnempunyai radius koordinat polar dan sudut (r,a), menggunakan bahagian pusat 
irnej sebagai polar yang scbenar. Di sini, untuk mencari nilai irnej yang telah ditapis, 
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didapati (r,a), kemudian menggunakan r x, dan a ' dan plot titik dalam system 
Cartesian. Langkah daripada Carte ian k cpada k rdinat polar adalah berasaskan 
geometri dan Figonometri: 
radius= sqrt(x*x + y*y) 
angle= arctan(x I ,y) 
Walaupun tidak digunakan dalam penapis, langkah kembali kepada Cartesian diberikan 
oleh: 
x =radius * costangle) 
y =radius* sin (angle) 
Menggunakan kaedah ini, tidak semua lokasi koordinat dalam imej yang ditapis, 
diplot dengan nilai piksel daripada imej sebenar. Untuk penyelesaian semula isu ini 
mula-mula tetapkaan setiap piksel dalam imej yang ditapis kepada putih. 
Seperti y~ng telah dimaklumkan bahawa idenya adalah mudah tetapi 
implimentasi mernerlukan kerja yang sungguh berhati-hau dan teliti dalarn 
memanipulasi kedua-dua system koordinat yang bekcrja bcrsama untuk rncngha: ilkan 
keputusan yang betul. Pseudokod yang ringkas disediakan di bawah, bagaimanapun, 
implementasi sebenar adalah mengelirukan. 
for every pixel in the filtered image do 
currentpixel.cflor(255); II set to white 
for every pixel in the original image do 
{ 
II x and y are the coordinates of the currentpixel 
II the pixel in the center of the image x = 0, y = 0 
r sqrt(x"'x I· y*y); 
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a= atan(x/y); 
x = r * image height IR; 
y =a* image_width I 6.2832; 
filterpixel. x =r; x; 
filterpixel.y = y; 
} 
Penapis : Oil paint 
Kesan lukisan cat adalah proses kawasan, seperti kabur dan 'convolution' yang 
telah diterangkan tadi. Kesannya direka dengan mengumpukkan piksel di tengah ke 
dalam kawasan kernel yang paling boleh memunculkan wama pada kawasan itu. 
Dengan cara ini, warna yang penting 'cJumped' bersama-sama. Algoritma asas adalah 
mudah untuk kesan yang menarik : 
for every pixel in the image do 
filterpixel = MostFreqentColor( currentpixel); 
Kekompleksan terdapat dalam fungsi MostFrequentColor(). la berfungsi seperti 
ini: Bagi setiap piksel yang mengelilingi koordinat yang diberi iaitu piksel sema a, 
MostFrequentColor() menentukan intensiti piksel itu dan memerhatikan berapa banyak 
piksel mempunyai mana-rnana intensiti itu. Komponen RGB bagi piksel yang 
mempunyai intensiti yang sama sebagai paling kerap muncul adalah purata dan 
dikembalikan sebagai wama yang kerap digunakan. 
Di dalam proses kawan yang lain, jum lah piksel yang mengelilingi piksel semasa 
adalah berasaskan pada radius yang diisikan oleh pengguna pada dialog lukisan cat. 
Hasilnya imej adalah sedikit 'coarse' dan tidak licin. Dialog lukisan cat mempunyai bar 
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'slider' untuk menetapkan nombor kemungkinan intensity ' ama pik el yang mungkin 
dipetakan yang mana menukarkannya kepada kc an im :i) fill~ dili inkan, 
Penapis : Frosted Glass 
Algoritmanya adalah sama dengan lukisan cat. Perbezaan di antara keduanya 
adalah di dalam fungsi helper yang dipanggil. Di sini, selain memanggil 
MostFrequentPixel(), fungsi RandomColor() dipanggil. Piksel yang intensitinya muncul 
selalu akan mernpunyai peluang yang lebib baikuntuk dipilib berbanding yang piksel 
yang intensitinya adalah kurang dalam kawasan tempatan. Perubahan ini meningkatkan 
output yang terhasil. 
Fungsi RandomColor() diimplimen dengan menyimpan tatasusunan 256 integer, 
indeks tatasusunan mewakili intensiti; nilai indeks mewakili berapa banyak piksel yang 
mempunyai intensiti. Nombor rawak dipilih di antara 1 danjumlah nombor piksel dalam 
kawasan tempatan. Bennula daripada intensiti 1 dan melalui tatasusunan, fungsi akan 
mengira nombor piksel yang mempunyai intensity yang scsuai (nilai tatasusunan) 
sehingga pengiraan itu mencapai nombor rawak. Tntensiti ini dipilih dan kesann a 
adalah memberi berat yang lebih kepada wama dengan intensiti yang biasa. Purata nilai 
pikse] RGB dengan intensiti itu mengembalikan purata berat. 
Penapis: Random Blur 
Ia ada)ah hampir dengan hubungan penapis kawasan, ini kerana piksel-pikselnya 
diubah berdasarkan piksel di sekelilingnya. Perkara yang membuatkan penapis ini 
berbeza adalah tidak semua piksel diproses dan pemprosesan ini tidak muncul dalam 
susunan Ii near. 
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Kesan random blur ini memilih koordinat (x.y) di dalam imej dan mengaburkan 
kawasan segiempat di sekitar piksel. Kabur ang \: ujud id ti h sama eperti penapis 
blur. Memandangkan kabur adalah penapis on 1 rin ik \,, ini mungkin adalah cara yang 
terbaik untuk bermula. 
for every pixel in the image do 
II copy the imrge since the entire image won't be affected 
filterpixel = currentpixel; 
RAD = blocksize * blocksize; 
repeat num_of_blurs times 
{ 
x = rand() * qmag~ _height/ RAND_ MAX); 
y =rand() * (image _width I RAND_ MAX); 
for every pixel in radius blocksize surrounding (x,y) do 
{ 
R=G=B=O; 
for every pixel in radius r surrounding the center pixel do 
{ 
R += currentqixel.r; 
G += currentpixel.g; 
B += currentpixel.b; 
numpixels-+; 
} 
filterpixel.r =RI RAD; 
filterpixel.g= G I {{AD; 
100 
filterpixel.b ;:=;.BI RAD; 
} 
} 
Nombor kabur, saiz b1ok dan radius kabur adalah kcsemu nilai yang dimasukkan oleh 
pengguna melalui kotak dialog random blur. Ha 11 ang didapati agak menarik. 
Penapis: Raindrops 
'Raindrops' adalah bu1atan keci1 berbeza saiz yang secara rawak diletakkan pada 
imej, jadi tiada bulatan yang bertindih antara satu sama lain. Setiap kawasan bulatan 
diproses dengan kesan fish-eye lens yang kecil, dan 'highlight' dan baying-bayang 
ditambah untuk menghasi]kan kesan tiga dimensi. Selepas penambahan kesan-kesan itu, 
bu1atan itu akan dikaburkan untuk memindahkan kesan pikse1 daripada fish-eye yang 
dihasilkan dan melembutkan 'highlight' dan baying-bayang. Melalui kotak dialog, 
pengguna menentukan saiz raindrop yang paling besar dan 'density'nya . Jika algoritma 
tidak boleh memenuhi permintaan pembolehubah 'density' raindrops (bcrpandukan 
kepada kecil atau besar saiz raindrops) ia akan berhenti, dengan kebanyakan kawasan 
( tetapi tidak Sf mua) yang diselaputi 'water drops'. 
Penapis raindrop menggunakan kombinasi ketiga-tiga jenis penapis yang telah 
diterangkan : titik, kawasan dan geometrik dan menggunakan bebrapa penapis yang lain 
iaitu : hue/saturation (untuk 'highlight' dan bayang-bayang), blur (untuk melicinkan 
water drop), fish-eye lens (untuk imej yang lebih menakjubkan), dan random blur (untuk 
letakkan raindrops secara rawak). 
Algoritma yang digunakan ada]ah seperti di bawah: 
w = 0.4· II this value seemed to produce the right 
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11 amount of curvature (see fish-eye lens) 
for every pixel in the image do 
II copy ~he imahe smce the mtirc nun 1' v on't be affected 
filterpixel = crrentpixel; 
for num_of_raindrops do 
{ 
size = rand() f (MAX_ SIZE I RAND_ MAX); 
R =size 12; 
s =RI log(w~R+ l); II recall fish-eye variable 
do 
{ 
x = rand() * i~age _height-1 I RAND_ MAX; 
y=rand() * image width-I lRAND_MAX; 
} while (this (x,y) value will produce a raindrop that will overlap an existing raindrop); 
for pixels inside the circle centered at (x,y) ofradius R do 
{ 
convert ( x,y) ro polar; 
do fish-eye lejs transformation; 
if ( currentpixel is in highlight area) 
{ 
filterpixel.r += highlight_increment; 
filterpixel.g += hi~hhght_increment; 
filterpixel.b +- highlight_jncrement; 
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} 
else if ( currentpixel is in shadow area) 
{ 
filterpixel.r -= shadow decrement; 
filterpixel.g -= shadow decrement; 
filterpixel.b -=r: shadow decrement; 
} 
} 
for pixels inside the circle centered at (x,y) of radius R do 
{ 
blur the pixel as done before; 
} 
} 
Apendiks B 
Filters.h 
llllllllllllllllllllllllllllllll/lllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllll 
II 
II Filename ..... : Filters.h 
II Compilation.;; Microsoft Visual C++ 6.0. 
II Description .. : interface for pixel, hsvpixel, CFilter, Clmage classes 
II 
lllllllllllllllllllllll/llll/111111/lllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllll 
#if ldefined(AFX_FILTERJl_D53069AA_EA08_ 4687 _9202_7CAF73FE001 l_INCLUDED_) 
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#define AFX_Fq,TER,_H_D53069AA_EA08_ 4687_9202 7 AF73FEOOl l_INCLUDED_ 
#if_ MSC_ VE~ l> 1000 
#pragma once 
#endif II _MSO_ VER> :IOOO 
/l//lll///l///l//l/l//l//l///l///l///l//l/ll//lll/l//l/l/l/llll//l/l// 
II Pixel Classes 
///I I/ II///// I// I I///// II//// I//// I I/ I//// I I//// I I///// I//// Ill/ I/// I/ 
class hsvpixel; II forward reference 
class pixel 
public: 
void operator= (lixel& p ); 
void operator= (hsvpixel& hsv); 
void color(BYTE R, BYTE G, BYTE B); 
void color(BYT"j:': X); 
void color(float ~' float G, float B); 
BYTE intensityt); 
void lighten(UINT i); 
void darken(UINT i); 
BYTEr; 
BYTEg; 
BYTE b; 
}; 
class hsvpixel 
{ 
public: 
void operato (hsvpil<el& hsv); 
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void operator= (pixel& p ); 
double h; II hue (0,360] 
doubles; II saturation (0, 1] 
double v; 11 value/brightness (0, I] 
}; 
/I/ Ill I/ II ////////////I// II/ I/// I//////// I/ I 1111 I/ II /Ill 11I111 I// II I/ I 
II Type Definitions 
/ll/l////ll/ll/////l/l/l/////ll!/ll/l//ll/ll/l/ll/ll//ll/////ll/l/l/l/ 
typedefpixel* imagerow; 
typedef pixel** imagematrix; 
typedefbool* boolrow; 
typedefbool** boolmatrix; 
#define UNDEFJNED -1 
II list of all filters 
enum filtertype 
{ 
UNDO, II undo 
II POINT PROCESSES 
' 
GRA YINT, II convert to grayscale by intensity 
GRA YHUE, II convert to grayscale by hue 
GRAYSAT, II ponvert to grayscale by saturation 
HUESAT, II alter hue, saturation, and brightness 
EQINTENSITY, II make all color intensities (value) equal 
II AREA PROC]fSSES 
BLUR, II normal blur 
MEDIANBLUR. // median blur 
CONVOLUTlO~, // convolution filters 
II AREA PROCESSES (ARTISTIC) 
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OIL, II oil pain~ effect 
I 
FROSTGLASS, II frosted glass effect 
RANDBLUR, II random blured squares 
RATNDROPS, II looking through a rained on window 
II GEOMETRIC PROCESSES 
FTSHEYE, // djstort to look like fish eye lens was used 
POLAR II convert cartesian to polar coordinates 
}; 
lllllllll//llll/ll/lll///ll//lll/llllll/llll/llllllllllll/llll/ll/llll 
II Image Class Dffinition 
I I/ I I I I I/ I I I// I I I I I/ I I I I/ I/ I I I I II I I I// I I I I I// I I I I I I I I I I I I I I I I I I I I/ I I I I 
class Clmage 
{ 
fiiend class CFilter; //everything in filter car access private here 
public: 
Clmage(); 
virtual -Clrnagej); 
public: 
II inline functions 
I 
void SetFilenam~(CString sFilename) { m _filename= sFilename; } ; 
boo! OK() {return (m_buf!=NULL); }; 
UTNT GetWidthO { return m _width; } ; 
VINT GetHeighH) {return m_height; }; 
CString GetFilename() {return m_filename; }; 
public: 
II member functions 
void LoadJPG(); 
void LoadBMP(); 
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void DrawBMP(CDC'I' de, CRect rectClient); 
void SaveJPG((::String sFilename); 
void SaveBMP(yString sFilename); 
void ProcessFiltqr( en um filtertype type); 
private: 
II private member variables 
BYTE* m_buf; 
BYTE* m_undpbuf; 
UINT m _ width; 
VINT m _ height; 
VINT m_widtJ).DW; 
CString m _filename; 
}; 
lll/l/l/lllllllll/lllllllllllllllllllllll/lllllll/l/ll/lllllllll/lllll 
II Filter Class Definition 
l/lllllllllllllllllllllNllllllllllllllllllllll/l/llllllllllllllllllll 
class CFilter 
{ 
public: 
CFilter(Cimage~ img, filtertype type); 
virtual -CFilterq; 
void go(); 
private: 
II private member functions 
imagematrix Cref!te1mageMatrix(unsigned int row, unsigned int col); 
void FreelmjgeMatrix(imagematrix irng, unsigned int row); 
boolmatrix CreareBoolMatrix(unsigned int row, unsigned int col); 
void FreeBoolMatrix(boolmatrix bmtx, unsigned int row); 
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void ButferTo¥atrix(BYTE* buf, imagernatrix img); 
void MatrixToBuffer(imagematrix img, BYTE* but); 
void Copyl\nageBuffer(BYTE* buf, BYTE* bufcop ); 
void FilterinjtO; 
pixel MostFreqµentColor(unsigned int x, unsigned int , unsigned int r, un igned int I); 
pixel Randomcolortunsigned int x, unsigned int y, unsign d int r); 
void MPQ(~YTE* buf, UTNT"' index, int lb, int ub); 
pixel Medianrixel(BYTE* buf, pixel* pixbuf, int length); 
bool grayintt); 
boo! grayhu90; 
boo! graysat(); 
boo I huesatq; 
bool eqinten1ity(); 
boo I blur(); 
boo! medianblurt); 
boo! convolutiont); 
bool oil(); 
boo! frostglasst); 
bool randblurt), 
boo! raindro~s(); 
boo! fisheye(); 
bool polar(); 
private: 
II private member variables 
Cimage* m_plmage; II pointer to image calling this filter 
UINT m _ hei&ht; 
urNT m_ width; 
II image height 
II image width 
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filtertype m_eype;ll what filter? 
imagematrix m )mg; II original image in matri form (input t filter) 
imagematrix m _tilt; II filtered image in matrix. form output H m tllt r 
} ; 
#endif II 
!defined(AFX]lLTER_H_D53069AA_EA08_ 4687_920 _7C F73FE001 l_INCLUDED _ 
Filters.cpp 
lllllllllllllllllllllllllllllllllllllllllllllllllllllllllll 
II 
II Filename ..... : Filters.cpp 
II Compilqtion .. : Microsoft Visual C++ 6.0. 
II Description .. : implementation for pixel, hsvpixel, 
II CFilter, Cimage classes 
II 
lllllllllllllllllllllllllllllllllllllllllllllllllllllllllll 
#include ~stdafx.h" 
#include ~FilterExplorer.h" 
#include "Filters.h" 
#include "jpegfile.h" 
#include "bmpfile.h" 
#include "~ialogs.h" 
#include <~ath.h> 
#include <algorithm> 
#ifdef DEBUG 
#undef THIS FILE 
static char THIS_FILE[]=~FILE 
#define n~w DEBUG NEW 
#endif 
lllllllllllllllllllllllllllllllllllllllllllllllllllllllllll 
II PIXEL PROCESSING SUPPORT FUNCITONS 
lllllllllllllllllllllllllllllllllllllllllllllllllllllllllll 
void pixel: :operator =(pixel &p) 
II 
II Desc: RGB pixel assignment 
II 
{ 
r p. r; 
g p.g; 
b p.b; 
void pixel: :op rator ~(hsvpix l& hsv) 
II 
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II Desc: 
II Pre: 
II Post: 
II 
{ 
Converstion of Hue-Saturation-V.lu pix 1 to RGB 
hsv is an HSV pixel 
the equavalent RGB pixel i· raLutn•d 
double R, G, B; 
if (hsv.s 0) 
{ 
R hsv.v; 
G = hsv.v; 
B = hsv.v; 
else 
{ 
inti; 
double f, p, q, t; 
if (hsv.h == 360) 
hsv.h = O; 
hsv.h I= 60; 
i int(floor(hsv.h)); 
f hsv.h - i; 
II h now in [0,6) 
p hsv.v * ( 1 hsv.s); 
q hsv.v * (1 - (hsv.s * f) ) ; t hsv.v * (1 (hsv.s * ( 1 - f) ) ) ; 
switch (i) 
{ 
case 0: R hsv.v; 
G = t; 
B = p; 
break; 
case 1: R q; 
G = hsv.v; 
B = p; 
break; 
case 2: R p; 
G = hsv.v; 
B = t; 
break; 
case 3: R p; 
G = q; 
B = hsv.v; 
break; 
case 4: R = t; 
G = p; 
B = hsv.v; 
break; 
case 5: R hsv.v; 
G p; 
B = q; 
r = (BYTE) (R * 255); 
g = (BYTE) (G * 255); 
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b (BYTE) (B * 255); 
void pixel: :color(BYTE R, BYTE G, BYTE 
II 
II Desc: Assigns pixel the v luc R, G, n B 
II 
{ 
r = R; 
g = G; 
b B; 
void pixel: :color(BYTE X) 
II 
II Desc: Makes gray pixel with intensity X 
II 
{ 
r = X; 
g X; 
b X; 
void pixel: :color(float R, float G, float B) 
II 
II Desc: Colors a pixel given the float values R, G, and II B. 
II If the float is< 0 or> 255, the color will be set 
II to 0 or 255 respectively. 
II 
{ 
if (R < 0) R O; 
if (R > 255) R = 255; 
if (G < 0) G O; 
if (G > 255) G = 255; 
if (B < 0) B 0; 
if (B > 255) B = 255; 
r = (BYTE)R; 
g (BYTE)G; 
b (BYTE)B; 
BYTE pixel: :intensity() 
II 
II Desc:Returns the intensity of a RGB pixel. This is the 
II Luminance (Y)component of the YIQ color model (used in 
II TV displays). Intensity is most commonly used as the 
II basis for color image analysis. This intensity 
II 'formula' appears to produce the best results when using II this 
basis. 
II 
{ 
return BYTE(0.3*r + 0.59*g ~ O.ll*b); 
void pixel: :lighten(UINT i) 
II 
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II Desc: 
II 
{ 
Lightens a pixel by i. 
if (r >= 255-i) r = 255; 
else r += i; 
if (g >= 255-i) g = 255; 
else g += i; 
if (b >= 255-i) b 255; 
else b += i; 
void pixel: :darken(UINT i) 
II 
II Desc: Dar~ens a pixel by i. 
II 
{ 
if (r <= i) r O; 
else r -= i; 
if (g <= i) g 0; 
else g -= i; 
if (b <= i) b O; 
else b -= i; 
void hsvpixel: :operator =(hsvpixel& hsv) 
II 
II Desc: HSV pixel assignment. 
II 
{ 
h nsv.h; 
s = hsv.s; 
v = hsv.v; 
void hsvpixel: :operator =(pixel& p) 
II 
II Desc: 
II Pre: 
II Post: 
II 
{ 
Converstion of RGB pixel to Hue-Sat~ration-Value //pix 1 
pis a RGB pixel 
the equavalent HSV pixel is returned 
//co~vert p to range [0,1) 
doubler= p.r I 255.0; 
double g p.g I 255.0; 
double b p.b I 255.0; 
doubl,e Max 
double Min 
max(max(r, g), b); 
min(min(r, g), b); 
II set value/brightness v 
v =Max; 
II c~lculate satur tlon s 
if (Max Jc:: 0) 
s = (Max - Min) I Max; 
ls 
s = 0; 
112 
II Galculate hue h 
if (s == 0) 
h = UNDEFINED; 
else 
{ 
yellow and, magenta 
else if (g == Max) 
h = 2 + (b - 
cyan and yellow 
else if (b == Max) 
h = 4 + (r - 
magenta an,d cyan 
h *"' 60; 
if (h < 0) 
h += 360; 
double delta~ M x - Min; 
if (r ==Max) 
h = (g - b) I lt ;//r ulting color is between 
r) I delta;// resulting color is between 
g) I delta;// resulting color is between 
II convert hue to degrees 
II make sure positive 
l//ll//ll////ll/l/ll//ll/lll/!l/!l/l!!/l!!//l!///!l/ll!lll/ 
II CIMAGE Construction/Destruction 
/ll//ll//////l//ll//l!ll/l//l/!l/l/!l/l/l!!l/l/l!!//lll/l// 
Cimage::Cimage() 
{ 
m buf NULL; 
m_un,dobuf NULL; 
m width 0; 
m height = O; 
m-wiqthDW = O; 
m-filename.Empty(); 
Cimage: :~Cimage() 
{ 
if (m_buf !=NULL) 
{ 
delete [] m_ buf; 
m buf =NULL; 
if (m_undobuf !=NULL) 
{ 
delete[] m_undobuf; 
m undobuf =NULL; 
/ll!!//l//ll/!l/ll/lll/lllll/llll//l!/l/!!//ll/!//l/!ll!!// 
II CIMAGE Mernb r Functions 
lll//ll//lll/ll/l//llll//llll/l!ll!!l/!l/!!/l!!//l/!!//I!!/ 
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void Cimage::LoadJPG() 
II 
II Desc: 
II Pre: 
Loads a JPG image from (il' 
m filename is the name of he 
u f 
inting II the JPG image 
II Post: m buf contains th fi.l; in wt h n m_height 
II are set; 
II m undobuf has been lloc nou h space to hold a copy of 
II an ima~e the size of m buf. 
II 
{ 
if (m_buf !=NULL) 
{ 
II m buf is the global buffer 
delete[) m_buf; 
m buf =NULL; 
if (m_undobuf !=NULL) 
{ 
delete[) m_undobuf; 
m undobuf =NULL; 
m buf = JpegFile::JpegFileToRGB(m filename, &m width, &m_height); 
m=undobuf = (BYTE*)new BYTE[m_height * m width* 3]; 
JpegFile::BGRFromRGB(m_buf, m_width, m_height); 
JpegFile: :VertFlipBuf(m_buf, m width* 3, m_height); 
void Cimage: :LoadBMP() 
II 
II Desc: 
II Pre: 
II Post: 
II 
II 
II 
{ 
Loads a BMP image from a file into the buffer 
m_filename is the name of the file containting th 
m buf contains the file; m width and m height are 
m=undobuf has been allocated enough space to hold 
an image the size of m buf. 
BMP im g 
set; 
a copy of 
if (Il\_bUf !=NULL) 
{ 
delete[) m_buf; 
m buf =NULL; 
if (Ill_Undobuf !=NULL) 
{ 
delete[) m_undobuf; 
m undobuf =NULL; 
BMPFile theBmpFile; 
m buf = theBmpFile.LoadBMP(m_filename, &m width, &m height); 
if ( (m_buf =i:::: NULL) 11 (theBmpFile.m_errorText != "OK")) 
{ 
AfxM ssag Box(theBmpFilc.m crrorText, MB_ICONSTOP); 
m buf =NULL; - 
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return; 
m_undobuf = (BYTE*)n w BY1.'E[ro_h,iqht m \ i th * 3]; 
JpegFile: :BGRFroroRGB(m_buf, m_wj 
JpegFile: :VertFlipBu (m_bu· , m wi 
h , m_h i _ht); 
h * 3, m_height); 
void Cimage: :DrawBMP(CDC* de, CRect rectClient) 
II 
II Desc: 
II Pre: 
II the screen size 
II Post: m buf is displayed, centered, on the screen 
II 
{ 
Displays m_buf on th screen 
de is a handle to the screen device context; rectClient is 
if (m_buf ==NULL) 
return; II if nothing in the buffer, get out 
if (de != NULL) 
{ 
II center 
int left= max(rectClient.left, ( (rectClient.Width() 
(int)m_width) I 2)); 
int top max(rectClient.top, ((rectClient.Height() (int)m_height) I 2)); 
II a 24-bit DIB is DWORD-aligned, vertically flipped and has Red and Blue bytes 
II swapped. We already did the RGB->BGR and th flip wh n we read the image, 
II now do the DWORD-align 
BYTE* tmp; 
tmp = JpegFile::MakeDwordAlignedBuf(m_buf, m_width, m_height, &m widthDW); 
II set up DIB 
BIT}1APINFOHEADER bmiHeader; 
bmiHeader.biSize = sizeof(BITMAPINFOHEADER); 
bmiHeader.biWidth = m_width; 
bmiHeader.biHeight = m_height; 
bmiHeader.biPlanes = 1; 
bmiHeader.biBitCount = 24; 
bmiHeader.biCompression =BI RGB; 
bmiHeader.biSizeimage = O; 
bmiHeader.biXPelsPerMeter O; 
bmiHeader.biYPelsPerMeter = O; 
bmiHeader.biClrUsed = O; 
bmiHeader.biClrimportant = O; 
II send it to the CDC 
II lines returns the number of lines actually displayed 
int lin s = Str tchDIBits( 
dc->m_hDC, 
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left, 
top, 
bmiHeader.biWidth, 
bmiHeader.biH ight, 
0, 
0, 
bmiHeader.biWidth, 
bmiHeader.biH ight, 
tmp, 
(LPBITMAPINFO) &bmiHeader, 
DIB RGB COLORS, 
SRCCOPY); 
del-ete[J tmp; 
void Cima~e: :SaveJPG(CString sFilename) 
II 
II Desc: 
II Pre: 
11 m buf 
II Post: 
II 
{ 
Saves 
m buf 
to 
file has been saved as JPG to sFilename 
the image in m_buf to file sFilename as a JPG 
contains an image; sFilename is the filename to save 
if (m_buf ==NULL) 
{ 
AfxMessageBox ("No Image to Save!"); 
return; 
II we vertical flip for display, undo that. 
JpegFile: :VertFlipBuf(m_buf, m_width * 3, m_height); 
II we swap red and blue for display, undo that. 
JpegFile: :BGRFromRGB(m_buf, m_width, m_height); 
BOOL ok = JpegFile: :RGBToJpegFile( 
sFilename, 
m buf, 
m=:width, 
m_height, 
TRUE, 
100); II save in color II quality value (1 .. 100] 
else 
{ 
if ( !ok) 
Afx;MessageBox("Write Error!", MB_ICONSTOP); 
m filename 
LoadJPG(); 
sFilename; 
void Cimage: :Sav BMP(CString sFilename) 
II 
II Desc: Saves th lmag ln m buf 'Lo file sFilename as a BMP 
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/I Pre: m buf contains an image; sFll '" m ls h• [il name to save 
II m buf to 
I I Post: file has been saved as BMP o :.-> F.' 11 an ame 
II 
if (m_buf ==NULL) 
{ 
AfxMessageBox ("No Im g lo ! "} ; 
return; 
II image in m buf is already BGR and vertically flipped 
II so we don't need to do that for this function 
BMPFile theBmpFile; 
theBm,pFile.SaveBMP( 
sFilename, 
m_buf, 
m width, 
m_height); 
if (theBm,pFile.m_errorText != "OK") 
AfxMessageBox(theBmpFile.m_errorText, MB_ICONSTOP); 
else 
{ 
m filename 
LoadBMP(); 
sFilename; 
void Cimage::ProcessFilter(enum filtertype type) 
II 
II Desc: 
II 
II 
II 
II 
II 
II 
II Source; custom 
II 
{ 
Creates a CFilter object attached to this lmag (i .. 
the filter will process this image) of filtertype typ 
Pre: type is the fil tertype you wish to use to Ei.J.t r m_bu [ 
Post: If a filter took place, m_buf is the filtered image and 
m undob~f is a copy of m_buf before the filter. 
- If there was no filter, m buf is unchanged and m undobu[ is 
undefined. 
CFilter currentfilter(this, type); 
currentfilter.go(); 
ll///l//ll/ll//l/l///l/////l////l/l//ll/ll/l/l/lll/l/lll///ll//ll/ll// 
II CFILTER Notes: 
// CFilter is declared as a friend class in Cimage. Everything in 
// CFilter can access private members in Cimage. The function 
// descriptions and pre/postconditions below may mention members not 
II declared in CFilter ( .g. m_buf). These members are declared in 
II Cimage. 
//l///ll/////ll/l/ll/ll/lll///l/l//ll/l/ll/l//llll/l//llll///ll/////// 
l/l//ll/llll/ll///lll/ll/l/ll////ll//ll/ll//l//l/ll//l//ll/ll///ll/l// 
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II CFILTER Construction/Destruction 
l/ll/l//ll/l///ll//l//ll//l/l//lll//ll//ll//ll/11//ll/lll/ll//ll/lll// 
CFilter::~Filter(Cimage* img, filt r y 
{ 
m_pII!\age 
m_height 
m_wid,th 
m_tYP!= 
img; = img->m_height; 
= img->m_width; 
= type; 
CFilter: :~CFilter() 
{ 
l/ll///l//l//ll//l//l///ll/ll/l/lll//l/l//lll///ll//ll//l!l/ll//ll/l// 
II CFILTER Member Functions 
!l/ll//llll/l/ll//ll/lll/ll/llllll/lll/l!ll/l!/ll/l/!lll/l/!l/l/l/I/// 
void CFi l t.e r : : g-o () 
II 
II 
II 
II 
II 
II 
II 
II Source: custom 
II 
{ 
Desc: Calls the specified filter function 
Pre: m_type is the filter to be called 
Post: If a filter took place, m_buf is the filtered image and 
m undobuf is a copy of m buf before the filter. 
- If there was no filter, m buf is unchanged and m undobuf is undefined. 
bool ok =false; 
else 
{ 
if (m type == UNDO) 
r CopyimageBuffer(m_pimage->m_undobu.f, m_pimag ->m_buf-); 
switch (m_type) 
{ 
//POINT PROCESSES 
case GRAYINT: 
break; 
case GRAYHUE: 
break; 
case GRAYSAT: 
break; 
case HUESAT: 
break; 
case EQINTENSITY: 
break; 
ok = grayint(); 
ok = grayhue(); 
ok = graysat(); 
ok = huesat(); 
ok eqintensity(); 
II AREA PROCESSES 
case BLUR: 
break; 
case MEDIANBLUR: 
ok =blur(); 
br ak; ok = medianblur(); 
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case CONVOLUTION: ok - convolution(); break; 
II AREA PROCESSES (~RTT TT) 
case OIL: 
break; 
cas FE OSTGJ~A 
break; 
case RANDBLUR: 
break; 
ok = oil (); 
ok frostglass(); 
ok = randblur () ; 
case RAINDROPS: ok =raindrops(); break; 
II GEOMETRIC PROCESSES 
case FISHEYE: 
break; 
case POLAR: 
break; 
ok = fisheye(); 
ok = polar () ; 
default: ok false; 
if (Ok) 
{ 
>m undobuf) ; 
I I Allow undo 
CopyimageBuffer(m_pimage->m_buf, m_pimage- 
CWnd* pMain = AfxGetMainWnd(); 
if (pMain !=NULL) 
{ 
CMenu* pMenu = pMain->GetMenu(); 
pMenu->EnableMenuitem(ID_UNDO, MF_ENABLED); 
MatrixToBuffer(m_filt, m_pimage->m_:buf); II S nd our filtered i~age to the buffer to display 
FreeimageMatrix(m_img, rn_height); II 
Free image matrix memory 
FreeimageMatrix (m_filt, m_height); 11 " 
llllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllllll 
II CFILTER Private Member Functions 
1111111111111111111111111111111111111111111111111111111111111111111111 
II IMAGE Mf\TRIX-BUFFER SUPPORT FUNCTIONS lllllllllllllllllllllllllllll 
II imagemqtrix CFilter::CreateimageMatrix(unsigned int row, unsigned 
II int col) 
II 
II 
II 
II 
II 
Desc: 
by col 
Pre: 
Post: 
Allocates memory for an image matrix of pixels, of size row 
row ar col r siz for matrix allocation 
Point r to allocated memory returned. 
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II 
{ 
I I dynmaic allocation of a two- i m '1'1 s t n 11 a r y 
imagematrix img =NULL; 
img = (imagematrix)malloc ( ow i .. t (im ow)); 
if ( img == NULL) 
return(NULL); 
for (unsigned int i = O; i < m_h ight; i++) 
{ 
img[i) = (imagerow)malloc(col * sizeof(pixel) ); 
if (img[i] ==NULL) 
{ 
FreeimageMatrix(img, row); 
return(NULL); 
return ( img) ; 
void CFilter: :FreeimageMatrix(imagematrix img, unsigned int row) 
II 
II Desc: 
II rows 
II Pre: 
II 
II Post: 
II 
{ 
Deallocates memory from an image matrix of pixels,· of row 
img was allocated by CreateimageMatrix( ... ); row is number 
of rows in imagematrix img 
memory deallocated 
for (unsigned inti 
free ( img [ i J ) ; 
free(img); 
O; i <row; i++) 
boolmatrix 
col) 
II 
II Desc: 
II Pre: 
II Post: 
II 
{ 
CFilter: :CreateBoolMatrix(unsigned int row, unsign dint 
Allocates memory for an matrix of bool, of size row by col 
row are col are size for matrix allocation 
Pointer to allocated memory returned. 
II qynmaic allocation of a two-dimensional array 
boo+matrix bmtx =NULL; 
bmtx = (boolmatrix)malloc(row * sizeof(boolrow) ); 
if \bmtx ==NULL) 
return(NULL); 
for (unsigned inti= 0; i < m_height; i++) 
{ 
bmtx[i) = (boolrow)malloc(col * sizeof(bool)); 
if (bmtx[i] ==NULL) 
{ 
Fr BoolMatrix(bmtx, row); 
r turn(NULL); 
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return(bmtx); 
void CFilter: :FreeBoolMatrix(boolm 
II 
II Desc: 
II Pre: 
II 
II Post: 
II 
{ 
L m un igned int row) 
Deallocates memory from n oal m trix, of row rows 
bmtx: was allocated y Cre teBoolMatrix( ... ); row is number 
of rows in boolmatrix bmtx 
memory deallocated 
for (unsigned inti= O; i <row; i++) 
free(bmtx[i]); 
free (bmtx) ; 
void CFilter::BufferToMatrix(BYTE* buf, imagematrix img) 
II 
II Desc: Converts string of BYTEs (buf) to imagematrix img 
II Pre: buf !=NULL, img created from CreateimageMatrix, 
II m height and m width are dimensions of imagematrix img 
II Post: img contains RGB pixels translated from buf · 
II 
{ 
UINT col, row; 
for (row=O; row< m_height; row++) 
{ 
for (col=O; col< m_width; col++) 
{ 
LPBYTE pRed, pGrn, pBlu; pBlu buf + row * m width * 3 + col * 3; pGrn = buf + row * m width * 3 + col * 3 + l; pRed = buf + row * m width * 3 + col * 3 + 2; img[row] [col] .r *pRed; 
img[row] [col] .g *pGrn; 
img [row] [col] .b *pBlu; 
void CFilter::MatrixToBuffer(imagematrix img, BYTE* buf) 
II 
II Desc: Converts imagematric img to string of BYTEs (buf) 
II Pre: img contains an image of pixels, buf !=NULL, 
II m_height and m_width are dimensions of imagematrix img 
II Post: buf contains BTYEs translated from img pixels 
II 
{ 
UINT col, row; 
for (row= O; row< m_height; row++) 
{ 
for (col= 0; col< m_width; col++} 
{ 
BYTE Red, Grn, Blu; 
Rd= img[row) [col] .r; 
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Grn = img[row) [col) .g; 
Blu = img[row) [col) .b; 
buf[row * m_width * 3 t ol 
buf[row * m width 3 t o1 
buf[row * m-w'dth. -1. ol 
~] Blu; 
+ 1) - Grn; 
3 + 2) = Red; 
void CFilter: :Copyimag Buffer(BYTE* buf, BYTE* bufcopy) 
II 
II Desc: 
II Pre: 
II 
II 
II 
II 
II Sourcei custom 
II 
{ 
Copies buf to bufcopy. 
buf, buffcopy !=NULL both must have been allocated 
the same memory space (this is done in Cimage: :LoadJPG or 
in Cimage::LoadBMP). 
Post: Both buf and bufcopy exist on successful return. If buf == 
NULL upon entry, buf and bufcopy are undefined on return. 
if (puf==NULL) 
return; 
if (bufcopy==NULL) 
return; 
int size m_height * m width* 3; 
for (inti= O; i <size; i++) 
{ 
bufcopy[i) = buf[i); 
return; 
II FILTER SUPPORT FUNCTIONS lllllllllllllllllllllllllllllllllllllll 
void CFilter::Filterinit() 
II 
II Desc: Prepares m_img and m_filt so the imag in the buffer m buf 
II can be filtered to the matrix form filt 
II Pre: m buf !=NULL, m_height and m_width are size of image in 
II m buf 
II Post: m_img created from m_buf, m filt created the same size as 
II m_img but not initialized. 
II 
II Source: pustom 
II 
{ 
II place the buffer in a dynamic image matrix 
m img = CreateimageMatrix(m height, m width); 
BufferTo~atrix(m_pimage->m_buf, m_img); 
II Gr ate blank 'to-be-filtered' image 
m_filt = Createimag Matrix(m_height, m_width); 
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pixel CFilter: :MostFrequentColor(unsign 
unsigned int r, unsigned int I) 
II 
II 
II 
II 
II 
II 
II 
II 
II 
II 
{ 
in x, unsi ned int y, 
Desc: Determines the most fr qu n 
matrix of m_img according to the 
Pre: (x,y) is th 'c nter' pix 
radius r.I is the number of dH 
the sub-matrix. 
Post: The 'average' color of th. p i xe I with the most frequently 
appearing intensity in the ub-mat ix of pixels centered at (x,y) 
with radius r in m_img. 
in. color in a sub- 
n itions below. 
u -m trix of m_img with 
nsities to distinguish in 
int i, j; 
pix~l q; 
BYTE intensity; 
BYTE MAXINTENSITY =I; 
double scale= MAXINTENSITY I 255.0; 
II dynamic array allocations: 
II e.g. BYTE intensitycount[I+l]; 
BYTE* intensitycount =NULL; 
intensitycount = (BYTE*)malloc((I+l) * sizeof(BYTE)); II index intensity 
II value at index count; UINT* averagecolorR =NULL; 
averagecolorR = (UINT*)malloc( (I+l) * sizeof(UINT)); 
UINT* averagecolorG =NULL; 
averagecolorG = (UINT*)malloc((I+l) * sizeof(UINT)); 
UINT* averagecolorB =NULL; 
averqgecolorB = (UINT*)malloc( (I+l) * sizeof(UINT)); 
for (i = O; i <= MAXINTENSITY; i++) 
intensitycount[i) = O; 
II set all counters to O 
for (i = int(x-r); i <= int(x+r); i++) 
for (j = int(y-r); j <= int(y+r); j++) 
{ 
(int)m_wiqth) if (i >= 0 && i < (int)m_height && j >= o && j < 
II find intensity 
q = =, img [ i J [ j ] ; 
intensity= q.intensity() *scale; 
intensitycount[intensity)++; 
if (intensitycount[intensity] 1) 
{ 
averagecolorR[intensity] q.r; 
averagecolorG[intensity] q.g; 
averagecolorB[intensity] q.b; 
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else 
{ 
averag colorR[in 'n i y) +- q.r; 
II keep a running total 
v cclo >(i.n n ity] += q.g; 
II we'll divide later 
colo I · nt nsity] += q.b; 
II find max intensity 
Ln t en s i t y = 0; 
int ~axinstance = O; 
for (i = O; i <=MAX.INTENSITY; i++) 
if (intensitycount[i) > maxinstance) 
{ 
intensity = i; 
maxinstance = intensitycount[i); 
pixel mostfrequent; 
mostfrequent.r averagecolorR[intensity] I maxinstance; 
mostfrequent.g averagecolorG[intensity] I maxinstance; 
mostfrequent.b averagecolorB[intensity] I maxtnstance; 
free(intensitycount); 
free(averagecolorR); 
free(averagecolorG); 
free(averagecolorB); 
return mostfrequent; 
pixel 
r) 
II 
II 
II 
II 
II 
II 
II 
II 
II 
{ 
CFilter::RandomColor(unsigned int x, unsigned int y, unsigned int 
Desc: Chooses a random color from those appearing in a sub-matrix 
of m img according to the pre/postconditions below. 
Pre:- (x,y) is the 'center' pixel in a sub-matrix of m_img with radius r. 
Post: The 'average' color of the pixels of a random intensity in 
the sub,matrix of pixels centered at (x,y) with radius r. Intensity 
is chosen by giving weight to the more common intensities. 
int i, j; 
pixel q; 
BYTE intensity; 
COD1:1D BYTE MAX.INTENSITY= 255; 
BYTE int nsitycount[MAXINTENSITY+l]; 
value= covnt; II index intensity, 
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UINT averagecolorR[MAXINTENSITY+1); 
UINT averagecolorG[MAXINTENSITY+J]; 
UINT averagecolorB [MAXINTENSI'l'Y 1 J j ; 
for (i = O; i <= MAXINTENSITY; ii I) 
{ 
intensitycount[i) = 0; 11 counters to 0 
int numint = 0; 
for (i = int(x-r); i <= int(x+r); i++) 
for (j = int(y-r); j <= int(y+r); j++) 
{ 
(int)m_wiqth) if (i >= 0 && i < (int)m_height && j >= 0 && j < 
q = m _ img [ i ] [ j ] ; 
intensity= q.intensity(); 
intensitycount[intensity]++; 
numint++; 
if (intensitycount[intensity] 1) 
{ 
averagecolorR[intensity) q.r; 
averagecolorG[intensity] q.g; 
averagecolorB[intensity] q.b; 
else 
{ 
averagecolorR[intensity] += q.r; 
averagecolorG[intensity] += q.g; 
averagecolorB[intensity] += q.b; 
int randnum, count, indx; 
do 
{ 
II weighted random 
randnum =int( (rand()+l) * ( (double)numint I (RAND_MAX+~) )); 
count= O; 
indx = 0; 
do 
{ 
indx++; 
while (count< randnum); 
count+= intensitycount[indx); 
intensity= indx-1; 
wqile (intensitycount[intensity) -- 0); 
pix 1 ran,dpix; 
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ranqpix.r 
randpix.g 
ranqpix.b 
averagecolorR[intensity] I int nsitycount[intensity]; 
averagecolorG[intensity] I tnt•nsitycount[intensity]; 
averagecolorB [inten i y] I int n i ycount [intensity]; 
ret4rn randpix; 
void CFilter: :MPQ(BYTE* buf, UINT* inde~, int lb, int ub) 
II 
II Desc: Quicksort implementation for MedianPixel( ... ) 
II 
{ 
int i, j; 
BYTE pivot; 
if (ub > lb) 
{ 
j =<lb - 1; 
pivot= buf[index[ub]J; 
for (i =lb; i <= ub; i++) 
{ 
II make the partitions 
II main loop 
if (buf[index[i]J <=pivot) 
{ 
j++; 
if (i != j) 
std::swap(index[i], index[j]); 
MPQ(buf, index, lb, j-1); 
MPQ(buf, index, j+l, ub); 
pixel 
II 
II 
II 
II 
II 
II 
II 
II 
{ 
CFilter: :MedianPixel(BYTE* buf, pixel* pixbuf, int l ngth) 
Desc: Modification of the Quicksort sorting algorithm. 
Pre: buf and pixbuf !=NULL; buf is intensities of the 
corresponding pixels in pixbuf; length is number of entries in both 
buf and pixbuf to use to find the median (beginning with element 0). 
Post: Returns the 'median' pixel (based on intensity) of pixbuf. 
buf and pixbuf are unmodified. 
II q~namic array allocation 
UINT* index= NULL; 
ind~x = (UINT*)malloc(length * sizeof(UINT)); 
int x; 
for (x = O; x <length; x++) 
indicies of buflpixbuf 
index[x) = x; 
the indicies, not the elements 
II initialize index with 
I I we will sort 
and pixbuf 
UINT lb = 0; 
UIN~ ub ~ l ngth - l; 
II of buf 
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MPQ(buf, index, lb, ub); 
pixel p = pixbuf[index[lengthl2]]; II u 
median from pixbuf 
II 11 uicksort 
in ex to get the 
free (index); 
return p; 
II FILTERS llllllllllllllllllllllllllllllllllllllllllllllllllllllll 
II bool CFilter: :grayint() 
II 
II 
II 
II 
II 
II 
II 
{ 
Desc: Convert to grayscale using color intensity 
Pre: m buf !=NULL; must call Filterinit() to initialize m img 
and m filt 
Post: true: m filt contains the filtered image in matrix form 
false: m filt is undefined (user pressed cancel in a dialog) 
II +nit Matrices m_img and m filt 
Filterinit () ; 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg.Create(); 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigned int pixelsProcessed = O; 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllll!ll/llll!l/11! 
unsigned inti, j; 
BYTE x; 
for (i = O; i < m_height; i++) 
{ 
MB YESNO)~=IDYES) 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
canceled 
break; 
true; 
for (j = O; j < m_width; j++) 
{ 
x = m_img[i) [j) .intensity(); 
m _ f il t [ i J [ j J • co 1 or ( x ) ; 
pixelsProcessed++; 
if (pixelsProcessed % pixels -- O) 
pdlg. St pit () ; 
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pdlg.DestroyWindow(); 
retqrn !canceled; 
bool CFilter: :grayhue() 
II 
II 
II 
II 
II Post: 
II 
II 
{ 
Desc: Convert to grayscale using color hu 
Pre: m buf !=NULL; must call Filterinit() to initialize m_img 
and m_:J;:ilt 
true: m filt contains the filtered image in matrix form 
false: m filt is undefined (user pressed cancel in a dialog) 
II Init Matrices m img and m filt 
Filterinit(); 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg.Create(); 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigned int pixelsProcessed = O; 
boo+ cancBled =FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
unsigned inti, j; 
BYTE ;x; 
hsvpixel hsvpix; 
for (i = O; i < m_height; i++) 
{ 
MB YESNO)==IDYES) 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
canceled 
break; 
true; 
for (j = O; j < m_width; j++) 
{ 
hsvpix = m_img[i) (j); 
x =(BYTE) (hsvpix.h * (255.0 I 360)); 
m_filt [i] [j J .color (x); 
pixelsProcessed++; 
if (pixelsProcessed % pixels -- O) 
pdlg. Stepit () ; 
pdl~.DestroyWindow(); 
ret~rn !cane led; 
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bool CFilter::graysat() 
II 
II 
II 
II 
II 
II 
II 
{ 
Desc: Convert to grayscale usin col tu 
Pre: m buf != NULL; must c 11 FUt r Ln'i () 
and m_hlt 
Post: true: m filt cont 'n h 
false: m-filt is undefined 
ion 
o initialize m img 
im ge in matrix form 
ressed cancel in a dialog) 
II I~it Matrices m_img and m filt 
Fil t,erini t () ; 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg.Create(); 
unsigped int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigped int pixelsProcessed = O; 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
unsigned inti, j; 
BYTE x; 
hsvpixel hsvpix; 
for (i = 0; i < m_height; i++) 
{ 
MB YESNO)==IDYES) 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
canceled 
break; 
true; 
for (j = O; j < m_width; j++) 
{ 
hsvpix = m _ img [ i] [ j] ; 
x = (BYTE) (hsvpix. s * 255); 
m_filt[i] [j] .color(x); 
pixelsProcessed++; 
if (pixelsProcessed % pixels -- 0) 
pdlg. Step It () ; 
pdlg.DestroyWindow(); 
return !canceled; 
bool CFilt~r: :huesat() 
II 
II Desc: 
II Pre: rodify Hue, Saturation, and Value (Brightness) of the image. r-b~f !=NULL; must call Filterinit() to initialize m_img 
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11 and m filt 
II 
II 
II 
{ 
Post: true: m filt contains the 
fals~: m filt is undefined 
in matrix form 
ncel in a dialog) 
II Call Dialog 
CHueSatDlg dlg; 
if (dlg.DoModal() != IDOK) 
return false; 
II Init Matrices m_img and m filt 
Filterini t (); 
II Setup and Call Progress Dialog 
CPragressDlg pdlg; 
pdlg.Create(); 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigned int pixelsProcessed = O; 
bool canc~led =FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
unsigned inti, j; 
hsvpixel hsvpix; 
for (i = 0; i < m_height; i++) 
{ 
MB YESNO)==IDYES) 
if (pdlg.Chec~CancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
canceled 
break; 
true; 
for (j = O; j < m_width; j++) 
{ 
hsvpix = m_img[i] [j]; 
if (dlg.m_bColorize) 
hsvpix.h = dlg.m_iHue + 180; 
else 
{ 
hsvpix.h += dlg.m iHue; 
if (hsvpix.h < 0)- 
hsvpix.h += 360; 
else if (hsvpix.h > 360) 
hsvpix.h -=360; 
if (dlg.m_iLight < 0) 
hsvpix.v = (dlg.m_iLight + 100) * (hsvpix.v I 100.0); else if (dlg.m_iLight > 0) 
hsvpix.v = ( (dlg.m iLight) * ( (1 - hsvpix.v) I 
100.0)) + hsvp i.x .v , - 
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+ hsvpix.s; 
if (dlg.m iSat < 0) 
hs vp i x c s = (dlg.m_iS t + 100) ~ (h vpix.s I 100.0); 
else if (dlg.m iSat > 0) 
hsvpix.s-= ( (dlg.m j ( (l - h vpix.s) I 100.0)) 
m_filt [i] [j l = h vp:l.x; 
pixelsProc ss d++; 
if (pixelsProcess d % pi·els -- 0) 
pdlg. Stepit () ; 
pdlg.DestroyWindow(); 
return !canceled; 
bool CFilter: :eqintensity() 
II 
II Desc: 
II 
II this 
II 
II Pre: 
II and m 
II Post: 
II 
II 
{ 
Convert every pixel to the same intensity 
(value/brightness). Theoretically,based on color theory, 
should produce a 'pleasing' color scheme given the right 
proportion of color (hue). 
m buf !=NULL; must call Filterinit() to initialize m_img 
filt 
true: m filt contains the filtered image in matrix form 
fals~: m filt is undefined (user pressed cancel in a dialog) 
II Call Dialog 
CEqintensityDlg dlg; 
if (~lg.DoModal() != IDOK) 
return false; 
II Init Matrices m_img and m filt 
Fil terini t () ; 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg.Create(); 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigped int pixelsProcessed = 0; 
bool canceled= FALSE; 
II Filter Algorithm lll/llll/ll/lllll!l/!l/ll/l/ll/ll/!I/ 
unsigned inti, j; 
hsvpixel hsvpix; 
for (i = O; i < m_height; i++) 
MB_YESNO)~~IDY~S) 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
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canceled 
break; 
true; 
for (j = 0; j < m_width; jl I) 
{ 
hsvpix = m un [il [jl; 
hsvpix.v =-dlg.m_iint nsity I 100.0; 
m_filt [i) [j J = ~ sv ix; 
pixelsProcessed++; 
if (pixelsProcessed % pixels 0) 
pdlg. Step It () ; 
pdlg.DestroyWindow(); 
retqrn !canceled; 
bool CFilter: :blur() 
II 
II Desc: 
II given 
II Pre: 
II and m 
II Post: 
II 
II 
{ 
Blur Filter. Simple average of all surrounding pixels in a 
radius to the center pixel. Also called moving average. 
m_buf !=NULL; must call Filterlnit() to initialize m_img 
Ult 
true: m filt contains the filtered image in matrix form 
fals~: m filt is undefined (user pressed cancel in a dialog) 
II Call Dialog 
CBlurDlg dlg; 
if (dlg.DoModal() != IDOK) 
return false; 
II Init Matrices m_img and m filt 
Filterlnit (); 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg.Create(); 
unsi~ned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigned int pixelsProcessed = O; 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
float R, G, B; 
int i, j, k, 1, x, y; 
int numpixels; 
'window' far a particular window II number of pixels in the 
than normal for pixels around the border II will be smaller 
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int R,AD = dlg.m nRadius; 
int circumference= RAD* 2; 
int ksq; 
double r; 
11 k 
II coordinate radius 
for (i 
{ 
O; i < (int)m_h ight; i,1) 
MB_YESNO)==IDYES) 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("A e you sure you want to Cancel?", 
canceled 
break; 
true; 
for ( j = O; j < (int)m_width; j++) 
{ 
R = G B O; 
numpixels O; 
for (k =-RAD; k <=RAD; k++) 
{ 
if (!dlg.m_bFast) ksq = k*k; 
for (1 =-RAD; l <=RAD; l++) 
{ 
II convert this square to polar 
if (!dlg.m_bFast) r = sqrt(ksq + l*l); 
circle, inside the square) do ... II if we're inside R (i.e. inside the 
<= RAD)) if ((dlg.m_bFast) I I (!dlg.m_bFast && r 
x = i + k; 
y j + l; 
y >= O && y < (int)m_width) if (x >= 0 && x < (int)m_height && 
R += (float)m img[x] [y] .r; 
G += (float)m=img[x] [y] .g; 
B += (float)m img[x] [y] .b; 
numpixels++; - 
(BYTE) (Bz'riump i xe Ls ) ) ; 
m filt[i] [j] .color( 
(BYTE) (Rlnumpixels), (BYTE) (Glnumpixels), 
pixelsProcessed++; 
if (pixelsProcessed % pixels -- 0) 
pdlg. Step It () ; 
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pdl~.DestroyWindow(); 
ret4rn !canceled; 
bool 
II 
II 
II 
II 
II 
II 
II 
II 
II 
II 
II 
{ 
CFilter::medianblur() 
Desc: Median blur filter. 
assigns the cooresponing pix 
with tqe median intensity of 
determined by CMedianBlurDlg. 
better. 
Fo 
l in 
the 
l in the original image, 
filtered image to the pixel 
urrounding pixels. Radius 
imilar to blur() but preserves edges 
Pre: m buf 
and m_hlt 
Post: true: 
false: 
!=NULL; must call Filterinit() to initialize m_img 
m filt contains the filtered image in matrix form 
m filt is undefined (user pressed cancel in a dialog) 
II call Dialog 
CMedianBlurDlg dlg; 
if (qlg.DoModal() != IDOK) 
return false; 
II Init Matrices m_img and m filt 
Filterinit(); 
II Setup and Call Progress Dialog 
CProqressDlg pdlg; 
pdlg. Create() ; 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); II 1% of total pixels 
unsigned int pixelsProcessed = O; 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
f Loa t; R, "G, B; 
inti, j, k, 1, x, y; 
BYTE intensity; 
pixel q; 
int numpixels; II number of pixels in the 'window' for a particular window 
around the porqer II will be smaller than normal for pixels 
int circumference= dlg.m_iRadius * 2 + 1; 
int ~ircumference2 =circumference* circumference; 
pixel* colorsbuf =NULL; 
colorsbuf = (pixel*)malloc(circumference2 * sizeof(pixel)); 
BYTE* intbuf =NULL; 
intbuf (BYTE*)malloc(circumference2 * sizeof(BYTE)); 
for (i 
{ 
O; i < (int)m_height; i++) 
if (pdlg.CheckCancelButton()) 
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MB YESNO)==IDY~S) 
if(AfxMessageBox("Are you sur you want to Cancel?", 
canceled tru 
break; 
for (j = 0; j < (int)m_width; j++} 
{ 
R = G B = 0; 
numpixels O; 
for (k = 0; k <circumference; k++) 
{ 
for (1 = O; 1 <circumference; l++) 
{ 
x = i + k 
y j + 1 
(dlg.m_iRadius); 
(dlg .m_iRadius); 
(int)m_wid.th) 
if (x >= 0 && x < (int)m_height && y >= 0 && y < 
q = m _ img [ x l [ y l ; 
intensity= q.intensity(); 
intbuf[circumference*k+l] =intensity; 
colorsbuf[circumference*k+l] m_img[x] [y]; 
numpixels++; 
) 
) 
m filt[i] [j] = MedianPixel(intbuf, colorsbuf, numpixels); 
pixelsProcessed++; 
if (pixelsProcessed % pixels 0) 
pdlg. Step It () ; 
free(colorsbuf); 
free (intbuf); 
pdl9.DestroyWindow(); 
return !canceled; 
bool CFilter::convolution() 
II 
II 
II 
II 
II 
II 
II 
II Post: 
II 
II 
{ 
Desc: Custom convolution filter. For each pixel in the original 
image, assigns the cooresponing pixel in the filtered image to the 
pixel with a weighted average of the surrounding pixels (the 
convolution kernel). The kernel is determined by CConvolutionDlg. 
Pre: m buf !=NULL; must call Filterinit() to initialize m_img and m f i Lt; 
true: m filt contains the filtered image in matrix form 
false: m filt is undefined (user pressed cancel in a dialog) 
II C~ll Dialog 
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CConvolutionDlg dlg; 
if (dlg.DoModal() != IDOK) 
return false; 
II ~nit Matrices m_img and m filt 
Filterinit (); 
II ~etup and Call Progress Di log 
CProgressDlg pdlg; 
pdlg.Create(); 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigned int pixelsProcessed = O; 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
float hcoe [5J [5J; 
hcoe [OJ [OJ 
hcoe [OJ [lJ 
hcoe [OJ [2J 
hcoe [OJ [3J 
hcoe [OJ [ 4 J 
hcoe[lJ [OJ 
hcoe [lJ [lJ 
hcoe[l] [2] 
bcoefiJ f3J 
hcoe [ 1] [ 4] 
hcoe [2) [ 0) 
hcoe[2] [l] 
hcoe [2] [2] 
hcoe [ 2 J [ 3 J 
hcoe [2 J [ 4 J 
hcoe [3] [OJ 
hcoe [3] [1 J 
hcoe [3] (2] 
hcoe[3J [3) 
hcoe [3] [4] 
hcoe[4J [OJ 
hcoe [ 4 J [ 1 J 
hcoe [4] (2) 
hcoe[4] [3] 
hcoe [4] [4] 
(float)dlg.m_iPosll; 
(float)dlg.m_iPos12; 
(float)dlg.m_iPos13; 
(float)dlg.m_iPos14; 
(float)dlg.m_iPos15; 
(float)dlg.m_iPos21; 
(float)dlg.m_iPos22; 
(float)dlg.m_iPos23; 
(float)dlg.m_iPos24; 
(float)dlg.m_iPos25; 
(float)dlg.m_iPos31; 
= (float)dlg.m_iPoa32i 
(float)dlg.m_iPos33; 
(float)dlg.m_iPos34; 
(float)dlg.m_iPos35; 
(float)dlg.m_iPos41; 
(float)dlg.m_iPos42; 
"' (float)dlg.m_iPos43; 
(float)dlg.m_iPos44; 
(float)dlg.m_iPos45; 
(float)dlg.m_iPos51; 
(float)dlg.m_iPos52; 
(float)dlg.m_iPos53; 
(float)dlg.m_iPos54; 
(float)dlg.m_iPos55; 
float R, G, B; 
int a, b, i, j, k, 1, x, y; 
canst int radius= 2; 
canst int circumference 
takes care of the 'center' 4; II actually 5, but the algorithm 
II pixel in implementation; this notion is taken from the 
II blur() filter 
f Loat; sum = 0; 
for (a= 0; a< 5; a++) 
for (b = 0; b < 5; b++) 
II convolution kernal sum 
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sum+= hcoe[a] [b]; 
if (sum <= 0) 
sum = 1; 
els El 
{ 
for (a= 0; a< 5; ++) 
for (b = O; b < 5; +) 
hcoe[a] [bl I= um; 
for (i = O; i < (int)m_height; i++) 
{ 
MB YESNO)==IDYES) 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
canceled 
break; 
true; 
for (j = O; j < (int)m_width; j++) 
{ 
R = G B O; 
for (k = 0; k <=circumference; k++) 
{ 
for (1 = O; 1 <=circumference; l++) 
{ 
x = i + k - radius; 
y j + 1 - radius; 
&& y < (int)m_width) if (x >= 0 && x < (int)m_height && y >= 0 
{ 
R += (float)m_img[x) [y] .r * hcoe[k) [l); 
G += (float)m_img[x) [y] .g * hcoe[k] [l); 
B += (float)m_img[x] [y] .b * hcoe[k) [l); 
} 
m filt[i)[j).color(R, G, B); 
pixelsProcessed++; 
if (pixelsProcessed % pixels 0) 
pdlg. Step It () ; 
pdlg.DestroyWindow(); 
return !canceled; 
bool CFilter: :oil() 
II 
II Desc: Oil paint effect filter. For each pixel, sets the 
II coor spqndi~g pixel in the filtered image to the 'most frequently 
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II appearing color' of the surrounding pix ls. 
II MostFrequentColor( .. ). Radius (brush s'z) 
II determined [1 .. 5] from COilDlg. Smoo hn s 
II determined from COilDlg. 
II Pre: m buf !=NULL; must c ll Fi.l ' Tni () 
II and m filt 
II 
II 
II 
{ 
C lls 
[10 .. 255) also 
o initialize m img 
Post: true: m filt contains th 
false: m filt is und fined 
in matrix form 
cancel in a dialog) 
I I Cqll Dialog 
COilplg d,lg; 
if (dlg.DoModal() != IDOK) 
return false; 
II ~nit Matrices m_img and m filt 
Fil terini t () ; 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg.Create(); 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigned int pixelsProcessed = O; 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
unsigned inti, j; 
for (i = 0; i < m_height; i++) 
{ 
MB YESNO)==IDYES) 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
canceled 
break; 
true; 
for (j = 0; j < m_width; j++) 
dlg .m_iSmooth); 
m_filt[i) [j) = MostFrequentColor(i, j, dlg.m_iBrush, 
pixelsProcessed++; 
if (pixelsProcessed % pixels O) 
pdlg. Step It () ; 
pdlg.DestroyWindow(); 
retu*n !canceled; 
bool CFilt r: :frostglass() 
II 
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II Desc: 
II 
II 
II 
II 
II 
II 
II 
II 
II 
{ 
frosted glass. For each 
in the filtered image to 
color'of the surrounding pixels. 
(frost amount) det rmin 
Pre: m buf !=NULL; must call 
and m filt 
Produces an image that appears he vi wer is looking through 
the cooresponding pixel 
(by intensity) random 
omColor( ... ). Radius 
[l .. 10) om CFrostGlassDlg. 
Filt Init() to initialize m_img 
Post: true: m filt contain tl 
false: m filt is undefined 
d image in matrix form 
ressed cancel in a dialog) 
II Call Dialog 
CFrostGlassDlg dlg; 
if (dlg.DoModal() != IDOK) 
return false; 
II Init Matrices m_img and m filt 
Filterini t () ; 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg:.Create(); 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigned int pixelsProcessed = O; 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
unsi~ned inti, j; 
for (i = 0; i < m_height; i++) 
{ 
if (pdlg.CheckCancelButton()) 
if (AfxMessageBox ("Are you sure you want to Cane· l ?", 
MB_YESNO)==IDYES) 
canceled 
break; 
true; 
for (j = O; j < m_width; j++) 
{ 
m_filt[i] [j] = RandomColor(i, j, dlg.m_iFrost); 
pixelsProcessed++; 
if (pixelsProcessed % pixels O) 
pdlg.Stepit(); 
pdlg.DestroyWindow(); 
return !canceled; 
bool CFilt~r: :randblur() 
II 
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II Desc: Radomly blurs square sections in h im e. User chooses 
II options from CRandBlurDlg: m_iSize is im n,ion of each square, 
II m iRadius is the blur radius (how much 'ch block is blurred), 
II m_iAmount is how many sqaures sections to lu 
II Pre: m buf !=NULL; must ca tl Filt Tni () to initialize m_img 
II 
II 
II 
II 
{ 
and m fiJ.t 
Post: true: m filt cont in th 
false: m filt is und find 
im ge in matrix form 
pressed cancel in a dialog) 
I I Call Dialog 
CRan8BlurDlg dlg; 
if (dlg.DoModal() != IDOK) 
return false; 
II rnit Matrices m_img and m filt 
F'i Lt.e r Iri.i t; (); 
II Setup and Call Progress Dialog 
CPro~ressDlg pdlg; 
pdlg.Create(); 
pdlg.SetRange(O, dlg.m_iAmount); 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
unsigned inti, j, k, l; 
unsigned int x, y; 
unsigned int ex, ey; II beginning coord (random) II end coord (from beginning) 
int rad= dlg.m iRadius; II blur radius (bluriness) 
int RiA.D =rad *-rad; II total num pix processed per block 
int rad2 =rad I 2; II half of the radius 
floa,t R, G, B; 
II ~ake copy of image 
for (i = O; i < m_height; i++) 
for (j = 0; j < m_width; j++) 
m _ f i lt [ i J [ j J = m_ img [ i J [ j J ; 
II a,nd blur some of it 
for (int numblurs = O; numblurs < dlg.m_iAmount; numblurs++) 
{ 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", MB_YESNO)==IDYES) 
canceled 
break; 
true; 
do 
{ 
x = int(rand() * ( (double)m_height I RAND MAX)); 
y = int(rand() * ( (double)m_width I RAND MAx)); 
ex= x + dlg.m_iSize - 1; - 
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ey = y + dlg.m_iSizc - 1; 
while (ex >= m_height I I ey >a m_width); 
for (i = x + rad2; i < x - 
for (j = y + r d2; j, 
{ 
2; '++) 
y - 2; j++) 
R = G = B = 0; 
for (k = O; (int)k <rad; k++) 
{ 
for (1 = O; (int)l <rad; l++) 
{ 
R += 
G += 
B += 
) 
(float)m_img[i+k-rad2) [j+l-rad2) .r; 
(float)m_img[i+k-rad2) [j+l-rad2] .g; 
(float)m_img[i+k-rad2] [j+l-rad2] .b; 
) 
m filt[i) [j) .color(BYTE(RIRAD), BYTE(GIRAD), BYTE(BIRAD)); 
) 
pdlg. Step It () ; 
pdlg.DestroyWindow(); 
return !qanceled; 
bool CFilter::raindrops() 
II 
II 
II 
II 
II 
II 
II Post: 
II 
II 
{ 
Desc: Produces effect of water drops on a surface. Number of 
water drops (dlg.m_iAmount) and maximum size (dlg.m_iSize) are 
determined from CRaindropsDlg. 
Pre: m buf !=NULL; must call Filterinit() to initialize m_img 
and m filt 
true: m filt contains the filtered image in matrix form 
false: m filt is undefined (user pressed cancel in a dialog) 
I I Call Dialog 
CRaindropsDlg dlg; 
if (qlg.DoModal() != IDOK) 
return false; 
II +nit ~atrices m_img and m filt 
Fi~terinit(); 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg.Create(); 
pdlg.SetRange(O, dlg.m_iArnount); 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
inti, j, k, 1, m, n;ll for loop processing (image coordinates) 
int x, y; II center coord of raindrop (random) 
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double r, a; II polar coordinates of r.aln rop (radius, angle) 
double oldr; II polar radius b fore ish eye transformation 
bool findanother false; II used o in ' ood' random 
coordinate of raindrop 
int count= 0; 
int SIZE = dlg.m_iSize; II siz of l rgest raindrop (from dialog) int size; II size of current raindrop int size2; II half of the current raindrop size int R; II maxi um raindrop radius (same as size2) 
double w = 0.4; 
double s; 
II fish eye coefficients 
int blurrad;ll blur radius (half size of blur blur kernel 
floa,t red, gre, blu; II red, green, blue 
values used in blur of raindrop 
int num; II num of pixels in blur kernel 
boolmatrix bmtx; 
bmtx = CreateBoolMatrix(m_height, m width); 
II set up bool matrix (to test raindrop location) 
II anq make copy of image 
for (i = O; i < m_height; i++) 
for (j = O; j < m_width; j++) 
{ 
bmtx [i] [j] = false; 
m _ f i 1t [ i l [ j l m_ img [ i l [ j ] ; 
II do raindrops 
for (int numblurs = 0; numblurs < dlg.m_iA.rnount; numblurs++) 
{ 
if (pdlg.CheckCancelButton()) 
if (AfxMessageBox ("Are you sure you want to Cancel? 11, MB YESNO)==IDYES) 
canceled 
break; 
true; 
II determine size 
size = rand () * ((double) (SIZE-5) I RAND_MAX) + 5; 
size2 =size I 2; 
R size2; 
s =RI log(w*R+l); 
II find random coord to make raindrop 
count O; 
do 
{ 
findanother =false; 
x int (rand() * ((double) (m_height-1) I RAND MAX)); 
y = int(rand() * ((double) (m_width-1) I RAND_MAX)); 
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if (bmtx [x] [y]) 
findanother = tru 
else 
{ 
for (i = x- 'zc2; i ·+sizc2; i++) 
for (j = y- i~ 2; j <~ y+size2; j++) 
{ 
j >= O && j < (int)m_width) 
if (i '= 0 & i < (int)m_height && 
if (bmtx[i][j)) 
findanother true; 
count++; 
while (findanother && (count< 10000)); 
if (count>= 10000) 
{ 
numblurs = dlg.m_iAmount;ll this will kill the for loop 
pdlg.SetPos(lOO); 
break; II stop us from doing this raindrop 
II do fisheye for square of sides size around that point 
II double for loop around center of raindrop 
for (i = -1 * size2; i <size - size2; i++) 
{ 
for (j = -1 * size2; j <size - size2; j++) 
{ 
II convert this square to polar 
r = sqrt(i*i + j*j); 
a= atan2( (float)i, j);ll calculates arctan(ilj) 
II if we're inside R (i.e. inside the circle, inside the square) do ... 
if (r <= R) 
{ 
oldr = r; 
II m~ke transformation using Basu and Licardie model (DEVEOl] 
r = (exp(rls)-l)lw; 
II convert to cartesian; displace to (y,x) 
k x + int(r * sin(a)); 
1 = y + int(r * cos(a)); 
II double for loop around raindrop to (y,x) 
m x + i; 
n = Y + j; 
if (k >= 0 && k < (int)m_height && 1 >= 0 && 1 < (int)m_width) 
if (m >= 0 && m < (int) m_height && n >= 0 && n < (int)m_width) 
{ 
m_filt [ml [n] = m_img[k] [l]; 
bmtx [m] [n] = true; 
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if (dlg.m_bHighlight) //if Lh us r w nts highlight/shadow 
{ 
if (ol r >= 0.9 * R) 
{ 
if ( ( ' 0) (a > -2. 25)) 
m filt [m] [nl .darken (80); 
- els if ( ( -2.25) && (a> -2.5)) 
m filt[ml [nl .dark n(40); 
- else if ((a<= 0.25) && (a> 0)) 
m filt [ml [n ] .darken (40); 
else if (oldr >= 0.8 * R) 
{ 
if ((a<=-0.75) && (a>-1.50)) 
m filt [ml [ri] .darken (40); 
else if ((a<= 0.10) && (a> -0.75)) 
m filt[ml [nl .darken(30); 
else if ((a<= -1.50) && (a> -2.35)) 
m f.:\.lt [ml (n] . darken ( 30) ; 
else if (oldr >= 0.7 * R) 
{ 
if ((a<= -0.10) && (a > -2.0)) 
m filt [ml [nl .darken (20); 
- else if ((a<= 2.50) && (a> 1.90)) 
m f.:\.lt [ml [nl . lighten ( 60); 
} 
else if (oldr >= 0.6 * R) 
{ 
if ((a<=-0.50) && (a>-1.75)) 
m f.:\.lt [ml [n) .darken (20); 
else if ((a<= 0) && (a> -0.25)) 
m filt[m) [n ] .lighten(20); 
else if ((a<= -2.0) && (a> -2.25)) 
m filt [ml [nl. lighten (20); 
} 
else if (oldr >= 0.5 * R) 
{ 
if ((a<= -0.25) && (a> -0.50)) 
m f.:\.lt[ml [nl .lighten(30); 
else if ((a<= -1.75) && (a> -2.0)) 
m filt[ml [nl .lighten(30); 
else if (oldr >= 0.4 * R) 
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if ( ( 
{ 
- -o. 5) (a> -1.75)) 
m filt[m] [n] .lighten(40); 
} 
els if (old >= 0.3 * R) 
{ 
i ((a = 0) && (a> -2.25)) 
m filt [ml [n]. lighten (30); 
else if (oldr >= 0.2 * R) 
{ 
if ((a<= -0.5) && (a> -1.75)) 
m f.i,lt[m) [n) .lighten(20); 
if (dlg.m_bHighlight)//don't blur the water unless using 
highlight/shadow 
{ 
blurrad =size I 25 + 1; 
for (i -1 * size2 - blurrad; i <size - size2 + blurrad; i++) 
{ 
for (j -1 * size2 - blurrad; j <size - size2 + blurrad; j++) 
{ 
II convert this square to polar 
r = sqrt(i*i + j*j); 
if (r <= R*l.1) 
{ 
red= gre = blu = O; 
num = 0; 
for (k -blurrad; k < blurrad + l; k++) 
for (1 -blurrad; 1 < blurrad + 1; l++) 
{ 
if (m >= O && m < (int)m_height && n >= 0 
m = x+i+k; 
n = y+j+l; 
&& n < (int)m width) { - 
red+= m_filt[m) [n] .r; 
gre += m_filt[m] [n] .g; 
blu += m_filt[m] [n] .b; 
num++; 
m x+i; 
n y+j; 
if (~ >= O && m < (int)m_height && n >= 0 && n < (int)m_width) 
m_f.i,lt[m) [n] .color(BYTE(red/num), BYTE(gre/num), BYTE(blu/num)); 
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pdlg.Stepit(); 
Fre~BoolMatrix(bmtx, m hight); 
pdlg.DestroyWindow(); 
ret~rn !canceled; 
bool CFilter::fisheye() 
II 
II 
II 
II 
II 
II 
II 
II 
II Post: 
II 
II 
{ 
Desc: Makes center of image appear as it was pushed out by a 
sphere or pushed in by a cone. User options from CFishEyeDlg: 
m binverse ==true, 'pushed in by cone' effect; m iBackround 1 -> 
leave background alone, 2 ->make background white, 3 3-> ma~e 
background black; m_iCurvature, amount to push out or in. 
Pre: ~_buf !=NULL; must call Filterlnit() to initialize m_img 
and m filt 
true: m filt contains the filtered image in matrix form 
false: m filt is undefined (user pressed cancel in a dialog) 
I I Call Dialog 
CFishEyeDlg dlg; 
if (qlg.DoModal() != IDOK) 
return false; 
II Init Matrices m_img and m filt 
Filterinit(); 
II Setup and Call Progress Dialog 
CProgressDlg pdlg; 
pdlg.Create(); 
unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
II 1% of total pixels 
unsigned int pixelsProcessed = 0; 
bool canceled= FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
int 
int 
i' j; 
x, y; 
II cartesian coordinates 
II converted cartesian coordinates 
doul;ile 
unsigned int R 
of polar qoordinates 
r, a;ll polar coordinates (radius, angle) 
(min(m_width, m_height)) I 2; II maxium radius 
double w c 0.001 * dlg.m_iCurvature; II curvature [0.001,0.1) 
II m iCurvature will return [1,100) 
i =RI log(w*R+l) ;II transformation coefficient douol 
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II set according to largesl r iu' 
II and curvature w 
int w;2 
int h2 
m width I 2; 
= m_height I 2; 
enum background {leave, white, bl ck}; 
int backgroundtype = dlg.m_iBackground; 
BOOL inverse= dlg.m_blnverse; 
II ~or loops with origin in center of image 
II [i,j) in terms of filtered image 
for (i = -l*h2; i < ( (int)m_height-h2); i++) 
{ 
if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
MB_YESNO)=~IDYES) 
canceled 
break; 
true; 
} 
for (j = -l*w2; j < ((int)m_width-w2); j++) 
{ 
II convert to polar 
r sqrt(i*i + j*j); 
a= atan2((float)i, j); II calculates arctan(ilj) 
II if we're inside R (i.e. inside the circle) do ... 
if (r <= R) 
{ 
II make transformation using Basu and Licardie model [DEVEOl] 
if (!inverse) 
r = (exp(rls)-l)lw; 
else 
r = s * log(l+w*r); 
II convert back to cartesian 
x int (r * cos(a)); 
y =int (r * sin(a)); 
II move origin back to bottom left 
x += w2; 
y += h2; 
m_filt[i+h2) [j+w2] .b 
m_filt[i+h2) [j+w2] .g 
m_filt [i+h2] [j+w2] .r 
m _img [y] [x] .b; 
m_img[y] [x] .g; 
m _ img [ y] [ x] . r; 
II if we're outside R, do not curve 
else 
{ 
switch (backgroundtype) 
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{ 
case leave: m_filt[i+h2) [j+w2] .b • m_imq[i+h2] [j+w2] .b; 
m filt[i+h2] [j+w2] .g m_img(i+h2] (j w2) .g; 
m_filt[i+h2] [j+w2] .r = m_img[i+h2] [jt-w2] .r; 
case whit 
break; 
m_ ilt[i~h2] [j+w2] .b 255; 
m filt(i+h2][j+w2].g = 255; 
m_filt[i+h2] [j+w2) .r = 255; 
default: 
break; 
m_filt[i+h2] [j+w2] .b O; 
m filt[i+h2] [j+w2] .g 0; 
m f i 1 t [ i + h2] [ j +w2] . r 0; 
- } 
pixelsProcessed++; 
if (pixelsProcessed % pixels 0) 
pdlg. step It () ; 
pdl~.DestroyWindow(); 
ret~rn !canceled; 
bool CFilter::polar() 
II 
II 
II 
II 
II 
II 
II Post: 
II 
II 
{ 
Desc: Pretends the coordinates of the image are polar instead of 
cartesian and plots the polar coordinates as cartesian. No user 
option dialog. Pre: m buf !=NULL; must call Filterlnit() to initialize m_img 
and m filt true: m filt contains the filtered image in matrix form 
false: m-filt is undefined (user pressed cancel in a dialog) 
II Init Matrices m img and m filt 
Fil terini t () ; 
II 1% 
II Setup and Call Progress Dialog 
CPro~ressDlg pdlg; 
pdlg,Create(); unsigned int pixels= (unsigned int) (m_height * m width* 0.01); 
of total pixels 
unsigped int pixelsProcessed = O; 
bool panceled =FALSE; 
II Filter Algorithm lllllllllllllllllllllllllllllllllllll 
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int i, j; 
II -cartesian coordinates 
int x, y; 
II converted cartesian coordin t s 
int k, 1, m; 
double r, a; 
II polar coordin t dius, ngl) 
unsigned int R (min(m_width, m_height))/2; 
of polar coordinat s 
II rnaxium radius 
int w2 = m width I 2; 
int h2 m=height I 2; 
for (k O; k < (int)m_height; k++) 
for (1 = O; l < (int)m_width; l++) 
m filt[k] [1] .color(255); 
for (i = O; i < (int)rn_height; i++) 
{ if (pdlg.CheckCancelButton()) 
if(AfxMessageBox("Are you sure you want to Cancel?", 
MB_YESNO)==IDYES) 
canceled 
break; 
true; 
for (j = O; j < (int)rn_width; j++) 
{ /I move x, y so centerpixel is (0,0) -- for polar 
conversion 
x i - h2; 
y j - w2; 
/I convert [x,y] to polar 
r sqrt(x*x + y*y); 
a= atan2((float)x, y); 
II scaling x int(r*m height/R); 
y = int(a*m=width/6.2832); 
//move origin to top center (visually) 
x = m_height - x - l; 
y += w2; 
k i; 
1 j; 
//rotate filtered image 90-degrees clockwise 
m l; 
1 = k; 
k = m height - m; 
//displace back to center origin 
k += ( w2 - h2) ; 
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1 += (w2 - h2) ; 
II plot the pixel, if it 
if (1 >= 0 && 1 < (int)m_width && k 
if (x >= 0 && x < (int)m_hci ht,, y 
m_filt[k) (1) .color(m_img[x) [y) .r, m im 
xi, s 
0 k < (int)m_height) 
0 y < (int)m_width) 
[ x) [ y J • g, m _ img [ x J [ y] . b) ; 
pixelsProcessedt+; 
if (pixelsProc sed i pixels -- 0) 
pdlg.St It(); 
} 
pdlg.DestroyWindow(); 
ret~rn !canceled; 
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