Abstract. Dynamic labeling schemes for XML updates have been the focus of significant research activity in recent years. However the label storage schemes underpinning the dynamic labeling schemes have not received as much attention. Label storage schemes specify how labels are physically encoded and stored on disk. The size of the labels and their logical representation directly influence the computational costs of processing the labels and can limit the functionality provided by the dynamic labeling scheme to an XML update service. This has significant practical implications when merging XML repositories such as clinical studies. In this paper, we provide an overview of the existing label storage schemes. We present a novel label storage scheme based on the Fibonacci sequence that can completely avoid relabeling existing nodes under dynamic insertions. Theoretical analysis and experimental results confirm the scalability and performance of the Fibonacci label storage scheme in comparison to existing approaches.
Introduction
There has been a noticeable increase in research activity concerning dynamic labeling schemes for XML in recent years. As the volume of XML data increases and the adoption of XML repositories in mainstream industry becomes more widespread, there is a requirement for labeling schemes that can support updates. While read-only XML repositories such as data warehouses have seen significant optimization using views and query adaptation [13] , and novel approaches to multi-dimensional modeling [6] faciliate complex rollup and drill-down operations, these efforts do not tackle issues of major changes to the underlying XML documents.
A major obstacle in the provision of an XML update service is the limited functionality provided by existing dynamic labeling schemes. There are a number of desirable properties that characterize a good dynamic labeling scheme for XML [16] , such as the ability to determine ancestor-descendant, parent-child, and sibling-order relationships between nodes from the labels alone; the generation
The research leading to these results has received funding from the European Union Seventh Framework Programme (FP7/2012) under grant agreement no. 304979. of compact labels under arbitrary dynamic node insertions; and the ability to support the reuse of deleted node labels. In this paper, we address the problem of storing scalable binary encoded bit-string dynamic labeling schemes for XML. By scalable, we mean the labeling scheme can support an arbitrary number of node insertions and deletions while completely avoiding the need to relabel nodes. As the size of the databases grow from Gigabytes to Terabytes and beyond, the computational costs of relabeling nodes and rebuilding the corresponding indices becomes prohibitive, not the mention the negative impact on query and updates services while the indices are under reconstruction.
Motivation
The In-MINDD FP7 project is funded by the European Commission to investigate means to decrease dementia risk and delay the onset of dementia by combining areas of social innovation, multi-factorial modelling and clinical expertise [8] . The project aims to quantify dementia risk and deliver personalised strategies and support to enable individuals to reduce their risk of dementia in later life. One of the main tasks is to integrate longitudinal studies such as the Maastricht Ageing Study (MAAS) [9] , construct XML views, and integrate the views for various clinical studies. However, this integration process requires the threading of XML elements from one study into another, requiring many and frequent relabeling of nodes. The benefit of XML views is their highly interoperable qualities but their usage presents the problem of XML updates.
There are only two reasons that cause a dynamic labeling scheme to relabel nodes when updating XML. The first reason is that the node insertion algorithms of the dynamic labeling scheme do not permit arbitrary dynamic node insertions without relabeling. For example, when a new node is inserted into an XML tree, the DeweyID labeling scheme [21] requires the relabeling of all following-sibling nodes (and their descendants). The second reason that causes a dynamic labeling scheme to relabel nodes is due to the overflow problem.
The Overflow Problem. The Overflow Problem concerns the label storage scheme used to encode and store the labels on disk or any physical digital medium and affects both fixed-length and variable-length encodings. It should be clear that all fixed length label storage schemes are subject to overflow once all the assigned bits have been consumed by the update process and consequently require the relabeling of all existing nodes. It is not so obvious that variable-length encodings are also subject to the overflow problem. Variable length labels require the size of the label to be stored in addition to the label itself. Thus, if many nodes are inserted into the XML tree, then at some point, the original fixed length of bits assigned to store the size of the label will be too small and overflow, requiring all existing nodes to be relabeled. This problem has been named the overflow problem in [11] .
We hold the position that a modern dynamic labeling scheme for XML should not be subject to the overflow problem. All dynamic labeling schemes subject to the overflow problem must relabel existing nodes after a certain number of
