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As a part of the food insecurity early warning system based on local 
participation, a robust and scalable database service is required. This 
necessity caused by the large area of services which include 34 provinces, 416 
districts, 7,215 sub-districts and 80,534 villages in Indonesia. The abundant 
number of the expected daily transaction might not be handled properly using 
the traditional model. In this research, we design, implement, and optimize the 
NoSQL database to create scalable, dynamic, and flexible database service 
for the early warning system. The cohesion of the model is then measured, 
resulting in 5 entities with high cohesion, 16 with moderate cohesion, and 3 
with low cohesion. After refactoring, we reduced the number of the low-
cohesion entity into one and increased the average cohesion from 0.62 to 0.67. 
An empirical experiment was conducted to compare the response time before 
and after the refactoring. As the results, the average response time is 
decreased from 11.0 ms to 7.99 ms or equal to 1.38 in speedup. The 
experiment results suggest there is an impact of the logical data model 
improvement, by increasing their cohesion, to the performance of the NoSQL 
database. 
1. Introduction 
In the previous works [1], we proposed the design of local community based early warning system for food 
insecurity in Indonesia. By using the system, the local community will send food security observation data on a real-
time basis. The data then used by the system to create an early warning of food insecurity incident on the region. As 
the potential area of service is nationwide (covers 34 provinces, 416 districts, 7,215 sub-districts and 80,534 villages) 
and around 64.8% of Indonesia citizen has access to the Internet [2], a vast number of observation data will be harvested 
daily. To process all the data correctly and efficiently, a robust and scalable database service is required. This is a 
daunting task for the relational database as its performance degrades rapidly as the data volume increases [3]. The 
option for scaling up using distributed computing also comes with a significant drawback, i.e. maintaining the relationship 
in the distributed environment [4].  
The recent and most popular solution for scalable database services is NoSQL (“not only SQL”) database. 
Although this technology does not guarantee ACID (atomicity, consistency, isolation, and durability) properties, it 
guarantees BASE (basically available, soft state, eventual consistency) properties and complies to CAP (consistency, 
availability, partition tolerance theorem) [3][5][6]. Fundamentally, the NoSQL was designed to give more priority to the 
availability and scalability of database services than the consistency of the stored data. A number of NoSQL solutions 
already available in the market can be divided into four distinct categories based on the data model [3]: key-value 
database (Redis and Flare), column-oriented database (Cassandra and Hypertable), document database (MongoDB 
and CouchDB), and graph-based database. The performance of read, write, and delete operations of these databases 
already measured with MongoDB and CouchDB in the top [7][8][9][10]. 
Nowadays, MongoDB [11] stands as the most widely used NoSQL database management system (DBMS) 
[12][13]. As a document-based database, MongoDB stored its data as a JavaScript Object Notation (JSON) document 
instead of a record table. Each document can be considered analogues to an object in object-oriented programming. 
MongoDB also has a high-performance load balancer using sharding technology [14]. This DBMS used by Google 
Compute Engine, Facebook, and Adobe. Previous research also implements social networks [15], textbook 
management system [16], disaster management information system [17], sensor-based internet of things networks [18], 
and big data analytics platform [19].  
The aim of this study is to develop the NoSQL database design of the proposed food insecurity early warning 
system based on local community participation. We present the design using three-schema architecture (ANSI/SPARC) 
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which includes the conceptual, logical, and physical data model [20][21]. We evaluate and improve the logical model 
based on the cohesion metric [22][23] to ensure high cohesiveness. Finally, we compare the improvement of the 
database system before and after the improvement based on cohesion metric. 
 
2. Research Method 
The database was designed using three-schema architecture which includes three most common types of data 
model: the conceptual, logical, and physical data model [20][21].  
 
2.1 Conceptual Data Model 
We gather data from previous research [1] to identify the relevant entities involved in the system and their 
relationship. The system is divided into two parts: an e-participation application for food insecurity reporting and an e-
initiative application for crowdfunding campaigns against food insecurity. From the data, we create a high-level map of 
entities and their relationship.  
 
2.2 Logical Data Model 
Logical data modelling is a process of capturing the details of a business process. The process of modelling 
logical data describes processes that are more detailed than the process of conceptual data [21]. We choose to 
represent the logical data model using the unified modelling language (UML), i.e. the class diagram [24], as the model 
also used for the other applications, i.e. the backend service, the web application, and the mobile application. 
In this phase, we check the quality of the logical data model by measuring its cohesion [22][23]. Class cohesion 
refers to the relatedness of the class members and serves as one of the important aspects of the class design quality 
[25]. The high cohesion value indicates the module already well-divided into smaller components with a strong internal 
relationship between attributes, methods, and classes. The cohesion value range is between 0 to 1. According to [26], 
the value between 0.8-1.0 shows high cohesiveness, 0.5-0.8 shows normal cohesiveness, and the rest shows weak 
cohesiveness. Equation 1 is used to measure the connectedness value from each method in particular class X [27]. 
 
R(M)=
MO
TG
 (1) 
 
 
 
R(M) : connectedness value from method M. 
MO : the number of groups in which methods M appears. 
TG : total number of groups in class X. 
 
To calculate the overall cohesion of each class X, Equation 2 is used to get the average connectedness value 
from all method in class X. 
 
Cohesion(X)=
∑R(M)
TM
 (2) 
 
Cohesion(X) : class X cohesion value. 
∑𝑅(𝑀)          : the total sum of all connectedness values of all methods in class X. 
TM  : total number of methods in class X. 
 
Depends on the results of the cohesion measurement, a refactoring of the logical data model will be conducted 
to achieve high cohesiveness. The comparison of cohesion value before and after refactoring will be compared. In this 
research, we also do an empirical experiment to measure the impact of the refactoring to the database performance.  
 
2.3 Physical Data Model 
The physical data model is more detailed and less generic data model [21]. We implement the physical data 
model in MongoDB as documents and collections. 
 
3. Results and Discussion 
3.1 Conceptual Data Model 
The conceptual data model of the database is depicted in Figure 1. The model consists of 22 entities involved in 
the use case description [1]. Several key entities from previous research are described in Table 1. 
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3.2 Logical Data Model 
In the logical data model, we design a more detailed diagram of the data model. We use a class diagram to depict 
the entity along with their relationship and attributes Figure 2. Afterwards, the cohesion value of each class in the logical 
data model will be calculated. 
 
3.2.1 Evaluation of Logical Data Model by Cohesion Measurement 
In this phase, we evaluate the logical data model using cohesion metrics [27]. For illustration, we illustrate this 
process using the User class in our logical data model. Table 2 illustrates the four methods and five attributes mapping 
in the User class. From this mapping, each attribute then grouped based on their related methods Table 2. Using 
Equation 1, the connectedness value of each method can be calculated Equation 3, Equation 4, Equation 5, and 
Equation 6. 
 
Figure 1. The Conceptual Model 
Table 1. The Description of a Key Entities in the Early Warning System 
Entity Description 
User The super class of three main users in the early warning system: patriot, donor, and admin. 
Patriot A local recruited to regularly observe at most ten poorest family in their region. Their identity needs 
to be verified and they can have a reward for their contribution. 
Donor A donor can donate for a food insecurity campaign. 
Admin An actor whom responsible to verified the patriot and donors. An admin also responsible to input 
the observed family into the database. 
Campaign A campaign to gather a fund or goods to eradicate observed food insecurity which previously 
reported by the patriot. A campaign should have a regularly updated information. 
Family A high-risk family that prone to food insecurity. 
Report The regular report from the patriot based on their observation. This report consists of eleven yes-no 
indicators that can be processed to predict food insecurity incident.  
Reward A virtual reward in form of badge given to an active patriot. 
Donation Money or good donation from donors to a campaign. 
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Figure 2. The Logical Model Presented Using a Class Diagram 
 
 
Figure 3. Methods and Attributes Mapping Example of the User Class 
 
Table 2. Usage Mapping Results of Attributes of the User Class 
Class Atribute method Group 
User id editProfil(),getProfil(),login(),signUp() 1 
 email editProfil(),getProfil(),login(),signUp() 1 
 name editProfil(),getProfil(),signUp() 2 
 profilePic editProfil(),getProfil(),SignUp() 2 
 privilege getProfil(),login(),signUp() 3 
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R(getProfil) =
3
3
=1.00 (3) 
  
R(signUp) =
3
3
=1.00 (4) 
  
R(login) =
2
3
=0.67 (5) 
  
R(editProfil) =
2
3
=0.67 (6) 
 
These values are then used in Equation 2 and the cohesion of the User class can be calculated and equal to 
0.83 Equation 7. The cohesion value of the rest of the class is presented in Table 3. From the 22 classes measured, 
there are 5 classes with high cohesiveness, 16 with normal cohesiveness, and 3 with low cohesiveness. The low-
cohesive classes are Donor, Patriot, and Admin. They are the classes which represent the user in the data model. To 
improve this, the refactoring of the logical data model is conducted.  
 
Cohesion(User) =
∑R(M)
TM
=
(1.00+1.00+0.67+0.67)
4
 
=
3.33
4
= 0.83 
(7) 
 
3.2.2 Refactoring the Logical Data Model 
 
(a) Refactoring of Admin class 
 
(b) Refactoring of Patriot class 
 
 
(c) Refactoring of User class 
Figure 4. The Refactoring Process of the Low-Cohesive Classes 
Kinetik: Game Technology, Information System, Computer Network, Computing, Electronics, and Control 
 
© 2020 The Authors. Published by Universitas Muhammadiyah Malang 
This is an open access article under the CC BY SA license. (https://creativecommons.org/licenses/by-sa/4.0/) 
 
 
                    
 
166 
The refactor is done by moving the method from the class with the lowest cohesion value to another class with 
more relevance to the methods. In this case, we move several methods from the Admin class to Patriot, Donor, User, 
and Campaign class Figure 4. After the refactoring finished, we recalculate the cohesion of all updated class and the 
results show a significant increase in cohesion in several classes Table 3. Currently, there are 5 classes with high 
cohesiveness, 18 with normal cohesiveness, and 1 with low cohesiveness. The average value of cohesion also 
increases from 0.62 to 0.67 after the refactoring. 
 
Table 3. Comparison of Cohesion Value Before and After the Refactoring Process 
No Class 
Cohesion  
No Class 
Cohesion 
Original Refactored  Original Refactored 
1 Achivement 1.00 1.00  12 Agregation 0.56 0.56 
2 Drop Point 1.00 1.00  13 Village 0.55 0.55 
3 Fund 1.00 1.00  14 SubDistrict 0.55 0.55 
4 User* 0.83 0.87  15 District 0.55 0.55 
5 UpdateCampaign 0.80 0.80  16 Province 0.55 0.55 
6 Family 0.67 0.67  17 Goods 0.52 0.52 
7 UserDetails 0.67 0.67  18 Report 0.52 0.52 
8 Reward 0.64 0.64  19 Campaign 0.50 0.56 
9 Address 0.63 0.63  20 Donor* 0.46 0.54 
10 Donations 0.60 0.60  21 Patriot* 0.25 0.40 
11 WebView 0.58 0.58  22 Admin* 0.15 1.00 
 
3.3 Physical Data Model 
We implement the physical data model in the MongoDB 4.0 using the assistance of RoboMongo3T as a graphical 
user interface. As MongoDB uses documents and collections to represent each entity, we create the representation of 
the logical data model as documents and collection that were written in JSON. This documents then formatted into 
Binary JSON (BSON) format and stored in the MongoDB database. The JSON format stores data in the form of an 
array of strings and allows an attribute to store an object in the form of an array of objects. Figure 5 depicts the JSON 
of the MongoDB collection to represent the user in the database. 
 
 
Figure 5. Example of the JSON Collection Describing a User in MongoDB Implementation 
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3.4 Analysis of Performance Improvement 
Lastly, we test the performance of the database using the original and refactored logical data model to see 
whether the refactoring does improve the response time. We implement a simple backend system using Node.js to 
access the database. We install the backend system in the following environment: Ubuntu Server 18.0 as an operating 
system, Intel Core i7 3.4 GHz, RAM 8 GB, and HDD 1 terra byte. To do the API call, we used Postman 7.2.0. The trial 
was repeated 10 times for each method to get the response time of each method. The response time is measured using 
Postman 7.2.0 in a millisecond format. For the measurement purposes, we load the database with dummy data (> 1000 
users) that represent the actual condition of the data. 
For the results, all methods tested show a decrease in response time Table 4. The average response time is 
decreased from 11.0 ms to 7.99 ms. This is equal to 1.38 in speedup. In conclusion, the increase in class cohesion 
value was accompanied by a decrease in response time. However, in further research, we recommend testing the 
performance in a distributed environment similar to the condition in which the proposed early warning system will be 
installed. 
 
Table 4. Comparison of Empirical Performance of the Database, Before and After Refactoring Process 
No Method A: Original (ms) B: Refactored (ms) Speed-up (A/B) 
1 assignPatriot() 12.5 8.3 1.51 
2 deactivatePatriot() 10.2 8.0 1.28 
3 verifPatriot() 10.3 7.6 1.36 
4 rejectPatriot() 10.2 7.9 1.29 
5 activatePatriot() 8.8 7.6 1.16 
6 rejectDonor() 10.4 7.0 1.49 
7 verifDonor() 11.5 7.5 1.53 
8 rejectCampaign() 12.8 10.7 1.20 
9 deleteUser() 12.3 7.3 1.68 
 AVERAGE 11.0 7.99 1.38 
 
3.5 Impact of Cohesion Improvement to NoSQL Database Performance 
From the refactoring process, we observe that by increasing cohesion of the logical data model, the performance 
of the database increased by the factor of 1.38. Cohesion, along with coupling, is fundamental metrics to measure the 
quality of the object-oriented system by quantifying the modularity of the system [28]. This is in line with the nature of 
NoSQL database design which prefers de-normalized form contrary to the conventional relational database [29]. 
Although previous research already suggested UML for NoSQL database design [30], there is a lack of confirmation 
regarding the impact of cohesion and coupling to the performance of NoSQL database. We suggest further research to 
investigate this phenomenon using more robust testing to measure the correlation between cohesion of the logical data 
model with the performance of the database.  
 
4. Conclusion 
In conclusion, this research has developed and optimized the NoSQL database for food insecurity early warning 
system based on local community participation. We optimize the logical data model by using the cohesion 
measurement. After the refactoring, we improve the average cohesion from 0,62 to 0,67. The refactoring has a 
significant impact on the performance of the database. All methods tested show a decrease in response time. The 
average response time is decreased from 11.0 ms to 7.99 ms. This is equal to 1.38 in speedup. The increase in class 
cohesion value was accompanied by a decrease in response time. We suggest a further research to investigate this 
phenomena using more robust testing.  
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