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Introduction
An atomic web service is a basic unit of operation in a Service-oriented Architecture (SOA). However, in general, an atomic web service is not able to satisfy the functional requirements of complex tasks. Therefore, it is desirable to logically connect several atomic web services to satisfy complex functional requirements, leveraging the loose coupling characteristics of SOA. For example, an atomic web service may be sufficient to retrieve a map of a location or obtain the weather conditions of a region. However, such piecemeal information by itself is not very useful. For example, in geospatial domain, one example application is the construction of a landing plan that takes location, time and .
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Manuscript approved April 15, 2009. equipment as inputs, and provides a map of the landing area annotated with weather, meteorology, and tidal conditions. Figure 1 shows a high-level abstract specification of such task with the circle and its label denoting the high level task and its goal, and inputs and outputs denoted as arcs.
Figure1.Abstractspecificationofalandingplantask
In general, we would not expect to find an atomic web service that would take these exact inputs, produce the desired output, and satisfy any user constraints outlined in the task description. Therefore, we would need to take individual web services and put them together in a way that the goal of the landing plan is met. This requires decomposing an abstract specification into an abstract (composite) workflow composed of subtasks that eventually correspond to web services, with the subtasks connected through some process logic. For example, Figure 2 can be thought of as an abstract workflow derived from the high-level abstract specification of Figure 1 . The circles represent the individual tasks, and the arcs denote the data flow. When each task is sufficiently simplified into subtasks by decomposing a higher-level specification and constraints, atomic web services are bound to these individual tasks, and executed according to the logic of the workflow.
The logic involved in creating a landing plan, or any other complex task for that matter, is not trivial. The workflow, or a series of tasks to create a successful landing plan, requires multiple tasks to fork and merge at appropriate steps. Other scenarios may be more complex, requiring conditional invocation, parallel execution of web services, etc.
Traditionally, web service composition has been performed manually, making it a difficult and error prone task. In this paper, we present a framework for automatic web service composition. We also discuss various options at each stage of the composition, and their pros and cons. Lastly, we provide a guideline for the geospatial domain as to what options to choose in each stage of the composition process, as well as a recommendation.
Figure2.Abstractworkflowofthehigh-levellandingplan
Issues in Web Service Composition
In this section, we examine various steps of web service composition and review the state of art in automatic web service composition.
A Typical Manual Web Service Composition Process
In this section, we discuss the various steps for creating a composite web service manually. Throughout this paper, we use the landing plan that was introduced in section 1 as an example.
Initially, a user would create an abstract specification of a high-level task. The specification may include the task goals, I/O and control parameters, and any conditions and effects. As a next step, if the user possesses enough domain knowledge, he could create an abstract composite workflow similar to that of Figure 2 by decomposing the specification. If the user lacks domain knowledge, he would not have the skill set required to do this manually and therefore would not be able to create a composite workflow at all.
To create the abstract workflow, the user may utilize some web service standard language such as WS-BPEL [1] or OWL-S [2] . Besides the basic flow of the process, additional constraints such as QoS parameters and security policy information may be specified for the task as a whole or each subtask within the workflow. At this point, the user needs to have some guarantee that the abstract workflow he created satisfies his intended highlevel goal. Next, the user would have to bind web services to his workflow. The most widely used method is to search and discover services published in a web service repository such as UDDI [3] . There is no guarantee that services will be a one-to-one match with the task descriptions: I/O parameter differences may make them incompatible, several tasks may be fulfilled by one service, requiring further decomposition of the specification, or visa versa. Therefore, web service discovery is a non-trivial task. Once the user binds services to tasks, an executable process is created. As the process is executed, the user needs to monitor the execution and handle faults if they arise.
This kind of direct manipulation provides the user with a great deal of control over exactly how and what to specify. It also means that the user must possess a good deal of knowledge not only in the application domain but also about web service standards and security requirements, etc. It is also a time-consuming and error-prone process with no guarantee that the end result will indeed satisfy the user's requirements. Therefore, some tools and techniques that facilitate automatic composition are desirable.
Current State of the Art
Automation of web service composition is not a new concept. There are many proposed solutions for automated or semi-automated web service composition [4] [5] [6] [7] [8] [9] [10] . However, while a great deal of work has been done in this area, these works have mostly focused on only one or two aspects of the composition problem. A bulk of the literature focuses on the planning aspect of web service composition, with some attention to the validation and execution aspects. Papers that address the planning phase generally are divided into two categories; those that view planning as a workflow problem using templates [11] [12] [13] , or as an AI planning problem [6, 7, 14] .
Proposed solutions also tend to champion only one option or technology in the overall composition process. For example, there are papers that focus on fully automatic composition, while others propose semi-automatic (or user-involved) composition in various stages of service composition to ensure the validity of the composed workflow [15, 16] . Another area where authors' opinions diverge is in the use of semantics. While many focus on the syntactic representation of web service composition, others argue that without semantics, various composition strategies are not adequate enough to create workflows that satisfy user goals [17, 18] .
When papers do address overall composition issues, they lack a high-level view, leaving the user mired in the low-level details and without enough options. For example, Rao and Su [8] present the following phases of the web service composition process: presentation of a single service, translation of the languages, generation of composition process model, evaluation of composite service, and execution of composite service. However, while they define these phases, they focus on the phase of web service process generation, and different methods available for that phase. They also do not discuss details of the pros and cons of the various options for each phase.
Finally, there has been some work in the geospatial domain related to web service composition [10, 19, 20] . However, these works suffer the same limitations that exist in the general web service composition literature. They either do not provide a useful framework [10, 19] or focus on the use of a set of technologies as a solution [20] .
In short, recent literature on web composition provides too narrow a scope. Some only discuss a portion of the process in detail while others provide an overall view, but with a narrow perspective. We need a high-level web service composition framework that addresses the composition process from start to finish while providing the reader with alternatives/options at each step and discussing the pros and cons of these options.
Requirements for Automatic Web Service Composition
Having examined the process of a user creating a composite web service manually and looked at current solutions in the literature, we now propose our framework for automatic web service composition. We begin by defining five phases of the composition process, based on the steps outlined in section 2.1. They are specification, planning, validation, discovery and execution with monitoring phases. This is a high-level abstraction of the composition process, with no consideration to a particular platform, algorithm, or approach. Within each phase, we can derive requirements that need to be met in an automatic web service composition framework:
• Specification phase: Provide an easy way for a user to specify task goals, requirements and constraints without extensive domain knowledge • Planning phase: Provide an automatic way to compose an abstract workflow based on the specification • Validation phase: Provide techniques to ensure that the composite process realized via an abstract workflow satisfies the user's stated task goals • Discovery phase: Provide a way to discover services that satisfy task specifications in the workflow • Execution with monitoring phase: Provide a framework for monitoring an executing service, and provide automatic fault-handling mechanisms Some of the infrastructure for this already exists (such as a web service repository). Also ontologies for semantic annotation are available albeit not used on a wide scale. There are available algorithms and tools for planning that assist the user to free them from the lowlevel technical details. These various components have to be put together in a cohesive way in order for the user to fully exploit them. 
A Web Service Composition Framework
This section presents a detailed description of the five composition phases in our proposed web service composition framework along with possible options.
Specification Phase
In this phase, the user specifies the goal he is trying to achieve from creating a complex task to be achieved through the composition of web services and produces an abstract specification. The specification should have enough detail to aid in creating the abstract specification and include functional and non-functional requirements. Functional requirements are constraints, control/data flow and high-level goal of the complex task. Non-functional aspects may include security policy, QoS constraints, etc. Desired behavioral issues (i.e. termination conditions, failure recovery requirements) should also be able to be specified.
Approaches
Tasks can be described in terms of the goal that they are trying to achieve and I/O parameters. For example, a credit card payment scheme can be described as having the goal of processing payments via credit cards, and taking a credit card number as input and receipt as output. In this approach there can be different levels of specificity such as a partial specification that outlines some of the tasks (or just a high level task such as that of Figure 1 ) or a full specification that details all the subtasks of the composition (such as that of Figure 2 ), depending on the user's level of domain knowledge. If a partial specification approach is used, the specification will need to be decomposed into smaller subtasks at a later time in order to create an abstract workflow.
Alternatively, when the process model is yet undefined or unknown, but the user does have a set of constraints and preferences, tasks can be described by their preconditions and effects (P/E) which effectively are the changes in state. Using the same example for a credit card payment/processing service, the precondition would be that the user's credit card has sufficient funds, and the effects (i.e. goal states) would be that the card has been charged. This latter approach is used in many AI planning schemes and does not require the knowledge of a predefined workflow.
Tools and Components
The languages used to specify the abstract specification can range from using a WS standard language such as OWL-S profile or WS-BPEL, or a dedicated formal service specification language [21] , 1 st order logic, graph modeling languages, etc .
Planning Phase
The planning phase takes the abstract specification created in the specification phase and produces an abstract composite workflow. If the specification did not contain enough detail (i.e., it was a partial specification) or was stated as P/E and goals, then the description needs to be decomposed into simpler steps in this phase.
Approaches
There are three main approaches in this phase.
• Workflow-based: In workflow-based composition, a composite process is viewed as a workflow, depicted as an acyclic directed graph, with control and dataflow specified. If in the specification phase, a full specification was created using OWL-S, then that can be used as the abstract workflow for the planning phase. Workflow-based composition requires extensive domain knowledge and at least some degree of manual implementation by developers, making it difficult, time consuming and error-prone [22] .
• Template-based: Templates describe the outline of activities needed to solve a problem. The templates can be parameterized with respect to some variables to allow customization based on user needs and preferences [13] . Templates are instantiated to create an executable workflow. The user can add security policies and requirements during the planning phase. Many template-based approaches extend standards such as OWL-S to describe templates [9, 11, 13, 23] . Once generated, templates have the advantage of being reused and extendible.
• AI Planning: AI planning techniques such as markov chains, backward chaining, graph theory-based, etc view web services as being described by their preconditions and effects. "AI planning is a way to generate a process automatically based on the specification of a problem. Planners typically use techniques such as progression (or forward state search), regression (or backward state search), and partial ordering." [10] . Most composition methods in this category are automatic and do not require user knowledge of predefined workflow.
Tools and Components
Most available planning tools use WS-BPEL with WSDL descriptions or OWL-S, while some AI planning tools use proprietary languages (such as PDDL, CSSL [8] , etc) that provide easy to validate logic.
Validation Phase
The validation phase takes an abstract composite workflow that is an output of the planning phase to address the following:
• Syntactic validation: Is the workflow well-formed and structurally correct (i.e. does not contain deadlocks, infinite cycles, etc)? Syntactic validation may be handled by the planning tool, depending on the approach used.
• Semantic validation: Does the plan satisfy user goals and requirements/constraints that were detailed in the specification phase?
If the user created more than one abstract composite workflow in the planning phase, there may be multiple candidates to validate. The result of the validation should produce a syntactically and semantically optimal abstract composite workflow.
Approaches
Most validation algorithms that check for satisfaction of constraints (semantic validation) are based on utility theory. Some algorithms are based on shortest path heuristics [20] or model checking [24] . Assumptions are made about the complex task, and the subtasks within the workflow. These assumptions and properties that the workflow is expected to fulfill are modeled in a formal language. If more than one workflow satisfies the requirements, the most optimal one is chosen. The methods of ranking the workflow are mostly based on QoS (e.g. shortest execution time) and best matching of I/O parameters.
The validation process may be an iterative one requiring the user to going back to either the specification or planning phase to create a better matching workflow, if workflows in the candidate list do not satisfy the user's stated goals.
Tools and Components
Since WS-BPEL and OWL-S are the two main specification languages used to create orchestrations, the majority of tools are developed specifically for one or the other. 
Discovery Phase
The discovery phase takes the abstract composite workflow, and finds suitable atomic services for each task in the workflow by querying service repositories.
Approaches
Discovered services can be bound to the corresponding subtasks in the workflow as they are found (design-time binding/static binding) or defined in abstract terms and bound to the subtask at run time (run-time binding/dynamic binding). Design-time binding may not be optimal if the status of the service can change while the process is executing. If services are not bound at discovery, but at run-time, it is possible to find alternative services when necessary.
A query may produce too many results (including unsatisfactory ones) or none at all. Possible reasons are the lack of sufficient description of the web services themselves, too many constraints on the subtasks of the workflow, lack of constraints of the subtask, insufficient decomposition of workflow into suitable subtasks, etc. These issues may require additional tweaking of the workflow or specification.
Tools and Components
The most widely used web service repository is UDDI, an XML-based open-industry initiative [3] . Another common repository is the ebXML registry [29] . These repositories differ in the way information is stored, the type of information stored, and the way they are envisioned to be used [30] .
Execution and Monitoring Phase
The execution and monitoring phase provides deployment and execution of a newly created composite service. This phase includes following control flows that were specified in the workflow and recovery mechanisms to ensure proper execution of composition.
Approaches
If design-time binding was used, selected services have already been bound and the workflow can be executed. However, if run-time binding is used, the discovered services can be checked to verify their availability. Alternate services can be selected if the first choice is unavailable at the time of execution. Postponing binding can lead to a more survivable workflow overall.
Monitoring the execution of the composite service can be thought of as an extension to the validation phase, except that the monitor deals with run-time services. It makes assumptions that the partner services should satisfy (according to the user's specification), and properties that the overall composite service must guarantee assuming that the services behave accordingly. Monitoring tools also examine the input/output messages passed from services as a way to check whether the service conforms to the user-defined interaction constraints and the service's advertised assertions.
When a service is unavailable or fails during the execution, failure recovery is done via web service substitution. When an alternate web service is substituted for a failed one, the new service should support all the functionality of the original service being replaced. In addition, when added to the composition, the new service should not alter the context of the composition [31] . If alternate services are not available, the user may be required to go back to previous stages to find an alternate candidate workflow, or modify the original workflow to accommodate an alternate service.
Tools and Components
Many execution engines are available for composite services created using WS-BPEL or OWL-S. These engines usually are capable of specification, validation, deployment, and management of composite workflows [26] . Various monitoring tools use AI planning algorithms such as model checking for run-time validation and formulation of properties [6, 24, 32] , similar to the available validation tools mentioned in section 3.2.2.
So far we have examined the various phases of web service composition. We examined the possible options for each phase and their pros and cons. A summary of the phases and available options is shown in Figure 4 .
Within our discussion of options, we have not mentioned the use of semantics. A semantic framework may require more component and tool support, and add an additional layer of complexity to the process. However, semantic annotations facilitate automatic matchmaking and machine understanding, enabling more accurate specification, matching, and validation. It is an option available throughout the composition process. 
Decision Tree for Web Service Composition
In this section we provide a list of factors that assist in the selection of options in each phase and the overall composition process. The factors are: 1) Availability of templates, 2) User's domain knowledge, and 3) Open-world vs. closed-world assumption.
There are certainly many other factors that may affect the decision-making process, such as the application type, estimated timeframe from specification to deployment, user's level of technical knowledge (such as web service standards), etc. However, these other factors are more orthogonal to the process and therefore are outside the scope of this paper. The factors identified above are described in more detail below.
1) Availability of templates
In our view, templates are a satisfactory compromise between manual composition, where the user retains control over the process, but is laborious, and full automatic composition where the user is freed from the complexity of the process, but must depend on the composition tools to correctly interpret and implement the user's intention. Therefore, barring other factors, the first thing to check is whether templates are available for the particular domain. If so, the user need only create a partial specification that can be used as the search query to retrieve candidate templates. If templates are not available, or if they are available but not satisfactory for the particular task, then alternate methods need to be considered, leading us to the next decision factor.
2) User's domain knowledge
When templates are not available, the user must create one. If the user possesses domain knowledge, he will be able to decompose the task statement and create a full specification that details the specific tasks and data/control flow among the tasks, as well as other nonfunctional requirements. From this point, the user can easily create an abstract composite workflow in the planning phase, based on the specification he created. However, if the user has limited domain knowledge, it cannot be expected of a user to create a full workflow. Instead, a specification stated in terms of preconditions and effects (P&E) can be created and used to create a workflow using AI planning techniques that does not require knowledge of the process model. Workflows created in either manner can be stored as templates for future use.
3) Open-world vs. closed-world assumption This is the last factor that we consider in the decision process. Closed-world assumption assumes the environment to be unchanged from the time a plan is generated to the time the plan is executed, disallowing unknown events [4] . Many AI planning algorithms work under this assumption. The open-world assumption is opposite. It provides a way to work under uncertainty while providing flexibility and a degree of execution guarantee. This is especially important when binding services to a workflow. After all, not all advertised or published services may be running and deployed at a given (execution) time. The services may suddenly become unavailable, or may have been redefined by the publisher making it no longer suitable for use in the workflow. Therefore, the assumption made here affects the discovery and execution/monitoring phases. If working under a closed world assumption, we can discover and bind during design time. However, if working under the open-world assumption, they are defined in abstract terms and matched with available services at run time during the execution stage.
We provide no options and thus no decision factors for the validation phase at this time. The full decision tree is shown in Figure 5 and how it works with the composition framework is depicted in Figure 6 .
Figure5.Decisiontreeforservicecompositionprocess
Figure6.Decisiontreewithinthecompositionframework
Recommendation for the Geospatial Planning Project
The goal of the geospatial planning project is to develop a system for automatically composing individual web services into a composite service, particularly in the geospatial domain. This will provide warfighters with the ability to create accurate mission plans utilizing various geospatial and environmental data sources in a timely manner.
Having outlined some guidelines on how to select options during the composition process, we can now make recommendations for selecting composition options specifically for the geospatial planning project. The summary recommendations are as follows. An explanation behind the reasoning of the selection of these options will follow.
• Specification Phase: Partial specification • Planning Phase: Template-based approach • Validation Phase: Syntactic and semantic validation of template • Discovery Phase: Static discovery with delayed binding • Execution/Monitoring Phase: Run-time binding Figure 7 shows the composition decision path for the geospatial planning project with options highlighted. Before we introduce the reasoning behind these recommendations, one thing to note is that we decided to use semantics throughout the composition process. This requires that all components and tools utilize semantics (via ontologies). To create an environment in which semantics is used, domain experts will have to create various ontologies that can be used to semantically annotate SOA components. Web service publishers/authors will have to annotate their services (descriptions and interfaces) with these ontologies. Furthermore, widely used (state of the art) tools need to be modified/extended so that they can process the semantics available. This includes tools that are available for every phase in the composition process. Hence, the following subsection will touch on the issues of incorporating semantics as well.
Figure7.CompositiondecisionpathfortheGeospatialPlanningProject
Reasons for the Recommendation
For the specification phase, we chose a partial specification approach. The geospatial domain is broad, encompassing many areas such as bathysphere, telemetry, imaging, etc. Therefore, it is hard to expect one user to be sufficiently familiar with all these domains, as well as the non-functional aspects of the required task. In addition, we believe that the use of templates in the planning stage is a good tradeoff between manual and fully automatic composition. Therefore, the specification phase need not require a full-blown specification. At a minimum, the specification should state the initial IO parameters, and the task goal as well as any constraints the user may require (e.g. the output must be in a certain format) to aid the search. The specification can be created using OWL-S Profile with semantic annotations. An example tool that can be used is the OWLS-Editor with a graphical interface to create the control structure.
For the planning phase, we choose a template-based approach (assuming templates are available) so that the partial specification from the previous phase can be used to search the repository (UDDI) for matching templates 1 . The semantic annotations used in the specification can assist in searching for more precise matches. Once a suitable template is found, it can then be customized with user's constraints. If no templates exist for the particular task, we propose/suggest that the user create his own workflow (which certainly could be saved as a template), from existing templates that can make up parts of the complex task, and adding components where necessary, or creating his own workflow from scratch using available tools such as OWL-S editor. Other arguments for using a template-based approach are the reusability factor and the minimum level of time and effort involved in composition.
For the validation phase, there is only one option to choose from. We will just validate the abstract process in terms of the validity of the workflow itself (i.e. syntactic validation), and to check if the workflow satisfies the goals (both functional and nonfunctional) defined by the user in the specification phase (i.e. semantic validation). Several tools are available for reasoning and validation of OWL-S. OWL-S Reasoner, Pellet, OWL-S Validator, and ConsVISor are example tools. We need to determine which of these tools would best suit our needs.
For the discovery phase, we adopt an open-world assumption since we cannot guarantee that discovered services will be available or unchanged at a later time. We propose to search for candidate atomic services to populate the abstract workflow, but defer binding the services to the workflow at a later time. When more than one candidate service is found for a specific task, we can keep the list of candidates sorted according to the user's stated preferences (regarding QoS, execution time, reliability, etc). The open world assumption allows us to expect that services up and running at discovery time not being available at run time, providing more flexibility within the execution stage. We can use NRL's semantic UDDI [33] as a repository to store descriptions of both atomic services and templates.
For the execution and monitoring phase, the effects of the open-world assumption in the discovery phase trickle down to enable run-time binding of atomic services to tasks in the abstract workflow. Services are bound to the workflow as it is executed, based on the results of the discovery phase and current state of the service. There are OWL-S execution tools such as OWL-S VM that provide a generic processor for the OWL-S process model and automatically invoke OWL-S services (this is an OWL-S execution environment). For monitoring, one possible tool we can employ is a network monitoring tool we developed at NRL. It is a network management tool that allows the user to only monitor the parts of the system that affect the services he is using. It can manage the candidate list of atomic services discovered in the previous phase and through a selector plug-in, determine service selection priority. Thus, if a service becomes unavailable, the tool selects the next service available in the list, sorted according to some predefined user ranking (e.g. QoS parameter).
Components Required to Realize Geospatial Planning Project
We will need a variety of tools and components to realize the geospatial planning project. While some required tools and components are available, some may not be sufficient for our purposes, necessitating additional research. This section examines the issues we need to address to implement the geospatial planning project.
First, since we will be utilizing semantics throughout the project, we will need to have a way to semantically annotate the various web service components. We require various geospatial related domain ontologies, and other ontologies dealing with the nonfunctional aspects of the tasks. We expect to be able to rely partially on previous or related work such as the NRL Security Ontology [34] . There are three major metadata specifications related to geographic digital data: Geographic Metadata Standard ISO 19115:2003 [20] , Dublin Core Metadata Initiative, and the Content Standard for Digital Geospatial Metadata, published by the Federal Geographic Data Committee (cite OntoMet). There is also the ISO 19115 ontology 2 for Geographic information. We need to examine these and see if it any are suitable for our needs or can be extended. We also need to identity other annotations we will want to use with our services to determine if there are already ontologies that provide the required semantics. If not, we will need to create them. We will use OWL, the Web Ontology Language [cite] for this purpose.
Second, we need to create a test bed of atomic services that can be used in the orchestration of a more complex service. These services may initially be created with WSDL, but should also be semantically annotated using OWL-S. Since we propose using a template-based approach for composition, we will need to research various templaterelated issues. For example, we will need to create a test bed of templates also annotated with OWL-S. Both the atomic services and templates need to be published into the semantic UDDI. This requires examining how to store templates into UDDI, and what degree of specificity should be added to the templates. In other words, we need to research how much of the functional and non-functional aspects of a task should be included in a generic template, and how much of it should be customizable.
Lastly, we will also need to consider what aspects of the task will be validated, and how best to model the process logic to facilitate validation.
While we have suggested some tools to use for some parts of the composition process, we need to examine these and see if they truly meet our goals. And for others, like the validation phase, we need to decide upon a tool. We also need to see if these various toolsets work together seamlessly throughout the composition process from specification all the way to execution and monitoring.
Conclusion
Manual web service composition is an error-prone, tedious process. On the other hand, while automatic web service composition frees the user from the burdens of manual composition, it takes control from the user. Also, full automatic composition is not at the technical stage yet where the user can fully trust the composition and execution results to be what the user intended it to be. For real-world applicability, we need to find an acceptable middle ground between manual and automatic composition that frees the user from the complexity of the process, but at the same time gives the user enough involvement in the process that provides them with confidence of the end result.
While there are many approaches to web service composition, there is no one-solutionfits-all approach. There is no absolute guideline as to how to proceed in the composition process. The decision to follow a certain composition path within the framework depends on many factors, the salient ones outlined and discussed here and examined within the scope of the geospatial planning project.
