Empirical data are required to determine the effect of rapid prototyping on software quality. We examine 34 published and unpublished case studies of the use of rapid prototyping in 'real-world' software development. We identify common observations, unique events, and opinions. We develop guidelines to help software developers use rapid prototyping to maximize product quality and avoid common pitfalls. .
Introduction
Prototyping affords both the engineer and the user a chance to 'test drive' software to ensure that it is, in fact, what the user needs. Also, engineers improve their understanding of the technical demands upon, and the consequent feasibility of, a proposed system. Prototyping is the process of developing a trial version of a system (a prototype) or its components or characteristics in order to clarify the requirements of the system or to reveal critical design considerations. The use of prototyping may be an effective technique for correcting weaknesses of the traditional 'waterfall' software development life cycle by educating the engineers and users (Harwood, 1987) .
Does the use of rapid prototyping techniques really improve the quality of software products? The relationship between development practices and quality must be determined empirically. Our objective is to learn how to improve the quality of software developed via rapid prototyping by drawing on the experiences of documented 'real-world' cases.
In this paper, we investigate the effect of rapid prototyping on software quality by examining both published and unpublished case studies. These case studies report on the actual use of rapid prototyping in developing military, commercial, and system applications. We analyse the case studies to identify common experiences, unique events, and opinions. We develop some guidelines to help software developers use rapid prototyping in such a manner as to maximize product quality and avoid common pitfalls.
The nomenclature regarding prototyping varies (Patton, 1983) ; we use the following definitions:
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Rapidprototyping is prototyping activity which occurs early in the software development life cycle. Since, in this paper, we are only considering early prototyping, we use the terms 'prototyping' and 'rapid prototyping' interchangeably. Throw-away prototyping requires that the prototype be discarded and not used in the delivered product. Conversely, with keep-it or evolutionary prototyping, all, or part, of the prototype is retained in the final product. The traditional waterfall method is also called the speczfication approach. Often prototyping is an iterative process, involving a cyclic multi-stage design/modify/review procedure. This procedure terminates either when sufficient experience has been gained from developing the prototype (in the case of throw-away prototyping), or when the final system is complete (in the case of evolutionary prototyping). Although there is some overlap between rapid prototyping and executable specifications (Leszczykowski and Bieman, 1989) , we concentrate here solely on rapid prototyping. We generally follow the taxonomy outlined in Ratcliff (1988) .
The nomenclature regarding software quality also varies. The attributes that help determine the quality of a particular software system depend on factors such as the nature of the product and the skill level of the users. As a result, the characterizations of software quality differ among the case studies. In order to express commonality, we must necessarily adopt a fairly general view of software quality. Fenton (1991) identifies, for example, reliability, maintainability, and usability as principal attributes for which measurement is useful. He also describes a 'dejine your own quality model' approach that allows the end user and the software engineer to agree on the important quality attributes for a particular system, and then derive measurable lower level attributes. While we are not concerned here with measurement per se, we do attempt to find a common decomposition in order to compare quality effects across a fair range of attributes (this breakdown is given in Section 2). We also note wherever differences are observed for throw-away vs. evolutionary prototyping.
We identify the common attributes that are described by the case studies and use these attributes in our analysis. In general, we use the attributes as defined by the case studies. Definitions do vary between sources, and this is a limitation of the study. We did not have control over the data collected or manner of reporting of the original case studies. However, we are able to analyse the available (although imperfect) data, and our analysis provides a useful guide to industrial experiences in the application of rapid prototyping technology. This paper is organized as follows. In Section 2 we describe our research methods. Section 3 describes seven effects of prototyping on software quality. Section 4 discusses common beliefs regarding rapid prototyping and quality. We sort out conflicting recommendations concerning four frequently debated questions regarding proper prototyping methods. In Section 5, we describe potential pitfalls associated with prototyping that are revealed by the case studies. We suggest some simple steps to avoid the pitfalls. We summarize our results in Section 6. The References include brief descriptions of each case study as well as general works on prototyping.
Nature of study
For this study, we collected actual case study reports for analysis. Our information is from several available and appropriate sources. These sources include published reports and unpublished communications. Rather than conduct a controlled study of our own, we compared the results reported in previous case studies. By comparing the results reported (often in a qualitative fashion) by the different studies, we can elicit important information. For example, one study may report difficulty with a particular rapid prototyping activity, while another study may suggest a remedy for the same problem.
Although many research papers concerning rapid prototyping have been published, few papers report on actual real-world experience. We located 20 published reports representing 22 case studies. The earliest case study is from 1979, while most are from the mid-to-late 1980s (industry use of rapid prototyping appears to be a relatively recent phenomenon). Accounts come from a variety of sources including Communications of the ACM, ACM Software Engineering Notes, IEEE Computer, Datamation, Software Practice and Experience, IEEE Transactions on Software Engineering, and several conference proceedings.
To supplement these published reports, we found additional reports through the internet news service. Through this network search, we have unpublished reports and personal communications from eleven individuals closely associated with rapid prototyping. We also include three papers which analyse other rapid prototyping cases (marked 'other' in Fig. 1 ). Thus, we have 31 sources of case study information, and a total of 34 specific cases as shown in Fig. 1 . The sources represent a variety of organizations: AT&T, General Electric, RAND, MITRE, Martin Marietta, Los Alamos, ROME Air Development Center, Hughes, U.S. West, data processing centres, government divisions, and others. Nine of the sources are projects conducted at universities, but only two of these are student projects. Ten of the sources describe military projects.
The data are not without bias. For example, Fig. 2 shows that in 29 of the 34 individual case studies rapid prototyping is deemed a success. Of the remaining five, two were deemed failures and three did not claim success or failure. This encouraging result must be tempered by the observation that failures are seldom reported. Some of the sources, however, do address intermediate difficulties encountered and perceived disadvantages of rapid prototyping. Another possible bias occurs in the two sources involving student projects. Boehm describes the inherent bias: 'Nothing succeeds like motivation [when] 20 percent of your grade will depend on how much others want to maintain your product ' (Boehm et al., 1984) . Finally, six of the sources describe projects which involve no customer per se; the goal of these projects is the development of a system to be used by the developers. We do not draw strong conclusions regarding clarity of requirements or successful analysis of user needs when a project does not involve a separate user. In our analysis, we examine case study conclusions with a focus on the impact of rapid prototyping on software quality. Using Fenton's (1991) approach, quality is characterized according to external and internal attributes. External attributes refer to the interface between the system and external entities such as the users and the programmers. External attributes include the usability and reliability of the product. Internal attributes can be determined by examining a software artefact in isolation and are often easily measured, for example, lines of code, cyclomatic complexity, code nesting depth. Other internal attributes are not easily measured, for example, design quality. Modern software engineering practices assume that internal attributes such as structuredness and complexity directly affect external attributes such as maintainability.
Thus, we expect a close association between internal attributes and maintainability.
We assume the following attribute decomposition as a reasonable classification of the quality attributes in the case studies: external quality consists of ease of use, match with user needs, features, and maintainability; internal quality is indicated by design quahty. While it is true that design quality and maintainability are closely related, maintainability is actually an external attribute since maintainability depends on the maintenance environment, maintenance programmers, and maintenance demands. Many of the cases specifically reported design quality and maintainability separately, either because they had an opportunity to observe maintenance on the system, or because of other considerations such as the existence of maintenance tools. Another attribute, performance, belongs to both the internal and external categories. We thus use six quality attributes that are discussed in many of the case studies. We can derive additional quality attributes and we can subdivide the six attributes into subattributes. However, the six attributes that we selected are the attributes that are most frequently discussed in the case studies. Including attributes that are not discussed in the case studies is not useful. The existence of attributes that are not discussed in case studies indicates limitations of the case studies. Note that the case studies have varied objectives and intended audiences.
Some of the terminology used in our analysis must necessarily remain general because the case studies are so diverse. 'Design quality' can mean many different things depending on the nature of the system. For example, one source specifically lists effort towards improving code structure, reducing patches, and increasing flexibility (Hekmatpour, 1987) while other sources list different items (or none at all). Although the intersection of very specific attributes between case studies is small, we find that many of the case studies discuss general attributes (i.e. design quality, performance, etc.).
Case studies vary in degree of rigour. Three sources observe multiple projects and present conclusions based on quantitative measurements of the results (Alavi, 1984; Boehm et al., 1984; Connell and Brice, 1985) . Others offer subjective conclusions and suggestions acquired from personal experience in a particular project. Some of the studies include a minimal amount of quantitative measurement interspersed with subjective judgement. We emphasize conclusions that were reached by multiple sources independently.
Software quality effects
The sources describe the effect of prototyping on several aspects of software quality as summarized in Fig. 3 . Note that here we are interested in these attributes as they are observed in the final system, not in the prototype. Most of the described effects are positive. The predominance of unreported effects reflects the need for more standardized reporting methods.
I m p r o v e d ease of use
Sixteen sources indicate that products developed via prototyping are easier to use. The other sources did not report effects on usability. Improvement in ease of use was noted roughly equally for throw-away and evolutionary prototyping.
Users have an opportunity to interact with the prototype, and give direct feedback to designers. For example, Gomaa (1983) describes how, in some cases, users are not sure that they want certain functions implemented until they actually can try them. Users may also find certain features or terminology confusing. Also, the need for certain features may not be apparent until the system is actually exercised. In Zelkowitz (1980) , the author 'soon tired of retyping in definitions for each . . . run', pointing to a need for the capability to store function definitions.
Eighteen sources observe more enthusiastic user participation in the early stages of requirements definition. Users are more comfortable reacting to a prototype than reading a 'boring' (Groner et al., 1979; Gomaa and Scott, 1981; Kieback et al., 1991) abstract written specification. No sources indicate that software produced via rapid prototyping was more difficult to use.
Better match with user needs
Nineteen sources indicate that rapid prototyping resulted in a product which better matched actual user needs. Only one source indicates that the software produced did not meet users' needs (Connell and Brice, 1985) . Improvement in ease of use was reported somewhat more often in cases employing evolutionary prototyping.
Sources indicate that prototyping tends to help ensure that the first implementation (after the prototype) will meet users' needs: 'Omissions of function are often difficult for the user to recognize in formal specifications' (Strand and Jones, 1982) . 'Prototyping helps ensure that the nucleus of a system is right before the expenditure of resources for development of the entire system' (Alavi, 1984) . Kieback et al. (1991) suggest that user-provided 'situation scenarios' that contain descriptions of relevant existing or desired work situations can be especially helpful to developers. These findings are consistent with Brooks' famous maxim, 'plan to throw one away; you will, anyhow' (Brooks, 1975) . That is, the first attempt at developing a system will likely fail to meet user needs, and be discarded. It is better that the first effort be a prototype rather than a final deliverable.
Effect on performance
Two sources observe improved performance (in the final system), while five sources observe inferior performance. Further, both of the sources that note improved performance were developed using throw-away prototyping. Three of the sources which cite inferior performance were developed using evolutionary prototyping (the other two did not specify which development paradigm was used). These observations, summarized in Fig. 4 , confirm the observation of Gupta et aZ. (1989) :
'The emphasis in rapid prototyping is typically on proof of concepts rather than performance. However, a programmer should consider performance as early as possible ij-the prototype is to evolve into the$nal system.' Developers who intend to use a significant portion of the prototype in the final system need to take steps to ensure adequate system performance (see Section 5). 
Effect on design quality
Some sources report that keep-it prototyping can result in a system with a less coherent design and more difficult integration (although Kieback (1991) specifically observes improved integration with prototyping). This negative effect can contribute to project failure (Connell and Brice 1985) and can impact successful projects (Boehm et al., 1984) .
On the other hand, the multi-stage design/modify/review process can result in significantly better overall design. Ford and Marlin (1982) state that prototyping 'allows early assessment of the efficiency of techniques required to implement specific features'. Overall, seven cases (from six sources) cite improvement in design quality (Ford and Marlin, 1982; Connell and Brice, 1985; Hekmatpour, 1987; Barry, 1989; Kieback, 1991; A8) , while five sources observe deterioration (Tamanaha, 1982; Boehm et al., 1984; Connell and Brice, 1985; A9, A10) . Among evolutionary prototyping cases, an equal number reported better and worse design quality. See Section 5 for specific recommendations.
Effect on maintainability
Maintainability effects vary. Eight sources cite improvement (Boehm et al., 1984; Connell and Brice, 1985; Hekmatpour, 1987; Barry, 1989; Martin et al., 1990; Taenzer, 1991; A4; A8) , while only three sources note a reduction in maintainability (Connell and Brice, 1985; Gupta et al., 1989; A10) . Hekmatpour (1987) describes experiences of maintaining a system developed via evolutionary prototyping: 'The ease with which these modifications were m a d e . . , confirms the contention that prototyping can lead to maintainable products'. In analysing this particular project, we infer that the high degree of modularity required for successful evolutionary prototyping can lead to easily maintainable code. Connell and Brice (1985) observe that 'the modular style of rapid prototype development leads to reusable and replaceable functional modules'. There are also indirect reductions in maintenance costs owing to the greater likelihood that user needs will be met thefirst time, reducing the "maintenance' associated with changing requirements (Gomma, 1983; Taenzer, 1991; A8) .
However, reduction in maintainability does seem more likely for evolutionary prototyping than for throw-away prototyping. All of the cases which noted a reduction in maintainability were developed with evolutionary prototyping. Among the evolutionary prototyping cases which also noted effects on maintainability, half observed improvement and half observed deterioration. See Section 5 for specific recommendations on avoiding the pitfalls.
3.6. System features Several sources report discarding some features in favour of others, and three cases specifically cite a reduction in the total number of software features (Boehm et aZ., 1984; Connell and Brice, 1985) (the latter references two case studies). Two sources report an increase in system features due to prototyping (A8, AlO). There is insufficient data to distinguish effects for throw-away vs. keep-it prototyping. This effect is perhaps counter-intuitive. One might expect that the prototyping paradigm gives the end user a licence to demand more and more functionality. Actually, Boehm et aZ. (1984) observes that it is more likely that the process will cause critical components to be stressed, and non-critical features to be suppressed. Connell and Brice (1985) observe a reduction in features in both successful and unsuccessful cases. Only one source describes users demanding significant additional capabilities (A8). This source suggests using cost add-ons for additional functionality as a counter-incentive. The other case where number of features increased used rapid prototyping for internal software development (AlO). This source notes that developers for internal products often have a better idea of product requirements, and more time can be spent considering additional features.
Common questions
The rapid prototyping literature reveals a number of controversial topics. We describe common questions which are relevant to software quality, and summarize the often conflicting recommendations of our sources.
4.1. Shodd t/7e prototype be kept, or tht-own away?
Many engineers are adamantly opposed to keep-it prototyping (A5; Taenzer, 1991). Boar's (1985) suggestions for rapid prototyping are often cited, and he generally recommends against keep-it prototyping. Guimaraes (1987) is more specific in suggesting that the prototype needs to be discarded only if it is used to test complex design alternatives.
Our sources do not support the notion that keep-it prototyping results in poor quality software products. In fact, eighteen of the studies specifically recommend keep-it (or evolutionary) prototyping. Only seven authors insist that prototypes be discarded. Six of the case studies (Tamanaha, 1982; Hekmatpour, 1987, Arnold and Brown, 1990; Martin et aZ,, 1990; Kieback, 1991 ; A9) represent successful keep-it prototyping on substantial software projects. On small projects, several sources suggest that keep-it prototyping is essential. Strand and Jones (1982) state that 'for small-scale systems, clearly the prototype must be a part of the finished system or prototyping is economically infeasible'. Gupta et al. (1989) report that 'the environment should encourage code reusability, to extract maximum work from a minimum of code . . . to avoid reprogramming as the system evolves'.
However, we also observe that quality attributes such as performance, design quality, and maintainability can suffer during evolutionary prototyping if steps are not taken to avoid the relevant pitfalls. We conclude that both keep-it and throw-away prototyping have pitfalls. See Section 5 for details.
Can prototyping be used for developing large systems?
Of 34 cases, six can be considered substantial (at least 100000 lines of source code) (Tamanaha, 1982; Hekmatpour, 1987; Arnold and Brown, 1990; Martin et al., 1990; Kieback, 1991; A9) , and another nine are medium-sized (Zelkowitz, 1980; Gamma, 1983; Connell and Brice, 1985; Barry, 1989; Bonasso et al., 1989; Gupta et al., 1989 ; Al; A4). We used the descriptions given in the case study reports to distinguish between medium and small projects. A few of the case studies involve separate prototyping and development teams. We find no support for the common notion that evolutionary prototyping is dangerous for large projects. All six cases involving substantial projects used evolutionary prototyping. However, the pitfalls involved with evolutionary prototyping seem to grow in proportion to the size of the system being prototyped. See Section 5 for specific recommendations.
What language should be used to develop the prototype?
Although most sources stress the importance of carefully selecting a language suitable for prototyping, 34 cases employed 23 different languages. Object-oriented methods are receiving increased attention for rapid prototyping uses (Auer et al., 1989) . Four cases (Barry, 1989; Gupta et al., 1989; Arnold and Brown, 1990 ; AlO), describe object-oriented prototypes; three of those utilize Smalltalk. Another common suggestion is that the language should offer convenient input/output development. One source notes that if special-purpose prototyping tools are used, product maintainability may depend on these tools remaining available [A8]. The most popular single language choice was Lisp, although it was used in only four cases (Heitmeyer et al., 1982; Hekmatpour, 1987; Arnold and Brown, 1990: Kieback, 1991) . Considering the number of sources that identify object-oriented methods as being not only useful for prototyping but also for avoiding certain pitfalls, it seems that object-oriented programming is particularly well-suited for rapid prototyping.
Does rapid prototyping require experienced programmers?
Sixteen cases used experienced programmers and three used inexperienced programmers. Experience levels are not indicated in the remaining cases. One case utilized novice programmers successfully on a small system in a non-contractual environment (Alavi, 1984) .
A few of the sources recommend an experienced, well-trained team as essential for successful prototyping. Connell and Brice (1985) describe a project which failed partly because temporary student programmers were thrown into a rapid prototyping environment. Other sources (Tamanaha, 1982; Alavi, 1984 ; A7; AlO) state that experienced (or at least thoroughly trained) engineers are required for successful use of rapid prototyping. Alavi (1984) describes a successful small-scale project which utilized entry-level programmers, but then concludes without explanation that 'Prerequisites to successful prototyping include . . . motivated and knowledgeable users and designers'. One source claims that entry-level programmers do well in a rapid prototyping environment when good prototyping tools are available (A8). Overall, the evidence suggests that it may be dangerous to throw inexperienced programmers into a rapid prototyping environment, especially if they are asked to make high-level design decisions.
Pitfalls and how to avoid them
Much of the literature about rapid prototyping describes inherent pitfalls not found when using the specification approach (Boar, 1985) . Examination of the case studies confirms that these pitfalls are real. Fortunately, the sources also describe similar methods of dealing with each of them.
Inferior design quality
Poor design quality commonly results when a prototype is meant to be thrown away, but is kept instead in order to save costs. Quality also suffers when, during evolutionary prototyping, design standards are not enforced in the prototype system. To avoid this problem, Connell and Brice (1985) suggest adhering to a design checklist. Code which is transferred to the final product must satisfy the checklist. Quality can also be improved by limiting the scope of the prototype to a particular subset (often the user interface) (Tamanaha, 1982; Alavi, 1984; Barry, 1989; Taenzer, 199 l) , and by including a design phase with each iteration of the prototype (Hekmatpour, 1987) . Another option is to completely discard the prototype.
Unmaintainabie code
All of the cases which resulted in products that were reported as difficult to maintain involved evolutionary prototyping. A prototype which is developed quickly, massaged into the final product, and then hurriedly documented can be very difficult to maintain or enhance. The advice for avoiding inferior design quality also apply here. Documentation criteria should be included in the design checklist to ensure complete system documentation of the prototype (Hematpour, 1987; A9) . A prototyped system can also be very difficult to maintain if it was developed using prototyping tools that are not available to the maintenance engineers (A8). Other suggestions include frequent reviews (Hekmatpour, 1987) and the use of object-oriented technology (Gupta et al., 1989; Barry, 1989) . Discarding the prototype is also an option if the thrown-away prototype code will not be needed.
Poor performance
The case studies contain more evidence of performance problems for evolutionary prototypes than for throw-aways. However, the most commonly cited reasons for performance problems are pitfalls for both strategies.
The consensus is to build the prototype without initial concern for system performance (Zelkowitz, 1980; Heitmeyer et al., 1982; Gomaa, 1983; Barry, 1989) . However, the prototype can demonstrate functionality that is not possible under real-time constraints. This problem may not be discovered until long after the prototype phase is complete. One way of avoiding this pitfall is to use an open system development environment to make it easier to integrate faster routines when necessary (Gupta et al., 1989) . Two sources suggest the early measurement of performance, especially when evaluating design alternatives (Connell and Brice, 1985; Guimaraes, 1987) . One source (AIO) warns that, after the early measurement of performance, discovered problems should be promptly corrected. Delays in addressing performance problems can result in 'design baggage' (A9) that can become costly to repair later (AlO).
Performance issues are less critical when the prototype focuses solely on the user interface, but it is often useful to prototype critical aspects other than the user interface. Designing the entire system 'from the user interface down' can be dangerous, since the user interface may not characterize the best overall system structure (Kieback et al., 1991) . Thus a user interface prototype should be considered a piece of a requirement specification and not a basis for system design. Again, discarding the prototype is also an option. This is only valid when the performance of the discarded prototype is not important (an invalid assumption if the purpose of the prototype is to evaluate the performance of a particular design).
A throw-away prototype 6ecomes the product
This common problem (observed by (Connell and Brice, 1985; Guimaraes, 1987; Kieback et aZ., 1991; Taenzer, 1991, A3; AlO) ) typically occurs when managers are initially sold on the idea of throw-away prototyping. But, when they see the prototype, managers decide to save money by massaging the prototype into the product. The resulting system often lacks robustness, is poorly designed, and is un-maintainable. (Connell and Brice, 1985; Guimaraes, 1987; Taenzer, 1991; A3) stress the importance of avoiding this pitfall; either plan to keep the prototype, or discard it. One of the perils of throw-away prototyping is that the prototype may not get thrown away. Guimaraes (1987) observes this phenomenon 'creating trouble at some companies' when 'undocumented prototypes that were intended to be thrown away are kept, and become the poorly planned bases for large, complex systems that are consequently difficult to use and maintain'. Managers can avoid this pitfall by maintaining a firm commitment to the prototyping paradigm, and making sure that programmers understand the prototyping process and the important difference between the proto-type code and deliverable code. Careful definition of the scope and purpose of the prototype is also indicated as a means of avoiding this pitfall.
5.5 Lengthy iteration of the prototype phase Prototype development can be time consuming, especially when the purpose and scope of the prototype is not initially well-defined. Boar's work (1985) describes how inadequate narrowing of the scope of the prototype can lead to thrashing or aimless wandering, the result of which will be of little use to a design team later on. Five of the industry sources support Boar's claim (Tamanaha, 1982; Heitmeyer et al, 1982; Alavi, 1984; Connell and Brice, 1985; Kieback et al., 1991) . Additional suggestions for avoiding this pitfall include using a highly disciplined approach to scheduling prototyping activities such as described in Hekmatpour (1987) , and avoiding throwing entry-level programmers into a rapid prototyping environment (Connell and Brice, 1985) .
Scepticai end-users
End-users can become sceptical if given unlimited access to the prototype. Users may equate the incompleteness and imperfections, which naturally exist in a prototype, with shoddy design. By keeping user interaction to a more controlled setting, such as the user working side-by-side with the developer, unreasonable user expectations can be avoided (Connell and Brice, 1985; AlO) . Two sources (Alavi, 1984; A3) also recommend not overselling the prototype.
Evolving a large system results in a large mess
Evolutionary prototyping on large projects can result in a system filled with patches as hastilydesigned modules become the root of later problems. One way to avoid this is to use an object oriented approach (Barry, 1989; Gupta et ul., 1989: Arnold and Brown, 1990; A5; AlO) . Another method is to limit prototyping to user interface modules which are less likely to involve important data structure design decisions. A highly disciplined approach such as that used in Hekmatpour (1987) is also recommended.
Underestimating conversion time
Prototyping languages are often utilized to ease implementation of a particular aspect of the system. For example, if the prototype is developed to test various user interface options, a language which provides convenient I/O capabilities is selected. The conversion may be non-trivial if the ultimate target language does not have such simple I/O handling. This pitfall was observed by Zelkowitz (1980) , and alluded to by Taenzer (1991) . Another example is when an object-oriented language such as Smalltalk is used, and the target language does not have inheritance (Barry, 1989) . Careful definition of the scope of the prototype, and a systematic comparison of the features of both languages can help to avoid this pitfall. Of course, this problem does not occur if the same language is used for both the prototype and the final system (Showalter, 1991; A9) .
Conclusions
The real-world case studies suggest that rapid prototyping, when employed properly, leads to improved software quality. The primary improvements are ease of use, better match with user needs and often better maintainability.
We do not find support for the common notion that rapid prototyping cannot be used for developing large systems. We find no particular bias towards either keep-it or throw-away prototyping, and the case studies provide little insight into which languages are better for prototyping. We find a number of inherent pitfalls with prototyping, especially with regards to evolutionary prototyping and the effects on design quality and maintainability. In order to avoid these pitfalls (described in Section 5), we recommend that developers try the following:
l Carefully define the purpose and scope of the prototype.
l Avoid the use of entry-level programmers for making design decisions.
l Utilize a design checklist. l Use a flexible development environment (such as object-oriented methods). l Consider performance issues early. l Limit end-user interaction to a controlled setting. l Do not under-estimate conversion time. l Do not keep a prototype that was not initially intended to be kept. Case study data is not easy to find and is somewhat biased. Negative results are seldom published. Our analysis can be improved with additional case study data, especially descriptions of rapid prototyping in failed software projects.
Rapid prototyping is being successfully employed in the software industry. With the lessons provided by the case studies, rapid prototyping can be used to improve software quality.
Ratcliff, B., (1988) Early and not-so-early prototyping -rationale and tool support. Proc. COMPSAC 88, pp. 127-34.
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Arnold, E. and Brown, D., (1990) Object oriented software technologies applied to switching system architectures and software development processes. Proceedings 13th Annual Switching Symposium, 2, pp. 97-106. Describes a methodology for applying object oriented technology to switching systems. The advantages of an object oriented approach as it relates to prototyping is discussed. Alavi, M., (1984) An assessment of the prototyping approach to information systems development. Communications of the ACM, 27(6), 556-63. Twelve information systems development projects using the prototyping approach in six organizations are analysed. Also, an experiment involving nine student groups is presented which compares the use of the prototyping method with the specification approach. Barry, B., (1989) Prototyping a real-time embedded system in Smalltalk. OOPSLA '89 Proceedings, October pp. 255-65. Evolutionary prototyping using object-oriented programming is shown to be an effective way to develop a medium-large (50 K lines of code) signal processing system. Boehm, B., Gray, T. and Seewaldt, T., (1984) Prototyping versus specifying: A multiproject experiment. IEEE Transactions on Software Engineering, SE-10(3), 290-302. Seven student teams developed the same product, three use prototyping, and four use specification. Boehm compares the specification technique with the prototyping technique. Bonasso, P., Jordan, P., Keller, K., Nugent, R., Tucker, R. and Vogel, D., (1989) A software storming approach to rapid prototyping. Proceedings 22nd Annual Hawaii Conference on System Sciences, 2, pp. 368-76. A new methodology for rapid prototyping called software storming is proposed, which involves an intense one-week period of videotaped interaction between software designers and end users. Connell, J. and Brice, L., (1985) The impact of implementing a rapid prototype on system maintenance. AFZPS Conference Proceedings, 54, pp. 5 15-24. Describes case studies using the INGRES data base system. One project was completed and implemented to the apparent satisfaction of all parties. Another was criticized by various parties and eventually abandoned. Ford, R. and Marlin, C. (1982) Implementation prototypes in the development of programming language features. ACM SIGSOFT Software Engineering Notes, 7(5), 61-6. Describes the authors' experiences applying prototyping techniques to the development of programming languages with advanced features. Gupta, R., Chen, W., Gupta, R., Hardonag, I. and Breuer, M. (1989) An object-oriented VLSI CAD framework. A case study in rapid prototyping. IEEE Computer, 22(5), 28-36. Shows the suitability of rapid prototyping for the development of CAD systems, and to object oriented development. The focus is on the specific application being prototyped, rather than the merits of prototyping in general. Groner, G., Hopwood, M., Palley, N. and Silbey, W. (1979) Requirements analysis in clinical research information processing -a case study. ZEEE Computer, 12(9), 10&8. A number of small clinical research programs were developed and evaluated for users who have difficulty in clearly expressing their computing needs. Gomaa, H. (1983) The impact of rapid prototyping on specifying user requirements. ACM Software Engineering Notes, S(2), 17-28. Employee at major university. Development of a university on-line registration system is described. Authors report improved customer satisfaction, ease of use, and ease of training.
Researcher at major university. Expressed satisfaction with SCHEME as a prototyping language, based on the ultimate production of a working system in C.
Engineer at large telecommunications firm. Describes problems with rapid prototyping which initially stemmed from manangement not understanding the limits of a prototype, and which have caused hardships and ultimate failure.
Engineer at large military contracting firm. A substantial improvement in product quality, reduced effort, lower maintenance costs, and faster delivery is achieved by the use of rapid prototyping. In particular, leveraging with off-the-shelf products helps greatly.
Engineer at large data processing firm. Prototyping has been quite effective. Recommendations include using object-oriented approach, throw-away prototyping, and the careful selection of an appropriate prototyping language.
Engineer at large government/military division. Small government systems have been developed successfully with rapid prototyping. Reuse of 50% of the prototype was generally achieved. Product quality was improved, and users were more likely to get what they wanted. Some people became upset when their ideas were quickly discredited by experiences with the prototype. Engineer at smali software company. Prototyping worked well in a small project environment. Lines-of-code per day can be bid at a higher rate, but the method only works if experienced engineers are available. Engineer at small government/military contractor. Company develops all products using prototyping. Special prototyping tools are used which actually require less programming skills to master than typical programming environments. Engineer at large manufacturer. Evolutionary prototyping is used to develop very large software systems for workstations. Engineer at large communications and control firm. 'Proof of concept' prototypes are developed in Smalltalk, then evolutionary prototyping using C is employed for developing final products. Although great improvements are noted with regards to total effort and ease of use, design quality and performance sometimes suffer due to lack of rigorous design standards.
