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В настоящее время в основе работы каждой современной 
информационной системы лежит нормативно-справочная информация. 
Нормативно-справочная информация — это ядро единого информационного 
пространства организации, которое является условно-постоянным и не 
претерпевает существенных изменений в ходе её повседневной деятельности. 
Обычно под нормативно-справочной информацией понимают совокупность 
справочников, стандартов и нормативных документов. С их помощью 
описываются и классифицируются данные, необходимые для выполнения 
бизнес-процессов, регламентируется деятельность предприятия. 
В Российской Федерации существует несколько государственных 
стандартных систем классификации продукции и видов деятельности, каждая 
из которых имеет свое специализированное назначение. Обычно 
государственные классификаторы не пригодны для использования в 
информационных системах без предварительной обработки и создания 
инфраструктуры. Кроме того, помимо официальных государственных 
классификаторов многие информационные системы содержат огромное 
количество корпоративных классификаторов, используемых только в рамках 
данных систем. 
Следует учитывать, что создание инфраструктуры для хранения 
нормативно-справочной информации в рамках каждой отдельной 
информационной системы является трудоемкой задачей, требующей 
дорогостоящего труда квалифицированных программистов. Кроме того, 
несмотря на то, что структура нормативно-справочной информации не 
меняется в ходе повседневных процессов организации, она может 
претерпевать изменения в ходе актуализации и обновления стандартов. 
Следовательно, к издержкам на создание инфраструктуры прибавляются 
затраты на программистов, поддерживающих структуру нормативно-
справочной информации в актуальном состоянии. 
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Затраты на поддержку нормативно-справочной информации и 
понимание необходимости создания общего информационного пространства 
при организации взаимодействия информационных систем диктует задачу 
создания эффективной системы управления нормативно-справочной 
информацией. Соответствующий инструмент призван обслуживать 
потребности всех пользователей информационного пространства, и должен 
быть универсальным, независимым от конкретики бизнес-процессов каждого 
отдельного ее участника. 
Цель данной работы – создание системы управления нормативно-
справочной информации на стеке технологий корпорации Intersystems.  
Разработанная система должна иметь возможность динамически 
редактировать структуру и данные нормативно-справочной информации. 
Помимо этого, её конкурентным преимуществом должна являться 
возможность подключения к любой системе, разработанной на указанном 
стеке технологий.  
Для достижения данной цели необходимо решить следующие задачи: 
 Провести анализ предметной области, и определиться с 
функциональными требованиями к системе. 
 Разработать архитектуру взаимодействий компонентов 
программного комплекса. 
 Определиться с моделью данных, удовлетворяющей требованиям 
работы с нормативно-справочной информацией. 
 Спроектировать логику работы системы. 
 Разработать систему. 
 Проверить систему на выполнение функциональных и 
нефункциональных требований. 
При разработке системы необходимо ориентироваться на принцип 
модульности, который в дальнейшем позволит совершенствовать 
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существующий функционал и подключать к системе различные модули для 
бизнес-логики работы с данными. 
Компания Intersystems разрабатывает передовые технологии по 
управлению данными, интеграции и бизнес-аналитике. Её клиенты работают 
в самых разных областях: здравоохранении, сфере финансовых, 
государственных, коммунальных услуг и в других отраслях, требующих от 
программного обеспечения максимальной производительности и 
надежности. 
Компания основана в 1978 году в США и на данный момент имеет 
более полутора тысяч сотрудников и офисы в двадцати пяти странах. 
Клиенты компании расположены более чем в ста странах по всему миру. 
На территории Российской Федерации наиболее значимыми 
пользователями приложений, разработанных на продуктах и технологиях 
Intersystems, стали такие структуры как: 
 ГИБДД МВД РФ. 
 Министерство социальной политики Красноярского края. 
 Пенсионный фонд Российской Федерации. 
 Региональные службы занятости населения Российской Федерации 
(Волгоградская, Воронежская, Челябинская, Ленинградская, 
Костромская обл.). 
 ФГУЗ СКЦ ФМБА России, г. Красноярск. 
Кроме того, компания ведет активное сотрудничество c высшими 
учебными заведениями. По территории СНГ более 70 вузов активно 
участвует в конкурсах и грантах от компании. Из них в качестве основных 
можно выделить: 
 Московский Государственный Технический Университет им. 
Баумана. 




 Сибирский Федеральный Университет 
 Высшая Школа Экономики. 
 Дальневосточный Федеральный Университет. 
Несмотря на широкое распространение платформы, для нее до сих пор 
не было реализовано системы управления нормативно-справочной 
информацией, позволяющий эффективно взаимодействовать с её структурой 
и данными. 
Любой программист, сталкивающийся с промышленным 
программированием знает, что доработка существующих структур данных – 
существенная часть повседневной работы. Помимо редактирования самой 
структуры также необходимо учитывать ресурсы, затраченные на 
расширение связанной инфраструктуры и логики. 
Если пересчитать время, затраченное на подобную рутинную работу, в 
соответствие с масштабом распространения технологий Intersystems – 
становится понятно, что такая система необходима для развития этого стека 
технологий. 
Подобная система позволит значительно упростить разработку 
продуктов, а также облегчит дальнейшее развитие и поддержку программных 






1 Анализ систем управления нормативно-справочной 
информацией 
 
1.1 Управление нормативно-справочной информацией 
 
Развиваясь, организации внедряют всё больше и больше 
информационных систем совершенно различных направлений: 
бухгалтерский учет, управление персоналом, управление складом и так 
далее. Системы живут и развиваются независимо друг от друга до того 
самого момента, как компании не потребуется взглянуть на свои данные 
целиком. Объемы данных уже достигают критической точки и выясняется, 
что сопоставить и сравнить данные вручную становится просто невозможно. 
Решения, основанные на противоречивых и невыверенных данных ведут к 
управленческим ошибкам, а дубли и неактуальность данных к неверным 
бизнес решениям. 
Каждая из автоматизированных систем управления, внедренных для 
оптимизации определенного бизнес-процесса, часто использует собственную 
базу мастер-данных. В ряде случаев именно отсутствие единого подхода к 
формированию, обработке и хранению мастер-данных (и, в частности, 
нормативно-справочной информации) становится причиной 
несогласованных, а потому неэффективных действий как при решении 
внутренних задач компании, так и при работе с клиентами и поставщиками. 
Управление НСИ предполагает идентификацию источника данных, 
сбор, трансформацию и нормализацию данных, подготовку правил 
администрирования, обнаружение и исправление ошибок, консолидацию, 
хранение, распространение данных и управление ими, а также позволяет 
решить такие проблемы, как качество данных, нелогичная классификация, 
сложности с идентификацией и согласованием данных. 
Все действия по управлению нормативно-справочной информацией 
нацелены на создание единого источника полной и непротиворечивой 
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информации, которая используется в работе разными подразделениями 
компании или дочерними предприятиями холдинга. 
Создание единой системы управления нормативно-справочной 
информацией поможет решить целый комплекс проблем, вызванных 
множественностью точек ввода НСИ, отсутствием единых стандартов 
ведения НСИ и недостаточной квалификацией персонала. 
Необходимо рассматривать систему управления НСИ как совокупность 
методик ведения и поддержки общих справочников, а также ряда 
технологических решений, обеспечивающих выполнение задач создания 
единого информационного пространства. Посредством этой системы должны 
быть обеспечены не только централизованное хранение и доступ, но также 
анализ и управление нормативно-справочной информацией путем 
интеграции на уровне справочных данных. 
Единая система ведения НСИ должна представлять собой 
автоматизированную информационную систему, обеспечивающую хранение, 
обработку и предоставление нормативно-справочной информации. В состав 
программного обеспечения системы должны входить инструменты ведения 
справочников и классификаторов, средства поиска объектов учета, модули 
обмена информацией между экспертами и пользователями, средства 
интеграции с внешними приложениями. 
Ожидаемые результаты внедрения централизованной системы 
управления НСИ: 
 минимизация затрат на программистов, поддерживающих 
нормативно-справочную информацию в актуальном состоянии; 
 приведение записей корпоративных справочников к стандартному, 
легко идентифицируемому виду; 
 устранение неактуальной и дублирующейся информации; 




 поддержка необходимого уровня безопасности, позволяющая 




Рисунок 1 – основные этапы работ по созданию системы ведения и 
управления НСИ. 
 
Все это предоставляет возможности для улучшения качества 
консолидации учетных данных, упрощение задач подготовки отчетности, 
оптимизации материальных запасов, повышения качества управленческих 
решений. 
На основе всего вышеперечисленного можем сформулировать 
основные требования к системе управления нормативно-справочной 
информацией: 
 простота подключения к существующим системам и отсутствие 
дополнительных издержек на конфигурацию; 
 создание единой точки входа для работы с данными и структурой 
нормативно-справочной информации; 








1.2 Обзор систем управления нормативно-справочной 
информацией 
 
Вопросы автоматизации управления нормативно-справочной 
информацией всегда являлись актуальными, о чем может свидетельствовать 
большое число решений в этой области. На сегодняшний день имеется ряд 
готовых информационных систем, которые позволяют производить над 
нормативно-справочной информацией весь необходимый набор операций, 
таких как редактирование структуры и данных, контроль содержимого 
справочника и многое другое. 
Несмотря на то, что ни одна из этих систем напрямую не поддерживает 
возможность работы с технологиями Intersystems, рассмотрим наиболее 
популярные решения из этой области, и на их основе сформируем 
требования к нашей системе. 
 
1.2.1 Информационная система «1С:Предприятие 8. MDM 
Управление нормативно- справочной информацией» 
 
Конфигурация «MDM Управление нормативно-справочной 
информацией» предназначена для автоматизации процессов консолидации, 
первичной обработки и ведения нормативно-справочной информации, с 
целью повышения рентабельности процессов использования материально-
технических, человеческих, финансовых ресурсов и активов предприятий. В 
целом конфигурация предоставляет возможности управления процессом 
ведения нормативно-справочной информации и обеспечивает функции 
интеграции нормативно-справочной информации между различными 
учетными и информационными системами.  
Конфигурация «MDM Управление нормативно-справочной 
информацией» используется для управления процессом ведения нормативно-
справочной информации (НСИ) по цепочке заявка пользователя – обработка 
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позиции экспертом по НСИ – создание записи об объекте НСИ в 
корпоративной (централизованной) системе НСИ – репликация данных в 
функциональные (производственные) системы предприятия. Продукт 
разработан совместно с компанией AXELOT. 
С помощью программного продукта «MDM Управление нормативно-
справочной информацией» можно выполнять: 
 выравнивание атрибутного состава справочников, 
 настройку классификаторов, группировок, перечней технических 
характеристик и их допустимых значений, 
 первичную консолидацию данных, их нормализацию (в том числе 
поиск и связывание дублей, создание эталонных объектов НСИ, 
установку ссылок на вспомогательные объекты или справочники и 
на связанные объекты НСИ), первичную синхронизацию данных 
НСИ используемых всеми информационными системами (ИС) 
предприятия, 
 поддержание НСИ в актуальном состоянии, а также ведение базы 
нормативно-технических документов. 
Данные нормативно-справочной информации хранятся в SQL 
таблицах, и изменение структуры данных требует участия 
программиста. 
 
1.2.2 Информационная система «Informatica MDM» 
 
Informatica Master Data Management – это решение для управления 
нормативно-справочной информацией проверенное и успешно используемое 
в крупнейших мировых компаниях их различных отраслей экономики: 
финансы, страхование, телеком, high tech, медицина и фармацевтика, 
производство, нефть и газ, медиа компании. Решение Informatica MDM 
позволяет управлять всеми стадиями жизненного цикла проекта управления 
НСИ в рамках одной платформы. Также система предоставляет полный 
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перечень возможностей, необходимый для успешной реализации MDM-
проекта любой сложности. 
Возможности решения: 
 моделирование для удовлетворения уникальных потребностей 
бизнеса; 
 поддержка и управление всеми необходимыми метаданными, 
включая историю изменения, взаимосвязи доменов и сущностей, 
историю взаимосвязей, перекрестные ссылки; 
 быстрое распознавание и идентификация дублей во множестве 
систем; 
 создание и управление связями между сущностями и иерархиями; 
 консолидация; 
 полная поддержка истории изменения связей и иерархий; 
 интерактивное создание, использование, управление и мониторинг 
мастер-данных бизнес-пользователями. 
 
1.2.3 Информационная система «ИНТЕРТЕХ:Единая система 
ведения НСИ» 
 
Единая система ведения НСИ представляет собой автоматизированную 
информационную систему, обеспечивающую хранение, обработку и 
предоставление нормативно-справочной информации. В состав 
программного обеспечения системы входят инструменты ведения 
справочников и классификаторов, средства поиска объектов учета, модули 
обмена информацией между экспертами и пользователями, средства 
интеграции с внешними приложениями. 
Основными интегрированными между собой функциональными 
подсистемами программного обеспечения являются «АРМ пользователя», 
«АРМ эксперта» и «АРМ администратора». 
Ожидаемые результаты от внедрения системы: 
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 централизованное хранилище нормативно-справочной информации, 
функционирующее в рамках единого информационного 
пространства Компании, и включающее всю номенклатуру 
материально-технических ресурсов и других объектов учета, 
находящихся в распоряжении Компании; 
 централизация функций ведения нормативно-справочной 
информации на основе разработанных корпоративных стандартов 
классификации и кодирования; 
 единый регламент и технологическая среда доступа пользователей к 
НСИ, ведение и управление НСИ экспертами (классификатор и 
справочник) и техническая поддержка системы администраторами; 
 встроенные в систему программные средства, поддерживающие 
необходимый уровень безопасности данных и постоянную их 
актуализацию, исключающие хранение дублированной, ошибочной 
или устаревшей информации; 
 интеграция классификаторов и справочников НСИ в действующие 
управленческие, бухгалтерские и другие системы, позволяющая 
упорядочить и сократить расходы на процессы ведения нормативно-
справочной информации; 
 оперативное предоставление руководству компании информации, 
необходимой для принятия эффективных управленческих решений. 
 
1.2.4 Информационная система «Энвижн груп:Управление мастер-
данными» 
 
«Энвижн Груп» предлагает создание MDM-систем как в рамках 
внедрения ERP, так и как самостоятельное решение. В зависимости от задач 
клиента и существующей программной инфраструктуры в качестве НСИ-
платформы могут быть выбраны IBM WebSphere Product Center, SAP Net 
Weaver MDM, Oracle MDM. 
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Возможности, предоставляемые решением: 
 обнаружение и устранение устаревших данных и дублирующих 
записей, в том числе неточных записей; 
 повышение достоверности клиентской базы; 
 повышение эффективности закупок; 
 повышение скорости и качества подготовки данных для каталогов и 
веб-ресурсов; 
 улучшение качества принимаемых решений; 
 сокращение расходов на администрирование и эксплуатацию 
справочников. 
 
1.2.5 Информационная система «Navicon MDM» 
 
Решение Navicon MDM, базирующееся на Microsoft SQL Server 2008 
R2 MDS и Microsoft BizTalk Server 2009, полностью покрывает своей 
функциональностью весь спектр задач организации по управлению НСИ. 
Navicon MDM включает в себя следующие функциональные модули: 
 модуль управления моделями; 
 модуль бизнес-правил; 
 модуль контроля версий; 
 модуль оповещений; 
 модуль нечеткого поиска; 
 модуль журналирования; 
 модуль публикации данных; 
 модуль разграничения прав. 
Посредством модуля управления моделями существует возможность 
редактировать структуру нормативно-справочной информации. База данных 
построена с помощью модели «сущность-аттрибут-значение», что 







Несмотря на большое количество решений, решающих определенные 
проблемы нормативно-справочной информации, такие как: создание единого 
информационного пространства, контроль безопасности данных и так далее, 
все эти решения имеют существенный недостаток. 
При необходимости расширить уже существующую систему клиент 
сталкивается с тем, что создание и настройка инфраструктуры одной из 
существующих систем управления НСИ по сложности сравнима с 
написанием новой информационной системы. Вместо того, чтобы за основу 
взять уже существующие в системе классы и справочники, они предлагают 
конфигурировать их с нуля. Такой подход категорически неприемлем для 
малого и среднего бизнеса. 
Разрабатываемая система будет лишена этого недостатка, и иметь 
возможность подключаться к ранее созданным справочникам, с 
возможностью их последующего изменения без потери работоспособности и 
данных. 
Проведя анализ существующих готовых решений, решающих 
проблемы работы с нормативно-справочной информацией можем выделить 
следующие модули, необходимые для реализации в системе управления 
нормативно-справочной информацией: 
 Модуль работы со структурой нормативно-справочной информации. 
 Модуль работы с данными нормативно-справочной информации. 
 Модуль разграничения прав доступа. 
 Модуль поиска дублирующейся информации. 
 Модуль поиска ошибок в хранимой информации. 






2 Анализ и проектирование 
 
2.1 Архитектуры систем 
 
Архитектура программной системы – это организация структуры 
значимых компонентов, взаимодействующих через интерфейсы. В свою 
очередь, указанные компоненты составлены, соответственно, из более 
мелких взаимодействующих между собой компонентов и интерфейсов. 
Таким образом, под архитектурой программных систем будем 
понимать совокупность решений относительно: 
 организации программной системы; 
 выбора структурных элементов, составляющих систему и их 
интерфейсов; 
 поведения этих элементов во взаимодействии с другими 
элементами; 
 объединение этих элементов в подсистемы; 
 архитектурного стиля, определяющего логическую и физическую 
организацию системы. 
Далее рассмотрим основные типы архитектур информационных 
систем. 
 
2.1.1 Двухзвенная архитектура «клиент-сервер» 
 
Клиент-сервер это вычислительная или сетевая архитектура, в которой 
задания или сетевая нагрузка распределены между поставщиками услуг, 
называемых серверами, и заказчиками услуг, называемых клиентами. 
Клиенты и серверы взаимодействуют через компьютерную сеть и могут быть 




Таким образом, архитектура "клиент-сервер" разделяет функции 
приложения пользователя и сервера. Приложение-клиент формирует запрос к 
серверу, на котором расположена БД. Сервер обеспечивает интерпретацию 
запроса, его выполнение в базе данных, формирование результата 
выполнения запроса и выдачу его приложению-клиенту.  
При этом ресурсы клиентского компьютера не участвуют в физическом 
выполнении запроса; клиентский компьютер лишь отсылает запрос к 
серверной БД и получает результат, после чего интерпретирует его 
необходимым образом и представляет пользователю. Так как клиентскому 
приложению посылается результат выполнения запроса, по сети 
отправляются только те данные, которые необходимы клиенту, что в итоге 
снижает нагрузку на сеть. 
 
 
Рисунок 2 – Архитектура «Клиент-сервер» 
 
Преимуществами данной архитектуры являются: 
 возможность, в большинстве случаев, распределить функции 
вычислительной системы между несколькими независимыми 
компьютерами в сети; 
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 все данные хранятся на сервере, который, как правило, защищен 
гораздо лучше большинства клиентов, а также на сервере проще 
обеспечить контроль полномочий, чтобы разрешать доступ к 
данным только клиентам с соответствующими правами доступа; 
 поддержка многопользовательской работы; 
 гарантия целостности данных. 
Недостатки: 
 неработоспособность сервера может сделать неработоспособной 
всю вычислительную сеть; 
 администрирование данной системы требует квалифицированного 
профессионала; 
 высокая стоимость оборудования; 
 бизнес логика приложений осталась в клиентском ПО. 
 
2.1.2 Трехзвенная (многозвенная) архитектура «клиент-сервер» 
 
Трехзвенная (в некоторых случаях многозвенная) архитектура 
представляет собой дальнейшее совершенствование технологии "клиент – 
сервер". В трехзвенной архитектуре вся бизнес-логика, ранее входившая в 
клиентские приложения, выделяется в отдельное звено, называемое сервером 
приложений. При этом клиентским приложениям остается лишь 
пользовательский интерфейс. 
При таком подходе при изменении бизнес-логики более нет 
необходимости изменять клиентские приложения и обновлять их у всех 






Рисунок 3 – Архитектура «Клиент-сервер» с сервером приложений 
 
По сравнению с клиент-серверной или файл-серверной архитектурой 
можно выделить следующие достоинства трёхуровневой архитектуры: 
 масштабируемость; 
 конфигурируемость - изолированность уровней друг от друга 
позволяет быстро и простыми средствами переконфигурировать 
систему при возникновении сбоев или при плановом обслуживании 
на одном из уровней; 
 высокая безопасность; 
 высокая надёжность; 
 низкие требования к скорости канала между клиентами и сервером 
приложений; 
 низкие требования к производительности и техническим 
характеристикам терминалов, как следствие снижение их стоимости. 




Недостатки вытекают из достоинств. По сравнению c клиент-серверной 
или файл-серверной архитектурой можно выделить следующие недостатки 
трёхуровневой архитектуры: 
 более высокая сложность создания приложений; 
 сложнее в разворачивании и администрировании; 
 высокие требования к производительности серверов приложений и 
сервера базы данных, а, значит, и высокая стоимость серверного 
оборудования; 
 высокие требования к скорости канала между сервером базы данных 
и серверами приложений. 
 
2.2 Модели данных 
 
Основные ограничения на хранение и логику работы с данными 
накладываем используемая в системе модель данных. 
Модель данных - это абстрактное, самодостаточное, логическое 
определение объектов, операторов и прочих элементов, в совокупности 
составляющих абстрактную машину доступа к данным, с которой 
взаимодействует пользователь. Эти объекты позволяют моделировать 
структуру данных, а операторы - поведение данных. 
В классической теории баз данных, модель данных - это формальная 
теория представления и обработки данных в системе управления базами 
данных (СУБД), которая включает, по меньшей мере, три аспекта: 
 Аспект структуры: методы описания типов и логических структур 
данных в базе данных; 
 Аспект манипуляции: методы манипулирования данными; 
 Аспект целостности: методы описания и поддержки целостности 
базы данных. 
Аспект структуры определяет, что из себя логически представляет база 
данных, аспект целостности определяет средства описаний корректных 
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состояний базы данных, аспект манипуляции определяет способы перехода 
между состояниями базы данных (модификация данных) и способы 
извлечения данных из базы данных. 
Рассмотрим несколько основных моделей данных, используемых для 
проектирования информационных систем, и найдем ту, который полностью 
покрывает сформулированные требования к работе со структурой и данными 
нормативно-справочной информации. 
 
2.2.1 Реляционная модель данных 
 
Концепция реляционной модели данных была предложена в 1969 году 
Эдгаром Коддом, известным специалистом в области баз данных. 
Реляционная модель представляет собой совокупность данных, состоящую из 
набора двумерны таблиц. В теории множеств таблице соответствует термин 
отношение, физическим представлением которого является таблица. 
Сейчас реляционный подход, фактически, является стандартом для 
хранения данных в информационных системах, реляционные системы 
управления базами данных используются в абсолютном большинстве 
крупных проектов по созданию информационных систем.  
Реляционная модель данных имеет следующие преимущества: 
 эта модель данных отображает информацию в наиболее простой для 
пользователя форме; 
 основана на развитом математическом аппарате, который позволяет 
достаточно лаконично описать основные операции над данными; 
 позволяет создавать языки манипулирования данными не 
процедурного типа; 
 манипулирование данными на уровне выходной БД и возможность 
изменения. 
Также у этой модели присутствуют недостатки: 
 медленный доступ к данным; 
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 трудоемкость разработки; 
 ограничение на создание динамических структур данных. 
 
2.2.2 Entity-Attribute-Value модель данных 
 
Обычно, в случаях, когда структура объекта неизвестна заранее, для 
решения задачи построения информационной системы применяют Entity-
Attribute-Value (EAV) модель данных. В данной модели данные 
представлены в виде кортежей сущность-атрибут-значение. Сущность в 
данной модели – некое абстрактное понятие. У сущности существует 
неограниченный набор атрибутов, каждому из которых соответствует тип 
данных, который он содержит. Тип атрибута может быть как базовым – 
целочисленным или строковым, так и ссылочным, указывающим на объект 
другой сущности.  
Несмотря на гибкость EAV подхода, такая структура имеет ряд 
минусов, таких как высокая сложность построения системы, её дальнейшей 
поддержки. Обычному программисту гораздо ближе работа со статическими 
реляционными таблицами. Также не следует исключать то, что помимо 
хранения НСИ программисту необходимо будет манипулировать ей в рамках 
бизнес-процессов. В таком случае обычное реляционное представление по 
многим параметрам опережает модель данных EAV. 
 
2.2.3 NoSQL модель данных 
 
Понятие NoSQL получило известность с 2009 года. Именно тогда 
развитие web-технологий и социальных сервисов дало толчок множеству 
новых подходов к хранению и обработке данных. Разработчики таких 
приложений столкнулись с задачами, для которых традиционные 
реляционные СУБД оказались либо слишком дороги, либо недостаточно 
производительны. Кроме того, популяризаторами отказа от универсальных 
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«комбайнов» (реляционных СУБД) в пользу специализированных решений 
стали стартаперы и те, кому приходится работать в сценариях так 
называемых Big Data. Когда говорят о NoSQL, обычно перечисляют 
следующие достоинства: 
 Масштабируемость. Горизонтальное масштабирование 
существующих традиционных СУБД обычно является трудоемкой, 
дорогостоящей и эффективной только до определенного уровня 
задачей. В то же время многие NoSQL-решения проектировались 
исходя из необходимости масштабироваться горизонтально и делать 
это «на лету». 
 Производительность БД на одном узле, а не в кластере также 
является немаловажным параметром. Для многих задач такие 
свойства традиционных СУБД, как транзакционность, 
изолированность изменений, надежность в пределах одного узла или 
даже сама реляционная модель, не всегда нужны в полном объеме. 
Поэтому отказ от этих свойств (всех или некоторых) позволяет 
NoSQL иногда добиваться большей производительности на одном 
узле, чем традиционным решениям.  
 Надежная работа в условиях, когда отказ железа или сетевая 
недоступность – обычное дело, является одним из свойств многих 
решений NoSQL. Основной способ ее обеспечения – это 
репликация. Сама по себе репликация отнюдь не является 
уникальной особенностью NoSQL, но здесь, как и при 
масштабировании, важную роль играют эффективность и легкость 
внесения изменений в существующую инсталляцию. 
 Простота разработки и администрирования – также важный 
аргумент в пользу NoSQL-технологий. Целый ряд задач, связанных 
с масштабированием и репликацией, представляющих значительную 
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сложность и требующих обширной специальной экспертизы на 
традиционных СУБД, у NoSQL занимает считанные минуты. 
2.3 Архитектуры информационно-справочных систем 
 
Существует класс систем, близкий по назначению к системам 
управления-нормативно справочной информацией – информационно-
справочные системы. Рассмотрим архитектуру типичной системы подобного 
класса, и учтем этот опыт при проектировании собственной системы. 
Информационно-справочная система - система регистрации, 
переработки и хранения информации, предназначенная для обеспечения 
пользователей сведениями справочного характера. Функционально типичный 
процесс выдачи справки состоит в выполнении поиска в базе данных и 
последующего осуществления требуемых содержательных и структурных 
преобразований, а также оформления полученных сведений в виде документа 
или информационного сообщения. 
 К другим функциям систем подобного класса относятся длительное 
хранение больших объемов систематизированной информации, имеющей 
сложную внутреннюю структуру; пополнение и обновление хранимой 
информации и обеспечение обмена информацией с абонентами. Типичными 
примерами информационно-справочных систем являются справочные 
городские службы, библиографические отделы в библиотеках, оперативно-
диспетчерские службы на предприятиях. 
В общем случае комплексы информационно-справочных систем 
создаются для сбора и структурирования информации в рамках какой-либо 
предметной области, и состоят из следующих элементов. 
 специализированную базу данных;  
 средства подготовки данных для информационно-справочной 
системы;  
 средства импорта данных из промежуточного формата XML;  
 средства администрирования системы;  
 модуль ядра с реализаций алгоритмов поиска информации;  
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 службы интеграции с другими информационными системами  




Рассмотрев различные архитектурные решения, используемые для 
создания программных комплексов, для реализации системы выбираем 
многозвенную архитектуру «Клиент-сервер». 
Такая архитектура обладает рядом конкурентных преимуществ, 
необходимых при разработке системы, а простота конфигурации подобных 
архитектур позволяет сконфигурировать максимально подходящий 
архитектурный комплекс, покрывающий все требования. 
Кроме того, платформа Intersystems Cache инкапсулирует в себе базу 
данных, СУБД и сервер приложений, что позволит отстраниться от 
настройки взаимодействий этих компонентов и сфокусироваться на 
разработке системы. 
В результате работа системы будет построена следующим образом: 
 На выделенном сервере будет располагаться платформа Intersystems 
Cache, инкапсулирующая в себе базу данных, СУБД и сервер 
приложений, который содержит в себе бизнес-логику. 
 Существует множество клиентских компьютеров, на каждом из 
которых установлен так называемый «тонкий» клиент – клиентское 
приложение, реализующее интерфейс пользователя. 
 На каждом из клиентских компьютеров пользователи посредством 
«тонкого» клиента инициируют обращение к интерфейсам сервера 
приложений 
 Бизнес-логика, развернутая на сервере приложений, анализирует 
запрос пользователя и формирует запросы к БД посредством СУБД. 
 СУБД инкапсулирует внутри себя все сведения о физической 
структуре БД, расположенной на сервере. 
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 СУБД инициирует обращения к данным, находящимся на сервере, в 
результате которых результат выполнения запроса копируется на 
сервер приложений. 
 Сервер приложений возвращает результат в клиентское приложение, 
пользователю. 
 Приложение, используя пользовательский интерфейс, отображает 
результат выполнения запросов. 
После рассмотрения основных существующих подходов к 
проектированию информационных систем становится понятно, что не один 
из них в чистом виде не подходит для решения поставленной задачи в том 
виде, в каком этого требуют поставленные требования. Рассмотрим вариант 
создания своей, специализированной модели данных для работы с 
нормативно справочной информации – так называемой, «гибридной» модели 
данных. Гибридная модель данных должна получить преимущества всех 
перечисленных моделей, и, по возможности, отказаться от их недостатков. 
«Гибридная» модель данных будет основываться на возможностях 
платформы Intersystems Cache динамически генерировать хранимые классы. 
Существует возможность создавать структуры данных на основе 
динамических описаний, а затем работать с ними как со статическими SQL-
таблицами. 
Таким образом, мы используем преимущества реляционного и EAV 
подходов - удобство работы со статичными данными и возможность 
динамического изменения. При этом, использование своей модели данных 
позволяет избавиться от недостатков присущих реляционным и EAV 
моделям. 
Также, то что база данных Intersystems Cache основана на NoSQL 
модели данных – означает наследование «гибридной» моделью данных всех 








3 Архитектура системы управления нормативно-справочной 
информацией 
  
3.1 Принципы проектирования 
 
При проектировании особое внимание нужно уделить инфраструктуре 
приложения. Так как проектируемая система будет расширяться с помощью 
подключения новых модулей – необходимо реализовать для модулей 
универсальные программные интерфейсы, позволяющие легко создавать и 
подключать новые модули. 
Методы работы с «гибридной» моделью данных будет представлять 
собой набор интерфейсов, посредством которых возможно создание 
статических описаний данных, посредством динамических данных, 
предоставляемых пользователем. 
Модуль редактирования структуры нормативно-справочной 
информации - наиболее важная часть данной системы и вместе с модулем 
работы с данными, а также «гибридной» моделью данных будет являться 
ядром системы. Модуль редактирования структуры реализует в себе логику 
по генерации статических классов на основе описаний. 
Модуль редактирования данных нормативно-справочной информации 
предоставляет доступ к списку созданных справочников, а также позволяет 
работать с их данными. 
Помимо работы со структурой и данными в системе должна быть 
предусмотрена продвинутая система ролей и прав, позволяющая 
администратору разграничить доступ пользователей к определенным 
справочникам, или части справочников (определенным свойствам). 
Для работы со всеми перечисленными модулями будет реализован 
удобный web-интерфейс на основе технологии HTML и AngularJS. Клиент по 
действиям пользователя формирует запросы к серверу, а также 
динамическую структуру нормативно-справочной информации, на основе 
которой соответствующий модуль сгенерирует статические таблицы. 
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3.2 Описание архитектуры 
 
Система управления нормативно-справочной информацией должна 
состоять из: 
 Классов бизнес-логики, расположенных на сервере приложений 
Cache. 
 Базы данных Cache. В базе, в соответствующих структурах, 
хранятся данные нормативно-справочной информации. 
 Web-интерфейса, предоставляющего графический интерфейс для 
работы со структурами справочников и их данными. 
База данных и бизнес-логика располагаются на сервере. Для 
обеспечения связи с клиентским приложением должны быть созданы 
специальные классы-сервисы, реализующие программный интерфейс для 
доступа к данным. 
 
Рисунок 4 – Архитектура компонентов системы. 
 
При расширении ядра системы сторонними модулями, или при 
подключении системы управления нормативно-справочной информации к 
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Рисунок 5 – Подключение к системе сторонних модулей. 
 
Несмотря на то, что модули находятся на одном сервере и работают с 
одной базой данных – они полностью независимы друг от друга. Благодаря 
принципу модульности система легко расширяема. 
 
3.3 «Гибридная» модель данных 
 
«Гибридная» модель данных должна представлять собой набор 
статических хранимых классов с возможностью их динамического изменения 
с помощью специальной логики. В терминах Intersystems Cache хранимый 
класс —класс, имеющий проекцию в виде SQL-таблицы. 
На основе описания, предоставляемого пользователем, генерируются 
хранимые классы-справочники. Справочники могут иметь поля примитивных 
типов и поля-ссылки на другие справочники. При использовании полей-
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ссылок соблюдается контроль целостности (в соответствующем классе Cachе 
создается внешний ключ). 
При необходимости дополнить справочник новыми свойствами или 
изменить старые – должна быть возможность редактирования уже 
существующего класса, без создания нового. Можно будет получить 
описание существующего справочника, и внеся необходимые правки 
получить желаемый результат. При этом данные, внесенные в предыдущую 
версию справочника, должны сохраниться и с ними можно продолжить 
работу без потери информации. 
Сгенерированные по описанию пользователей классы доступны для 
редактирования через студию Cache. Программист, при необходимости, 
может использовать любой удобный ему метод для изменения этих классов – 
как используя генерацию на основе описаний, так и редактирование 
программного кода напрямую. Измененные классы будут доступны для 
работы с ними в любом случае. 
Методы для работы со «гибридной» моделью данных должны быть 
определены в классе логики и включать в себя следующие главные методы: 
 Метод генерации справочника по описанию – используется как для 
создания новых, так и для редактирования существующих 
справочников; 
 Метод удаления указанного справочника. 
Помимо основных методов, также должен быть реализован ряд 
вспомогательных функций, также определенных в этом классе: 
 Метод получения структуры справочника по его имени – 
возвращающий указанный справочник или создающий пустое 
описание при его отсутствии; 
 Метод получения структуры столбца указанного справочника по его 
имени – возвращает описание для столбца, или создает новый 
столбец в указанном справочнике; 
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 Различные методы по преобразованию динамических описаний, 
предоставляемых пользователем, в структуры и описания в 
терминах языка Cache Object Script. 
Перечисленные методы полностью обеспечивают потребности в 
редактировании классов-справочников, с их помощью могут быть совершены 
любые необходимые действия. 
 
3.4 Модуль работы со структурами справочников 
 
Модуль работы со структурами нормативно-справочной информации 
должен представлять собой класс бизнес-логики, предоставляющий 
функционал для работы со структурами данных. Основные методы: 
 Метод получения списка существующих справочников, с учетом 
прав пользователя и фильтрации; 
 Методы по преобразованию структур справочников в доступные 
пользователю описания; 
 Метод по предоставлению пользователю всех доступны типов, как 
примитивных, так и ссылочных; 
 Методы для работы с иерархией справочников; 
Помимо вышеперечисленных классов бизнес-логики, модуль также 
содержит в себе набор классов-транспортных объектов, описывающих 
интерфейсы общения системы с пользователем. 
 
3.5 Модуль работы с данными справочников 
 
Данный модуль представляет собой класс бизнес-логики, в котором 
реализованы методы, позволяющие проводить полный цикл работ с данными 
справочников. Наиболее важными из них являются: 




 Метод сохранения записи по переданному описанию; 
 Метод удаления указанной записи; 
 Методы работы с иерархией записей. 
Все перечисленные методы должны быть спроектированы 
универсальны, и не должны зависеть от внутренней структуры справочников. 
Пользователю данные должны возвращаться в виде экземпляров 
специальных классов-транспортных объектов, которые описывают 




Интерфейс должен представлять собой web-приложение – так 
называемый «тонкий» клиент. Клиент не должен содержать в себе логику для 
работы с данными, а только необходимую логику для визуализации данных, 
а также логику формирования и анализа запросов к серверу.  
Приложение должно быть разработано при помощи JavaScript 
фреймворков AngularJS и Twitter Bootstrap и получать данные с сервера с 
помощью REST API. 
Web-приложение будет состоять из нескольких экранов, каждый из 
которых предоставляет пользователю доступ к определенной части 
функционала программного комплекса. Основные экраны: 
 Экран «Список справочников»; 
 Экран «Редактирование структуры справочников»; 
 Экран «Просмотр содержимого справочников»; 
 Экран «Редактирование записи». 
 
3.7 Сценарий работы с системой 
 




 Пользователи или программисты создают классы-справочники с 
помощью интерфейса или программного кода соответственно; 
 В любой момент классы-справочники могут быть отредактированы 
разными способами без потери данных и работоспособности; 
 Посредством интерфейса настраивается параметры доступа к 
данным; 
 Пользователи работают с данными и бизнес-логикой через 
соответствующие встроенные модули; 
 При необходимости расширения существующих данных или 





В данной главе рассмотрены основные принципы проектирования 
системы и предоставлено её полное архитектурное описание, описан 
сценарий работы пользователя с системой. 
Каждая часть системы рассмотрена подробно, и к ней сформулированы 




4 Реализация и апробация системы 
 
4.1 Описание реализованных модулей 
 
Практическая реализация системы на данном этапе включает в себя: 
 общая инфраструктура системы; 
 реализация «гибридной» модели данных; 
 модуль редактирования структуры нормативно-справочной 
информации; 
 модуль работы с данными нормативно-справочной информации;  
 функционал по разграничению прав пользователей; 
 web-интерфейс для работы с модулями. 
 
4.1.1 Серверная часть приложения 
 
В рамка данной работы с помощью платформы Intersystems Cache было 
создано ядро системы управления нормативно-справочной информацией, 
которое в дальнейшем будет развиваться с помощью дополнительных 
модулей. Листинги основных перечисленных модулей находятся в 
приложении А. 
Разработанные модули и инфраструктура представляют собой 





Рисунок 6 – Общая диаграмма классов. 
 
Реализованная инфраструктура системы предопределяет модульное 
направление развития системы, и представляет собой несколько абстрактных 
классов. Благодаря реализации инфраструктуры по всем правилам объектно-
ориентированного программирования система получается легко 
расширяемой. Для создания нового модуля достаточно реализовать 




Рисунок 7 - Диаграмма классов модуля работы с данными 
 
В разработанных модулях реализованы все необходимые интерфейсы 
для получения и передачи данных с пользовательского интерфейса. Передача 
данных производится посредством специально определенных интерфейсов 
через REST API. Каждый разработанный модуль имеет соответствующий 
класс – сервис, предоставляющий клиентскому приложению программный 
интерфейс для доступа к данным. 
«Гибридная» модель данных в данной реализации скрывается под 
модулем редактирования структуры справочника и пользователь не имеет к 
ней непосредственного доступа. Как и указано в требованиях модель 






Также с помощью фреймворков AngularJS и Twitter Bootstrap было 
разработано адаптивное web-приложение, позволяющее работать с данными. 
 
 
Рисунок 8 - Редактирование структуры справочника. 
 
 Страница создания обладает интуитивно понятным интерфейсом, в 
справочнике объявили поле примитивного и ссылочного типа. После 
сохранения справочник за приемлемое время скомпилировался на серверной 
стороне. 
 Также на экране редактирования структуры возможна настройка 
отображения отдельных полей на форме – с помощью выбора значения в 
выпадающем списке «Способ размещения». Настройка отображения 
позволяет располагать поля ввода снизу или справа от предыдущего поля.  
После создания справочник отображается на экране «Список 
справочников». Каждому из отображаемых справочников соответствует 




Рисунок 9 – Список справочников 
 
 Создание и редактирование записей справочников также реализовано с 
помощью понятных обычному пользователю графических интерфейсов.  
 
 
Рисунок 10 – Создание записи. 
 
 После создания записи отображаются на специальном экране «Записи 
справочника», который обладает функционалом постраничного просмотра, 
фильтрации и сортировки. Также на этом экране продемонстрирована работа 
настройки отображения полей формы – поле «Классификация диагноза» 








Целью апробации является проверка работоспособности реализованной 
системы управления нормативно-справочной информацией. 
Необходимо: 
 Проверить качество работы алгоритма генерации справочников на 
основе описаний. 
 Проверить работу системы со справочными данными. 
 Проверить функционал по разграничению прав пользователей. 








4.2.1 Подготовка эксперимента 
 
Для испытания разработанной системы Институтом Космических и 
Информационных Технологий Сибирского Федерального Университета был 
выделен сервер, обладающий следующими характеристиками: 
 Операционная система: Windows Server 2008 R2 Enterprise x64 SP1. 
 Процессор: Intel Xeon CPU 2x2.50 Ghz. 
 Оперативная память: 2.00 GB. 
 Жесткий диск: 100 GB. 
На выделенный сервер была установлена платформа Intersystems Cache 
версии «Cache for Windows (x86-64) 2014.1 (Build 511U)». 
Для установки системы в Cache были импортированы и 
сконфигурированы разработанные классы бизнес-логики, также было 
настроено веб-приложение. Для работы с веб-приложением на сервере 
установили браузер Mozilla Firefox. 
На этом настройка сервера была закончена, дополнительного 
программного обеспечения для полноценной работы системы не требуется. 
 
4.2.2 Планирование эксперимента 
 
Эксперимент планируется провести в несколько этапов: 
 Первый этап позволит оценить работоспособность и корректность 
алгоритма генерации классов, а также возможность их 
редактирования с помощью студии Cache. 
 Второй этап подразумевает работу с данными созданного 
справочника, на этом этапе будет проверена корректность вставки и 
выборки данных из базы. 
 Третий этап позволит проверить ограничение доступа к части 




4.2.3 Ход эксперимента 
 
Проверим корректность работы алгоритма генерации классов. Для 




Рисунок 12 – Создание нового справочника. 
 
После сохранения для описанного справочника появился 
сгенерированный программный код, доступный для работы через студию 
Cache. 
Для проверки корректности работы системы со справочными данными 





Рисунок 13 – Создание записи. 
 
После чего убедимся, что созданные записи доступны для дальнейшей 
работы, а также что эти данные доступны через SQL. 
 
 
Рисунок 14 – Данные справочника. 
 
Проверим функционал разграничения прав, уберем у текущего 
пользователя роли «Администратор приложения» и «Администратор 
структуры справочников» и присвоим роль соответствующую созданному 
справочнику. Убедимся, что у пользователя остался доступ к созданному 





Рисунок 15 – Справочники с ограничениями по правам. 
 
У пользователя отображаются только те справочники, которые 
доступны ему по политике безопасности. Причем из-за отсутствия 
соответствующей роли у пользователя пропала возможность редактировать 
структуру справочника. 
 
4.2.4 Результаты эксперимента 
 
В результате эксперимента была проверена работоспособность и 
корректность работы созданной системы. Система корректно работает по 
заявленным сценариям, позволяет редактировать структуру справочников и 
работать с их данными. Помимо этого, была проверена правильность работы 
разграничения прав доступа. 




 Данная глава описывает практическую реализацию системы 
управления нормативно-справочной информацией. Значительная часть главы 
отведена апробации системы и анализу результатов эксперимента. 
 По результатам можно сделать вывод, что реализованная система 
применима для использования в промышленных системах и позволит 







Цель настоящей дипломной работы достигнута. Поставленные задачи 
выполнены в полном объёме. В результате на основе технологий Intersystems 
разработано ядро системы управления нормативно-справочной 
информацией.  
Об эффективности можно судить исходя из того, что созданное ПО, 
позволяет создавать и редактировать программные классы без навыков 
программирования и знакомства с программной платформой. 
Система, разработанная в данной работе, даёт программистам 
возможность избавиться от части рутинной и трудозатратной работы в 
пользу более эффективной. Она будет использована на практике в 







Листинг А.1 – Документация по классу Src.Dictionaries.DictionaryRowUtils 
abstract class Src.Dictionaries.DictionaryRowUtils  
Класс, содержащий общие методы для работы с записями справочников  
 
Parameters 
• parameter CLASSPREFIX = "Src.Dictionaries.Generated.Dic"; 
    Префикс для генерируемых классов-справочников  
• parameter PROPERTYPREFIX = "Col"; 
    Префикс для генерируемых полей  
 
Methods 
• classmethod CreatePageMetadata(pageStart As %Integer, count As %Integer) 
    Возвращает метаданные для страницы записей  
• classmethod Delete(dictionaryCode As %String, rowId As %Integer) 
    Удаляет запись  
• classmethod DictionaryRowToDTO(obj As DictionaryBase, forView As 
%Boolean) as Src.Dictionaries.DTO.DictionaryRowDTO 
    Возвращает транспортный объект для записи  
• classmethod GetAllResultSet(dictionaryCode As %String) as %ResultSet 
    Возвращает список всех записей справочника  
• classmethod GetColumnType(dictionaryCode As %String, path As %String) as 
%String 
    Возвращает тип поля справочника, с учетом иерархии  
• classmethod GetDictionaryCellRawValue(obj As DictionaryBase, path As 
%String) 
    Возвращает значение поля записи, с учетом иерархии справочников  




    Возвращает значение поля записи, с учетом иерархии справочников  
• classmethod GetEditDTO(dictionaryCode As %String, rowId As %Integer = 0) 
as Src.Dictionaries.DTO.DictionaryRowEditDTO 
    Возвращает транспортный объект для базового редктирования  
• classmethod GetExtendedEditDTO(dictionaryCode As %String, displayColumn 
As %String, rowId As %Integer = 0) as 
Src.Dictionaries.DTO.DictionaryRowEditDTO 
    Возвращает изначальный транспортный объъект для расширенного 
редактирования  
• classmethod GetFilteredEditDTO(filter As 
Src.Dictionaries.DTO.DictionaryRowDTO) as 
Src.Dictionaries.DTO.DictionaryRowEditDTO 
    Возвращает транспортный объект для расширенного редактирования с 
отфильтрованными значениями  
• classmethod GetFilteredResultSet(dictionaryCode As %String, filter As 
%ZEN.proxyObject, ignoreArchive As %Boolean, curVal="", sortColumnCode As 
%String = "") as %ResultSet 
    Возвращает отфильтрованный список записей  
• classmethod GetFilteredTablePage(dictionaryCode As %String, filter As 
%ZEN.proxyObject, start As %Integer, maxCount As %Integer, sortColumnCode 
As %String = "") 
    Возвращает транспортный объект заданной страницы с записями  
• classmethod GetOrCreateDictionaryRow(dictionaryCode As %String, rowId As 
%Integer) as DictionaryBase 
    Получает запись из базы и возвращает ее. Если в базе нет записи, то 
возвращает новую запись.  
• classmethod GetTableColumns(dictionaryCode As %String) as %ListOfObjects 
    Возвращает список транспортных объектов, соответствующих полям 
справочника  
• classmethod Save(dto As Src.Dictionaries.DTO.DictionaryRowDTO) 
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    Сохраняет запись  
 
Листинг А.2 – Документация по классу Src.Dictionaries.DictionaryUtils 
 
abstract class Src.Dictionaries.DictionaryUtils  
Класс, содержащий общие методы для работы с метаданными справочников  
 
Parameters 
• parameter CLASSPREFIX = "Src.Dictionaries.Generated.Dic"; 
    Префикс для генерируемых классов-справочников  
• parameter FOREIGNKEYPREFIX = "FKCol"; 
    Префикс для генерируемых внешних ключей  
• parameter PROPERTYPREFIX = "Col"; 
    Префикс для генерируемых полей  
 
Methods 
• classmethod ClassNameToTypeDTO(classname As %String) as 
Src.Dictionaries.DTO.TypeDTO 
    Возвращает транспортный объект для типа поля  
• classmethod ColumnExists(className As %String, path As %String) as 
%Boolean 
    Проверят, существует ли поле с учетом иерархии в справочнике  
• classmethod ColumnToDTO(col As %Dictionary.PropertyDefinition) as 
Src.Dictionaries.DTO.DictionaryColumnDTO 
    Возвращает транспортный объект для поля справочника  
• classmethod Delete(code As %String) 
    Удаляет справочник  




    Возвращает транспортный объект для справочника  
• classmethod GetAll() as %ListOfObjects 
    Возвращает список транспортных объектов для всех справочников  
• classmethod GetAllResultSet() as %ResultSet 
    Возвращает список всех справочников  
• classmethod GetColumn(className As %String, path As %String) as 
%Dictionary.PropertyDefinition 
    Возвращает поле справочника с учетом иерархии  
• classmethod GetColumnDTO(className As %String, path As %String) as 
Src.Dictionaries.DTO.DictionaryColumnDTO 
    Возвращает транспортный объект для поля справочника с учетом иерархии  
• classmethod GetDictionaryColumns(dictionary As %Dictionary.ClassDefinition) 
as %ListOfObjects 
    Возвращает отсортированный список полей справочника  
• classmethod GetEditDTO(code As %String = "") as 
Src.Dictionaries.DTO.DictionaryEditDTO 
    Возвращает транспортный объект для редактирования справочника  
• classmethod GetFilteredPage(filter As %String, start As %Integer, maxCount As 
%Integer) as Src.Dictionaries.DTO.DictionaryTableDTO 
    Возвращает страницу справочников, отфильтрованных по названию  
• classmethod GetFilteredResultSet(filter As %String) as %ResultSet 
    Возвращает список справочников, отфильтрованных по названию  
• classmethod GetOrCreateDictionary(code As %String) as 
%Dictionary.ClassDefinition 
    Возвращает справочник из базы. Если его нет - то создает.  
• classmethod GetOrCreateDictionaryColumn(dictionaryCode As %String, 
columnCode As %String) as %Dictionary.PropertyDefinition 
    Возвращает поле справочника из базы. Если его нет - создает.  
• classmethod Save(dto As Src.Dictionaries.DTO.DictionaryDTO) 
    Сохраняет справочник  
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• classmethod TypeDTOToClassName(typeDTO As 
Src.Dictionaries.DTO.TypeDTO) as %String 
    Возвращает тип поля транспортного объекта  
 
Листинг А.3 – Документация по классу Src.Dictionaries.RoleUtils 
abstract class Src.Dictionaries.RoleUtils  
Класс, содержащий функции для работы с ролями  
 
Parameters 
• parameter ADMIN = "Dictionaries_Admin"; 
    Название роли администратора  
• parameter EDITSTRUCTURE = "Dictionaries_EditStructure"; 
    Название роли для редактирования структуры справочников  
• parameter ROLEPREFIX = "Dictionaries_Generated_"; 
    Префикс генерируемых ролей (для справочников)  
• parameter USER = "Dictionaries_User"; 
    Название роли для получения возможности работать с приложением  
 
Methods 
• classmethod CanViewDictionary(classname As %String) as %Boolean [ 
SQLProc ] 
    Проверяет, доступен ли справочник текущему пользователю  
• classmethod CreateOrUpdateRole(roleName As %String, roleDesc As %String) 
    Меняет описание роли. Если указанной роли нет - создает.  
• classmethod DeleteDictionaryRoles(dictionaryCode As %String) 
    Удаляет роли для справочника  
• classmethod DeleteRole(roleName As %String) 
    Удаляет заданную роль  
• classmethod GetActionsForDictionariesTable() as %ListOfDataTypes 
    Возвращает список доступных действий для списка справочников  
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• classmethod GetActionsForDictionary(dictionaryCode As %String) as 
%ListOfDataTypes 
    Возвращает список доступных действий для заданного справочника  
• classmethod GetCurrentUser() as %String 
    Возвращает логин текущего пользователя  
• classmethod HasRole(role As %String) as %Boolean 
    Проверяет, есть ли у текущего пользователя роль  
• classmethod Init() 
    Инициализация ролей. Включает в себя создание ролей администратора и 
редактирования структуры  
• classmethod UpdateDictionaryRoles(dictionaryCode As %String, dictionaryDesc 
As %String) 
    Обновляет роли для заданного справочника  
• classmethod UserHasRole(username As %String, role As %String) as %Boolean 
    Проверяет, есть ли у заданного пользователя роль  
 
Листинг А.4 – Документация по классу Src.Dictionaries.Broker 
class Src.Dictionaries.Broker extends %CSP.REST 
 
Methods 
• classmethod Http404() as %Status 
    Issue an '404' error ( user can override)  
• classmethod Http500(e As %Exception.AbstractException) 
    Issue an '500' error and give some indication as to what occurred  
• classmethod OnPreHTTP() as %Boolean 
    Event handler for PreHTTP event: this is invoked before the HTTP headers for a 
CSP page have been sent. All changes to the %CSP.Response class, such as adding 
cookies, HTTP headers, setting the content type etc. must be made from within the 
OnPreHTTP() method. Also changes to the state of the CSP application such as 
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changing %session.EndSession or %session.AppTimeout must be made within the 
OnPreHTTP() method. It is prefered that changes to %session.Preserve are also 
made in the OnPreHTTP() method as this is more efficient, although it is supported 
in any section of the page. Return 0 to prevent OnPage from being called.  
 
Листинг А.5 – Документация по классу Src.Dictionaries.Broker 




• property Id as %Integer; 
 
Methods 
• classmethod ConvertFilterToDictionary(filter As %ZEN.proxyObject) as 
%ZEN.proxyObject 
• classmethod GetAllProperties() as %ListOfDataTypes 
• classmethod GetById(id As %Integer) as Src.Dictionaries.LinkableObject 
• classmethod GetFilteredPage(filter As %ZEN.proxyObject, start As %Integer, 
maxCount As %Integer, sortColumnCode As %String = "") as %ListOfObjects 
• classmethod GetFromOrig(orig As Src.Dictionaries.DictionaryBase, settingsPath 
As %String = "") as Src.Dictionaries.LinkableObject 
• classmethod GetSettingsPath(base As %String = "", path As %String = "") as 
%String 
 
Листинг А.6 – Документация по классу Src.Dictionaries.Property 
abstract class Src.Dictionaries.Property 
Базовый класс для полей справочников 
 
Parameters 
• parameter DISPLAYCOLUMN; 
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 Отображаемые в таблице поля (для ссылок на справочники)  
• parameter DISPLAYPOSITION; 
  Расположение поля на форме (справа или снизу от предыдущего)  
• parameter INPUTPATTERN; 
    Шаблон ввода  
• parameter ORDER; 
    Номер поля в справочнике  
• parameter PROMPT; 
    Подсказка при вводе 
 
Листинг А.7 – Документация по классу Src.Dictionaries.DictionaryBase 
abstract class Src.Dictionaries.DictionaryBase 
Базовый класс для всех справочников 
 
Properties 
• property Archive as %Boolean [ InitialExpression = 0 ]; 
   Является ли запись "архивной" 
 
Листинг А.8 – Документация по классу Src.Base.BaseDAL 
abstract class Src.Base.BaseDAL 
Base class for data access layer classes 
 
Methods 
• classmethod GetResultSetByQuery(sql As %String) as %ResultSet 
   Get result set by sql query  
• classmethod Save(entity As %Persistent) 
   Save entity  
 
Листинг А.9 – Документация по классу Src.Base.BaseService 





• classmethod DecodeInputStream(stream As %Stream.Object) as %Stream.Object 
  Decode input stream from UTF8  
• classmethod ParseInputStream(stream As %Stream.Object) as 
%RegisteredObject 
 Parse input stream to object  
 
Листинг А.10 – Документация по классу Src.Base.BaseLogic 
abstract class Src.Base.BaseLogic extends %RegisteredObject 
 
Properties 
• property Object as %RegisteredObject; 
 
Methods 
• classmethod CreateLogicByObject(obj As %RegisteredObject) as 
Src.Base.BaseLogic 
 
Листинг А.11 – Документация по классу Src.Base.BaseModule 
abstract class Src.Base.BaseModule 
 
Parameters 
• parameter MODULENAME; 
• parameter MODULEPATH; 
 
Methods 
• classmethod GetPath(moduleName As %String) 
 
Листинг А.12 – Документация по классу Src.Dictionaries.DTO.DictionaryDTO 






• property Actions as list of %String; 
    Список доступных действий "canDeleteStructure" - Пользователь может 
удалять справочник "canEditStructure" - Пользователь может редактировать 
метаданные справочника "canReadStructure" - Пользователь может видеть 
метаданные справочника "canReadRows" - Пользователь может видеть строки 
справочника "canEditRows" - Пользователь может редактировать строки 
справочник "canDeleteRows" - Пользователь может удалять строки 
справочника "canAddRows" - Пользователь может добавлять строки в 
справочник  
• property Code as %String; 
    Код  
• property Columns as list of DictionaryColumnDTO; 
    Столбцы  
• property Description as %String; 
    Название 
 
Листинг А.13 – Документация по классу 
Src.Dictionaries.DTO.DictionaryRowEditDTO 
class Src.Dictionaries.DTO.DictionaryRowEditDTO extends %RegisteredObject 
Объект для редактирования записи 
 
Properties 
• property Columns as list of DictionaryColumnDTO; 
    Поля, которые можно редактировать  
• property Row as DictionaryRowDTO; 
    Редактируемая запись  
• property Values as %ArrayOfObjects; 
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    Списки значений для полей Индекс в массиве - код поля, значение - список 
ColumnValueDTO 
 
Листинг А.14 – Документация по классу Src.Dictionaries.DTO. TableDTO 
class Src.Dictionaries.DTO.TableDTO extends %RegisteredObject 
Таблица с метаданными и содержимым справочника 
 
Properties 
• property Actions as list of %String; 
    Список доступных действий. См 
Src.Dictionaries.DTO.DictionaryDTO:Actions  
• property Columns as list of DictionaryColumnDTO; 
    Столбцы таблицы  
• property Name as %String; 
    Наименование справочника  
• property Page as PageMetadataDTO; 
    Данные об отображаемй странице результатов  
• property Rows as list of DictionaryRowDTO; 
    Строки таблицы 
 
Листинг А.15 – Документация по классу 
Src.Dictionaries.DTO.DictionaryColumnDTO 




• property Code as %String; 
    Код  
• property Description as %String; 
    Название  
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• property DisplayColumn as %String; 
    Отображаемое поле  
• property DisplayPosition as %String(VALUELIST=",right,bottom"); 
    Где отображать  
• property Pattern as %String; 
    Шаблон. Для строк - RegEx, для чисел строка вида "3.2" (число должно 
отображаться как 001.00)  
• property Prompt as %String; 
    Подсказка для ввода шаблона  
• property Type as TypeDTO; 
    Тип 
 
Листинг А.16 – Документация по классу 
Src.Dictionaries.DTO.DictionaryRowDTO 




• property Archive as %Boolean; 
    Потеря актуальности  
• property Data as %ZEN.proxyObject; 
    Данные записи  
• property DictionaryCode as %String; 
    Код справочника  
• property Id as %Integer; 
    Идентификатор записи 
 
Листинг А.17 – Документация по классу 
Src.Dictionaries.DTO.PageMetadataDTO 
class Src.Dictionaries.DTO.PageMetadataDTO extends %RegisteredObject 
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Метаданные страницы для постраничного вывода 
 
Properties 
• property Count as %Integer; 
    Общеее количество записей  
• property PageStart as %Integer; 
    Номер первой записи страницы (начиная с единицы) 
 
Листинг А.18 – Документация по классу Src.Dictionaries.DTO. TypeDTO 




• property Code as %String; 
    Код типа данных. Возможные значения для примитивных типов - string, 
number и date. Для ссылок на справочник - код справочника  
• property IsPrimitive as %Boolean; 
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