Ontology is defined as an explicit specification of a shared conceptualization. Currently, ontology is used in semantic web, information retrieval, artificial intelligence, information systems, knowledge management, etc. The development of ontology involves a structural and logical complexity that is comparable to the development of software artifacts. Therefore, ontology building requires a methodology to ensure its reliability. In this context, there are several methodologies proposed for building ontologies. However, most of the existing methodologies failed to provide sufficient details for the activities and techniques employed in them with a defined ontology lifecycle. To build ontologies that are reliable, long lived and continually adapted, the ontology engineering (OE) should be supported by the software engineering (OE). But, SE was not initially meant to support the development of software artifacts such as ontologies. There is a significant gap between them in terms of popularity and maturity level. The aim of this paper is to bridge this gap by proposing an Agile Methodology for Ontology Development (AMOD). AMOD adopts the agile principles and practices in the ontology development. The final framework of AMOD fits the various ontology activities into the phases of the Scrum agile methodology. It has three phases: pre-game, development and post-game. AMOD was applied to develop ontology for software project time management. Additionally, a compliance analysis of different ontology methodologies with respect to the IEEE Standard was made. Results showed that AMOD resulted in 56% satisfaction for IEEE standard processes. This resembles 22% enhancement in the satisfaction against the other methodologies.
Introduction
Ontology is generally defined as an explicit and formal specification of a shared conceptualization [1] . A conceptualization refers to the concepts related to a domain of interest and the relationship exiting among them. Explicit indicates that the concepts used and the restrictions on their use should be defined clearly. Formal means that an ontology should be machine-readable. Shared means that an ontology must be accepted by a group or community [2] . The growth of ontology is becoming more popular in diverse fields such as semantic web search, artificial intelligence, natural language processing, information systems, bio-informatics, knowledge management, etc. the development of ontology is complex because of various factors that include the dynamic changes of business needs, the heterogeneous platforms, the need of advanced tool support, etc. [3] . Therefore, the development of ontology should follow a methodology to ensure its reliability.
Ontology engineering is an emerging field that concerns the principles methods, methodologies and tools for developing and managing ontologies. This field aims at making explicit knowledge included in software applications, enterprises and business procedures for a specific domain [4] . The ontology development methodology refers to the set of activities that need to be performed when building ontologies. The goal of the ontology development methodology is to ensure the clarity, the coherence, extendibility, the reusability and the reliability of the ontology [5] . In this context, there are various methods and methodologies proposed for developing ontologies. The exciting methodologies have either been proposed initially or derived from experience during ontology development for different projects. Among the methodologies of developing ontologies are Cyc method, Uschold and King's method, Grüninger and Fox's methodology, Methontology, KACTUS, SENSUS and On-To-Knowledge [6] . Some methodologies are designed for developing ontologies form scratch while the others focus on reusing other ontologies.
However, most of the existing methodologies failed to provide sufficient details for the activities and techniques employed in them along with a defined lifecycle model [7] . Moreover, the field of ontology engineering still lacks standardized methodologies that can be adapted to different ontology settings. The main reason is that most of the methodologies were applied to develop ontologies for specific projects. So, the generalization of the methodology was not proposed for other contexts.
Furthermore, there are challenges in the area of ontology engineering that need to be addressed. These challenges include working with people, gathering requirements form a diverse set of users, prioritizing these requirements, keeping domain experts engaged and responding to changing knowledge [8] . Some of these challenges are similar to those existed in the field of software engineering. To build ontologies that are reliable, long lived and continually adapted, the ontology development should be supported by the software engineering methods and practices. But, software engineering was not initially meant to support the development of software artifacts such as ontologies. Thus, it should be adapted to meet the needs of ontology development.
According to the Forrester's report, 65% of midsized companies has reported that 100% of their teams adopts agile in their software development. Additionally, 85% of the agile adaptors use Scrum as their agile method [9] . The principles and values of agile methods are defined in a document called agile manifest [10] . Agile methods include Scrum, Extreme Programming, Dynamic System Development, Adaptive Software Development, Feature Driven Development, Crystal, etc. [11] . Some of advantages of agile methods include better software quality, adapting to changing requirements, improved communication, process adaptability and higher customer satisfaction [12] .
The aim of this paper is to bridge the gap between ontology engineering and software engineering. This paper proposes an Agile Methodology for Ontology Development (AMOD) by integrating the ontology engineering activities and the agile practices. The final framework of AMOD fits the various ontology activities into the phases of the Scrum agile methodology. Furthermore, the aim is also is to make the ontology activities easily applied during the development of ontology-based software.
The rest of the paper is organized as follows: Section 2 presents the related work. Section 3 describes the proposed methodology and its phases and activities. Section 4 discusses the application of the proposed methodology in the domain of software project management. Section 5 discusses the evaluation of the proposed methodology. The last section gives conclusion and future research directions.
Related work
A range of methodologies has been proposed in the literature for building ontologies. However, the most known methodologies only have been considered. Uschold and King [13] proposed a method based on the experience for building the Enterprise Ontology. The Enterprise Ontology is of a set of terms and definitions related to business enterprises. This method includes four main stages: identifying purpose, building the ontology, evaluation and documentation. Although it was the first method proposed for building ontologies, it does not describe any techniques for performing each of the above four stages.
Grüninger and Fox [14] proposed a methodology for ontology building related to the domain of business. This methodology is based on the Toronto Virtual Enterprise (TOVE) project. It consists of the following steps: motivating scenarios, informal competency questions, formal terminology, formal competency questions, formal axioms and completeness theorem. But, this methodology does not describe a lifecycle model for building ontologies. Although there are ontologies developed according to this methodology, the domain is limited to business.
Methontology [15] was designed at the Polytechnic University of Madrid. It is used for creating ontologies at the knowledge level. Its framework includes the following developmentoriented activities: specification, conceptualization, NeOn methodology [19] is a collection of pathways for building ontologies. It includes nine scenarios, a glossary of processes and activities, two ontology life cycle models (iterative and waterfall) and a set of methodological guidelines for different processes and activities. NeOn is intended for the traditional ontology engineer who can be a software developer or ontology practitioner involved in the ontology development. Thus, it does not include any guidelines for non-experienced domain experts to build ontologies.
The Enterprise Strength Ontology Engineering (EsOE) was proposed by Annamalai and Rosli [20] . This methodology adopts a set of value-added activities from the Rational Unified Process (RUP) model, Agile model, Capability Maturity Model Integration (CMMI) model and IEEE 1074-1995 standard. It is structured into three levels: engineering, project-focus and organization-focus. However, a defined ontology lifecycle is missing in EsOE.
Falbo [21] proposed a Systematic Approach for Building Ontologies (SABiO). SABiO development process is composed of five main phases: identifying purpose and collecting requirements, capturing and formalizing ontology, design, implementation and test. SABiO supports the development of both reference and operational domain ontologies. However, SABiO does not address some important activities of ontology development such as planning, configuration management and maintenance.
Rani et al. [22] proposed an ontology methodology that is derived from both traditional waterfall model and Rational Unified Process (RUP). The stages proposed by the methodology are based on the Methontology. The framework of the proposed methodology fits the different phases and stages of ontology development into the RUP phases: inception, elaboration, construction and transition. However, the stages and the techniques are not described in detail.
The Lightweight Methodology for Rapid Ontology Engineering (UPON Lite) was proposed by Nicola and Missikoff [23] . It is derived from the Unified Process for ONtology building (UPON). In UPON Lite, ontologies are developed by domain experts, while ontology engineers only intervene to deliver formal ontology. UPON Lite includes the following steps: domain terminology, domain glossary, taxonomy, predication, parthood and ontology. However, the techniques for performing these steps are not explained in detail.
John et al. [24] proposed an Incremental and Iterative Agile Methodology (IIAM) for ontology development for the education domain. The stages of IIAM are domain vocabulary acquisition, enumeration of concepts and properties, taxonomy identification, adhoc binary relationships, concepts attributes and relationships, restrictions and vocabulary linking with data. These stages are fitted into RUP phases: inception, elaboration, construction and transition. However, IIAM stages for building ontology are described in a general way.
The Software Centric Innovative Methodology (SCIM) was proposed for ontology development by extending the process models of software engineering [25] . SCIM has five ontology development workflows: requirements analysis, domain analysis, conceptual design, implementation and evaluation. These workflows are mapped to the The exiting ontology engineering methodologies isolate the activities of ontology development from the mainstream development of the software. So, they cannot be easily used during the development of ontology-based software. Furthermore, they do not consider the agile principles and practices in their activities and techniques. Thus, the main difference between the proposed methodology and the other methodologies is that it adopts the agile principle and practices in the ontology development. Therefore, it can be easily understood and followed by software developers during the development of ontology-based software.
The agile methodology for ontology development (AMOD)
The aim of the proposed methodology is to adapt the agile principles and practices from software engineering into the development of ontologies. As shown in Fig. 1 , AMOD classifies the ontology development into three phases: pre-game, development and post-game. It also identifies some support activities that occur in parallel with other activities. The primary roles considered in AMOD are ontology owner, ontology engineer and ontology user. Ontology owner is responsible for representing customer needs to the ontology engineers. Ontology engineer is responsible for implementing the ontology. Ontology user intends to use the ontology for a specific purpose. Fig. 2 presents the final framework of AMOD.
Pre-game phase
The pre-game phase is the first phase of ontology development. This phase includes the identification of the ontology goal and scope, tools and techniques, competency questions and available sources. All of these activities are described below in detail.
 Ontology Goal and Scope: The definition of ontology goal and scope is the first step in building ontologies. This activity states why the ontology is being created and what its intended uses are and who the users of ontology are [13] .  Ontology Requirements: After identifying the ontology goal and scope, the requirements of ontology should be gathered. The requirements gathered can be stated as a set of competency questions (CQs). CQs are the questions that the ontology must be able to give answers [21] . The set of CQs is stored in a product backlog that is ranked by business value and risk [29] . Moreover, the CQs provide a way for evaluating the ontology.
 Source Selection: This activity aims to select sources that can be used for eliciting domain knowledge. The main source for knowledge acquisition is domain experts. Other sources include international standards, books, technical reports glossaries, classification schemes and reference models [30] .
Development
The development phase incorporates multiple and iterative cycles that are called sprints. Sprints are typically 1-4 weeks in length. Each sprint includes the following activities:
 Sprint Planning: In sprint planning, the ontology owner and ontology engineers select the high-priority product backlog items that will be implemented during the sprint. Then, the ontology engineers decide how they will implement these items [31] .  Formalization: The formalization activity transforms the conceptual model into a formal model by coding it using the chosen language and tool.
 Integration: The ontology implemented in the sprint must be integrated with the ontologies developed in the previous sprints [30] . To do this, integration operations and integration oriented design criteria are needed [32] .
 Sprint Review:
This meeting is held at the end of the sprint. In this meeting, the ontology engineer and ontology owner review what was done in the sprint [31] .
Post-game phase
The purpose of the final phase is to prepare for a final ontology. It includes the following activities:
 Evaluation: Ontology evaluation can be defined in in the view of two perspectives: verification and validation. Ontology verification ensures that the ontology is being built correctly, while ontology validation ensures that the correct ontology is being built [33] . Ontology should be evaluated in respect to three different characteristics:
 Ontology consistency: Checking the consistency of the ontology by using a reasoner such as FaCT++ or Racer [34] .  Answering CQs: Verifying the ontology against its competency questions.  Ontology content: The content of the ontology is evaluated based on some quality criteria such as correctness and completeness [35] .
Figure. 1 Abstract View of AMOD
 Maintenance: The resulting ontology needs to be updated and corrected to reflect the changes of the domain of interest that it describes. New concepts or relations may be added to extend the resulting ontology to ensure its reliability [36] .
Support activities
The supporting activities are performed at the same time as the other ontology development activities. They include the following activities:
 Documentation: Results of the ontology development activities and evaluation process must be documented [21] . Ontology documentation includes three main aspects. The first aspect is to create a human-readable representation of the ontology content. The second aspect is to create machine-readable annotations of documentation metadata. The third aspect is to make the documentation files available as a web resource [37] .
 Configuration Management (CM):
The goal of this activity is to record all the versions of the documentation and ontology code and to control the changes [38] . Generally, CM of ontology includes four activities derived from the software engineering: configuration identification, configuration control, configuration control and configuration audits [39] . 
Application of the proposed methodology
The domain selected for the application of the proposed methodology is software project management where knowledge sharing and reusability is vital. Many tools have been developed to support this process. However, semantic conflicts occur when integrating these tools to exchange data and services. The reason is that these tools do not share a common conceptualization. In this context, ontologies can be useful to solve this problem. The execution of all the phases and activities of the proposed methodology is described in the following sections.
Pre-game phase
The proposed methodology was used to develop the Software Project Time Management (SPTM) ontology. The goal of building SPTM ontology is to establish a common understanding of the meaning of the terms used by the tools that support this process. The SPTM ontology could be used as intimidator to map concepts and services used by these tools. The scope of the SPTM ontology focuses on the following process as defined in the PMBOK: plan schedule, define activities, sequence activities, estimate activity resources, estimate activity durations, develop schedule and control schedule. After identifying the ontology goal and scope, the requirements of the ontology were gathered. The ontology requirements were Table 1 . After a review of available ontology tools, protégé was selected to formalize SPTM ontology. The selection was based on some criteria including tool's customizability, flexibility, usability and extensibility. Protégé is an open source editor that uses different formats and plugins to facilitate ontology development. OWL was selected as the implementation language. The sources chosen for knowledge acquisition include interviews with experts, international standards such as Project Management Body of Knowledge (PMBOK) Guide and technical reports. Table 2 summarizes the outcomes of the main activities included in the pregame phase.
Development
The SPTM ontology was developed in three sprints. The development of each increment of the ontology was done based on the activities presented 
Goal
Used as a reference to map concepts used by the tools supporting the project time management process.
Scope
The following processes: plan schedule, define activities, sequence activities, estimate activity resources, estimate activity durations, develop schedule and control schedule.
Tools and techniques

Protégé, OWL language
Knowledge sources
Interviews with the experts PMBOK Guide Technical reports in Fig. 1 . The first increment followed the following activities:
 Sprint planning: The sprint planning meeting resulted in a set of features that the ontology owner and ontology engineer decided to implement in the sprint.
 Knowledge acquisition: The knowledge acquisition techniques were used to capture all potential relevant terms in the domain. The primary outcome of this activity was a glossary of terms. A part of the SPTM ontology glossary is presented in Table 3 .
 Conceptualization: After building the glossary, the concepts and the relationships exiting among them were defined. The captured knowledge was stored in a concept dictionary table. A part of the SPTM ontology concept dictionary is presented in Table 4 .
 Formalization: Based on the conceptual model the formal ontology was build using Protégé ontology editor. It was represented in OWL.
 Sprint review: At the end of the sprint the ontology engineers presented the results of the sprints to the ontology owner and other stakeholders.
The other two sprints also followed the activities described above. The ontologies created in these two sprints were integrated with the ontology produced in the first sprints. The general hierarchy of the SPTM ontology is shown in Fig. 3 . A Project has :" What are the types of project processes?" is elaborated using the concepts "General Project Process" and "Specific Project Process". Finally, the SPTM ontology content was evaluated by the domain experts based on the following quality criteria: consistency, completeness and clarity. The results showed that the consistency of the ontology is 63%, the completeness is 45% and finally the clarity is 41%. 
Discussion and assessment
To evaluate AMOD, a comparative assessment against existing methodologies was conducted. The compliance of each methodology with the IEEE standard was defined [40] . As shown in Table 5 , The IEEE standard includes three kinds of process as follows:
 Project management processes: include the creation of a framework for the ontology lifecycle.  Ontology development processes: include three types of processes: pre-development, development and post-development.
 Integral processes: involve the processes required to successfully complete the project activities. Table 6 analyses the compliance of each methodology with the different processes of the IEEE standard. Each process was rated based on the ratings in Table 7 . . Therefore, the present for ratings was calculated using the following formula: Table 9 explains this analysis through depicting the coverage percentage per methodology. Fig. 5 presented data from Table 9 in graphical from. Based on the analysis, only Methontology propose performing scheduling, control and quality assurance. However, it does not propose how to carry out the project initiation. Installation, operation, support and retirement processes are missing in most methodologies. Some methodologies (such as UPON and Methontology) refer the need of carrying out some integral processes. However, these processes were not covered in detail.
In conclusion it can be said that none of the existing methodologies are fully mature if they are compared with the IEEE standard. Most of these methodologies focus on the development activities and they do not consider the aspects related to project management. AMOD supports not only the core activities of building ontologies, but also the project management and integral processes. The results show that AMOD has resulted in 56% satisfaction and achieved 17% partial satisfaction for the processes of the IEEE standard. This resembles 22% enhancement in the satisfaction against the other methodologies.
The experience form developing the SPTM ontology showed that adopting the agile principles and methods in the ontology development produced the following benefits: reducing the complexity of ontology development activities such as conceptualization, improving communication between ontology engineers and domain experts, the continuous assessment of the project status, keeping domain experts involved during the ontology development, focusing on the most important requirements and the ability to respond to changing knowledge rapidly. It also indicated that AMOD was easily followed during the ontology development. [13] U U U U U P U C U U U U U C C U C U Grüninger and Fox [14 ] P P U U U C C C U U U U U P U U U U Methontology [15] U P P U U P P P U U U P U C C C P U On-To-Knowledge [16] C C U U C C P C U U U P U U C U U U UPON [18] U U U P U C C C U U U P U C C U C P AMOD C C P P P C C C U U U C U C C C C U X r,d P r = × 100
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Conclusion and future work
In this paper, an ontology development methodology, AMOD, based on the agile software engineering methods was presented. The development of ontology is different from developing software, but the fundamental principles and activities are the same. Therefore, building ontologies should follow the standards propped of software that should be tailored to the special characteristics of ontologies. A comparative evaluation with existing ontology engineering methodologies based on the IEEE standard was conducted. Results showed that AMOD is more compliance with the IEEE standard than the other methodologies. AMOD resulted in achieving a better stratification with additional 23% coverage that is 41% development. The strength of AMOD lies in its ability to be customized to fit a number of factors including ontology complexity, domain of interest, ontology size. The phases and activities of AMOD were applied to develop Software Project Time Management (SPTM) ontology. The experience from building SPTM ontology indicated its applicability and high degree of acceptance by 
