Abstract. In order to overcome the limitation of cutting planes for curved, branching geometries, new visualization techniques are presented. The basic idea is to compute surface cuts that "follow" the geometry of the computational domain. Procedures for the detection of vortex centerlines and shock surfaces operating on unstructured grids are also presented. Both schemes yield satisfactory results as illustrated in various examples.
INTRODUCTION.
Current techniques used to visualize both scalar and vector fields in three-dimensional unstructured grids can be classified into three general categories: 1) Volumetric Techniques. In this case a visualization of the whole flow field is attempted. Techniques in this group are: volume rendering, iso-surfaces, particle traces, streamlines, vector plots, point plots, etc. In many instances these techniques may yield results that are difficult to interpret. Examples include: overcrowded vector plots due to the high density of grid points, several iso-surfaces rendered simultaneously using transparencies, streamlines or particle traces that fail to capture important flow features (to poor selection of streamline origins or the use of too few streamlines to probe the field), etc. 2) Reduction Techniques. Faced with the problems mentioned above, reduction techniques intend to probe the 3D volume and restrict the plots to simpler geometrical entities. The simplest of these methods consists in defining a 3D spatial filter or region of interest. Only the points lying inside the region of interest (usually bounding boxes or spheres) are considered for subsequent plotting. Alternatively, the 3D volume can be cut using 0D (points), 1D (lines) or 2D (surfaces) geometrical constructs. The surfaces most commonly used for visualization are the boundary triangulation and cutting planes. In general, the intersection between the volume mesh and the surface must be computed. Since this is a very difficult task, only very simple surfaces, such as planes, are used. Once the © Copyright by the authors, published by the AIAA with permission.
surfaces have been created, visualization techniques such as color shading and contour lines are typically used. 3) Feature Detection. Most of the methods mentioned so far rely on the experience of the user. For example, the user has to define the origin of particle traces, cutting planes, regions of interest, etc. If these quantities are not properly specified, important flow features may not be captured or detected. Thus, algorithms that detect specific flow features, such as vortex cores, singularity points and discontinuity surfaces, have been devised and are under investigation. In many cases, such as internal flow in curved, branching pipes, the use of cutting planes is limited since only small potions of the geometry can be cut by a plane. Consider, for example, the incompressible flow in a pipe with the shape of a helix. A vertical cut plane at the inflow only intersects a portion of the pipe (figure 1). techniques were developed. The basic idea is to compute surface cuts that are not independent from, but "follow" the geometry. Cuts parallel to the domain walls as well as along and perpendicularly to the mesh skeleton were implemented. The problem of cutting a 3D geometry with a surface can be subdivided into two steps: a) definition of the cutting surface, and b) calculation of the intersection between the cutting surface and the 3D computational domain. Satisfactory analytical surfaces cannot be found when the geometry of the 3D domain is not represented analytically but discretely, i.e. by a surface triangulation. Therefore, in general a discrete surface representation is needed. The computation of the intersection between a surface triangulation and a 3D volume mesh is very complex and time consuming [Sho99] .
The first part of the present paper describes a method in which surface cuts are represented as isosurfaces of certain scalar functions defined on the volume mesh. For example, a planar cut can be thought of as an iso-surface of normal distance to the plane equal to zero: d n =(x-p).n plane=iso-surface of d n =0. In this way, the problem of defining the surface cut reduces to that of finding the appropriate scalar function. However, the problem of the intersection is reduced to the calculation of an isosurface on the volume mesh, a much simpler task. Many algorithms have been devised for the construction of iso-surfaces. Cuts that follow the geometry are generated by considering iso-surfaces of distance to the wall and of distance to the skeleton.
The second part of the present paper deals with two feature detection schemes, namely detection of vortex centerlines and shock surfaces. Vortex centerlines are useful to visualize complex flow fields [Saw95, Suj95, Hai99] , and have also been used as an adaptive refinement indicator [Mur00] . For many complex flowfields, the visualization of shock surfaces can yield useful insight into relevant physics [Lov99] . Shock surfaces could also be used as effective adaptive refinement indicators.
The remainder of this paper is organized as follows: Section 2 describes the algorithms for constructing geometrical cuts that follow the geometry of the computational domain. Details of the calculation of the distance to the wall are given in Section 2.1. Procedures to build the skeleton of a volume mesh using the distance to the wall function are given in Section 2.2. The calculation of the distance to the skeleton is explained in Section 2.3 and the use of this function to compute geometrical cuts along and perpendicularly to the skeleton are presented in Sections 2.4 and 2.5 respectively. Section 2.6 describes how to extract quantitative information along the mesh skeleton and present it in form of curves. 
where ξ,η are the shape functions, d n is the normal distance to the triangle and g i are the base vectors shown in figure 2a. The shape functions of the triangle containing the point (host) satisfy 0≤ξ,η≤1. The host triangle is found using a neighbor-to-neighbor search algorithm operating on the surface triangulation [Löh95] (figure 2b). The distance to the first layer of points is calculated by perfoming a loop over the tetrahedra that have a face on the boundary. The distance to the point opposite to the boundary face is found using this face as the initial guess for the search scheme (figure 3a). The host triangle of each point is stored. points. The points belonging to the first layer of elements are inserted into a heap list according to the magnitude of the distance to the wall. Then, a loop over the points ip in the heap is performed, from minimum to maximum distance to the wall. A second loop over the points jp surrounding (connected to) these points is carried out. The distance from jp to the wall is then calculated using the host face of ip as the initial guess for the neighbor-to-neighbor search algorithm (figure 3b). If a point jp is processed more than once, the minimum distance is taken. Even though the distance to the wall is computed in order to build the mesh skeleton, it is also used for visualization. Iso-surfaces of the magnitude of the distance to the wall are used to create cuts that are parallel to the walls. These type of cuts are used to visualize, for example, velocity vectors close to the wall in Navier-Stokes calculations, where the imposed no-slip boundary conditions imply a null velocity at the wall.
Skeletonization.
The skeleton of a closed surface is a line that is topologically equivalent to the surface. In other words, the surface can be shrinked to the skeleton without cutting or stiching. Several algorithms exist to construct the skeleton of surface triangulations [Fer96, Laz97, Ver99] . The present scheme is based on the assumption that we have a volumetric mesh. This approach tends to work better with complicated geometries. After the distance to the wall d is obtained as explained before, the skeleton is built as follows: 1) Filter tetrahedral elements with opposite distance-to-wall vectors. Defining the minimum of the scalar products of the distance to the wall:
then, if c<0 the element is kept, oterwise it is filtered out (figure 4a). 2) Mask the points belonging to the filtered tetrahedra. 3) Filter the points that are local maxima of distance-to-wall. These points will define the skeleton line. All the points connected to a local maximum i have smaller distance-to-wall (figure 4b): |d i |>|d j | for all nodes j connected to i. 
4)
Calculate the geodesic distances of the masked points to a source point. The geodesic distance is defined as the length of the smallest path from the point to the source. An advancing front-like algorithm is used, similar to [Löh95] but on the filtered tetrahedral elements. The source point is inserted into a queue. A loop is performed over the points jp connected to each point ip extracted from the queue. The geodesic distance gd to jp is computed as the geodesic distance to ip plus the length of the side connecting ip and jp:
If jp has been previously touched the minimum geodesic distance is taken. The first time jp is touched it is inserted into the queue. The selection of the source point is done by the user and does not have significant effects on the final result. For example, the local maximum with minimum or maximum x, y or z coordinate can be used as the source. The geodesically furthest point to this "initial" source can be also used as a source since it will tend to lie close to the extremity of the largest branch of the geometry. 5) Group tetrahedral elements into level sets of geodesic distances (figure 5a). Elements connected to a given local maximum ip are 
7)
Remove "artificial" branches from the initial skeleton (figure 6a). These artificial branches may appear in geometries where the medial tends to be two-dimensional (i.e. a surface) rather than one-dimensional (i.e. a line). First, the branch extremities are identified. These are points that are not the end point of any connection. Then a loop over the extremities ie is performed in order of increasing geodesic distance. For each of these extremities a loop is performed over the other branches, starting at other extremities je. The edge (a,b) cut by the geodesic distance level of ie is then found:
. If ie is topologically connected to a and b (i.e. if we can march from ie to a and b using the neighbor-toneighbor search scheme), the two branches are topologically equivalent and the extremity ie is removed.
8) Form polylines for each branch of the skeleton.
Individual polylines start at branch extremities and end at bifurcation points or at the source point (figure 6b). 9) Build the skeleton. New points are created along each branch using the points of each branch as the control points of a NURBS line. These points are then connected by edges (figure 6c). Finally the skeleton is smoothed using a non-shrinking smoothing scheme [Tau95, Ceb99] . The new positions are computed in two steps:
where N(i) is the set of points connected to i and The closest points are inserted into a heap list according to the magnitude of the distance to the skeleton. For each point ip in the heap, a loop over the connected points jp is performed. For each of these surrounding points a neighbor-toneighbor search algorithm on the skeleton edges is used to find the host edge of jp starting at the host of ip (figure 7b). The absolute magnitude of the distance to the skeleton is used as the scalar function to define cylindrical cuts parallel to the skeleton. These are isosurfaces of |d|=const.
Parallel Cuts.
Surface cuts that follow the skeleton are constructed by computing the iso-surface of the scalar product of the distance to the skeleton d with some normal direction n defined at each skeleton point (figure 8).
In the case of a plane cut, the normal is the same everywhere and equal to the normal to the cutting plane and the iso-surface level defines a point on the plane. For cuts along the skeleton, the normal vector n defined with respect to an un-rotated coordinate system is rotated according to the rotation of the edge vector v emanating from a given point on the skeleton. If the iso-level value is taken to be zero, the surface cut contains the skeleton, otherwise it will be displaced in the local normal direction. 
Perpendicular Cuts.
The calculation of several cuts perpendicular to the skeleton of a branching geometry is a bit more involved than the previous case. The following algorithmic steps are followed: 1) Group the skeleton edges into "branches". Branches are defined as the collection of edges between extremities (points with only one connection) or bifurcations (points with more than two connections).
2) Calculate the geodesic distances for all the points on the skeleton to a given source point.
Usually the source is taken as one of the branch extremities. The algorithm to compute these geodesic distances is very similar to the one described earlier. 
A point on the plane is obtained by calculating the intersection of the current edge and the plane:
where the edge shape function is defined as: 
Average Quantities Along Skeleton.
The perpendicular cuts described above are used in order to extract quantitative information along the skeleton from the volume mesh. For each point on the skeleton a perpendicular cut is computed as explained before, with the exception that in this case the normal to each plane is taken as the weighted average of the unit vectors along the edges connected to each point. The weight is taken as the inverse of the edge length. Then the average of several flow quantities can be computed on each cut and assigned to the corresponding skeleton point. For example, the average pressure is:
where the area of the cut is
and the mass-flux across the cut
These quantities can be visualized using point or edge coloring and/or point sizes. However, better insight is gained if they are presented as 2D curves by plotting the averaged quantities against the geodesic distance to the skeleton points for each branch.
The present approach is quite sensitive to imperfections in the definition of the skeleton, since larger areas can result from small variations of the direction of the skeleton (figure 10a). However, the skeleton can be corrected by moving each point so that the corresponding perpendicular cut has minimum area, as shown in figure 10b. 
FEATURE DETECTION

Vortex Lines
A point on the vortex centerline is defined as the location where the velocity in the plane normal to the vorticity vanishes. In other words, given a measurable vorticity vector v ω × ∇ = and the velocity normal to it:
a point on the vortex centerline is given by v'=0. Determining whether a vortex centerline lies in an element is particularly simple for linear tetrahedral elements. In this case, the velocity is given by: both of which will be >O(10 -2 ) when vorticity is present. The projected values v' i for the plane normal to ω ω ω ω are obtained from equation (14), and may be written as:
with ξ ξ ξ ξ=(ξ,η,ζ) and v' ij =v' i -v' j . The vortex centerline point for the element is then given in local coordinates by:
(20) Strictly speaking, the tolerance t min should be set to t min =0. However, it was found that setting t min =-1 yielded a better vortex core. This may be explained from the 2D sketch of figure 11. While element A identifies the vortex core as just lying outside itself, so does element B. For graphical purposes, the intersection of the line given by ξ 0 and the direction of the vorticity vector with the faces of the element is evaluated. This will lead to a discontinuous vortex core line, but leads to acceptable displays. The present vortex core identification technique may also be used as an error indicator [Mur00] . The elements that contain a vortex filament are marked for refinement, together with layers of elements surrounding them. 
Shock Surfaces
The present section is devoted to the detection of shock surfaces in steady flows. At a steady shock, the Mach-number of the normal velocity must be unity and decrease in the direction of the flow:
where M, n, v, γ, p, ρ, and c denote, respectively, the Mach-number, unit normal vector, velocity vector, ratio of specific heats, pressure, density and speed of sound of the gas. The normal vector may be computed in a variety of ways. One option that works well is the absolute value of the velocity vector, i.e.:
For many supersonic flows, large regions of uniform flow are separated by shocks. In these regions of uniform flow, the proper estimation of a normal vector can be problematic. In order to filter out the physically relevant normal vectors, one may examine the ratio:
where h is the local characteristic mesh size and c 1 =O(10 -2 ), c 2 =O(10 -4 ). If r<1, the normal vector is discarded, i.e. n=0. Given a normal vector at points, and the physical properties of the gas, one can now compute the normal Mach-number and obtain the isosurface for M n =-1.
A plot of the resulting iso-surface reveals, for each shock, the desired shock surface plus two close surfaces that are artificial. An explanation for these shock surfaces can be discerned from figure 12. As one moves along the path A-B, the normal Machnumber passes twice through the desired value of M n =-1. The solution is to retain only the iso-surfaces that are facing in the direction of the flow, i.e.:
where n f denotes the unit normal of the iso-surface face and c f =O(0.4). 
Helical Pipe
The incompressible, laminar, steady flow in a pipe in the shape of a helix and circular cross section is presented in this example. The geometry was already shown in figure 1a . At the inflow a parabolic velocity profile is imposed and a fixed pressure is imposed at the outflow. The reconstructed skeleton is shown in figure  13a . The exact skeleton computed analytically is also shown for comparison. The agreement is excellent, there is only a little discrepancy in the two extreme points, due to the proximity of the inflow and outflow boundaries. Several cuts parallel to the skeleton are used to visualize the velocity field. In figure 13b , velocity contours are shown on a cut, which is horizontal at the inflow and then follows the shape of the skeleton. Figure 14a shows velocity contours on a parallel cut which is vertical at the inflow, while figure 14b shows the shading of two parallel cuts according to the velocity magnitude. These two cuts were defined to be at 45 o and -45 o with respect to the horizontal plane at the inflow.
The use of cuts perpendicular to the skeleton is illustrated in figure 15 . Velocity profiles at several perpendicular cuts are shown in figure 15a . A closeup view of velocity vectors on some of these perpendicular cuts is presented in figure 15b . The secondary flow pattern can be clearly seen. These same results could be obtained by using cut planes combined with bounding boxes. However, the specification of the plane normals, a point on the plane and the bounding boxes can become a very tedious task. The current technique allows for the automatic generation of such perpendicular cuts, in the presence of curvatures, branching and nonuniform cross sections, as will be evidenced from the example presented in the next section. 
Carotid Artery
In this example, the incompressible flow of blood in a human carotid artery is visualized. The anatomical model shown in figure 16a was reconstructed from a computed tomography (CT) image [Ceb00] . The skeleton was built using the point with minimum y-coordinate as the source. The choice of the source point does not affect greately the shape of the skeleton, as shown in figure 16b , where a skeleton computed using the point with maximum zcoordinate is used as source. Figure 17 shows the extracted local maxima of geodesic distance (a), the initial skeleton after removing the undesired branches (b) and the final skeleton after the NURBS interpolation and smoothing (c). It can be seen that the skeletonization algorithm produces a skeleton with the correct topology for these branching structures. An example of the use of both parallel and perpendicular cuts along the mesh skeleton is presented in figure 18 . Velocity contours calculated on the parallel cut are shown in figure 18a. Threedimensional velocity profiles on a set of cuts perpendicular to the skeleton are shown in figure 18b. An iso-surface of distance-to-the-wall is used in figure 19 to visualize velocity vectors close to the arterial walls. 
NACA0012
The vortex detection scheme described before is used in this example to visualize the inviscid, incompressible flow around a NACA0012 wing at a 10 degree angle of attack. Three levels of refinement were used to capture the vortex. The vortex core obtained using the present procedure can be clearly seen in figure 21 . Pressure contours on the surface as well as vorticity contours on five planar cuts are also shown. 
Inlet
The detection of shock surfaces is illustrated in this example for the case of a supersonic inlet. Mach contour lines and the detected shock surfaces are shown in figure 22 . The position of the shock surfaces is in excellent agreement with the Mach contour lines. The uniqueness of the shock surfaces can also be clearly seen. Mach contour lines and detected shock surfaces.
CONCLUSIONS AND OUTLOOK.
In order to overcome the limitation of cutting planes for curved, branching pipe geometries, new visualization techniques were devised and implemented. The basic idea was to compute surface cuts that "follow" the geometry of the computational domain.
The problem of the intersection of a discretely defined surface (triangulation) and a 3D tetrahedral mesh was avoided by representing the surface as the iso-surface of a scalar function defined on the volumetric grid. In general, for a given surface triangulation, the distance of each point of the volume mesh to the surface can be used as such a scalar function.
In order to define surfaces that follow the geometry, a skeletonization algorithm for 3D unstructured grids composed of tetrahedral elements was presented.
Surface cuts parallel to the walls (boundary) of the 3D domain were computed as iso-surfaces of distance to the wall. Distances to the wall are computed as the first step of the skeletonization procedure.
Three kinds of surface cuts along the geometrical skeleton were used to visualize fluid flows in 3D models: a) cylindrical cuts along the skeleton, b) parallel cuts containing the skeleton, and c) perpendicular cuts along the skeleton.
A word must be said about the construction of the geometrical skeleton. The surface cuts used for visualization are independent of the way the skeleton was built. Even more, if the skeleton is not perfect it still yields satisfactory resutls for visualization. However, the skeleton can be improved or, in certain cases, computed by some other means, e.g. analytically.
Procedures for the detection of vortex centerlines and shock surfaces operating on unstructured grids were presented. In the case of shock surface detection, only steady flows were considered. Both schemes yield satisfactory results as evidenced from the respective numerical examples presented.
