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1. MAC, UNIVERSITY OF DELHI 
University of Delhi informally Delhi University is a public central collegiate university, 
located in New Delhi, India. The university has sixty-five colleges which have liberal courses in 
humanities, social sciences and science. Twenty five of these colleges 
are affiliated with the South Campus while the others are to the North 
Campus. The President of India (currently, Shri. Pranab Mukherjee) is 
the Visitor, the Vice President of India (currently, Shri. Mohammad 
Hamid Ansari) is the Chancellor and the Chief Justice of India 
(currently, Shri. T. S. Thakur) is the Pro-Chancellor of the University. 
The Court, the Executive Council, the Academic Council and the Finance Committee are the 
administrative authorities of the University. [1][2][3] 
Out of the various prestige colleges of University of Delhi; Maharaja 
Agrasen College (MAC) emerges as a platform provider for students who 
depicts great academic achievements in their school life. It provides 
courses in Arts, Commerce and Science. The college believes to enable 
students to experience an unparalleled educational journey that is 
intellectually, socially, and personally transformative [4]. The mission of 
MAC states: 
“To educate the citizens and citizen-leaders for our society. We do this through our 
commitment to the transformative power of higher education in arts, commerce and sciences. 
Beginning in the classroom with exposure to new ideas, new ways of understanding, and new 
ways of knowing, students embark on a journey of intellectual transformation. Through a diverse 
living environment, where students interact with people who are studying different topics, who 
come from different walks of life and have evolving identities, intellectual transformation is 
deepened and conditions for social transformation are created.” [4] 
We have been given an opportunity to work in the Embedded Systems and Robotics 
Center (ESRC) governed by the Dept. of Electronics, MAC. Our team is headed by Dr. Praveen 
Kant Pandey, Associate Professor, Dept. of Electronics and the project is covered under the 
college funding. ESRC has been an active research center from past many years. Its team is 
responsible to conduct various events, conferences (namely NCIL), workshops and guest lectures 
on a yearly basis. 
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2. PROFILE OF THE PROBLEM 
An autonomous terrain profiling multi-robotic system is developed which uses ultrasonic 
technology to determine terrain profile including environmental pollution level detection. The 
system is deployed for both airy and aquatic medium. In addition to only terrain profiling under 
airy medium, the system exploits temperature and turbidity analysis for aquatic environment too. 
The multi-robot system is further extended to swarm intelligence system and correspondingly 
simulated results have been provided based on the algorithm so developed. The proposed system 
has various advantages including bottom survey, environmental pollution check, search and 
rescue operations, and finally contributing to swarm robotics. 
Keywords: Bottom survey, environment specific, multi-robot, swarm intelligence, 
temperature profile, turbidity profile, ultrasound. 
3. LITERATURE SURVEY 
There have been extensive research in the field of terrain mapping, for instance, satellites 
map our exterior landmass and many organizations, naming NOAA to be one such are 
responsible for carrying out the terrain mapping underwater commonly referred to as bottom 
surveying. We have collected some of the major projects dealing with the underwater bottom 
surveying task as listed: 
 Autonomous Underwater Vehicle AQUA EXPLORER 1000 for Inspection of 
Underwater Cables: 
AElOOO can find and track buried underwater cables with a cable tracking seilsor, and 
records the view of the seafloor on a built-in Video Cassette Recorder (VCR). A high-bit-rate 
acoustic link for video-signal transmission is also newly developed, that enables the operator 
to monitor the seafloor in real-time. Five sea trials have been carried out since 1992, in which 
we succeeded in the continuous tracking of real underwater telecommunication cables over 
2.6 kilometers. [5]
 
 Development of an autonomous underwater robot “Twin-Burger” for testing intelligent 
behaviors in realistic environments: 
An autonomous underwater robot named “Twin-Burger” was developed as a versatile 
test bed to establish the techniques which realize intelligent robot behaviors. The robot was 
designed to have necessary functions for complex tasks including cooperative task execution 
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with other robots and divers. The first robot “Twin-Burger I” was completed and launched in 
November 1992. Motion of the robot is controlled by sliding controllers based on simplified 
equations of motion which are derived from system identification experiments. Tank tests 
proved that the robot was able to cruise along a commanded path as a sequence of control 
actions generated by the sliding controllers. The Distributed Vehicle Management 
Architecture (DVMA) is applied to the robot as architecture for the control software. Mission 
execution experiments shows that the Twin-Burger behaves appropriately according to the 
mission and environmental conditions. [6]
 
 Development of an underwater robot, ODIN-III: 
During the last decade, the first autonomous underwater robot of the Autonomous 
Systems Laboratory of the University of Hawaii, ODIN (Omni-Directional Intelligent 
Navigator) built in 1991 has produced a lot of valuable results in development and control 
methods [(S.K. Choi et al., July 1994), (Choi, S.K. et al., March 1995), (S.K. Choi et al., 
April 1996), (Yang, K.C. et al., September 1999), (J. Yuh et al., 2000)]. Recently, ODIN was 
born again in the 3rd generation with unique features under recent technologies such as 
abundant system resources owing to a PC104+, new vehicle system software architectures 
with an object-oriented concept and its implementation, a graphical user interface and an 
independent algorithm module using a dynamic linking library (DLL) based on the Windows 
operating system. These give us an ideal environment for developing various algorithms 
which are needed for developing an advanced underwater robotic vehicle. [7]
 
 The Ocean Voyager II: an AUV designed for coastal oceanography: 
The Ocean Voyager II is a small long-range AUV designed for coastal oceanography. A 
system overview and design constraints are given with reference to the specific mission of 
bottom classification through light reflectance and absorption measurement. This mission 
requires the AUV to fly above the sea floor at a constant altitude while measuring the albedo 
of the bottom and the absorption of certain light frequencies by plant life. Important 
navigation, sensing, power, computation control, and configuration issues are taken care of. 
The OVII has been developed by Florida Atlantic University's Ocean Engineering Dept. in 
cooperation with the University of South Florida's Marine Science Department to provide 
more efficient means of sampling the coastal ocean regions. Of great importance is ground-
truthing satellite spectrometry. Current measurements of bottom albedos are limited in 
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density and scope. The OVII provides a means of covering large areas of the ocean floor in 
an efficient manner. This paper provides insights gained from the development effort and 
describes initial testing of the vehicle. [8]
 
 MARIUS: an autonomous underwater vehicle for coastal oceanography: 
An autonomous underwater vehicle (AW), named MARIUS, has been developed under 
the MAST Program of the Commission of the European Communities. The primary 
envisioned missions of the prototype AW are environmental surveying and oceanographic 
data acquisition in coastal waters. The design and implementation of the AW systems for 
vehicle and mission control, and report the results of the sea trials conducted with the vehicle 
in Sines, Portugal can be explored at [9].
 
 The Theseus autonomous underwater vehicle. A Canadian success story: 
International submarine Engineering Research and the Esquimalt Defense Research 
Detachment of the Defense Research Establishment Atlantic have worked together to 
develop a large autonomous underwater vehicle, named Theseus, for laying optical fiber 
cables in ice-covered waters. It was able to lay a fiber optic cable in a completely 
autonomous mode for a distance of 200 km under Arctic sea-fee and then return to the launch 
station for recovery. It operates in either depth-keeping mode or bottom-following mode, was 
designed to operate at a maximum depth of 1000 m, and has operated at a depth of 425 m. 
The vehicle is equipped with an inertial navigation unit and Doppler sonar speed sensor for 
autonomous navigation, a forward-looking obstacle avoidance sonar, an acoustic homing 
system, and acoustic transponders for use with surface tracking stations. An acoustic 
telemetry system enables communication with Theseus from surface stations, and an optical 
telemetry system is used for system monitoring while Theseus is laying optical fiber cable. 
All sub-systems are controlled by an MC68030 based sensor integration and control 
computer. Theseus' qualities of covertness, long endurance and precise navigation make 
possible such tasks as long base-line oceanographic data collection, remote route surveys, 
remote mine hunting, the rapid deployment of acoustic and non-acoustic surveillance 
systems, and even the towing of mobile sensor arrays. [10]
 
 OpenROV:  
OpenROV (open-source remotely operated vehicle) is a low-cost telerobotic submarine 
built with the goal of making underwater exploration and education affordable. [11] 
 5 
 
OpenROV is a remotely operated mini-submarine that weighs ~2.5 kg and has 
dimensions 15 cm x 20 cm x 30 cm. This submarine is powered by C batteries and can be 
assembled from common materials, with the most expensive piece being the BeagleBone 
Linux computer (~$89). The submarine is controlled from a laptop computer connected to 
the submarine via a tether and is equipped with on-board LEDs and a camera. OpenROV is 
an open-source hardware project. By providing the list of the submarine parts and 
instructions on how to assemble them, the developers aim to democratize underwater 
exploration. 
 Bluefin-21: 
The Bluefin-21 is an autonomous underwater vehicle (AUV) developed by Bluefin 
Robotics for defense, commercial or scientific use. It is torpedo shaped and has 
interchangeable payload and battery components. This allows for the rapid deployment of the 
robot in time-bound missions. It has a modular design that can be adapted to carry a variety 
of sensors and payloads at one time, making it suitable for diverse deep-sea missions 
including offshore survey, marine salvage detection, marine archeology survey, 
oceanography, mine countermeasures, and the detection of unexploded ordnance. It is said to 
take two hours to descend to the bottom of the ocean and a further two hours to surface, with 
the ability to search for sixteen hours. 
Bluefin-21 is powered by nine lithium-polymer batteries, each rated at 1.5 kilowatt-
hours (5.4 MJ). This allows the robot to reach a top speed of 4.5 kn (8.3 km/h; 5.2 mph) and 
an endurance of 25 hours at 3 knots. [12] 
4. PRESENT SYSTEM – STPRS 
The Swarm Terrain Profiler Robotics System (STPRS) is an autonomous terrain profiling 
multi-robotic system designed for stationary work and is equipped with multiple sensors to get 
information on its surroundings. Its expected stationary tasks includes, for example, fine 
observation of an underwater structure (bottom survey), checking on the amount of temperature 
and turbidity in an area and locating specific geometries.  
Functions that the vehicle is desired to have can be categorized in to two groups. The first 
one is a group of the functions which are indispensable to realize autonomous behaviors of the 
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vehicle as mentioned above. The second one is a group of the functions with which the technical 
staff is kept from being bothered in vehicle operations.  
Requirements: 
l. It must be fully autonomous. 
2. It should be equipped with multiple sensors for perception of surroundings.  
3. It should be able to communicate with other vehicles (multi-robot/swarm intelligence).  
4. It should carry CPUs with sufficient computational power. 
5. It must be of such size and weight that can be easily handled by one or two students.  
6. It doesn't have to be able to run/fly/swim fast, but should be able to hover for stationary 
work.  
7. Its depth rating and energy duration only have to be enough for shallow landmass tests. 
4.1 SYSTEM DEFINITION 
Let‟s now proceed to the system definition and later to corresponding Data Flow Diagram. 
The system is made for two mediums as mentioned earlier; airy and aquatic mediums 
respectively. Further, it has to obtain three maps regarding distance, temperature and turbidity 
information of an area.  
4.1.1 Terrain (Distance) profiling 
According to Ministry of Environment, British Columbia, terrain mapping is referred to as 
“a classification system that describes the characteristics and spatial distribution of surficial 
materials, landforms and geomorphological processes.” [13]. 
There are various types of terrain profiling methods pertaining to its definition. Major tasks 
falling under this domain includes but is not limited to: 
 Soil and landforms maps 
 Surficial geological maps 
 Soil maps 
 Avalanche snow track map 
 Landslide inventory map 
 Landslide hazard map 
 Geological hazard map 
 Glacial terrain feature map 
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Fig 1. Visualization of terrain mapping for MH370 [14] 
The necessity of terrain mapping is to deliver information for: 
 Research 
 Regional Planning 
 Bottom Surveying 
 Search and Rescue 
 Ecosystem mapping 
 Environmental impact studies 
 Terrain hazards and constraints 
STRPS terrain mapping outlook: Our work under terrain mapping is to perform only landform 
mapping. The information so retrieved from this mapping can be used but not limited to the 
above stated applications. 
4.1.2 Temperature profiling 
In the case of aquatic medium, temperature plays a very crucial role for life to exist 
underwater. Underwater living species survives at a range of temperature just like we humans do. 
Therefore, rather increase or decrease in temperature disrupts life activity for aquatic flora and 
fauna. Since, our area of focus lies with stationary water bodies like lakes, ponds, lochs, lagoons 
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etc. therefore we have gathered handful of relevant 
information about stationary water body temperature 
profiles. 
Talking about ponds, their temperature remains 
constant throughout top to bottom and barely changes due 
to air temperature. During winters, they may freeze out 
totally. Fauna are found almost around the shores and even 
at the bottom of ponds. 
On the other hand, temperature in lake varies forming 
layers of different temperature profile. There are mostly 
three layers formed, top (temp. range: 65°-75°), middle 
(temp. range: 45°-65°) and finally bottom layer (temp. 
range: 39°-45°). [15] As decomposition and respiration 
more often occurs in lower layer, they can become too 
unworthy for any living organisms to survive. 
Fig. 2 [16] depicts the temperature profile of different 
mountain lakes retrieved in summer (late July).            Fig 2. Temperature profile of lakes 
As clearly illustrated with the increase in depths the temperature also falls. At top layer, water 
temperature is varied by air temperature and sunlight, however with the increasing depths and 
less warmth from sunlight, lakes becomes cooler as depicted right at 30m the temperature falls to 
near about 5°. 
STRPS temperature mapping outlook: At current stage we take a constant temperature 
layer for our test-bed. 
4.1.3 Turbidity profiling 
Turbidity is an optical determination of water clarity. [17] Turbid water may seem to be 
colored, murky or opaque. Turbidity measurements are often used to mark the clarity of water 
body. The turbidity of water is based on the amount of light scattered by particles in water 
channel. [18] The unit to measure turbidity is nephelometric turbidity units (NTU). During low 
river flow, when river color is often green, the turbidity range lies around 10NTU.  
Various causes affect the increased turbidity of water as listed: 
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 Soil erosion 
 Dredging 
 High water flow 
 Pollution 
 Algae and etc. 
 
Fig 3.  A turbid pond. Accumulation of silt and sand at the corners increases turbidity and causes color change. 
In general, marine water has lower turbidity levels than stationary water bodies. [19] 
Increased turbidity levels also lead to increase temperature profile, since more suspended 
particles stores heat which induces higher temperature. 
Effects [20]: 
 Worst effects on the nervous system of fishes. 
 Reducing the successful development of fish eggs. 
 Adversely affect those fishes which rely upon sight for hunting. 
 Shortage of food supply. 
 Unpredictable migrations. 
Knowing the bad impact of turbidity for aquatic life, it is of utmost importance to frame a 
turbidity profile to obtain some worthy information which can be used for further investigations. 
STRPS turbidity mapping outlook: We use NTU corresponding device placed at 90 
degrees of the source light on the aquatic robotic system. 
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4.2 DATA FLOW DIAGRAM 
The underlying flowchart of Airy medium STPRS (Ai-STPRS) & Aquatic medium STPRS 
(Aq-STPRS) is shown in Fig. 4 and Fig. 5 respectively.  
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
            Fig. 4: Ai-STPRS Flowchart            Fig. 5: Aq-STPRS Flowchart 
Attach a serial 
communication medium 
to the complete system to 
obtain real time distance 
cum slot information 
End 
Plot the data on the 
MATLAB to view final 
terrain map 
Start 
Choose multiple Firebird V as 
the hardware for Ai-STPRS 
Connect another system to 
capture distance using 
Ultrasonic sensor technology 
Connect an acceleration 
sensor technology which 
provides the exact slot 
from which distance data 
is read 
Feed a program to travel 
Firebird(s) in an indicated 
area following S motion. 
Attach a serial 
communication medium 
to the complete system to 
obtain real time data. 
End 
Plot the data on the 
MATLAB to view final 
maps. 
Start 
Choose multiple bottle ships as 
the hardware for Aq-STPRS 
Connect a system to capture 
distance, temperature and 
turbidity profile info. 
Connect an acceleration 
sensor technology which 
provides the exact slot 
from which distance data 
is read 
Feed a program to travel 
bottle ship(s) in an 
indicated area.  
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5. PROJECT PLAN AND FEASIBILITY ANALYSIS 
The end project is meant to deliver an autonomous swarm robotic system aiming to deliver 
finest mapping details. We started with the baby steps and strictly followed given procedure: 
- Worked upon a new idea (now called STPRS) related to current technology 
applications.  
- Had a literature survey of the existing systems.  
- Grasp knowledge of swarm intelligence and multi-robot system. 
- Choose airy medium as best option to build our test-bed first. 
- Studied hands on knowledge of Firebird V, ATmega328P, ultrasonic sensor, 
accelerometer sensor, & temperature cum turbidity sensor. 
- Started software part using Atmel Studio 6.2 (programming purpose) and MATLAB 
(mapping purpose). 
- Built a test-bed for airy medium. 
- Once completed with Ai-STPRS, followed with the making of aquatic test-bed and 
performed respective experiment. 
- Developed a swarm intelligence coordination algorithm. 
- Successfully simulated the respective algorithm and later to be tested practically. 
- Report completion and final presentation. 
 
The feasibility analysis has been performed thoroughly before proceeding with the 
implementation phase. The work plan has been discussed with the mentors (both internal and 
external) and the practical feasibility along with the financial budget has been proposed.  
The project is approved articulating with its strengths due to the availability of much of the 
resources in ESRC, followed with the expert knowledge guide of embedded systems, allotted 6 
months‟ time and of course, the college funding. 
However, the project still lacks in the notion that the field of swarm robotics proves quite 
new to deploy it for such big task. Therefore, we have to stick with multi-robot system at the 
start and have to make complete system centralized, if needed; communication is done through a 
centralized system serially. In spite of such limitation, we do develop a new swarm intelligence 
algorithm and successfully simulated results on Scratch software. 
  
 12 
 
6. HARDWARE AND SOFTWARE REQUIREMENT ANALYSIS 
Various types of hardware equipment have been utilized so far. Let us consider all of these 
relevant pieces one by one and then we‟ll disclose required software. 
 
Firebird V. Fire Bird V can get anyone acquainted with the world of robotics and embedded 
systems due to its innovative architecture and adoption of the „Open Source Philosophy‟ in its 
software and hardware design, due to which we‟re able to create and contribute too, complex 
applications that run on this platform, helping us acquire expertise as we spend more time with 
them. Fire Bird V is designed by NEX Robotics and Embedded Real-Time Systems lab, CSE IIT 
Bombay. 
As a Universal Robotic Research Platform, Fire Bird V provides an excellent environment 
for experimentation, algorithm development and testing. Its modular architecture allows you to 
control it using multiple processors such as 8051, AVR, PIC and ARM7 etc. Modular sensor 
pods can be mounted on the platform as dictated by intended applications. Precision position 
encoders make it possible to have accurate position control. The platform can be upgraded to 
tank drive and Hexapod insect or any other desired form very easily. It is powered by high 
performance rechargeable NiMH batteries. A 2.4 GHz ZigBee module provides state of the art 
secure and multi-channel wireless communication up to a range of one kilometer. 
Research Areas: Artificial Intelligence, Multi-Agents System, Control systems, 
Autonomous navigation, Mobile sensor network, Collaborative robotics, Real-Time systems, & 
automotive technologies. [21] 
 
ATmega328P Xplained Mini: The ATmega328P Xplained Mini evaluation kit is a hardware 
platform to evaluate the Atmel ATmega328P microcontroller. The evaluation kit comes with a 
fully integrated debugger that provides seamless integration with Atmel Studio 6.2 (and later 
version). The kit provides access to the features of the ATmega328P enabling easy integration of 
the device in a custom design. 
Given below is the description of some of the registers used in ATmega328P: 
Timer control: 
TCCR0B – Timer/Counter Control Register B: 
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Fig. 6 TCCR0B – Timer/Counter Control Register B 
Bits 2:0 – CS02:0: Clock Select 
The three Clock Select bits select the clock source to be used by the Timer/Counter. 
CS02 CS01 CS00 Description 
0 0 0 No clock source (Timer/Counter stopped) 
0 0 1 Clk I/O/(No prescaling) 
0 1 0 Clk I/O/8 (From prescaler) 
0 1 1 Clk I/O/64 (From prescaler) 
1 0 0 clkI/O/256 (From prescaler) 
1 0 1 clkI/O /1024 (From prescaler) 
1 1 0 External clock source on T0 pin. Clock on falling edge. 
1 1 1 External clock source on T0 pin. Clock on rising edge 
Table 1 Clock Select Bit Description 
TCNT0 – Timer/Counter Register: 
 
Fig. 7 TCNT0 – Timer/Counter Register 
The Timer/Counter Register gives direct access, both for read and write operations, tothe 
Timer/Counter unit 8-bit counter. Writing to the TCNT0 Register blocks (removes) the Compare 
Match onthe following timer clock. Modifying the counter (TCNT0) while the counter is 
running, introduces a risk of missing a Compare Match between TCNT0 and the OCR0x 
Registers. 
OCR0A – Output Compare Register A: The Output Compare Register A contains an 8-bit 
value that is continuously compared with the counter value (TCNT0). A match can be used to 
generate an Output Compare interrupt, or to generate a waveform output on the OC0A pin 
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Fig. 8 OCR0A Register 
TIMSK0 – Timer/Counter Interrupt Mask Register 
 
Fig. 9 TIMSK0 Register 
Bit 0 – TOIE0: Timer/Counter0 Overflow Interrupt Enable: When the TOIE0 bit is 
written to one, and the I-bit in the Status Register is set, the Timer/Counter0 Overflow interrupt 
is enabled. The corresponding interrupt is executed if an overflow in Timer/Counter0 occurs, i.e., 
when the TOV0 bit is set in the Timer/Counter 0 Interrupt Flag Register – TIFR0. 
 
USART Registers: 
UCSRnA – USART MSPIM Control and Status Register n A: 
 
Fig. 10 UCSRnA Register 
Bit 7 – RXCn: USART Receive Complete: This flag bit is set when there are unread data 
in the receive buffer and cleared when the receive buffer is empty (i.e., does not contain any 
unread data). If the Receiver is disabled, the receive buffer will be flushed and consequently the 
RXCn bit will become zero. The RXCn Flag can be used to generate a Receive Complete 
interrupt. 
Bit 6 – TXCn: USART Transmit Complete: This flag bit is set when the entire frame in 
the Transmit Shift Register has been shifted out and there are no new data currently present in 
the transmit buffer (UDRn). The TXCn Flag bit is automatically cleared when a transmit 
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complete interrupt is executed, or it can be cleared by writing a one to its bit location. The TXCn 
Flag can generate a Transmit Complete interrupt. 
Bit 5 – UDREn: USART Data Register Empty: The UDREn Flag indicates if the transmit 
buffer (UDRn) is ready to receive new data. If UDREn is one, the buffer is empty, and therefore 
ready to be written.The UDREn Flag can generate a Data Register Empty interrupt (see 
description of the UDRIE bit). UDREn is set after a reset to indicate that the Transmitter is 
ready. 
 
UCSRnB – USART MSPIM Control and Status Register n B: 
 
Fig. 11 UCSRnB Register 
Bit 4 – RXENn: Receiver Enable: Writing this bit to one enables the USART Receiver in 
MSPIM mode. The Receiver will override normal port operation for the RxDn pin when enabled. 
Disabling the Receiver will flush the receive buffer. Only enabling the receiver in MSPI mode 
(i.e. setting RXENn=1 and TXENn=0)has no meaning since it is the transmitter that controls the 
transfer clock and since only master mode is supported. 
Bit 3 – TXENn: Transmitter Enable: Writing this bit to one enables the USART 
Transmitter. The Transmitter will override normal port operation for the TxDn pin when 
enabled. The disabling of the Transmitter (writing TXENn to zero) will not become effective 
until ongoing and pending transmissions are completed, i.e., when the Transmit Shift Register 
and Transmit Buffer Register do not contain data to be transmitted. When disabled, the 
Transmitter will no longer override the TxDn port. 
 
UCSRnC – USART MSPIM Control and Status Register n C: 
 
Fig. 12 UCSRnC Register 
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Bit 7:6 – UMSELn1:0: USART Mode Select: These bits select the mode of operation of 
the USART as shown in Table 21-4. See ”UCSRnC – USART Control and Status Register n C” 
on page 193for full description of the normal USART operation. The MSPIM is enabled when 
both UMSELn bits are set to one. The UDORDn, UCPHAn, and UCPOLn can be set in the same 
write operation where the MSPIM is enabled. 
 
Ultrasonic Sensor Module-HCSR04:  
Ultrasonic transducers are transducers that convert ultrasound waves to electrical signals or 
vice versa. Those that both transmit and receive may also be called ultrasound transceivers; 
many ultrasound sensors besides being sensors are indeed transceivers because they can both 
sense and transmit. These devices work on a principle similar to that of transducers used in radar 
and sonar systems, which evaluate attributes of a target by interpreting the echoes from radio or 
sound waves, respectively. Active ultrasonic sensors generate high-frequency sound waves and 
evaluate the echo which is received back by the sensor, measuring the time interval between 
sending the signal and receiving the echo to determine the distance to an object. Passive 
ultrasonic sensors are basically microphones that detect ultrasonic noise that is present under 
certain conditions, convert it to an electrical signal, and report it to a computer. 
Working Principle: Ultrasonic transmitter emitted an ultrasonic wave in one direction, and 
started timing when it launched. Ultrasonic spread in the air, and would return immediately when 
it encountered obstacles on the way. At last, the ultrasonic receiver would stop timing when it 
received the reflected wave. As Ultrasonic spread velocity is 340m / s in the air , based on the 
timer record t, we can calculate the distance (s) between the obstacle and transmitter, namely: s = 
340t / 2, which is so- called time difference distance measurement principle The principle of 
ultrasonic distance measurement used the already-known air spreading velocity, measuring the 
time from launch to reflection when it encountered obstacle, and then calculate the distance 
between the transmitter and the obstacle according to the time and the velocity. Thus, the 
principle of ultrasonic distance measurement is the same with radar. Distance Measurement 
formula is expressed as: L = C X T In the formula, L is the measured distance, and C is the 
ultrasonic spreading velocity in air, also, T represents time (T is half the time value from 
transmitting to receiving). 
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Module Operating Principle: Set low the Trig and Echo port when the module initializes , 
firstly, transmit at least 10us high level pulse to the Trig pin (module automatically sends eight 
40K square wave), and then wait to capture the rising edge output by echo port, at the same time, 
open the timer to start timing. Next, once again capture the falling edge output by echo port, at 
the same time, read the time of the counter, which is the ultrasonic running time in the air. 
According to the formula: test distance = (high level time * ultrasonic spreading velocity in air) / 
2, you can calculate the distance to the obstacle. 
HC-SR04 (Ultrasonic Sensor) Specs: 
Operating Voltage   :  5V 
Operating Frequency   : 40KHz 
Operating Current   : 15mA 
Power Consumption   : 75mW 
Working Voltage    : DC 5 V  
Working Current    : 15mA  
Working Frequency   : 40Hz  
Max Range    : 4m  
Min Range    : 2cm  
Measuring Angle    : 15 degree  
Trigger Input Signal   : 10uS TTL pulse  
Echo Output Signal : Input TTL lever signal and the range in proportion  
Dimension     : 45*20*15mm 
Timing diagram: The Timing diagram is shown below.  
 
Fig. 13 Timing diagram of HC-SR04 
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 You only need to supply a short 10uS pulse to the trigger input to start the ranging, and then 
the module will send out an 8 cycle burst of ultrasound at 40 kHz and raise its echo. 
The Echo is a distance object that is pulse width and the range in proportion .You can 
calculate the range through the time interval between sending trigger signal and receiving echo 
signal. Formula: uS / 58 = centimeters or uS / 148 =inch; or: the range = high level time * 
velocity (340M/S) / 2; we suggest to use over 60ms measurement cycle, in order to prevent 
trigger signal to the echo signal. 
 
DYP-ME007 Ultrasonic Sensor: 
DYP-ME007 ultrasonic sensor provides non-contact distance measuring of 30cm to 3.5 
meters range. This ultrasonic sensor module is applied for distance measuring like: 
programmable car obstacle avoidance, robot obstacle avoidance, teaching apparatus, security and 
industrial control and more. 
Features: 
- Low voltage, low power consumption 
- High accuracy, wide measurement range 
- Waterproof design, compact size, easy to use 
- Applications: Robot obstacle avoidance, security, industrial control, etc. 
Specifications: 
- Operating Voltage: DC 5V 
- Operating Current: <15mA 
- Frequency: 40kHz 
- Measuring Range: 30cm-3.5 meters 
- Output Signal: 5V TTL level 
- Response Time: 100mS 
- Accuracy: 1cm 
- Operating Temperature: -10-60℃ 
- Storage Temperature: -20-80℃ 
- Board Size (L x W): Approx. 1.6 x 1.1 inch 
- Cable Length: Approx. 95 inch 
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Fig. 14 Timing diagram of DYP-ME007 ultrasonic sensor 
Description:  
After power on, the module waits for the trigger signal. Triggered automatically issued 
within 8 40kHz cycle level, and to detect the long echo time, and through the corresponding 
timer output level TTL level PWM pulse width. According to the object at different distances, a 
corresponding proportion of the output pulse width. MCU can be used to determine the timing of 
pulses calculated distance. Formula: uS/5.8 = mm, or uS/148 = inches. If the object is not 
detected, the module output pin will output a constant pulse width of about 35MS.  
Note: The module detects a minimum distance of 30cm; 30cm inside the object, the signal 
will be inaccurate. 
 
Turbidity cum temperature sensor: 
The sensor operates on the principle that when light is passed through a sample of water, the 
amount of light transmitted through the sample is dependent on the amount of soil in the water. 
As the soil level increases, the amount of transmitted light decreases. The turbidity sensor 
measures the amount of transmitted light to determine the turbidity of the lake water. These 
turbidity measurements are supplied serially to the attached microcontroller. 
Specifications: 
Rated Voltage  : DC 5V 
Voltage Differential : 2.7V ± 20% 
Test Method  : After testing in water (0 NTU) 
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Operating Temperature Range : -10° ~ 90°C 
Storage Temperature Range : -120°C ~ 90°C 
Rated Current   : Max. 30mA 
 
Atmel Studio 6.2: 
Atmel Studio is an integrated development platform (IDP) for developing and debugging 
Atmel® SMART ARM®-based and Atmel AVR® microcontroller (MCU) applications. Studio 
6 supports all AVR and Atmel SMART MCUs. The Atmel Studio 6 IDP gives a seamless and 
easy-to-use environment to write, build and debug your applications written in C/C++ or 
assembly code. It also connects seamlessly to Atmel debuggers and development kits. 
Additionally, Atmel Studio includes Atmel Gallery, an online apps store that allows extending 
our development environment with plug-ins developed by Atmel as well as by third-party tool 
and embedded software vendors. Atmel Studio 6 can also able seamlessly import Arduino 
sketches as C++ projects, providing a simple transition path from Makerspace to Marketplace. It 
contains inbuilt terminal window to receive data serially on real time. 
The software is equipped with its own debugger, namely Simulator. However, ATmega328P 
has its own debugger named mEDBG (ATML2323020200001106). 
Below figure shows a debugging session of HCSR04 at 22cm stored in variable “g”. 
 
Fig. 15 Debugging session in Atmel Studio 6.2 
 
MATLAB: 
MATLAB (matrix laboratory) is a multi-paradigm numerical computing environment and 
fourth-generation programming language. A proprietary programming language developed by 
MathWorks, MATLAB allows matrix manipulations, plotting of functions and data, 
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implementation of algorithms, creation of user interfaces, and interfacing with programs written 
in other languages, including C, C++, Java, Fortran and Python. 
Although MATLAB is intended primarily for numerical computing, an optional toolbox 
uses the MuPAD symbolic engine, allowing access to symbolic computing abilities. An 
additional package, Simulink, adds graphical multi-domain simulation and model-based design 
for dynamic and embedded systems.  
The primary function of MATLAB that is being inherited in the making of project is its 3D-
plotting features. MATLAB can provide vary impressive plot designs by taking raw data directly 
either from Excel sheets, notepad, CSV etc. 
Numerous of the plot variations enrich MATLAB to use it for this sole task.  
Figure 16 depicts numerous 3D plots provided by MATLAB: 
   
(a) Mesh         (b) Meshz      (c) plot3 
   
       (d) surf         (e) surface    (f) waterfall 
Fig. 16 Different types of 3D MATLAB plots 
Once a terrain is plotted it is then maneuvered by signifying the depth and shallow regions. 
This is done by using MATLAB‟s command colormap, colorbar and shading; giving a final 
terrain as shown in Figure 17. 
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              Fig. 17 surf + colormap hot + shading interp 
Airy medium Test-bed: 
To start with the process in the airy medium, we have constructed a terrain made up of 
thermacol sheets with dimensions 180cms x 135cms x 2cms. Later on, we have stuck some extra 
pieces on its surface to make it uneven. Next up, the terrain needs a holder to fix it high above 
the ground at a distance of 180cms. So, we have developed a mechanical frame of dimensions 
180cms x 135cms x 180cms. 
The final frame is as shown in Figure 18. 
  
(a)                  (b)  
 23 
 
 
(c) 
Fig. 18 (a) Front View (b) Side View (c) Bottom View of airy medium Test-bed 
Aquatic medium Test-bed: 
Similar to airy medium, we have developed a water container using thermacol sheets, Al foil 
and polythene sheets. The dimensions are 90cm x 45cm x 16cm. The obstacles are of 5cm in 
height each. The final test-bed is given in figure 19. 
 
Fig. 19 Top View of Aquatic medium Test-bed 
7. DESIGN 
We elaborate designing of STPRS in two different sections: one for Ai-STPRS and another 
for Aq-STPRS.  
7.1 Designing of Ai-STPRS 
The HCSR04 consists of 4 pins as discussed earlier and is interfaced with ATmega328P 
pins. The Vcc pin of HC-SR04 is connected to the 5V pin of ATmega328p, Grd to Grd, Trig to 
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PB1 and Echo to PD3 respectively. Next up, program (Annexure-I) is burned in the 
ATmega328p to record the value of USS after every 7ms. Firebird V is programmed (Annexure-
II) separately covering the complete terrain following a “S” curve. The speed is so maintained 
that 16 values of USS are averaged to give one final value per 2.5 cm of the distance coverage.  
HC-SR04: Range estimation and Calibration 
 MAX and MIN distance Calibration (in AIR) (DETERMINED PRACTICALLY) 
Table 2 HC-SR04 maximum and minimum range calibration 
 DISTANCE TO SURFACE AREA SPAN (SAS) Calibration (in AIR) (DETERMINED 
both PRAC. & THEO.) 
DISTANCE(in m) SAS (in m) 
4 2.07 
3.5 1.81 
3 1.55 
2.5 1.29 
2 1.04 
1.5 0.78 
1 0.51 
0.5 0.26 
Table 3 HC-SR04 distance to SAS calibration 
 OBJECT to DISTANCE Calibration (in AIR) (DETERMINED PRACTICALLY) 
DISTANCE(in m) Obj. Size (in cm) 
4.0 6.4 
3.5 5.6 
3.0 4.8 
2.5 4.0 
2.0 3.2 
1.5 2.4 
MAX distance 512cm REPETIBILITY gets affected 
MAX distance 446cm Sustained REPETIBILITY 
MIN distance 3cm Sustained REPETIBILITY 
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1.0 1.6 
0.5 0.8 
Table 4 HC-SR04 Object to Distance Calibration 
Therefore, in area span of the sensor, if any object comes of size as per mentioned above then it 
will be read as SURFACE.  
Hence, it can be stated that HC-SR04 doesn’t work upon LOS rather works in an area 
span and catches anything as surface whose size is equal or greater than as specified in above 
table. 
Along with the HC-SR04 is connected another sensor called ADXL335, a kind of 
accelerometer sensor. It constitute of 5 pins namely Vcc, X, Y, Z and Grd. Vcc and Grd are as 
usual connected to Vcc and Grd pins of Atmega328P board. Regarding rest of three pins, X is 
connected to the ADC pin (PC0) of the microcontroller (refer program: Annexure I). It is 
designed to collaborate with the data of USS. Since, sometimes robot can go out of path or may 
detect an obstacle in its path for which it has to change its path. Accelerometer sensor is used to 
act as a coordinate system guide to the raw data obtained at each point on its traversing path. 
 
Figure 20 Ai-STRPS  
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7.2 Designing of Aq-STPRS 
Similar to the airy medium, concept remains the same but changes of equipment circuitry 
are established. Accelerometer sensor is connected as usual with the microcontroller. In spite of 
HC-SR04, DYP-ME007 is used due to its waterproof feature with similar operating principle but 
with reduced range capacity. Next, turbidity cum temperature sensor is interfaced with the ADC 
channel of the microcontroller which delivers consecutive (turbidity data followed by 
temperature data) distinct data one after another. The pins are Vcc, Grd, & Out; Vcc and Grd are 
as usual connected to respective Vcc and Grd pins of microcontroller. Out pin is connected with 
the ADC channel (PC1) to attain the data.  
Next, a bottle ship is constructed to safeguard the electronic circuitry inside it and further to 
act as a mechanical arrangement to float over the water surface. A motor is connected with the 
bottle ship interfaced with microcontroller via a L293d chip. 
 
Figure 21 Aq-STPRS 
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8. TESTING 
There have been three levels of testing involved before final implementation is ready. These 
are electronic testing, mechanical testing, and software testing. 
8.1 Electronic Testing 
To name with, we have seven electronic arrangements namely Firebird V, bottle ship, 
Atmega328P board, HC-SR04, DYP-ME007, ADXL335, and TcT sensor.  
Firebird V is responsible for maintaining a “S” curve motion. Therefore, it has been tested 
using the inbuilt motion and velocity program (see Annexure IV & V). After checking its status 
for a handful of runs we programmed it for a short S curve which shows promising results. 
Bottle Ship acts as an important hardware in the case of aquatic medium. It has been tested 
in water to check if there occurs any leakage of water inside it. Some analyzed pores were sealed 
with glue gun and rest a complete taping was performed. 
ATmega328P Xplained Mini was tested using few handy codes like USART transmission 
and reception and performing frequency related programs emphasizing upon timers/counters 
operations. 
HC-SR04 is calibrated successfully with results as discussed in design section. 
DYP-ME007 is carefully analyzed for its waterproof feature and its range estimation is 
calculated following the relevant results of HC-SR04. 
ADXL335 is used only for fixed direction axis data storage. Therefore, its repeatability is 
analyzed manually which shows promising results with an error rate of ±3 values. 
TcT sensor is a bit hard to analyze due to less temperature variation in the environment and 
same goes for turbidity profile in water. However, we do stick with its corresponding manual 
specifications. 
8.2 Mechanical Testing 
We carry two stationary mechanical systems namely Ai test-bed and Aq test-bed. Ai test bed 
is built by constructing iron stand onto which lies thermocol sheets attached with one another 
using fine steel rods giving long lasting mechanical strength to the complete system. After 
verifying the amount of force that can be put upon this sheet, we established our so called 
“obstacles” onto it and judged the arrangement for a month which shows only a bit deviation in 
the thermocol sheet.  
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Aq test-bed is meant for its waterproofing feature. Therefore, we covered it with Al sheet 
followed by a large polythene cover. The arrangement is judged for its waterproofing 
characteristics for about 2 days; the complete system shows only a little deviation in its corner 
thermocol sheets but to our expectations no water leakage. 
8.3 Software Testing 
We have two major software dealt with the complete functioning of the system. Atmel 
Studio 6.2 is used for programming the microcontrollers as well as to read serial data using its 
Terminal Window extension. Terminal Window‟s serial data has been compared with the serial 
data obtained through Realterm/Teraterm which depicts no loss. 
Another handy software is MATLAB, used to plot final terrain maps of the raw data. The 
software is tested by running dummy terrain mapping programs in it.  
9. IMPLEMENTATION 
We deliver the implementation as well as results of each subsequent part of STPRS 
distinctively. Let us begin with the Ai-STPRS followed by Aq-STPRS.  
9.1 Ai-STPRS  
To start with implementation given steps were followed: 
- Burn program in ATmega328P and Firebird V(s). 
- Connect the HC-SR04, ADXL335 to ATmega328P which is then connected to 
computer via USB channel. 
- Next, establish the system on Firebird. 
- Fix the Firebird(s) at different sectors to be mapped. 
- Start Firebird and open serial port on the computer to receive data. 
- Once finished, upload data on MATLAB program (Annexure III) and get the 
relevant mapped terrain. 
   
Figure 22 Ai-STPRS in progress 
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Given below is the terrain plotted in MATLAB compared to the original terrain made on 
thermocol sheet. 
 
(a) 
              
(b)                                                                      (c) 
Fig. 23 (a) Original Terrain. (b) 2D plot of resulted terrain (c) Inverted 3D plot of resulted terrain 
As can be seen from Fig. 23 (b), the 2D graph grasp all the major relevant information of 
original terrain. Fig. 23 (c) illustrates a much precise terrain similar to that of original one but in 
inverted phase. Base value occurs at 46 (neglecting minus), each value must be multiplied with a 
constant factor of 3 so the base is at height 46*3 = 138cm above the ground. Each next values 
goes with the same scalar multiplication of 3 to give the final resultant values. 
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9.2 Aq-STPRS 
With the presence of water, the hardware is modified and so does the traversing path. Given 
below are the implementation steps for Aq-STPRS: 
-  Burn program in ATmega328P. 
- Connect the DYP-ME007, ADXL335, TcT sensor, and motor via L293d to ATmega328P 
which is then connected to computer via USB channel. 
- Next, establish the relevant system inside and out of bottle ship. 
- Fix the bottle ship(s) at different sectors to be mapped. 
- Start ATmega328P and open serial port on the computer to receive data. 
- Once finished, upload data on MATLAB program (Annexure III) and get the relevant 
mapped terrain. 
     
(a)                                                       (b)                                                   (c) 
 
(d) 
Fig. 24 Aq-STPRS in clean water as shown in (a-c). Aq-STPRS in turbid water as shown in (d) 
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Below figure compares the original bottom and the resulted bottom after surveying. The 
results have been delivered w.r.t. clean water experiment. 
                                
(a)                                                                                              (b) 
 
(c) 
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(d)       (e) 
Figure 25 (a) Original Terrain. (b) 2D Terrain mapping. (c) Inverted 3D terrain mapping. (d) Inverted 3D 
temperature profile. (e) 2D Turbidity profile. 
 As clear from the Fig. 25 (b) and (c), the procedure delivers fine results corresponding to 
terrain mapping. Following are the results obtained for temperature and turbidity profiles. Since, 
the test-bed is quite small for any temperature change to be observed; therefore a constant 
temperature of 31° is observed given by Fig. 25 (d) bottom narrow part. The upper part describes 
a reference of 25° i.e. room temperature. Next, is the turbidity profile, for a clean water turbidity 
lies around 0.1NTU which is almost equal to 0 NTU. Hence, a complete 2D graph is observed. 
10. SWARM INTELLIGENCE 
Till now we have utilized principles of multi-robot system and have kept system centralized. 
Let us now stretch our domain with decentralized system by using the principles of swarm 
intelligence. 
DEFINITION 
Swarm intelligence is a soft bionic of the nature swarms, i.e. it simulates the social 
structures and interactions of the swarm rather than the structure of an individual in traditional 
artiﬁcial intelligence. The individuals can be regarded as agents with simple and single abilities. 
Some of them have the ability to evolve themselves when dealing with certain problems to make 
better compatibility [22]. A swarm intelligence system usually consists of a group of simple 
individuals autonomously controlled by a plain set of rules and local interactions. 
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Swarm robotics is a new approach to the coordination of multi-robot systems which consist 
of large numbers of mostly simple physical robots. It is supposed that a desired collective 
behavior emerges from the interaction between the robots and the interaction of robots with the 
environment. This approach emerged in the ﬁeld of artiﬁcial swarm intelligence as well as the 
biological study of insects, ants and other ﬁelds in the nature, where a swarm behavior occurs. 
 
The research on the swarm robotics is to study the design of large amount of relatively 
simple robots, their physical body and their controlling behaviors. The individuals in the swarm 
are normally simple, small and low cost so as to take the advantage of a large population. A key 
component of the system is the communication between the agents in the group which is 
normally local, and guarantees the system to be scalable and robust. A plain set of rules at 
individual level can produce a large set of complex behaviors at the swarm level. The rules of 
controlling the individuals are abstracted from the cooperative behavior in the nature swarm. The 
swarm is distributed and de-centralized, and the system shows high efﬁciency, parallelism, 
scalability and robustness. The potential applications of swarm robotics include the tasks that 
demand the miniaturization, like distributed sensing tasks in micro machinery or the human 
body. On the other hand, the swarm robotics can be suited to the tasks that demand the cheap 
designs, such as mining task or agricultural foraging task. The swarm robotics can be also 
involved in the tasks that require large space and time cost, and are dangerous to the human 
being or the robots themselves, such as post disaster relief, target searching, military 
applications, etc. 
CHARACTERISTICS OF SWARM 
The ﬁrst hypothesis is quite personiﬁed [23] and assumes that each individual has a unique 
ID for cooperation and communication. The information exchange in the swarm is regarded as a 
centralized network. The queens in ant and bee colonies are supposed to be responsible for 
transmitting and assigning the information to each agent [24]. However, Jha, et al. [25] proved 
that the network in the swarm is decentralized. No single agent can access to all the information 
in the network and a pacemaker is therefore inexistent. 
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The biologists now believe that the social swarms are organized as a decentralized system 
distributed in the whole environment which can be described through a probabilistic model [26]. 
The agents in the swarm follow their own rules according to local information. The group 
behaviors emerge from these local rules which affect information exchange and topology 
structure in the swarm. The rules are also the key component to keep the whole structure to be 
ﬂexible and robust even when the sophisticated behaviors are emerged. 
ADVANTAGES OF SWARM ROBOTICS 
The advantages of swarm robotics are described below. 
1. Parallel. The population size of swarm robotics is usually quite large, and it can deal with 
multiple targets in one task. This indicates that the swarm can perform the tasks involving 
multiple targets distributed in a vast range in the environment, and the search of the swarm 
would save time signiﬁcantly. 
2. Scalable. The interaction in the swarm is local, allowing the individuals to join or quit the 
task at any time without interrupting the whole swarm. The swarm can adapt to the change in 
population through implicit task re-allocating schemes without the need of any external 
operation. This also indicates that the system is adaptable for different sizes of population 
without any modiﬁcation of the software or hardware which is very useful for real-life 
application. 
3. Stable. Similar to scalability, the swarm robotics systems are not affected greatly even 
when part of the swarm quits due to the majeure factors. The swarm can still work towards the 
objective of the task although their performances may degrade inevitably with fewer robots. This 
feature is especially useful for the tasks in a dangerous environment. 
4. Economical. As mentioned above, the cost of swarm robotics is signiﬁcantly low in 
designing, manufacturing and daily maintaining. The whole system is cheaper than a complex 
single robot even, if hundreds or thousands of robots exist in a swarm. Since the individuals in 
the swarm can be massively produced while a single robot requires precision machining. 
5. Energy efﬁcient. Since the individuals in the swarm are much smaller and simpler than a 
giant robot, the energy cost is far beyond the cost of a single robot compared with the battery 
size. This means that the life time of the swarm is enlarged. In an environment without fueling 
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facilities or where wired electricity is forbidden, the swarm robotics can be much useful than 
traditional single robot. 
 
In conclusion, the swarm robotics can be applied to sophisticated problems involving large 
amount of time, space or targets, and a certain danger may exist in the environment. The typical 
applications are as follows: UAV controlling, post-disaster relief, mining, geological survey, 
military applications and cooperative transportation. The swarm robotics can complete these 
tasks through cooperative behavior emerged from the individuals while a single robot can barely 
adapt to such situation. This is the reason why the swarm robotics has become an important 
research ﬁeld in last decade. 
COMPARISON OF SWARM ROBOTICS & OTHER SYSTEMS 
There exist several research areas inspired from the nature swarm, which are often confused 
with swarm robotics, such as multi-agent system and sensor network. These research areas also 
utilize the cooperative behavior emerged from the multiple agents in the group for specialized 
tasks. However, there are several differences between these systems, which can distinguish these 
systems fundamentally, as shown in below Table. 
From given table, it can be easily deduced that the main differences among swarm robotics 
and other systems are population, control, homogeneity and functional extension. Multi-agent 
and sensor network systems mainly focus on the behaviors of multiple static agents in the known 
environments while the robots in the multi-robot systems are quite small, usually heterogeneous 
and are externally controlled. Since homogeneity and scalability are considered at the beginning 
of the system design, the swarm robotics shows great ﬂexibility and adaptability compared with 
other systems. The multi-robot systems usually involve the heterogeneous robots, and may 
achieve better performance on specialized tasks at the cost of ﬂexibility, reusability and 
scalability.  
Table 5 Comparison of swarm robotics & other systems 
 Swarm robotics Multi-robot 
system 
Sensor Network Multi-agent 
system 
Population size Variation in great 
size 
Small Fixed In a small range 
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Control Decentralized 
and autonomous 
Centralized or 
remote 
Centralized or 
remote 
Centralized or 
hierarchical or 
network 
Homogeneity Homogeneous Usually 
Homogeneous 
Homogeneous Homogeneous 
or 
Heterogeneous 
Flexibility High Low Low Medium 
Scalability High Low Medium Medium 
Environment Unknown Known or 
unknown 
Known Known 
Motion Yes Yes No Rare 
Typical 
applications 
Post-disaster 
relief, military 
application, 
dangerous 
applications. 
Transportation, 
sensing, robot 
football 
Surveillance, 
medical care, 
environmental 
protection 
Net resources 
management, 
distributed 
control 
 
INFORMATION EXCHANGE MODULE 
Information exchange is inevitable when the robots cooperate with one another, and is the 
core part for controlling swarm behaviors. The main functions of individuals involved in this 
module are limited sensing and local communication. Information exchange of a robot falls into 
two categories: interaction with robot or environment. The strategies can be either same or 
different for the swarm due to different applications. 
In the nature swarms, the individuals can have the direct interaction, such as tentacle, 
gesture or voice. However, the indirect interactions are far more subtle. The individuals sense the 
information in the environment, react and leave the messages back to the environment. 
Environment act as the sticky notes, and the pheromones are the most common pencils in wild 
[27]. Such mechanism with positive feedback can optimize the robot-level behaviors, and the 
swarm-level behaviors can ﬁnally emerge [28]. There are three ways of information sharing in 
the swarm [29]: direct communication, communication through environment and sensing. More 
than one type of interaction can be used in one swarm, for instance, each robot senses the 
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environment and communicates with their neighbor. Balch [30] discussed the inﬂuences of three 
types of communications on the swarm performance. He designed three tasks and compared the 
performance in simulation. Some researchers also discussed the possibility of swarm cooperating 
without communications; however, communication and sensing can indeed improve the 
efﬁciency of swarm for most applications. 
1. Direct communication. Direct communication is similar to wireless network and also 
consists of two types: peer-to-peer and broadcast. Thanks to the development in mobile devices, 
several existing technologies can be adopted immediately. Hawick et al. [31] proposed a physical 
architecture for a swarm of tri-wheel robots using both IEEE802.11b wireless Ethernet and 
Bluetooth. However, the wireless sensors cost almost half of a total robot. Another disadvantage 
of such scheme is that the bandwidth required will go into an exponential explosion as the 
population grows. In this way, the direct communication in the swarm should be limited. 
2. Communication through environment. Environment can act as an intermediary for robots‟ 
interaction. The robots leave their traces in the environment after one action to stimulate other 
robots which can sense the trace, without direct communication among individuals. In this way, 
the subsequent actions tend to reinforce and build on each other, leading to the spontaneous 
emergence of swarm-level activities. The swarm is imitated as ants or bees and interacts with the 
help of virtual pheromones. Such interactive scheme is exempted from the exponential explosion 
of the population but has some limitation on the environment to support the pheromones.  
Ranjbar-Sahraei et al. [32] implemented a coverage approach using the markers in the 
environment without direct communication. Payton et al. [33] proposed a swarm robotics using 
the biologically inspired notion of „virtual pheromone‟ for distributed computing mesh 
embedded in the environment. The virtual pheromones are propagated in the swarm other than 
the environment. Grushin and Reggia [34] solved a problem of self-assembly of pre-speciﬁed 3D 
structures from the blocks of different sizes with a swarm of robotics using stigmergy. 
3. Sensing. The individuals can sense the robots and environment nearby using on-board 
sensors if they can distinguish the robots and other objects from the environment. The robots 
sense the objects or targets in the environment and accomplish the tasks like obstacle avoidance, 
target search, ﬂocking, etc. The main issue of this scheme is how to integrate all the sensors in 
the swarm efﬁciently for cooperation. Cortes et al. [35] explored how to control and coordinate a 
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group of autonomous vehicles, regarded as the agents with sensors, in an adaptive, distributed 
and asynchronous way. 
The main difference between communication and sensing is whether the individuals send 
out the messages actively or receive the messages passively. Although more precise and 
abundant communication requires more complex hardware and synchronization, the cost of 
bandwidth, energy and time will grow extremely fast as population grows. 
PROPOSED ALGORITHM 
Since, most of the swarm optimization algorithms are invented for certain applications only, 
therefore to achieve aim of STPRS we have to deploy a new coordination algorithm. We believe 
that direct communication is expensive and puts limitations on bandwidth with increased 
scalability in the project. Talking about environmental communication proves bit unreliable, 
since majorly known methods for such coordination algorithm involves the use of pheromones or 
some sort of sensory mechanism like touch, vision, light etc. and since we are developing this 
system for both airy and aquatic medium, therefore we have to skip this approach. We finally 
landed upon sensory mechanism and developed corresponding algorithm. The results have been 
simulated in Scratch software. However, we are yet to employ in on hardware, which is kept in 
the future scope. 
To cover a landmass by swarm robots, the very first requisite is to know the landmass‟ 
dimension. Therefore, to make algorithm more general, we assume some random dimension and 
first robot is set with the length and width of the complete area. Next, we assume that when we 
plant robots into a terrain then it should be done from a single position. To be specific, robots 
must enter the terrain to be navigated from a single spot. Given below is the pseudo-code of the 
proposed algorithm. 
Pseudo-code for lead robot  
fin_map = TRUE 
while istrue(fin_map) 
          if width end detected  
             then 
                    start emitting sound of 20KHz 
                    if acknowledged sound greater or equal to 40KHz 
                        proceed, occupy area, assign region an ID & start mapping 
                        if length end detected 
                            fin_map = FALSE 
                        end if 
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                   end if 
       end if 
end while 
 
Pseudo-code for follower robot(s)  
fin_map = TRUE 
while istrue(fin_map) 
          if sound detected less than or equal to 20KHz 
             then 
                   start emitting sound of 60KHz 
                    wait for a calibrated hold; then assign region an ID & start mapping 
                        if length end detected 
                            fin_map = FALSE 
                        end if 
         end if 
end while 
 
The Scratch simulation of the proposed algorithm is shown in figure(s) given below: 
          
(a)                                                                    (b) 
 
                    
      (c)                                                                          (d) 
Figure 26 Start to end process of proposed algorithm 
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11. PROJECT LEGACY 
11.1 Status of the project 
As stated in the profile of the problem, we have been able to develop an autonomous terrain 
profiling multi-robotic system which uses ultrasonic technology to determine terrain profile 
including environmental pollution level detection. The system is successfully deployed for both 
airy and aquatic medium. To incorporate given system with the swarm intelligence, we have 
developed a new coordination module algorithm based on sensory networks. The algorithm 
works well but may have practical boundaries which are yet to be explored. Overall, current 
level of project has built a base foundation for a multi-robotic system to explore terrain maps as 
well as keeping an eye on the environmental issues. 
11.2 Technical and Managerial lessons learnt 
During the course, two major technical lessons have been came across, first the swarm 
robotics and second terrain mapping. Both the domains had been new to us; however, in the 
given period of time, we have been able to grasp good knowledge of both the domains. 
Talking about the managerial lessons, we have collaborated with the fellow students and 
faculties to retrieve and share knowledge about existing going projects, technologies involved, 
learning give and take lessons and of course bringing a mutual trust on each other. 
12. USER MANUAL: A complete guide of the software developed 
Annexure I 
ATMEGA328P program: Ultrasonic sensor + Accelerometer sensor + TcT sensor + 
USART communication 
 
#define F_CPU    20000000UL 
#define USART_BAUDRATE  9600 
#define BAUD_PRESCALE  129 
#define timeout    80     //80 ms 
#define inst_per_ms   20000 
#define inst_per_us   20 
#define TRUE    0xFF 
#define FALSE    0x00 
#define UNKNOWN             0x80 
#define COUNT_OCR0   195 // 20MHz/1024 = 19531.25 = 19531 => 19530 
#define C_1S    130 
#define C_128    1 // 7ms 
 
#include <avr/io.h> 
#include <avr/interrupt.h> 
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#include <util/delay.h> 
 
volatile uint16_t result = 0; 
volatile unsigned char up = 0; 
volatile unsigned char running = 0; 
volatile uint16_t timerCounter = 0; 
volatile unsigned char flag_128s; 
volatile unsigned char flag_1s; 
volatile uint16_t g = 0; 
volatile uint16_t g_o = 0; 
volatile uint16_t res = 0; 
volatile uint16_t resf = 0; 
volatile uint16_t avgcnt = 0; 
volatile uint8_t x; 
volatile uint8_t tt; 
void sonar() { 
 PORTB = 0x00; 
 //  flag_128s = TRUE; 
 //  while(flag_128s==TRUE); 
 PORTB = 0xFF;           
  // Set high for 7ms 
 //flag_128s = TRUE; 
 //while(flag_128s==TRUE); 
 _delay_us(10); 
 running = 1;           
  // Signifies that sonar has been launched 
 PORTB = 0x00; 
} 
void InitADC(void) 
{ 
 ADMUX|=(1<<REFS0); 
 ADCSRA|=(1<<ADEN)|(1<<ADPS0)|(1<<ADPS1)|(1<<ADPS2); //ENABLE ADC, PRESCALER 128 
} 
uint8_t readadc(uint8_t ch) 
{ 
 ch&=0b00000111;         //ANDing to limit input to 75.1 
 ADMUX = (ADMUX & 0xf8)|ch;  //Clear last 3 bits of ADMUX, OR with ch 
 ADCSRA|=(1<<ADSC);        //START CONVERSION 
 while((ADCSRA)&(1<<ADSC));    //WAIT UNTIL CONVERSION IS COMPLETE 
 return(ADC);        //RETURN ADC VALUE 
} 
int main(void) 
{ 
 DDRB = 1;           
   // Set as Output 
 PORTB = 0;           
   // STEP I: Set TRIGGER LOW 
 UCSR0B|= (1 << TXEN0|1<<RXEN0);        
   // Turn on the transmission and reception circuitry 
 UBRR0H = (BAUD_PRESCALE >> 8); 
 UBRR0L = BAUD_PRESCALE; 
 UCSR0C|= (1<<UCSZ00)|(1<<UCSZ01); 
 InitADC(); 
 cli();            
   // Disable all interrupts 
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 EICRA |= (1 << ISC10);          
 // Enables Interrupt Request on any Rising/Dropping Edge of INT1 
 EIMSK |= (1 << INT1);          
 // Set INT1 
 TCCR1B = (1<<CS00);          
  // No pre-scaling 
 TCNT1 = 0;           
   // Reset Timer 
 TIMSK1 = 1<<TOIE1;          
  // Enable Overflow timer interrupt 
  
 // Delay timer commands 
 TCCR0A = 0x02;          
  // CTC mode 
 TCCR0B = (1<<CS02)|(1<<CS00);       
 // 1024 pre-scaling 
 OCR0A  = COUNT_OCR0; 
 TIMSK0 = 0x02;           
  // OCIE0A is set and TIMER0 compare vec is called 
 sei();            
   // Enable all interrupts 
  
 while (1) 
 { 
  if (running == 0){ 
   //flag_128s = TRUE; 
   //while(flag_128s==TRUE); 
   sonar();     // STEP III: Initiate Sonar mechanism 
   x=readadc(0);      //READ ADC VALUE FROM channel 1 
   // Serial Output 
   while( ( UCSR0A & ( 1 << UDRE0 ) ) == 0 ); 
   UDR0 = (uint8_t)x; 
   _delay_us(10); 
tt=readadc(1);      //READ ADC VALUE FROM channel 2 
   // Serial Output 
   while( ( UCSR0A & ( 1 << UDRE0 ) ) == 0 ); 
   UDR0 = (uint8_t)tt; 
  } 
 } 
} 
 
ISR(TIMER1_OVF_vect) 
{ 
 if (up)            
   // Considering timer has been started 
 { 
  timerCounter++;          
  // Increment no. of overflows 
  uint16_t ticks = timerCounter*65536 +TCNT1;  // Calculates no. of ticks 
  uint16_t max_ticks = (uint16_t)timeout * inst_per_ms; // Calculates max. no. of ticks 
  if (ticks > max_ticks)         
 // Is Timeout occurred? 
  { 
   up = 0;          
   // Stop timer 
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   running = 0;         
  // Scan completed 
   result = -1;         
  // Overflow detected 
   g_o = result; 
    
   // Serial Output 
   while( ( UCSR0A & ( 1 << UDRE0 ) ) == 0 ); 
   UDR0 = (uint8_t)(g_o & 0xFF);       
 //low byte 
   while( ( UCSR0A & ( 1 << UDRE0 ) ) == 0 ); 
   UDR0 = (uint8_t)(g_o >> 8);       
 //high byte 
  } 
 } 
} 
 
ISR(INT1_vect)           
   // STEP IV: Executes on high ECHO PIN connected at PIND3/INT1 
{ 
 uint16_t temp_timer; 
 if (running)           
  // Is sonar started? 
 { 
  temp_timer=TCNT1; 
  if (up == 0)          
  // Is Timer value = 0? 
  { 
   up = 1;          
   // Set high to signify that timer has started/still running 
   timerCounter = 0;        
 // Reset no. of overflows 
   TCNT1 = 0;         
   // STEP V: Reset timer counter and start timer 
  } 
  else           
   // STEP VI: Low ECHO PIN detected ?, stop time measurement. 
  { 
   running = 0;         
  // Flag for one USS cycle completion 
   up = 0; 
   result = (timerCounter*65536UL + (uint16_t)temp_timer)/58UL;   
 // d = [ time_s * 340m/s ] / 2 = time_us/58 in cm 
   g = result/16; 
   res = (g + res); 
   ++avgcnt; 
   // ------------------------------Average function------------------------------------ 
   if(avgcnt == 16) 
   { 
    resf = res/96; 
    avgcnt = 0; res = 0; 
    // Serial Output 
    while( ( UCSR0A & ( 1 << UDRE0 ) ) == 0 ); 
    UDR0 = (uint8_t)(resf & 0xFF);      
  //low byte 
    //while( ( UCSR0A & ( 1 << UDRE0 ) ) == 0 ); 
 44 
 
    //UDR0 = (uint8_t)(resf >> 8);      
  //high byte 
   } 
  } 
 } 
} 
 
/***********************FOR DELAY******************************/ 
ISR(TIMER0_COMPA_vect){ 
 volatile static unsigned char cnt_128s = C_128,cnt_1s = C_1S; 
 if(flag_1s == TRUE){ 
  if(--cnt_1s == 0){ 
   cnt_1s = C_1S; 
   flag_1s = FALSE; 
  } 
 } 
 if(flag_128s == TRUE){ 
  if(--cnt_128s == 0){ 
   cnt_128s = C_128; 
   flag_128s = FALSE; 
  } 
 } 
} 
 
 
Annexure II 
FIREBIRD V “S” motion program  
 
#define F_CPU 20000000UL 
#include <avr/io.h> 
#include <avr/interrupt.h> 
#include <util/delay.h> 
 
unsigned long int ShaftCountLeft = 0; //to keep track of left position encoder  
unsigned long int ShaftCountRight = 0; //to keep track of right position encoder 
unsigned int Degrees; //to accept angle in degrees for turning 
 
//Function to configure ports to enable robot's motion 
void motion_pin_config (void)  
{ 
 DDRA = DDRA | 0x0F; 
 PORTA = PORTA & 0xF0; 
 DDRL = DDRL | 0x18;   //Setting PL3 and PL4 pins as output for PWM generation 
 PORTL = PORTL | 0x18; //PL3 and PL4 pins are for velocity control using PWM. 
} 
 
//Function to configure INT4 (PORTE 4) pin as input for the left position encoder 
void left_encoder_pin_config (void) 
{ 
 DDRE  = DDRE & 0xEF;  //Set the direction of the PORTE 4 pin as input 
 PORTE = PORTE | 0x10; //Enable internal pull-up for PORTE 4 pin 
} 
 
//Function to configure INT5 (PORTE 5) pin as input for the right position encoder 
void right_encoder_pin_config (void) 
{ 
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 DDRE  = DDRE & 0xDF;  //Set the direction of the PORTE 4 pin as input 
 PORTE = PORTE | 0x20; //Enable internal pull-up for PORTE 4 pin 
} 
 
//Function to initialize ports 
void port_init() 
{ 
 motion_pin_config(); //robot motion pins config 
 left_encoder_pin_config(); //left encoder pin config 
 right_encoder_pin_config(); //right encoder pin config  
} 
 
void left_position_encoder_interrupt_init (void) //Interrupt 4 enable 
{ 
 cli(); //Clears the global interrupt 
 EICRB = EICRB | 0x02; // INT4 is set to trigger with falling edge 
 EIMSK = EIMSK | 0x10; // Enable Interrupt INT4 for left position encoder 
 sei();   // Enables the global interrupt  
} 
 
void right_position_encoder_interrupt_init (void) //Interrupt 5 enable 
{ 
 cli(); //Clears the global interrupt 
 EICRB = EICRB | 0x08; // INT5 is set to trigger with falling edge 
 EIMSK = EIMSK | 0x20; // Enable Interrupt INT5 for right position encoder 
 sei();   // Enables the global interrupt  
} 
 
//ISR for right position encoder 
ISR(INT5_vect)   
{ 
 ShaftCountRight++;  //increment right shaft position count 
} 
 
 
//ISR for left position encoder 
ISR(INT4_vect) 
{ 
 ShaftCountLeft++;  //increment left shaft position count 
} 
 
 
//Function used for setting motor's direction 
void motion_set (unsigned char Direction) 
{ 
 unsigned char PortARestore = 0; 
 
 Direction &= 0x0F;   // removing upper nibbel for the protection 
 PortARestore = PORTA;   // reading the PORTA original status 
 PortARestore &= 0xF0;   // making lower direction nibbel to 0 
 PortARestore |= Direction; // adding lower nibbel for forward command and restoring the PORTA status 
 PORTA = PortARestore;   // executing the command 
} 
 
void forward (void) //both wheels forward 
{ 
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  motion_set(0x06); 
} 
 
void back (void) //both wheels backward 
{ 
  motion_set(0x09); 
} 
 
void left (void) //Left wheel backward, Right wheel forward 
{ 
  motion_set(0x05); 
} 
 
void right (void) //Left wheel forward, Right wheel backward 
{ 
  motion_set(0x0A); 
} 
 
void soft_left (void) //Left wheel stationary, Right wheel forward 
{ 
 motion_set(0x04); 
} 
 
void soft_right (void) //Left wheel forward, Right wheel is stationary 
{ 
 motion_set(0x02); 
} 
 
void soft_left_2 (void) //Left wheel backward, right wheel stationary 
{ 
 motion_set(0x01); 
} 
 
void soft_right_2 (void) //Left wheel stationary, Right wheel backward 
{ 
 motion_set(0x08); 
} 
 
void stop (void) 
{ 
  motion_set(0x00); 
} 
 
 
//Function used for turning robot by specified degrees 
void angle_rotate(unsigned int Degrees) 
{ 
 float ReqdShaftCount = 0; 
 unsigned long int ReqdShaftCountInt = 0; 
 
 ReqdShaftCount = (float) Degrees/ 4.090; // division by resolution to get shaft count 
 ReqdShaftCountInt = (unsigned int) ReqdShaftCount; 
 ShaftCountRight = 0;  
 ShaftCountLeft = 0;  
 
 while (1) 
 47 
 
 { 
  if((ShaftCountRight >= ReqdShaftCountInt) | (ShaftCountLeft >= ReqdShaftCountInt)) 
  break; 
 } 
 stop(); //Stop robot 
} 
 
//Function used for moving robot forward by specified distance 
 
void linear_distance_mm(unsigned int DistanceInMM) 
{ 
 float ReqdShaftCount = 0; 
 unsigned long int ReqdShaftCountInt = 0; 
 
 ReqdShaftCount = DistanceInMM / 5.338; // division by resolution to get shaft count 
 ReqdShaftCountInt = (unsigned long int) ReqdShaftCount; 
   
 ShaftCountRight = 0; 
 while(1) 
 { 
  if(ShaftCountRight > ReqdShaftCountInt) 
  { 
   break; 
  } 
 }  
 stop(); //Stop robot 
} 
 
void forward_mm(unsigned int DistanceInMM) 
{ 
 forward(); 
 linear_distance_mm(DistanceInMM); 
} 
 
void back_mm(unsigned int DistanceInMM) 
{ 
 back(); 
 linear_distance_mm(DistanceInMM); 
} 
 
void left_degrees(unsigned int Degrees)  
{ 
// 88 pulses for 360 degrees rotation 4.090 degrees per count 
 left(); //Turn left 
 angle_rotate(Degrees); 
} 
 
void right_degrees(unsigned int Degrees) 
{ 
// 88 pulses for 360 degrees rotation 4.090 degrees per count 
 right(); //Turn right 
 angle_rotate(Degrees); 
} 
 
void soft_left_degrees(unsigned int Degrees) 
{ 
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 // 176 pulses for 360 degrees rotation 2.045 degrees per count 
 soft_left(); //Turn soft left 
 Degrees=Degrees*2; 
 angle_rotate(Degrees); 
} 
 
void soft_right_degrees(unsigned int Degrees) 
{ 
 // 176 pulses for 360 degrees rotation 2.045 degrees per count 
 soft_right();  //Turn soft right 
 Degrees=Degrees*2; 
 angle_rotate(Degrees); 
} 
 
void soft_left_2_degrees(unsigned int Degrees) 
{ 
 // 176 pulses for 360 degrees rotation 2.045 degrees per count 
 soft_left_2(); //Turn reverse soft left 
 Degrees=Degrees*2; 
 angle_rotate(Degrees); 
} 
 
void soft_right_2_degrees(unsigned int Degrees) 
{ 
 // 176 pulses for 360 degrees rotation 2.045 degrees per count 
 soft_right_2();  //Turn reverse soft right 
 Degrees=Degrees*2; 
 angle_rotate(Degrees); 
} 
 
//Function to initialize all the devices 
void init_devices() 
{ 
 cli(); //Clears the global interrupt 
 port_init();  //Initializes all the ports 
 left_position_encoder_interrupt_init(); 
 right_position_encoder_interrupt_init(); 
 sei();   // Enables the global interrupt  
} 
 
 
//Main Function 
 
int main(void) 
{ 
 init_devices(); 
 //============================== 
 forward_mm(800); 
 left_degrees(92); 
 forward_mm(150); 
 left_degrees(92); 
 forward_mm(650); 
 right_degrees(97); 
 forward_mm(150); 
 right_degrees(97); 
 // Run 2 
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 forward_mm(650); 
 left_degrees(92); 
 forward_mm(150); 
 left_degrees(92); 
 forward_mm(700); 
 right_degrees(97); 
 forward_mm(150); 
 right_degrees(97);   
 // Run 3 
 forward_mm(650); 
 left_degrees(92); 
 forward_mm(150); 
 left_degrees(92); 
 forward_mm(700);  
} 
 
 
Annexure III 
(a) MATLAB Ai-STPRS program 
 
clc; clear all; close all; 
%% Defining X and Y coordinates 
x = NaN(0,0); 
x_t = zeros(); 
for i1 = 1:62:3844 
    x_t = i1:i1+61; 
    x = [x;x_t]; 
end 
y = x'; 
%% Load data 
 
% Slot I 
load s1.txt 
s1 = [s1(1:31);s1(1:31);s1(1:31);... 
      s1(78:-1:48);s1(78:-1:48);s1(78:-1:48);... 
      s1(95:125);s1(95:125);s1(95:125);... 
      s1(172:-1:142);s1(172:-1:142);s1(172:-1:142);... 
      s1(189:219);s1(189:219);s1(189:219);... 
      s1(266:-1:236);s1(266:-1:236);s1(266:-1:236)]; 
% Slot II 
load s2.txt 
s2 = [s2(1:31);s2(1:31);s2(1:31);... 
      s2(78:-1:48);s2(78:-1:48);s2(78:-1:48);... 
      s2(95:125);s2(95:125);s2(95:125);... 
      s2(172:-1:142); s2(172:-1:142);s2(172:-1:142);... 
      s2(189:219);s2(189:219);s2(189:219);... 
      s2(266:-1:236);s2(266:-1:236);s2(266:-1:236)]; 
z = [s1 s2]; 
for i = 1:size(z,1)*size(z,2) 
   if z(i) > 46 
       z(i) = 46; 
   end 
end 
z = z * -1; 
z=[z;-46*ones(44,62)]; 
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%% Plot 
hold on   
surf(-x,y,z);     
colorbar 
colormap summer; 
shading interp 
% axis('off'); 
 
DATA: 
 
S1.txt 
46 46 44 44 44 44 44 44 44 44 44 44 44 46 46 46 46 46 46 46 46 46 46 46 46 46 46 46 47 46 46 46 47 46 46 46 47 
47 47 46 47 47 46 47 233 47 46 47 47 47 47 47 47 47 47 47 47 49 47 49 47 47 55 47 46 47 47 47 48 47 233 47 46 
46 46 46 46 46 46 46 47 47 46 46 48 47 47 47 47 47 47 47 47 48 47 47 47 47 47 47 47 47 45 45 45 45 45 47 47 47 
46 47 47 47 47 47 47 47 41 41 41 41 41 41 41 46 46 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 
41 41 41 46 46 46 47 47 47 47 47 47 47 47 47 47 47 45 45 45 45 45 45 45 47 47 47 47 47 47 47 47 47 47 48 47 47 
47 47 47 47 47 43 43 43 43 43 43 43 47 47 47 47 47 47 47 47 47 47 47 47 41 41 41 41 47 47 47 47 47 47 46 46 46 
46 41 41 41 41 41 41 41 41 41 47 46 46 47 47 47 47 47 47 47 47 47 47 47 46 47 47 47 47 47 46 47 47 46 46 46 46 
46 46 46 46 46 46 46 46 
 
S2.txt 
46 46 46 46 46 46 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 42 46 46 46 46 47 46 47 47 
47 47 47 47 47 47 47 47 47 47 46 46 46 46 46 47 47 47 47 46 46 46 46 46 46 46 46 46 46 46 41 41 41 41 41 41 41 
41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 41 46 47 46 46 47 46 47 46 47 41 47 47 
47 46 47 47 47 46 47 47 47 47 47 47 47 47 47 47 47 47 47 47 47 47 47 47 47 47 47 46 47 47 47 47 47 47 47 47 47 
46 47 47 47 47 47 47 47 46 47 47 47 46 46 47 46 47 46 46 46 46 41 41 41 41 41 46 47 47 47 47 47 47 47 46 47 47 
47 47 47 47 47 47 47 47 47 47 46 47 47 47 47 46 47 47 47 47 47 47 47 47 47 47 47 46 47 47 47 47 47 47 47 47 47 
47 47 47 47 47 47 47 47 47 47 47 46 46 44 44 44 44 47 47 47 47 46 47 47 47 47 47 46 47 47 47 47 46 47 47 47 47 
47 47 46 46 47 46 46  
 
(b) MATLAB Aq-STPRS Program 
 
clc; clear all; close all; 
%% Defining X and Y coordinates 
x = NaN(0,0); 
x_t = zeros(); 
for i1 = 1:150:22500 
    x_t = i1:i1+149; 
    x = [x;x_t]; 
end 
y = x'; 
%% Load data 
 
% Slot I 
load s1.txt 
ta1= zeros();ta2= zeros(); 
tb1= zeros();tb2= zeros(); 
tc1= zeros();tc2= zeros(); 
for i1 = 1:3:148 
   ta1(i1) =  s1(i1); 
end 
for i1 = 2:3:149 
   ta1(i1) =  s1(i1); 
end 
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for i1 = 3:3:150 
   ta1(i1) =  s1(i1); 
end 
% Slot II 
load s2.txt 
for i1 = 1:3:148 
   ta2(i1) =  s2(i1); 
end 
for i1 = 2:3:149 
   ta2(i1) =  s2(i1); 
end 
for i1 = 3:3:150 
   ta2(i1) =  s2(i1); 
end 
z1 = [ta1;ta2];z2 = [tb1;tb2];z3 = [tc1;tc2]; 
z1 = z1 * -1;z2 = z2 * -1;z3 = z3 * -1; 
z1=[z1;-50*ones(48,50)]; 
z2=[z2;-25*ones(48,50)]; 
z3=[z3;-0*ones(48,50)]; 
 
%% Plot 
hold on   
surf(-x,y,z1);     
colorbar 
colormap summer; 
shading interp 
hold off; 
hold on   
surf(-x,y,z2);     
colorbar 
colormap summer; 
shading interp 
hold off; 
hold on   
surf(-x,y,z3);     
colorbar 
colormap summer; 
shading interp 
hold off; 
% axis('off'); 
 
Data: 
 
S1.txt 
5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 
5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 2 31 0 2 31 0 2 31 0 2 31 0 
2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 
 
S2.txt 
5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 
5 31 0 5 31 0 5 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 2 31 0 
2 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 5 31 0 
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Annexure IV 
FIREBIRD V Testing: Velocity Control using PWM 
 
/******************************************************************************** 
 Written by: Vinod Desai, NEX Robotics Pvt. Ltd. 
 Edited by: Sachitanand Malewar, NEX Robotics Pvt. Ltd. 
 AVR Studio Version 4.17, Build 666 
 
 Date: 26th December 2010 
 
 This experiment demonstrates robot velocity control using PWM. 
 
 Concepts covered:  Use of timer to generate PWM for velocity control 
 
 There are two components to the motion control: 
 1. Direction control using pins PORTA0 to PORTA3 
 2. Velocity control by PWM on pins PL3 and PL4 using OC5A and OC5B. 
 
  
   
 Connection Details:   L-1---->PA0;  L-2---->PA1; 
         R-1---->PA2;  R-2---->PA3; 
         PL3 (OC5A) ----> PWM left;  PL4 (OC5B) ----> PWM 
right;  
 
 
 Note:  
  
 1. Make sure that in the configuration options following settings are  
  done for proper operation of the code 
 
  Microcontroller: atmega2560 
  Frequency: 14745600 
  Optimization: -O0 (For more information read section: Selecting proper optimization  
      options below figure 2.22 in the Software Manual) 
 
 2. Auxiliary power can supply current up to 1 Ampere while Battery can supply current up to  
  2 Ampere. When both motors of the robot changes direction suddenly without stopping,  
 it produces large current surge. When robot is powered by Auxiliary power which can supply 
 only 1 Ampere of current, sudden direction change in both the motors will cause current  
 surge which can reset the microcontroller because of sudden fall in voltage.  
 It is a good practice to stop the motors for at least 0.5seconds before changing  
 the direction. This will also increase the useable time of the fully charged battery. 
 the life of the motor. 
 
*********************************************************************************/ 
 
/******************************************************************************** 
 
   Copyright (c) 2010, NEX Robotics Pvt. Ltd.                       -*- c -*- 
   All rights reserved. 
 
   Redistribution and use in source and binary forms, with or without 
   modification, are permitted provided that the following conditions are met: 
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   * Redistributions of source code must retain the above copyright 
     notice, this list of conditions and the following disclaimer. 
 
   * Redistributions in binary form must reproduce the above copyright 
     notice, this list of conditions and the following disclaimer in 
     the documentation and/or other materials provided with the 
     distribution. 
 
   * Neither the name of the copyright holders nor the names of 
     contributors may be used to endorse or promote products derived 
     from this software without specific prior written permission. 
 
   * Source code can be used for academic purpose.  
  For commercial use permission form the author needs to be taken. 
 
  THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" 
  AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE 
  IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE 
  ARE DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT OWNER OR CONTRIBUTORS BE 
  LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR 
  CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF 
  SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS 
  INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN 
  CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) 
  ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE 
  POSSIBILITY OF SUCH DAMAGE.  
 
  Software released under Creative Commence cc by-nc-sa licence. 
  For legal information refer to:  
  http://creativecommons.org/licenses/by-nc-sa/3.0/legalcode 
 
 
********************************************************************************/ 
 
#include <avr/io.h> 
#include <avr/interrupt.h> 
#include <util/delay.h> 
 
//Function to configure ports to enable robot's motion 
void motion_pin_config (void)  
{ 
 DDRA = DDRA | 0x0F; 
 PORTA = PORTA & 0xF0; 
 DDRL = DDRL | 0x18;   //Setting PL3 and PL4 pins as output for PWM generation 
 PORTL = PORTL | 0x18; //PL3 and PL4 pins are for velocity control using PWM. 
} 
 
//Function to initialize ports 
void init_ports() 
{ 
 motion_pin_config(); 
} 
 
// Timer 5 initialized in PWM mode for velocity control 
// Prescale:256 
// PWM 8bit fast, TOP=0x00FF 
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// Timer Frequency:225.000Hz 
void timer5_init() 
{ 
 TCCR5B = 0x00; //Stop 
 TCNT5H = 0xFF; //Counter higher 8-bit value to which OCR5xH value is compared with 
 TCNT5L = 0x01; //Counter lower 8-bit value to which OCR5xH value is compared with 
 OCR5AH = 0x00; //Output compare register high value for Left Motor 
 OCR5AL = 0xFF; //Output compare register low value for Left Motor 
 OCR5BH = 0x00; //Output compare register high value for Right Motor 
 OCR5BL = 0xFF; //Output compare register low value for Right Motor 
 OCR5CH = 0x00; //Output compare register high value for Motor C1 
 OCR5CL = 0xFF; //Output compare register low value for Motor C1 
 TCCR5A = 0xA9; /*{COM5A1=1, COM5A0=0; COM5B1=1, COM5B0=0; COM5C1=1 
COM5C0=0} 
        For Overriding normal port functionality to OCRnA outputs. 
         {WGM51=0, WGM50=1} Along With WGM52 in TCCR5B for 
Selecting FAST PWM 8-bit Mode*/ 
  
 TCCR5B = 0x0B; //WGM12=1; CS12=0, CS11=1, CS10=1 (Prescaler=64) 
} 
 
// Function for robot velocity control 
void velocity (unsigned char left_motor, unsigned char right_motor) 
{ 
 OCR5AL = (unsigned char)left_motor; 
 OCR5BL = (unsigned char)right_motor; 
} 
 
//Function used for setting motor's direction 
void motion_set (unsigned char Direction) 
{ 
 unsigned char PortARestore = 0; 
 
 Direction &= 0x0F;    // removing upper nibbel as it is not needed 
 PortARestore = PORTA;    // reading the PORTA's original status 
 PortARestore &= 0xF0;    // setting lower direction nibbel to 0 
 PortARestore |= Direction;  // adding lower nibbel for direction command and restoring the PORTA status 
 PORTA = PortARestore;    // setting the command to the port 
} 
 
 
void forward (void) //both wheels forward 
{ 
  motion_set(0x06); 
} 
 
void back (void) //both wheels backward 
{ 
  motion_set(0x09); 
} 
 
void left (void) //Left wheel backward, Right wheel forward 
{ 
  motion_set(0x05); 
} 
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void right (void) //Left wheel forward, Right wheel backward 
{ 
  motion_set(0x0A); 
} 
 
void soft_left (void) //Left wheel stationary, Right wheel forward 
{ 
 motion_set(0x04); 
} 
 
void soft_right (void) //Left wheel forward, Right wheel is stationary 
{ 
 motion_set(0x02); 
} 
 
void soft_left_2 (void) //Left wheel backward, right wheel stationary 
{ 
 motion_set(0x01); 
} 
 
void soft_right_2 (void) //Left wheel stationary, Right wheel backward 
{ 
 motion_set(0x08); 
} 
 
void stop (void) 
{ 
  motion_set(0x00); 
} 
 
void init_devices (void) //use this function to initialize all devices 
{ 
 cli(); //disable all interrupts 
 init_ports(); 
 timer5_init(); 
 sei(); //re-enable interrupts 
} 
 
//Main Function 
int main() 
{ 
 init_devices(); 
 velocity (100, 100); //Set robot velocity here. Smaller the value lesser will be the velocity 
       //Try different valuse between 0 to 255 
 while(1) 
 { 
  
  forward(); //both wheels forward 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
  
  back(); //both wheels backward       
  _delay_ms(1000); 
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  stop();       
  _delay_ms(500); 
   
  left(); //Left wheel backward, Right wheel forward 
  _delay_ms(1000); 
   
  stop();       
  _delay_ms(500); 
   
  right(); //Left wheel forward, Right wheel backward 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
 
  soft_left(); //Left wheel stationary, Right wheel forward 
  _delay_ms(1000); 
   
  stop();       
  _delay_ms(500); 
 
  soft_right(); //Left wheel forward, Right wheel is stationary 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
 
  soft_left_2(); //Left wheel backward, right wheel stationary 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
 
  soft_right_2(); //Left wheel stationary, Right wheel backward 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(1000); 
 } 
} 
 
 
Annexure V 
FIREBIRD V Testing: Motion control 
 
/******************************************************************************** 
 Written by: Vinod Desai, NEX Robotics Pvt. Ltd. 
 Edited by: Sachitanand Malewar, NEX Robotics Pvt. Ltd. 
 AVR Studio Version 4.17, Build 666 
 
 Date: 26th December 2010 
  
 This experiment demonstrates simple motion control. 
 
 Concepts covered: Simple motion control 
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 There are two components to the motion control: 
 1. Direction control using pins PORTA0 to PORTA3 
 2. Velocity control by PWM on pins PL3 and PL4 using OC5A and OC5B of timer 5. 
 
 In this experiment for the simplicity PL3 and PL4 are kept at logic 1. 
  
 Pins for PWM are kept at logic 1. 
   
 Connection Details:   L-1---->PA0;  L-2---->PA1; 
         R-1---->PA2;  R-2---->PA3; 
         PL3 (OC5A) ----> Logic 1;  PL4 (OC5B) ----> Logic 
1;  
 
 
 Note:  
  
 1. Make sure that in the configuration options following settings are  
  done for proper operation of the code 
 
  Microcontroller: atmega2560 
    Frequency: 14745600 
  Optimization: -Os (For more information read section: Selecting proper optimization  
      options below figure 2.22 in the Software Manual) 
 
 2. Auxiliary power can supply current up to 1 Ampere while Battery can supply current up to  
  2 Ampere. When both motors of the robot changes direction suddenly without stopping,  
 it produces large current surge. When robot is powered by Auxiliary power which can supply 
 only 1 Ampere of current, sudden direction change in both the motors will cause current  
 surge which can reset the microcontroller because of sudden fall in voltage.  
 It is a good practice to stop the motors for at least 0.5seconds before changing  
 the direction. This will also increase the useable time of the fully charged battery. 
 the life of the motor. 
*********************************************************************************/ 
 
/******************************************************************************** 
 
   Copyright (c) 2010, NEX Robotics Pvt. Ltd.                       -*- c -*- 
   All rights reserved. 
 
   Redistribution and use in source and binary forms, with or without 
   modification, are permitted provided that the following conditions are met: 
 
   * Redistributions of source code must retain the above copyright 
     notice, this list of conditions and the following disclaimer. 
 
   * Redistributions in binary form must reproduce the above copyright 
     notice, this list of conditions and the following disclaimer in 
     the documentation and/or other materials provided with the 
     distribution. 
 
   * Neither the name of the copyright holders nor the names of 
     contributors may be used to endorse or promote products derived 
     from this software without specific prior written permission. 
 
   * Source code can be used for academic purpose.  
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  For commercial use permission form the author needs to be taken. 
 
  THIS SOFTWARE IS PROVIDED BY THE COPYRIGHT HOLDERS AND CONTRIBUTORS "AS IS" 
  AND ANY EXPRESS OR IMPLIED WARRANTIES, INCLUDING, BUT NOT LIMITED TO, THE 
  IMPLIED WARRANTIES OF MERCHANTABILITY AND FITNESS FOR A PARTICULAR PURPOSE 
  ARE DISCLAIMED. IN NO EVENT SHALL THE COPYRIGHT OWNER OR CONTRIBUTORS BE 
  LIABLE FOR ANY DIRECT, INDIRECT, INCIDENTAL, SPECIAL, EXEMPLARY, OR 
  CONSEQUENTIAL DAMAGES (INCLUDING, BUT NOT LIMITED TO, PROCUREMENT OF 
  SUBSTITUTE GOODS OR SERVICES; LOSS OF USE, DATA, OR PROFITS; OR BUSINESS 
  INTERRUPTION) HOWEVER CAUSED AND ON ANY THEORY OF LIABILITY, WHETHER IN 
  CONTRACT, STRICT LIABILITY, OR TORT (INCLUDING NEGLIGENCE OR OTHERWISE) 
  ARISING IN ANY WAY OUT OF THE USE OF THIS SOFTWARE, EVEN IF ADVISED OF THE 
  POSSIBILITY OF SUCH DAMAGE.  
 
  Software released under Creative Commence cc by-nc-sa licence. 
  For legal information refer to:  
  http://creativecommons.org/licenses/by-nc-sa/3.0/legalcode 
 
 
********************************************************************************/ 
 
#include <avr/io.h> 
#include <avr/interrupt.h> 
#include <util/delay.h> 
 
 
void motion_pin_config (void) 
{ 
 DDRA = DDRA | 0x0F; //set direction of the PORTA 3 to PORTA 0 pins as output 
 PORTA = PORTA & 0xF0; // set initial value of the PORTA 3 to PORTA 0 pins to logic 0 
 DDRL = DDRL | 0x18;   //Setting PL3 and PL4 pins as output for PWM generation 
 PORTL = PORTL | 0x18; //PL3 and PL4 pins are for velocity control using PWM 
} 
 
//Function to initialize ports 
void port_init() 
{ 
 motion_pin_config(); 
} 
 
 
//Function used for setting motor's direction 
void motion_set (unsigned char Direction) 
{ 
 unsigned char PortARestore = 0; 
 
 Direction &= 0x0F;    // removing upper nibbel as it is not needed 
 PortARestore = PORTA;    // reading the PORTA's original status 
 PortARestore &= 0xF0;    // setting lower direction nibbel to 0 
 PortARestore |= Direction;  // adding lower nibbel for direction command and restoring the PORTA status 
 PORTA = PortARestore;    // setting the command to the port 
} 
 
 
void forward (void) //both wheels forward 
{ 
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  motion_set(0x06); 
} 
 
void back (void) //both wheels backward 
{ 
  motion_set(0x09); 
} 
 
void left (void) //Left wheel backward, Right wheel forward 
{ 
  motion_set(0x05); 
} 
 
void right (void) //Left wheel forward, Right wheel backward 
{ 
  motion_set(0x0A); 
} 
 
void soft_left (void) //Left wheel stationary, Right wheel forward 
{ 
 motion_set(0x04); 
} 
 
void soft_right (void) //Left wheel forward, Right wheel is stationary 
{ 
 motion_set(0x02); 
} 
 
void soft_left_2 (void) //Left wheel backward, right wheel stationary 
{ 
 motion_set(0x01); 
} 
 
void soft_right_2 (void) //Left wheel stationary, Right wheel backward 
{ 
 motion_set(0x08); 
} 
 
void stop (void) //hard stop 
{ 
  motion_set(0x00); 
} 
 
void init_devices (void) 
{ 
 cli(); //Clears the global interrupts 
 port_init(); 
 sei(); //Enables the global interrupts 
} 
 
 
//Main Function 
int main() 
{ 
 init_devices(); 
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 while(1) 
 { 
  
  forward(); //both wheels forward 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
  
  back(); //bpth wheels backward       
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
   
  left(); //Left wheel backward, Right wheel forward 
  _delay_ms(1000); 
   
  stop();       
  _delay_ms(500); 
   
  right(); //Left wheel forward, Right wheel backward 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
 
  soft_left(); //Left wheel stationary, Right wheel forward 
  _delay_ms(1000); 
   
  stop();       
  _delay_ms(500); 
 
  soft_right(); //Left wheel forward, Right wheel is stationary 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
 
  soft_left_2(); //Left wheel backward, right wheel stationary 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(500); 
 
  soft_right_2(); //Left wheel stationary, Right wheel backward 
  _delay_ms(1000); 
 
  stop();       
  _delay_ms(1000); 
 } 
} 
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