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Abstrakt 
Tato práce se zabývá vlastnostmi atomů, které ovlivňují tvar molekul. Věnuje se pravidlům, na jejichž 
základě se molekuly tvoří. Uvádí několik základních vlastností a zákonitostí, které mají dopad na 
konečnou geometrii molekuly. Další část textu popisuje několik možností pro zobrazení molekuly 
a zabývá se způsoby reprezentace atomů a molekul v počítačové technice. Následující kapitoly uvádí 





This thesis considers atom`s attributes, which affects shape of molecules. It describes rules that are 
basic for molecule creation. This text features basic attributes and rules, which affects the final shape 
of molecule. Next part of this text explains several ways to display molecule. Following parts of this 
thesis describes several ways how to store and represent atom and molecules in computer technology 
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Tato práce se věnuje zobrazování molekul na počítačích, konkrétněji s využitím pokročilých 
vlastností grafické knihovny OpenGL. Tento problém spadá pod kategorii počítačová grafika, což je 
obor informatiky zabývající se zprostředkováním obrazové informace uživateli. Vizualizace molekul 
je pro chemii velmi důležitou disciplínou, která prošla dlouhým vývojem. Od prvních fyzických 
modelů, přes stroje ohýbající drát, který kopíruje průběh „páteře“ proteinů, až po počítačovou 
reprezentaci molekulárních modelů.  
Vizualizace v chemii napomáhá lidské prostorové představivosti u řady problémů, jako jsou 
například uspořádání atomů a vazeb okolo centrálního atomu, stavby řetězových molekul, 
konformace u organických sloučenin a v neposlední řadě asistuje u analýzy struktury proteinů. 
Poslední zmíněná disciplína je jednou z nejdůležitějších oblastí výzkumu ve farmaceutickém 
průmyslu, kde urychluje vývoj nových léků. Prostorové uspořádání proteinů je závislé na pořadí 
jednotlivých aminokyselin v řetězci, které kombinací svých biochemických vlastností udávají jak 
výsledné vlastnosti, tak i konečný tvar proteinů. Vizualizace zde usnadňuje pochopení a orientaci ve 
velmi složitých molekulárních strukturách, kterými proteiny bezesporu jsou (proteiny se skládají i 
z několika tisíc atomů). Obdobný význam má vizualizace molekul v nanotechnologii a molekulárním 
modelování, kde pomáhá například k zobrazení tvaru a struktury molekul, stejně jako k zobrazení 
elektronových hustot v různých částech polymerů. Důležitým faktorem je také skutečnost, že 
vizualizované molekuly ještě nemusejí existovat a lze tedy simulovat jejich výsledný vzhled a další 
vlastnosti, bez nutnosti jejich syntetizace, která může být velice nákladná a komplikovaná. 
Problematika chemických vazeb v molekulách, pravidla pro tvorbu molekul a další chemické 
zákonitosti jsou velice rozsáhlé a vysoko převyšují rámec této práce, proto si zde uvedeme jen ty, 
kterými se budeme zabývat. Další informace týkající se chemických zákonitostí a pokročilejších 
vlastností chemických sloučenin nalezne čtenář v patřičné literatuře [4, 5, 23, 24]. 
Vlastnosti atomů ovlivňují podobu molekuly. Zmíníme tedy několik základních vlastností 
atomů, které mají podíl na tvorbě a výsledné podobě molekuly. Také uvedeme, jaké typy vazeb 
v molekulách vznikají a jaký má příslušná vazba dopad na vlastnosti molekuly, především pak na její 
geometrii a topologii. Zmíníme též způsoby reprezentace základních vlastností atomů a molekul 
a možnosti uložení těchto vlastností v aplikaci. 
V současné době se používá několik způsobů zobrazení molekul, přičemž každý má své 
výhody i nevýhody. V této práci se seznámíme s několika způsoby zobrazení molekuly. Dále se 
budeme soustředit hlavně na možnosti zobrazení molekul v počítačové technice. Zmíníme různé 
možnosti zadání molekuly jako vstupu pro její sestavení a následné zobrazení. Budeme se zabývat 
především anorganickými sloučeninami a elektroneutrálními molekulami. 
 4 
V kapitole 2 budou probrány základní vlastnosti atomů a molekul důležité pro tuto práci a také 
teorie VSEPR popisující výsledný tvar neiontových molekul nepřechodných prvků. Text se zde bude 
rovněž věnovat různým možnostem a způsobům zobrazení molekul. Nakonec budou popsány 
způsoby reprezentace atomů a molekul v PC. 
Následující část textu bude věnována návrhu řešení jednotlivých částí této práce. Budou 
nastíněny různé možnosti zadání molekuly a pravidla, kterými se bude řídit sestavování 
molekulárních vazeb. Bude zde rovněž navrhnut způsob určení geometrie molekuly podle teorie 
VSEPR a bude zmíněn způsob a prostředky, které budou využity pro zobrazení výsledku. 
Kapitola 5 se bude zabývat implementačními detaily práce. Budou zde uvedeny podrobnosti 
implementace jejích jednotlivých částí. 
V závěru práce budou shrnuty dosažené výsledky a popsány případné změny implementace 






2 Teoretická báze 
V této kapitole zmíníme několik základních vlastností atomů a molekul důležitých pro určení druhu 
chemické vazby v molekule. 
Elektronová konfigurace atomu ukazuje obsazení atomových orbitalů elektrony. Pro výstavbu 
molekul je nejdůležitější tzv. valenční vrstva (orbital), jejíž elektrony (valenční elektrony) určují 
chemické vlastnosti atomu prvku. Snahou všech systémů, tedy i atomu, je dosáhnout stavu 
s co nejnižší energií a co největší stabilitou. Nejstabilnější elektronová konfigurace atomů je se zcela 
obsazenými nebo zcela prázdnými valenčními orbitaly. Tohoto stavu mohou dosáhnout buď přijetím 
nebo odevzdáním elektronů a tvorbou iontů, nebo sdílením elektronů s jiným atomem a vznikem 
větších útvarů – molekul. 
Oxidační číslo (nebo také oxidační stav či stupeň), definuje součet pozitivních a negativních 
nábojů v atomu. Nepřímo udává počet přijatých nebo odevzdaných elektronů. Oxidační číslo se běžně 
určuje pomocí dvou různých postupů. První způsob se využívá u molekul, u nichž známe 
Lewisovskou strukturu [5]. Ta pro výpočet oxidačního stavu uvažuje, že elektrony z vazby mezi 
různými prvky patří tomu elektronegativnějšímu a elektrony vazeb mezi stejnými prvky se dělí 
rovným dílem. Druhý způsob pracuje s předpokladem neutrální molekuly. V těchto molekulách musí 
být součet oxidačních čísel roven nule. Rovněž využívá preferovaná oxidační čísla některých prvků 
[2]. 
Molekula je elektroneutrální skupina dvou nebo více atomů spojených navzájem chemickou 
vazbou. Je to základní stavební částice všech látek [1]. Molekuly mohou být stejnojaderné nebo 
různojaderné. Kromě elektroneutrálních molekul mohou vznikat i radikály nebo molekulové ionty, 
tedy molekuly s kladným nebo záporným nábojem. V této práci se však dále budeme zabývat pouze 
elektroneutrálními molekulami. 
2.1.1 Druhy chemických vazeb  
Chemická vazba je interakce, která k sobě poutá sloučené atomy v molekule prostřednictvím 
valenčních elektronů. Chemické vazby vznikají při chemických reakcích, při tvorbě vazby se 
uvolňuje energie, kterou pak nazýváme vazebná. Pro rozštěpení vazby je nutné energii dodat 
(disociační energie). Délka vazby je vzdálenost jader atomů vázaných v molekule. 
Kovalentní vazba 
Kovalentní vazba je založena na společném sdílení dvojice elektronů (vazebného elektronového páru) 
mezi jednotlivými atomy, kdy oba tyto elektrony jsou společné oběma atomům a mají opačný spin. 
Spin elektronu charakterizuje jeho rotaci kolem vlastní osy. Každý atom spojený kovalentní vazbou 
se snaží dosáhnout stabilní konfigurace nejbližšího vzácného plynu. Vazností prvku rozumíme počet 
 6 
kovalentních vazeb vycházejících z atomu, neboli počet vazebných elektronových párů. Pro určení 
vaznosti prvků 2. a 3. periody se používá oktetové pravidlo [1]. Podle oktetového pravidla atomy 
vytvářejí tolik vazeb, aby sdílením elektronů dosáhly stabilní konfigurace nejbližšího vzácného plynu 
(tedy elektronové konfigurace s2 p6). Elektrony zprostředkující vazbu se počítají do valenční vrstvy 
obou atomů. Kovalentní vazbu můžeme rozlišovat podle její násobnosti na jednoduchou, dvojnou a 
trojnou, dále rozlišujeme polární a nepolární kovalentní vazby. Nepolární kovalentní vazba vzniká 
mezi dvěma stejnými atomy nebo mezi atomy, jejichž rozdíl elektronegativit (elektronegativita – 
schopnost přitahovat vazebné elektrony) nepřevyšuje 0,4, zatím co kovalentní polární vazba vzniká 
mezi atomy, jejichž rozdíl elektronegativit je v rozmezí 0,4–1,7 [1]. 
Iontová vazba 
Iontová vazba je speciální případ polární kovalentní vazby, kdy rozdíl elektronegativit atomů je větší 
než 1,7. Sdílené elektrony zde patří téměř úplně do elektronového obalu elektronegativnějšího prvku. 
Elektropozitivnější atom předá elektron druhému a vznikne kladně nabitý kation a záporně nabitý 
anion. Ionty v iontových sloučeninách jsou vzájemně přitahovány elektrostatickými silami [1]. 
Koordinačně kovalentní vazba 
V této vazbě jeden atom – donor (dárce) - poskytne oba elektrony, druhý atom – akceptor (příjemce) - 
má ve valenční vrstvě volný orbital a oba elektrony přijme. Svými vlastnostmi se tato vazba neliší od 
kovalentní vazby. 
Kovová vazba 
Kovová vazba vzniká mezi atomy kovu v tuhém stavu a je způsobena elektrostatickou přitažlivostí 
kationů kovů a volně se pohybujících valenčních elektronů. Každý atom ve struktuře kovu je 
obklopen větším počtem atomů, než je počet jeho valenčních elektronů podílejících se na vzniku 
vazeb. Elektrony se tak mohou volně pohybovat kolem kationů kovu rozmístěných v pravidelné 
mřížce [1]. 
Slabší vazebné síly 
Kromě uvedených pevných vazeb existují i slabší vazebné síly ovlivňující vlastnosti látek. Van Der 
Waalsovy síly vznikají na základě vzájemného působení molekulových dipólů a projevují se 
přitahováním opačných pólů molekul nebo nábojů iontů [6].  
Vodíková vazba (vodíkový můstek) se vyskytuje u sloučenin vodíku a prvku s vysokou 
elektronegativitou, kde atom vodíku jedné molekuly vytváří slabou vazbu s volným elektronovým 
párem elektronegativnějšího prvku druhé molekuly. Je silnější než většina mezimolekulárních sil, ale 
je asi desetkrát slabší než kovalentní nebo iontová vazba. Vodíková vazba vzniká, protože má atom 
vodíku pouze jeden elektron, tedy vytvořením vazby k elektronegativnímu prvku dojde ke značnému 
odhalení atomového jádra a vzniklý parciální kladný náboj na atomu vodíku může poutat nevazebné 
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elektronové páry okolních molekul. Vznik vodíkové vazby je možný pouze u velmi 
elektronegativních prvků, jako jsou fluor, kyslík a dusík. Jen tyto prvky jsou schopné dostatečně 
odčerpat elektronovou hustotu od atomu vodíku. Vodíková vazba způsobuje zvětšení 
mezimolekulárních přitažlivých sil, což silně ovlivní fyzikálně-chemické vlastnosti jako např. teplotu 
varu a tání, hustotu, viskozitu [3]. 
Vliv vazby na vlastnosti látky [1] 
 Látky s kovalentní nepolární vazbou jsou nerozpustné ve vodě, rozpustné v nepolárních 
rozpouštědlech a nevedou elektrický proud. 
 Látky s polární a iontovou vazbou jsou rozpustné ve vodě, nerozpustné v nepolárních 
rozpouštědlech a v tavenině nebo roztoku vedou elektrický proud. 
 Látky s kovovou vazbou vedou elektrický proud a teplo. Jsou kujné a tažné. 
2.1.2 Tvar molekuly  
Pro určení tvaru neiontových molekul sloučenin nepřechodných prvků lze použít teorii VSEPR1, která 
pracuje na základě odpuzování mezi elektronovými páry centrálního atomu (obrázek 1). Tato teorie 
neumožňuje vysvětlit jiné vlastnosti molekul než jejich geometrii, nelze ji tedy považovat za 
samostatnou teorii chemické vazby. Tvar molekuly ovlivňují pouze valenční elektrony. Podle VSEPR 
se molekula = centrální atom + ligandy + volné elektronové páry, kde jako ligandy nazýváme jiné 
atomy nebo skupiny. Ligandy mají obvykle vyšší elektronegativitu než centrální atom. Pro určení 
základního tvaru je důležitý počet elektronových párů a počet vazeb (násobnost vazby nehraje roli), 
viz obrázek 2 [4]. 
 
Obrázek 1: Ukázka rozmístění atomů v molekule [10]. 
 
Každý elektronový pár zaujímá určitý prostor kolem centrálního atomu a „zabraňuje“ přístupu 
ostatním elektronům (tzv. Pauliho princip výlučnosti [1]). Třída molekuly se určuje na základě 
sterického čísla [19] centrálního atomu. Sterické číslo je počet vazeb a nevazebných elektronových 
                                                     
1
 Valence Shell Electron Pair Repulsion: odpuzování elektronových párů valenční sféry. 
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párů kolem centrálního atomu. Elektronové páry se uspořádají v prostoru kolem centrálního atomu co 
nejdále od sebe, aby se co nejméně odpuzovaly, tj. uspořádání s nejnižší energií. Typicky pro: 
 centrální atom + 2 ligandy – lineární, 
 centrální atom + 3 ligandy – rovnostranný trojúhelník, 
 centrální atom + 4 ligandy – tetraedr, 
 centrální atom + 5 ligandů – trigonální bipyramida nebo čtvercová pyramida, 
 centrální atom + 6 ligandů – oktaedr, 
 centrální atom + 7 ligandů – pentagonální dipyramida. 
 
 
Obrázek 2: Tabulka tvarů molekul [11]. 
 
Volné elektronové páry „zaujímají“ větší část v prostoru kolem centrálního atomu a jsou mu 
blíže než vazebné páry. Lze tak rozlišit čtyři typy interakcí mezi elektrony v molekule: 
 Volný elektronový pár je odpuzován jiným volným elektronovým párem (nejsilnější 
interakce). 
 Volný elektronový pár je odpuzován vazebným elektronovým párem. 
 Vazebný elektronový pár je odpuzován vazebným elektronem s interakcí π [1]. 
 Vazebný elektronový pár je odpuzován jiným vazebným elektronovým párem 
(nejslabší interakce). 
 Z vazebných parametrů jsou pro tuto práci nejdůležitější vazebná délka a valenční a torzní 
úhel. V následující tabulce jsou uvedeny vazebné délky pro kovalentní vazby několika základních 
prvků. Vazebné úhly 90° jsou u prvků hlavních skupin vzácné (oktaedr), obvyklé úhly jsou 180°, 
120°, 109°, jak ukazuje obrázek 3. 
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Obrázek 3: Vazebné úhly u základních tvarů molekul [9]. 
 
Tabulka 2.1: Typy geometrie molekul použité metodou AXE [17]. 
typ molekuly tvar úhly příklad 
 
AX1En Diatomický  HF, HCl 
AX2E0 Lineární 180° CO2 
AX2E1 Ohnutý 120° SO2 
AX2E2 Ohnutý 109.5° H2O, OF2 
AX2E3 Lineární 180° XeF2 
AX3E0 Rovinný trojúhelník 120° BF3, SO3 
AX3E1 Trigonální pyramida 109.5° NH3 
AX3E2 T – tvar 90°, 180° BrF3, ClF3 
AX4E0 Tetraedr 109.5° CH4 
AX4E1 Vychýlený 90°, 120° SF4 
AX4E2 Čtvercový plochý 90° XeF4 
AX5E0 Trigonální bipyramida 90°, 120° PCl5 
AX5E1 Čtvercová pyramida 90° ClF5, BrF5 
AX6E0 Oktaedr 90° SF6 
AX6E1 Pětiúhelníková pyramida 90°, 72° IOF5
2-
 
AX7E0 Pětiúhelníková bipyramida 90°, 72° IF7 
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Existují však skupiny sloučenin, u kterých VSEPR selže při určování geometrie molekuly. 
Například sloučeniny přechodných kovů v mnoha případech nemají geometrii vysvětlitelnou pomocí 
metody VSEPR. Struktury těchto sloučenin, včetně různých železitých hydridů a alkylových 
komplexů, mohou být přibližně určeny pomocí metody VALBOND, což je metoda pro výpočet 
energie, která odpuzuje atomy ve sloučenině a tím určuje úhel mezi vazbami. Tato metoda je založena 
na metodě valenčních vazeb, hybridizaci atomových orbitalů a vazebném modelu 3-centra-4-
elektrony [23, 24]. Rovněž tříatomové halogenidy prvků 2. skupiny (vápník, baryum, stroncium) 
nejsou lineární, jak bychom podle teorie VSEPR očekávali, nýbrž jsou ohnuté. Dalším příkladem jsou 
některé molekuly s modelem AX2E2 (viz tabulka 2.1). Jako příklad uveďme lithium oxid (Li2O), 
který má spíše lineární model než ohnutý, jak pro něj určuje teorie VSEPR, příčinou je zde iontová 
vazba mezi atomy, jež vede na silné odpuzování mezi atomy lithia. Obdobný jev se vyskytuje i pro 
některé molekuly s modelem AX6E1 [4, 17]. 
VSEPR má také problém s určováním geometrie rozsáhlých molekul, tento problém je 
způsoben soustředění se na geometrii atomů pouze v nejbližším okolí centrálního atomu a 
zanedbáním vlivu atomů v blízkém okolí. Neuvažují se rovněž různé nevazebné interakce v molekule 
a náboje v okolí jednotlivých atomů, které se také navzájem ovlivňují. Dnešní nejpřesnější metody 
pro předpovídání tvaru molekul zahrnují různé formy kvantové mechaniky a berou také v úvahu 
nejrůznější interakce, ke kterým v molekulách dochází [17, 23, 24]. Tato problematika je však velice 
rozsáhlá a vysoce přesahuje rozsah této práce, proto se tedy dále pro účely této práce budeme věnovat 
pouze teorii VSEPR. 
2.2 Možnosti zobrazení molekul  
Existuje několik způsobů, jak molekulu zobrazit, např. drátové modely, tyčinkové modely, tyčinky a 
kuličky, kalotový model, atd., viz obrázek 4. V této části se seznámíme s výhodami a nevýhodami 
jednotlivých způsobů reprezentace molekul. 
2.2.1 Zobrazení na papír (2D) 
Mezi výhody tohoto způsobu zobrazení molekul patří jednoduché vybavení pro zobrazení molekuly, 
kdy potřebujeme pouze tužku a papír. Ukazuje celou strukturu molekuly a lze snadno rozeznat 
jednotlivé vzory, rovněž lze snadno kontrolovat správnost chemie, tedy jestli je sloučeninu vůbec 
možné vytvořit. 
Nevýhodou je problém se zobrazením v prostoru. Tento způsob zobrazení také odstraňuje 
velké množství informací z reálné struktury. 
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2.2.2 Fyzické modely 
S těmito modely lze přímo manipulovat a bezprostředně demonstrují prostorová omezení. Lze 
skutečně vytvořit chemickou strukturu. 
Tyto modely jsou však objemné a nejsou příliš flexibilní, rovněž modifikace modelu je 
poměrně pomalá. 
2.2.3 Počítačová vizualizace 
  
Tyčinky a kuličky. Kalotový model. 
 
Obrázek 4: Ukázka různých způsobů zobrazení molekuly v PC [7, 8]. 
 
Hlavní přednosti této metody: 
 Poskytuje všechny strukturální informace o molekule, lze snadno porozumět jejímu tvaru. 
 Možnost přímo porovnat s 2D modelem, případně převést na 2D model. 
 Rychlá modifikace modelu. 
 Lze animovat vibrace, ke kterým v molekule dochází. 
Počítačová vizualizace se však omezuje pouze na zobrazovanou část struktury, proto není vhodná pro 
rychlé porovnání. Vyžaduje interakci za účelem zabránění nejednoznačnosti v zobrazení. 
2.2.4 Molekulární modely 
V této části se seznámíme s několika základními modely molekul, které si rozdělíme do skupin podle 
vlastností, které o molekule vyjadřují. Výběr modelu molekuly je v praxi podmíněn vlastnostmi 
molekuly, které si přejeme pozorovat. Na základě tohoto požadavku vybereme proto model, případně 
kombinaci modelů, jež bude jistou úrovní abstrakce molekuly, která tyto vlastnosti vhodným 
způsobem poskytne. Uveďme si tedy několik nejběžnějších molekulárních modelů.  
 
Struktura 
Modely této skupiny jsou velmi podrobné a umožní pozorovateli sledovat kupříkladu úhly mezi 
jednotlivými vazbami, ale také geometrii molekuly jako celku. Mezi tyto modely můžeme zařadit 
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Drátový model a Tyčinkový model, tyto jsou si velice podobné (viz obrázek 12) a oba zobrazují 
molekulu pouze pomocí vazeb, úhly mezi vazbami jsou tedy velmi podrobně zobrazeny. Jsou vhodné 
pro zobrazení molekulární struktury jako celku. Do této kategorie lze rovněž zařadit model kuličky a 
tyčinky, který patří mezi ty nejpodrobnější (viz obrázek 12). Zobrazuje všechny atomy a vazby, které 
se v molekule vyskytují. Stejně jako u dříve uvedených modelů, lze i zde určit úhly mezi vazbami. 
Atomy jsou v tomto modelu tvořeny koulemi, jejichž poloměr je poměrný vůči Van Der Waalsovu 
poloměru daného prvku. Lze tedy pozorovat i poměry velikostí atomů jednotlivých prvků molekuly. 
 
Povrch 
Jak název napovídá, tyto modely zobrazují předně povrch molekuly. Tyto modely jsou si navzájem 
velmi podobné, rozdílné zde však může být chápání pojmu povrchu molekuly (viz obrázek 5). 
Možnosti jsou povrch založený na Van Der Waalsově poloměru, Connolyho povrch, tedy povrch 
přístupný sondě o určitém poloměru, nebo Povrch přístupný solventu (SASA2), tedy obal molekuly 
přístupný středu sondy [25]. 
  
Obrázek 5: Vlevo ukázka povrchů molekuly. Vpravo skelet molekuly polyesteru v Kalotovém a 
Surface modelu vyjadřující rozložení elektronových hustot [25, 26]. 
 
Do kategorie modelů popisujících povrch molekuly řadíme Kalotový model (někdy také 
„VDW“, „spacefill“ nebo „CPK“), Dot model, Mesh model (viz obrázek 5) a Surface model. 
Kalotový model (viz obrázek 12) a Dot model jsou založeny na stejném základě, jediným rozdílem je 
styl vykreslení (Dot model je znázorněn pouze pomocí teček). Oba tyto modely zobrazují pouze 
atomy, a to koulemi, jejichž poloměr je odpovídá Van Der Waalsovu poloměru. Modely Mesh a  
Surface zobrazují povrch molekuly, volba povrchu záleží na použité implementaci. Model Mesh 
zobrazuje povrch pouze pomocí polygonální sítě a umožňuje tak i pozorování vnitřní struktury 
molekuly, tato může být zobrazena některým z uvedených modelů pro zobrazení struktury. 
Podobného efektu lze dosáhnout i nastavením průhlednosti povrchu molekuly při použití Surface 
modelu. 
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Speciální 
Speciálnějším případem, který je možné považovat i za člena strukturní skupiny, je Alpha trace model 
(označovaný také jako „ribbon“). Tento model zobrazuje „páteř“ molekuly složenou z atomů uhlíku, 
tedy vazby mezi uhlíkovými atomy. Vzhledem se nijak zvlášť neliší od Drátového modelu. Své 
využití nachází především při výzkumu proteinů.  
Stejné využití má i Cartoon model (viz obrázek 6). Jde o model používaný téměř výhradně pro 
zobrazování proteinů, kde zpravidla pomocí NURBS křivek vykreslí protein jako kompozici jeho 
sekundárních struktur. Model se zaměřuje především na hlavní řetězec („páteř“) proteinu [22]. 
 
Obrázek 6: Cartoon model: Socha Lidské neutrofilní kolagenázy. Autor: Byron Rubin [22]. 
2.3 Reprezentace atomů a molekul v PC 
Způsobů reprezentace atomů a molekul v počítačové technice existuje několik. Poměrně robustní 
řešení tohoto problému představuje jazyk CML3 [14]. Jazyk je odvozený od XML a existuje velké 
množství nástrojů, které dokáží soubory v CML generovat, číst a zobrazovat. CML podporuje práci 
s molekulami, reakcemi, spektrálními a analytickými daty, atd. 
Pro účely této práce není nutné uchovávat všechny informace o struktuře atomů a molekul. 
Všechny potřebné informace o atomu užité pro výstavbu molekuly, informace o vazbách v molekule 
a také údaje o samotné molekule budou uloženy do databáze SQLite4, což je odlehčený SQL 
databázový engine. 
2.3.1 Reprezentace atomů 
U atomů bude uchována jejich značka spolu s českým a anglickým názvem, dále preferovaná a běžná 
oxidační čísla atomů a jejich elektronegativita. Tyto vlastnosti se uplatní při utváření geometrie 
                                                     
3




molekuly pro určení centrálního atomu. Neméně důležitou vlastností je kovalentní poloměr atomu, 
ten je využit pro určení velikosti zobrazeného atomu a také pro určení délky kovalentní vazby. Jako 
další bude uložena typická barva, jakou bývá daný atom ve většině případů zobrazen, avšak 
s možností tuto barvu uživatelsky změnit. Elektronová konfigurace atomu poslouží pro určení 
vaznosti atomu. Vaznost atomů ovlivňuje tvar molekul podle teorie VSEPR, kde je podle druhů 
interakce mezi elektrony ovlivněn vazebný úhel. Atom bude rovněž obsahovat informace o vazbách, 
kterých se účastní. 
2.3.2 Reprezentace molekul a vazeb  
Vazba bude obsahovat informaci, o jaký druh vazby se jedná, kdy zpočátku budeme pracovat pouze 
s kovalentní vazbou s určením násobnosti. Rovněž zde budou odkazy na atomy, které se této vazby 
účastní. Pro určení délky vazby lze využít tabulku vazebných délek (tabulka 2.2) s tím, že pokud se 
délka vazby mezi zadanými atomy nevyskytuje v tabulce, bude přibližně určena jako součet 
kovalentních poloměrů s přihlédnutím na násobnost vazby.  
 




C - C 1.54 
C = C 1.34 
C ≡ C 1.20 
C - O 1.43 
C = O 1.23 
C ≡ O 1.13 
N - N 1.47 
N = N 1.24 
N ≡ N 1.10 
C - I 2.16 
C - Br 1.91 
C - Cl 1.79 
C - F 1.40 
N - H 1.00 
O - H 0.96 
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Teoreticky by měl být součet kovalentních poloměrů atomů účastnících se vazby roven délce 
této vazby. Tento vztah však neplatí, protože kovalentní poloměr závisí na chemickém okolí atomu. 
Polární kovalentní vazba je kratší, rovněž násobné vazby jsou kratší než součet příslušných 
kovalentních poloměrů. Dále v molekule nalezneme informace o vazbách a atomech v ní obsažených. 
2.3.3 Způsob zadávání vstupu 
Sumární vzorec 
Vstupem aplikace bude textový řetězec určující molekulu k zobrazení, např. H2O. Tento řetězec bude 
rozparsováním rozdělen na jednotlivé atomy a na základě chemických vlastností jednotlivých atomů 
se aplikace pokusí zadanou sloučeninu vytvořit (budeme se zabývat pouze neiontovými sloučeninami 
nepřechodných prvků). Načtou se základní informace o atomech a z nich se určí centrální atom. Tvar 
molekuly odvodíme podle počtu atomů a ostatních vlastností podle teorie VSEPR. Při 
nejednoznačnosti výstupu je možno uživateli nabídnout možná řešení, mezi nimiž si zvolí na základě 
vlastních chemických znalostí to správné. 
Veškeré molekuly je možné ukládat do databáze. Při zadání nového vstupu se nejprve prohledá 
databáze, poté se ověří, zda pro danou molekulu již známe její model, a pokud se model dané 
molekuly v databázi nevyskytuje, program se pokusí molekulu sestavit na základě výše uvedených 
pravidel. Po sestavení budou opět uživateli nabídnuta možná řešení, z nichž si bude moci vybrat. 
 
Soubor 
Druhou možností vstupu bude použití souboru, například ve formátu CML. V tomto souboru bude 
uložena molekula ve tvaru specifickém pro daný formát.  
Nespornou výhodou tohoto způsobu zadání vstupu je skutečnost, že molekula zadaná např. ve 
formátu CML s sebou nese i další informace, vedle počtu atomů jednotlivých prvků obsažených 
v molekule. Touto je například informace o struktuře molekuly, tedy o vazbách mezi atomy a jejich 
násobnosti, nebo dokonce i plošné či prostorové souřadnice atomů v rámci molekuly. Soubor bude 
nahrán za použití chemického toolkitu, který dokáže molekulu z daného vstupního formátu přečíst a 
extrahovat ze souboru informace nejen o atomech molekuly, ale i strukturální informace obsažené 
v použitém souborovém formátu a případně i informace o pozicích prvků v molekule. 
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3 Zobrazení atomů a molekul v PC 
V této části práce se zaměříme na možnosti grafického znázornění atomů a molekul v počítačích. 
Způsobů pro zobrazení dat v počítačích se naskytuje hned několik. Zmíníme zde obrazovou 
reprezentaci molekuly. Především se pak zaměříme na 3D zobrazení modelu molekuly, jejích atomů a 
vazebných můstků mezi atomy.  
3.1 2D zobrazení 
Toto zobrazení je vhodné především pro zobrazování konstitučních, konformačních, geometrických 
nebo konfiguračních vzorců, viz obrázek 7. 
  
Obrázek 7: Rozvinutý konstituční vzorec Benzenu [15]. 
 
Zmíněné vzorce patří mezi strukturní vzorce, tyto zobrazují krom počtu atomů jednotlivých 
prvků v molekule i jejich vzájemné propojení. Strukturní vzorce jsou také schopné do určité míry 
zobrazit geometrické uspořádání molekuly. Geometrický vzorec znázorňuje skutečnou prostorovou 
geometrii molekuly jejím průmětem do roviny (např. na papír), viz obrázek 8. Konformační vzorec je 
zvláštním případem geometrického vzorce, který zachycuje různé možnosti prostorového uspořádání 
molekuly, mezi nimiž je schopna přecházet v důsledku rotací částí molekuly kolem jednoduchých 
vazeb mezi atomy, viz obrázek 8. 
 
Obrázek 8: Vlevo geometrický vzorec metanu. Vpravo dvě možné konfigurace cyklohexanu 
zobrazené konformačním vzorcem [15]. 
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Pro toto zobrazení je možné využít různá GDI6. GDI je komponenta jádra operačního systému 
Windows zodpovědná za vykreslování grafických primitiv (čáry, křivky, fonty) na výstupní zařízení, 
jako jsou například monitory a tiskárny. Je také zodpovědná za vykreslování oken, menu a tak dále. 
Jiné operační systémy mají podobnou komponentu, která plní stejnou funkci jako GDI v operačním 
systému Windows. Například QuickDraw7 pro Macintosh, nebo GDK8/Xlib9 v UNIX-like systémech. 
Nespornou výhodou těchto nástrojů je jejich snadné použití. 
Veškeré vykreslovací operace se provádí uvnitř Device kontextu. Device kontext je abstraktní 
obdélníková kreslicí oblast, díky této abstrakci nemusíme rozlišovat, zda kreslíme na display, 
tiskárnu, jiné zařízení, nebo pouze do paměti počítače. Stačí pouze využít funkcí daného GDI a námi 
požadovaný obraz bude zobrazen. Device kontext si udržuje různé parametry, mezi ty nejzákladnější 
patří jeho rozměry, které vymezují oblast, do které bude vykreslování provedeno. Krom svých 
rozměrů udržuje i další parametry, například nastavení aktuální barvy pro kreslení, typ čáry, kterou 
budeme kreslit, atd. Nevýhodou GDI je neuspokojivá animace a absence schopností pro 3D 
vykreslování. 
3.2 3D zobrazení 
3D zobrazení je pro zobrazování molekul velmi vhodné. Molekuly i jejich modely jsou trojrozměrné, 
použitím 3D zobrazení tedy neztratíme prostorovou informaci. Díky pokročilejším animacím je pak 
možné nejen otáčet modelem, ale kupříkladu i znázornit složitější děje, ke kterým v molekule 
dochází, jako jsou například vibrace atd.  Výběr konkrétního modelu molekuly se odvíjí od vlastností, 
které si přejeme u molekuly znázornit (geometrie, objem, který molekula vyplňuje, atd.). Tato práce 
se bude zabývat především zobrazením nejběžnějších molekulárních modelů znázorňujících geometrii 
molekuly, viz obrázek 12. 
Pro zobrazování ve 3D se nabízí využití některé z grafických knihoven, které nám 
zprostředkují API10 a umožní nám pracovat s grafickým výstupem nezávisle na konkrétním hardware 
počítače. Nejznámějšími knihovnami jsou Direct3D a OpenGL.  
Direct3D je součástí balíku DirectX Společnosti Microsoft. Je dostupné na operačních 
systémech Microsoft Windows od verze Windows 95. Jedná se také o základní grafické API pro 
konzole Xbox a Xbox 360. Direct3D se využívá pro renderování 3D grafiky v aplikacích, kde je 
důležitý výkon, například počítačové hry. Knihovna využívá hardwarovou akceleraci, pokud je 
dostupná na grafické kartě. Dovoluje akcelerovat celý vykreslovací proces nebo jen některé jeho 
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 Graphics Device Interface. 
7
 QuickDraw: http://developer.apple.com/library/mac/navigation/ 
8
 GDK: http://developer.gnome.org/gdk/stable/index.html 
9
 Xlib: http://tronche.com/gui/x/xlib/ 
10
 Application Programming Interface. 
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části. V této práci se však budeme dále věnovat výhradně knihovně OpenGL, kterou si blíže 
představíme v následující části práce. 
3.2.1 Grafická knihovna OpenGL 
Open Graphics Library (OpenGL) je asi nejrozšířenější průmyslový standard specifikující 
multiplatformní rozhraní pro tvorbu výkonných aplikací počítačové grafiky, přinášející tisíce aplikací 
široké škále počítačových platforem. OpenGL uplatňuje svůj potenciál v různých odvětvích 
počítačových aplikací. 3D animace, vizuální simulace, virtuální realita, zobrazování medicínských dat 
nebo různé CAD11 nástroje, ve všech těchto aplikacích je možné využít funkcí knihovny OpenGL. 
 
Historie 
Předchůdcem OpenGL byla knihovna IRIS GL od SGI12. Tato původně 2D knihovna se vyvinula ve 
3D programové API pro grafické stanice IRIS. Tyto počítače měly specializovaný hardware pro 
zobrazování sofistikované grafiky. Jako výsledek snahy SGI o zlepšení a rozšíření IRIS GL a její 
přenositelnosti, vzniklo OpenGL. Specifikace verze 1.0 byla představena 1. července 1992. OpenGL 
je open standard knihovnou. O udržování a rozšiřování tohoto standardu se stará OpenGL ARB13, tato 
komise se schází čtyřikrát ročně. Původními členy byly SGI, Digital Equipment Corporation, IBM, 
Intel a Microsoft. Aktuálně poslední verzí OpenGL je verze 4.1 z 26. července 2010. 
 
Postavení OpenGL v klasické aplikaci 
OpenGL neobsahuje žádné funkce pro práci s okny ani uživatelským rozhraním. Díky tomuto faktu 
zůstává platformově nezávislá a lze ji tedy využít na většině operačních systémů (Windows, Unix, 
Linux, Irix, Sun). Je rovněž využitelná téměř v libovolném procedurálním programovacím jazyce.  
Vlastní vykreslování se provádí buď programově, kdy vlastní výpočty provádí CPU, nebo se předá 
ovladači 3D akcelerátoru, tedy je vykonáno grafickým procesorem GPU, viz obrázek 9. Cesta 
provádění procesorem, je pomalejší než druhá možnost a některá funkčnost také nemusí být v tomto 
případě dostupná. Díky faktu, že OpenGL vytváří jednotné API, nemá konkrétní druh použitého 
hardware vliv na používání této knihovny.  
                                                     
11
 Computer-Aided Design. 
12
 Silicon Graphics, Inc.: http://www.sgi.com/ 
13
 OpenGL Architecture Review Board. 
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Obrázek 9: Postavení OpenGL v typické aplikaci [20]. 
 
OpenGL se chová procedurálně, nepopisujeme tedy scénu v nějakém speciálním jazyce, ale 
pouhým voláním funkcí knihovny OpenGL vykreslujeme rastrový obrázek. Vykreslovací řetězec je v 
podstatě stavový stroj. Nastavíme-li tedy nějaký stav, zůstaneme v něm, dokud není tento stav 
změněn. Lze nastavit širokou škálu stavů, od nastavení barev, přes světla, materiály, buffery a 
textury, až po nastavení antialiasingu. 
Vše je vykreslováno pomocí grafických primitiv (bod, úsečka, polygon, bitmapa, pixmapa). 
Tyto jsou zadány ve vektorové podobě (vertexy), na vektorová data jsou poté aplikovány 
transformace. Data jsou postupně transformována ze souřadnic modelu do souřadnic scény (Modeling 
transformation), poté do souřadnic kamery (View transformation) a nakonec do ořezávacích 
souřadnic (Projection transformation). Po transformaci do ořezávacích souřadnic je výsledkem část 
scény zabíraná kamerou spolu s objekty, které se v záběru nachází. Následuje převod scény do 
rastrové podoby (rasterizace), jejímž výsledkem je obraz složený z jednotlivých pixelů scény 
(fragmenty). Na rastrovou reprezentaci jsou aplikovány operace jako nanesení textury, výpočet 
výsledné barvy, nebo přidání mlhy. Rastrová reprezentace scény je poté zobrazena na grafický výstup 
zápisem do framebufferu. 
 
FrameBuffer 
Základní funkcí OpenGL je vykreslování do frameBufferu. Vlastní obsah framebufferu je nám 
následně promítán na obrazovku nebo jiné zobrazovací zařízení. Framebuffer se může skládat 
z následujících bufferů: 
 Color buffers. 
 Depth buffer (Z-buffer). 
 Stencil buffer. 
 Accumulation buffer. 
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Implementace určuje, které z těchto bufferů budou dostupné a kolik bitů bude určeno k popisu 
jednoho pixelu v každém z těchto bufferů. Informace o bufferech včetně jejich dostupnosti lze 
například na Unix/Linux-ových systémech využívajících XWindows zjistit pomocí funkce OpenGL 
glXGetConfig(). 
V Color buffers je uložena informace o barvě pixelů. Do těchto bufferů se většinou provádí 
vykreslování. Rozdíl v implementaci může být například ten, že pokud daná implementace OpenGL 
bude podporovat stereoskopický obraz, bude mít dva color buffery, jeden pro levý a jeden pro pravý 
pohled. 
Depth buffer uchovává informaci o hloubce daného fragmentu v Z-ové ose a využívá se pro 
určení viditelných částí scény. Při běžném použití je v něm uložena informace o vzdálenosti 
fragmentu od promítací roviny, kdy je fragment s větší Z-ovou vzdáleností přepsán fragmentem 
s menší vzdáleností nacházejícím se na stejné pozici. Tímto je v podstatě řečeno, že tento nový 
fragment je blíže k pozorovateli a „zastiňuje“ tedy předchozí fragment. Funkci určující přepisovací 
pravidla Depth bufferu lze změnit. 
Stencil buffer slouží k maskování částí dalších bufferů. Do zamaskovaných částí se nebude 
provádět vykreslování. Lze využít například pro vytváření různých efektů jako lesklé plochy a 
zrcadla. 
Obsah Accumulation bufferu je velice podobný jako obsah color bufferu. Ve většině případů se 
do něj nezapisuje přímo. Zápis je obvykle proveden do color bufferu, jehož obsah je poté zkopírován. 
Tento buffer se používá pro sloučení více obrázků do jednoho. Pomocí accumulation bufferu tedy 
můžeme vytvořit efekty jako rozmazání příliš blízkých nebo vzdálených předmětů, nebo pohybové 
rozmazání (motion blur). 
 
Programování grafického řetězce 
Současné GPU umožňují programově modifikovat data, která procházejí grafickou pipeline, viz 
obrázek 10. Toto nám umožňuje modifikovat data vrcholů (vertexy) i rastrová data (fragmenty). 
Programy modifikující data vrcholů se nazývají vertex shadery, programy modifikující rastrová 
data jsou fragment shadery. Tyto programy byly původně zapisovány poměrně jednouchými 
instrukcemi v programovacím jazyce podobném assembleru. Délka těchto programů bývá na 
některých starších GPU značně omezena, například i na pouhé desítky instrukcí. Nahrávaní těchto 
programů se děje přes dnes dostupné API OpenGL, DirectX. Tyto jazyky se odlišují v použití 
globálních proměnných a mají také určitá omezení (rekurze, smyčky, pointery) [20]. 
OpenGL využívá pro programování GPU jazyka GLSL14. Jde o High level shading language 
založený na programovacím jazyce C. Výhodou tohoto jazyka je, že stejně jako OpenGL, je i GLSL 
multiplatformní a lze jej bez rozdílu využít na všech grafických kartách, které jej podporují.  
                                                     
14
 OpenGL Shading Language: aktuální verze 4.10.6. 
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Geometry shader je dalším druhem programu pro modifikaci grafické pipeline. Tento program 
je prováděn po vertex shaderu. S jeho pomocí lze přidávat či odebírat vrcholy grafických primitiv, a 
tím upravovat jejich geometrii. Tohoto lze využít například u Level of detail techniky při 
vykreslování rozsáhlých scén. Výstup geometry shaderu je poté předán fragment shaderu pro další 
zpracování. 
 
Obrázek 10: Blokové schéma vykreslovací pipeline OpenGL [20]. 
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4 Návrh řešení 
V této kapitole budou navržena řešení jednotlivých částí aplikace. Budou zmíněny různé způsoby 
zadávání vstupu pro aplikace zabývající se stejnou tématikou jako tato práce. Text seznámí čtenáře 
s pravidly potřebnými pro sestavení molekuly a různými teoriemi zabývajícími se určováním 
geometrie molekul. Rovněž budou zmíněny způsoby zobrazení výsledné molekuly. 
Aplikace se bude více zaměřovat na anorganickou chemii a bude cílena pro chemicky méně 
zkušené uživatele. 
4.1 Vstupní jazyky 
Vstupních formátů a datových typů je celá řada [14]. V této části textu se čtenář seznámí s několika 
rozšířenými formáty, které se v současnosti používají. Pro příklady vstupních řetězců budeme v této 
části textu využívat molekuly Benzenu, jelikož tato obsahuje násobné vazby i cyklus, bude tedy 
vhodným způsobem demonstrovat zápis komplexnější struktury molekul. 
Simplified molecular input line entry specification 
Simplified molecular input line entry specification, neboli zkráceně SMILES, je řádkovou notací pro 
zadávání molekul. Specifikace SMILES byla ustanovena roku 1980 Arturem Weiningerem a 
Davidem Weiningerem, od této doby byla několikrát upravena [12]. Chemická open-source komunita 
Blue Obelisk
15
 uvedla roku 2007 OpenSMILES, což, jak název napovídá, je open-source verze 
SMILES. Řetězce SMILES obsahují konektivitu atomů, ale neobsahují 2D ani 3D koordináty. Atomy 
vodíku v tomto formátu nejsou reprezentovány, ostatní atomy se reprezentují svým symbolem. 
Symbol „=“ slouží pro udání dvojné a znak „#“ pro udání trojné vazby. Větvení se indikuje 
závorkami () a cykly pomocí párů čísel. Například Benzen je pomocí SMILES zapsán jako 
C1=CC=CC=C1 [12]. Obrázek 11 ukazuje postup vytváření vstupního řetězce ve formátu SMILES. 
Prvním krokem je rozpojení a označení cyklů. Poté již stačí zapsat strukturní vzorec s označením 
jednotlivých cyklů a závorkami popisujícími jednotlivá větvení hlavní „páteře“ molekuly. 
SYBYL Line Notation 
Jedná se o jinou specifikaci pro jednoznačný popis struktury chemických molekul. Od SMILES se liší 
v několika podstatných směrech. Dokáže specifikovat molekuly, molekulové dotazy a reakce 
v řádkové notaci. Rovněž podporuje relativní stereometrii. Aromaticita je zde uvažována jako 
vlastnost vazby a nikoliv jako u SMILES vlastnost vazby i atomu. Opět příklad pro Benzen, 
C[1]H:CH:CH:CH:CH:CH:@1 [13]. 
                                                     
15
 Blue Obelisk: http://www.blueobelisk.org 
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Obrázek 11: Ukázka postupu generování vstupu pomocí SMILES [12]. 
 
Chemical Markup Language 
Chemical Markup Language, nebo také CML, je robustní řešení pro reprezentaci řady chemických 
konceptů, jako např. molekul, reakcí, spektrálních a analytických dat, výpočetní chemie a dalších. 
Jedná se o souborový formát vycházející ze standardu XML. Pro tento formát existuje několik 
knihoven podporujících zápis, čtení a validaci CML. Jazyk CML využívá mnoho nástrojů pro práci 
s molekulami, např. Jmol16. 
Sumární vzorec 
Sumární neboli molekulový vzorec chemické látky udává prvky, z nichž se látka skládá, a jejich počet 
v molekule. Tento vzorec udává skutečný počet atomů v molekule. V sumárním vzorci se symbol 
každého atomu vyskytne právě jednou, z čehož je zřejmé, že jej lze striktně vzato použít pouze 
u sloučenin majících přesně definované molekuly, tedy nikoliv iontové sloučeniny [15]. Sumární 
                                                     
16
 Jmol: http://jmol.sourceforge.net/ 
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vzorec neudává žádné další informace o struktuře molekuly, jejích vazbách nebo prostorovém 
uspořádání. Běžnější použití tohoto způsobu je v anorganické chemii, velice zřídka se používá pro 
organické sloučeniny.  
Tento způsob zadání molekuly je velice snadný, například Benzen je tímto způsobem zadán 
jako C6H6. Tento formát je i pro laika dobře čitelný, jelikož není nutné odvozovat pro zadání vstupu 
již žádné další strukturní informace. Proto byl také tento způsob zadání vybrán jako vstupní formát 
vytvořené aplikace. Nicméně je tento způsob zadání vstupu z výše uvedených důvodů ve většině 
případů nejednoznačný a náročnější na následující operace s molekulou, především její sestavení, 
z toho důvodu bude aplikace rovněž umožňovat načtení molekuly ze souboru, který bude obsahovat 
její popis v některém z výše uvedených formátů. 
4.2 Návrh zpracování vstupu 
Aplikace bude na vstupu očekávat molekulu zadanou sumárním vzorcem. Tento může obsahovat 
i závorky, například pro hydroxid vápenatý, jehož sumární vzorec je Ca(OH)2. Závorka nám zde 
uvozuje skupinu atomů, konkrétně skupinu OH, která je v molekule zopakována dvakrát. Druhou 
možností bude zadání cesty k souboru, který obsahuje popis molekuly v některém z formátů pro popis 
molekuly popsaných v části 4.1.  
 
Sumární vzorec 
Vstupní parser tedy bude načítat ze vstupu alfanumerické znaky a otevírací a uzavírací závorky. 
Symboly atomů začínají vždy velkým písmenem a číslice udává počet opakování právě načteného 
atomu nebo skupiny v molekule. Tyto skutečnosti se vhodně zakomponují do řídící logiky vstupního 
automatu. Ve vzorci je možný výskyt více skupin atomů nebo také vnořených skupin. Načtený atom 
bude obsahovat informaci o tom, v jaké skupině se nachází. Informace o skupinách, jako jsou 
identifikace skupiny, informace, zda je skupina vnořena v jiné skupině, případně, zda aktuální 
skupina má nějaké podskupiny, bude uložena ve struktuře navržené pro toto použití. 
 
Soubor 
V tomto případě aplikace ověří existenci souboru na zadané cestě. Předpokládaným obsahem tohoto 
souboru je popis molekuly v některém z formátů popsaných v části 4.1. Zpracování těchto formátů je 




Jedná se o open source toolkit, na jehož počátku stojí knihovna Babel, která sloužila k převodu 
mezi výpočetními chemickými souborovými formáty. Díky své užitečnosti a oblíbenosti se dočkala 
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 Open Babel: The Open Source Chemistry Toolbox: http://openbabel.org/wiki/Main_Page 
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nástupce v podobě knihovny OELib, která je zdarma a open source. Z této knihovny vychází Open 
Babel (C++) a JOELib (Java) jež obě zůstávají open source chemickými toolkity. Open Babel 
poskytuje dva hlavní „produkty“, hotové programy pro konverze, vyhledávání, modifikaci a analýzu 
chemických souborů a kompletní programátorský toolkit pro vývoj chemických aplikací. 
Open Babel dokáže načítat, zapisovat a konvertovat mezi více než 110 chemickými 
souborovými formáty. Formát obsahu souboru je rozhodnout na základě MIME18 typu (přípony 
souboru) tohoto souboru.  
4.3 Pravidla pro sestavování vazeb 
Tato práce se zaměřuje především na elektroneutrální molekuly nepřechodných prvků. Součet 
oxidačních čísel jednotlivých atomů zastoupených v elektroneutrální molekule je roven nule. Atom 
nacházející se v nejvyšším oxidačním stavu (nejvyšší náboj) začne vytvářet vazby s ostatními atomy 
v molekule, počínaje atomy s nejbližším oxidačním stavem. 
Algoritmus sestavení vazeb začne nalezením řešení rovnice oxidačních čísel. Těchto řešení 
může být několik, nebo také žádné, pokud budeme uvažovat pouze elektroneutrální molekuly. 
Sestavovací algoritmus postupně nastaví oxidační čísla atomů podle výsledků řešení rovnice. Poté se 
pro každé nalezené řešení pokusí vazby vytvořit. 
Druhou možností sestavení vazeb je jejich načtení ze vstupu při použití souboru. V tomto 
případě je informace o struktuře molekuly přímo obsažena v jejím popise. Po načtení molekuly ze 
souboru do vnitřní reprezentace toolkitu Open Babel ji můžeme jednoduše konvertovat do 
reprezentace používané dále v aplikaci. V tomto případě se nejedná pouze o atomy a jejich atributy, 
ale také o vazby mezi jednotlivými atomy v molekule a informace o nich, jako např. násobnost vazby. 
Některé vstupní formáty (např. CML) mohou obsahovat i popis geometrie molekuly. 
Vazba bude reprezentována odkazy na atomy, které se této vazby účastní. Dalšími parametry 
budou násobnost, druh a délka vazby. Násobnost vazby bude udávat, jestli se jedná o jednoduchou, 
dvojnou nebo trojnou vazbu. Druh vazby bude určován podle rozdílu elektronegativit stejným 
způsobem, jak je popsáno v části 2.1.1. Délku vazby představuje rovnovážná mezijaderná vzdálenost 
dvou atomů. Ovlivňuje ji hned několik faktorů, jako například poloměry obou atomů, koordinační 
číslo, řád a polarita vazby a další vlastnosti. 
4.4 Určení geometrie molekuly 
Metody exaktního určení geometrie molekul jsou výpočetně velmi náročné. Vyžadují výpočet energie 
struktury molekuly, a to za využití molekulové mechaniky (výpočet z empirických konstant: délka 
vazby, pnutí vazebných úhlů, rotace vazeb, nevazebné interakce, …), kvantové mechaniky (řešením 
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 Přehled MIME typů používaných v chemii: http://www.ch.ic.ac.uk/chemime/ 
 26 
Schrödingerovy rovnice), případně zahrnují i další aspekty ovlivňující tvar molekuly. Následně je 
třeba určit minima této energetické hyperplochy. Tato problematika však velkou měrou překračuje 
rozsah této práce, proto byla pro naše účely zvolena empirická metoda VSEPR.  
Jedná se o empirický soubor pravidel, podle něhož je možné snadno určit tvar molekul, iontů a 
molekulových fragmentů. Teorie VSEPR určuje několik základních typů molekul, viz obrázek 2 a 
tabulka 2.1. Typ molekuly budeme určovat výpočtem sterického čísla a počtu volných vazebných 
elektronových párů centrálního atomu, čímž lze při využití VSEPR teorie identifikovat tvar molekuly. 
Tímto způsobem určíme typ molekuly nebo typy jejích fragmentů. 
Stejně jako při sestavování vazeb molekuly, je i zde možnost načtení této informace ze vstupu 
aplikace. Pro tento účel bude opět využito služeb toolkitu Open Babel, který je schopen určit pozice 
atomů v molekule, pokud jsou tyto informace obsaženy v popisu molekuly (např. formát CML 
dokáže uchovávat tuto informaci). 
4.5 Zobrazení molekuly 
V souladu se zadáním práce použijeme pro zobrazení výsledků této aplikace grafickou knihovnu 
OpenGL a její pokročilé funkce, jako například shadery psané v jazyce GLSL. Pro intuitivnější 
ovládání bude vytvořeno grafické uživatelské rozhraní. K tomuto účelu byla vybrána knihovna Qt19, 
která zajišťuje intuitivní knihovny tříd pro programovací jazyk C++. Qt bylo vybráno z důvodu dobré 
přenositelnosti mezi různými desktopovými i vestavěnými operačními systémy. Knihovna Qt také 
umožňuje snadnou práci s OpenGL včetně podpory shaderů v jazyce GLSL. Spojení s OpenGL je 
realizováno pomocí prvku QGLWidget grafického uživatelského rozhraní. Obsah tohoto widgetu je 
vykreslován pomocí OpenGL, kde je nám zpřístupněna veškerá požadovaná funkčnost knihovny 
OpenGL. 
Uživatel bude mít možnost vybrat styl zobrazení grafického výstupu aplikace. Aplikace bude 
umožňovat tři základní druhy zobrazení modelu molekuly. Kuličky a tyčinky, kalotový model 
a tyčinky. U modelu kuličky a tyčinky bude mít uživatel možnost vypnutí zobrazení vazebných 
můstků molekuly. Průměr kuliček reprezentujících atomy bude dodržovat poměr kovalentních 
poloměrů jednotlivých atomů v dané molekule. 
 
                                                     
19
 Qt: http://qt.nokia.com/ 
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Obrázek 12: Modely molekul zleva: kuličky a tyčinky, kalotový model, tyčinky. 
4.6 Další zvažovaná funkčnost 
Díky nejednoznačnosti řešení vyplývající ze sumárního vzorce, který neumožňuje zadat informace 
o struktuře molekuly, lze uvažovat o možnosti sestavení několika možných variant řešení. Možnosti 
jsou dány jednotlivými řešeními rovnice oxidačních čísel. Tato jsou poté nabídnuta uživateli, a ten se 
rozhodne, které řešení chce zobrazit na výstupu programu. 
Předpokládá se, že sestavení molekuly bude časově náročná operace. Z tohoto důvodu by bylo 
vhodné molekuly, které program již sestavil a uživatel zvolil správnou variantu sestavení, ukládat do 
databáze. Tato by mohla být reprezentována vhodnou kombinací tabulek v SQL databázi. Druhou 
možností by bylo uložení molekul do CML souboru, případně do souboru jiného formátu 
používaného v chemických aplikacích, viz sekce 4.1. Pro toto řešení by bylo nutné nalézt vhodnou 
hashovací funkci pro vstupní řetězce, aby byly například vstupní řetězce H2O, HHO, OH2 
identifikovány jako stejná molekula. 
Dále by bylo vhodné zpřístupnění editačního režimu ve výsledném zobrazení. V tomto režimu 
by bylo uživateli umožněno přesouvat pozice jednotlivých atomů v molekule a měnit tak její 
geometrii na základě vlastních chemických znalostí. Po skončení editace by aplikace uživateli nabídla 
možnost uložit provedené změny do databáze. Uložení změn provedených editací by představovalo 
aktualizaci geometrie molekuly v databázi.  
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5 Implementace 
V této kapitole budou popsány nástroje použité při vývoji a detaily implementace jednotlivých částí 
programu a metod použitých pro dosažení výsledné funkce. Bude probrán způsob zpracování vstupu 
aplikace, použitá databáze a způsob komunikace s touto databází.  Text popíše implementovanou 
problematiku navazování atomů v molekulách, její změny oproti původnímu návrhu aplikace a budou 
zde také uvedena omezení, která s sebou implementovaný způsob přináší. Dále bude vysvětlena 
implementace pozicování atomů v molekule vycházející z teorie VSEPR. Rovněž budou zmíněny 
třídy pro tvorbu uživatelského rozhraní a pro vykreslení molekuly. 
 
  
Obrázek 13: Diagramy tříd užitých v aplikaci. 
5.1 Implementační nástroje 
Jako jazyk pro implementaci práce byl zvolen jazyk C++ a vývojové prostředí Microsoft Visual 
Studio 2008. K vykreslování molekul je využito funkčnosti knihovny OpenGL. Pro vytvoření 
grafického uživatelského rozhraní bylo využito Qt frameworku, který podporuje zobrazování s 
využitím OpenGL včetně jeho pokročilých funkcí, a tímto plně vyhovuje požadavkům. Dále program 
využívá SQL databázi, konkrétně byla zvolena knihovna SQLite. Jedná se o odlehčený databázový 
engine šířený ve veřejné doméně (Public Domain) a sloužící pro komunikaci s SQL databází 
uloženou v jediném souboru. Rovněž bylo využito chemického toolkitu Open Babel, který je využit 
především pro načítání molekul z různých vstupních formátů. Obrázek 13 znázorňuje diagramy tříd 
aplikace. 
5.2 Zadání a parsování vstupu aplikace 
Aplikace očekává na vstupu textový řetězec popisující molekulu výčtem jejích atomů, tedy jejím 
sumárním vzorcem, např. H2SO4, nebo soubor obsahující popis molekuly v některém z chemických 
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formátů, např. CML. V této podkapitole se seznámíme s implementací obou částí aplikace 
zabývajících se nahráváním vstupu. 
5.2.1 Sumární vzorec 
Zadání vstupního řetězce se děje v grafickém uživatelském rozhraní aplikace. Zadaný vstupní řetězec 
je převeden na množinu atomů obsažených v zadané molekule. Pro parsování vstupního řetězce je 
použit stavový automat, viz obrázek 14. Automat na tomto obrázku zobrazuje pouze výchozí funkci, 
řídící logika zpracování závorek se řeší v rámci jednotlivých stavů automatu. Korektní vstup začíná 
buď symbolem atomu, nebo otevírací závorkou určující skupinu.  Atomy jsou na vstupu očekávány 
zadané symbolem prvku s velkým počátečním písmenem, např. Ca. Symbol atomu může být 
následován buď dalším atomem, případně číslem specifikujícím počet výskytů předchozího atomu 
v molekule. Vstupní parser počítá i s možností použití závorek pro označení skupin atomů (např. 
Ca(OH)2), a to včetně vnořených skupin. Pro závorky platí v podstatě stejná pravidla jako pro vstup, 
za otevírací závorkou následuje nejdříve atom. Za ukončovací závorkou se může vyskytovat konec 
vstupu, další atom, začátek další skupiny, případně číslo udávající počet opakování předcházející 
skupiny. Atomy získané ze vstupního řetězce jsou uloženy do seznamu atomů. Logické skupiny 
určené závorkami ve vstupním řetězci jsou uloženy do seznamu skupin. Každý atom obsahuje také 
informaci o tom, v jaké logické skupině se nachází. 
  
 
Obrázek 14: Stavový automat vstupního parseru. 
 
Vstupní parser využívá funkci třídy C_Datalayer pro komunikaci s databází. V databázi je uložena 





 číslo skupiny, 
 elektronegativita dle Paulinga, 
 kovalentní poloměr, 
 oxidační čísla, 
 elektronová konfigurace, 
 elektronová konfigurace nejbližšího vzácného plynu, 
 barva atomu. 
Pro účely zobrazení atomu je zde mezi jeho chemické vlastnosti přidána i barva atomu. Ostatní 
atributy atomu jsou nastavovány dynamicky za běhu programu, jako např.:  
 id, 
 id logické skupiny, 
 počet volných vazebných elektronových párů, 
 aktuální oxidační číslo atomu, 
 informace o účasti atomu na vazbách molekuly, 
 pozice atomu. 
Atomy prvků jsou po nahrání svých atributů uvedeny do výchozího stavu, kdy je jim nastaveno 
preferované oxidační číslo. Jelikož tohoto čísla lze využít pro určení vaznosti prvků, jsou rovněž 
vyčísleny počty volných vazebných elektronových párů a u informace o nastavení pozice atomu je 
vynulován příznak signalizující, že pozice atomu je nastavena. Vstupní parser nastaví atomu jeho id 
a id logické skupiny, tyto hodnoty závisí na pořadí prvků ve vstupním řetězci. 
Pokud je vstupní řetězec korektně zadán a obsahuje existující chemické prvky, končí parsování 
vstupu úspěchem. V případě nekorektně zadaného vstupu, např. 2HO, nebo zadáním neexistujícího 
chemického prvku, např. Rx, je nastaven chybový kód a algoritmus končí neúspěchem. Způsob 
ukončení parsovacího algoritmu je detekován, v případě neúspěchu je uživateli vypsáno chybové 
hlášení a je upuštěno od dalšího zpracování zadané molekuly. Po úspěšném dokončení parsování 
obsahuje molekula seznam atomů a strukturu logických skupin. Parsování vstupního řetězce je 
součástí metody ParseFromSummaryFormula() třídy ChemicalParser. 
5.2.2 Vstup ze souboru 
Pro zpracování vstupního souboru se využívá toolkitu Open Babel. Jde o open source knihovnu 
funkcí pro práci s chemickými formáty. Open Babel je pro využití v C++ ke stažení v podobě 
zdrojových textů, ze kterých je knihovna kompilovatelná. Kompilace knihovny spočívá ve spuštění 
dávkového souboru, který patřičným způsobem spustí CMake20. Výsledkem tohoto procesu je 
nakonfigurování prostředí pro kompilaci knihovny Open Babel, toto je různé v závislosti na použitém 
operačním systému a vývojovém prostředí. Po spuštění dávkového souboru s parametry pro operační 
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 CMake: cross-platform make. 
 31 
systém MS Windows a vývojové prostředí MS Visual studio bude výsledkem konfigurace solution 
file, jehož sestavením v prostředí MS Visual studio dostaneme knihovnu Open Babel. Rozhraním ke 
knihovně je soubor babelconfig.h, který aplikaci zpřístupní jmenný prostor OpenBabel a tímto tedy i 
veškerou požadovanou funkčnost. 
Vstupní formát lze rozhodnout podle MIME typu souboru, třída OBConversion21 poskytuje tuto 
funkčnost metodou FormatFromExt(), která vrátí vstupní formát právě na základě přípony souboru. 
Tento formát je nutné nastavit instanci třídy OBConversion jako vstupní formát, jedná se o netriviální 
problém, jelikož Open Babel je v tomto směru koncipován modulárně. Při nastavení vstupního 
formátu se provede vyhledání sdílených modulů knihovny Open Babel, v kterých se vyhledá třída 
schopná zpracovávat daný vstupní formát. Pokud tato třída není nalezena, aplikace zobrazí chybové 
hlášení a další zpracování vstupu je zastaveno.  
Dalším krokem je vlastní načtení molekuly ze vstupního souboru prostým voláním metody 
Read() třídy OBConversion, jíž je v parametru předán file stream se vstupním souborem. Výsledkem 
úspěšného načtení je molekula včetně atomů a vazeb v interní reprezentaci Open Babel, tedy 
molekula OBMol, atomy OBAtom a vazby OBBond. Zde je nutné molekulu převést do reprezentace 
používané dále v aplikaci. Třída OBAtom však neobsahuje všechny potřebné parametry pro atomy, 
jak byly popsány v předcházející části, je tedy nutné využít funkcí třídy C_Datalayer a tyto dodatečné 
informace nahrát z databáze. Je rovněž provedena kontrola, zda jsou u atomů třídy OBAtom nastaveny 
pozice atomu v rámci molekuly, v kladném případě se tato skutečnost bere dále v úvahu při převodu 
atomu. Obdobně se postupuje i při převodu vazeb, kdy se hlavně hledí na násobnost vazby OBBond. 
Opět zde platí, že pokud načtení nebo převod molekuly nebudou korektně dokončeny, zobrazí se 
chybové hlášení a zastaví se další zpracování vstupu. Načtení molekuly ze souboru je součástí metody 
ParseFromFile() třídy ChemicalParser. 
5.3 Sestavení molekuly 
Navrhnutým řešením této části bylo řešení rovnice oxidačních čísel molekuly a následné sestavení 
vazeb v molekule způsobem popsaným v sekci 4.3. V našem případě představuje rovnice oxidačních 
čísel rovnici o N proměnných, kde N je počet atomů molekuly, každá proměnná může nabývat určité 
množiny hodnot rovnající se množině přípustných oxidačních čísel daného atomu a hledaným 
řešením je nulový součet všech proměnných. Uveďme si příklad pro kyselinu sírovou, H2SO4. Jde o 
elektroneutrální sloučeninu, součet oxidačních čísel bude tedy roven nule. Možná oxidační čísla 







. Toto vede k rovnici:                 , tato rovnost platí, tedy oxidační 
stavy jednotlivých atomů nabývají hodnot použitých v tomto příkladu. 
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 Konvence: třídy s prefixem jsou třídy knihovny Open Babel. 
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Slepé prohledávání stavového prostoru rovnice oxidačních čísel může vést i na vysoký počet 
řešení, přičemž není možné říci, které z nich je správné. Prohledání tohoto stavového prostoru je také 
časově náročnou operací. Z těchto důvodů byl tento navržený způsob řešení pro účely této práce 
zavržen. 
Stavový prostor rovnice oxidačních čísel je možné značně omezit využitím chemických 
pravidel, jako například znalostí oxidačních stavů prvků v určitém druhu sloučenin, např. že vodík má 
kromě hydroxidů oxidační číslo rovno I, kyslík má s výjimkou peroxidů oxidační číslo –II, atd. 
Těchto ustanovení pro určování oxidačních čísel prvků v molekulách je však velké množství. Stejně 
tak problematika utváření chemických vazeb je velice rozsáhlou tématikou vyžadující pokročilé 
znalosti chemických vztahů mezi prvky, chemické mechaniky a dynamiky. Rozsah této problematiky 
přesahuje rámec této práce, proto bylo také od tohoto řešení ustoupeno. 
Algoritmus tvorby vazeb je z výše uvedených důvodů značně zredukován, čímž je omezena 
maximální složitost molekuly, kterou algoritmus dokáže sestrojit. Kladem tohoto řešení je snížení 
časové náročnosti sestavování. Přesnější omezení tohoto algoritmu budou uvedena v závěru této 
práce. 
Sestavovací algoritmus je implementován v metodě BuildMolecule() třídy Molecule. Je 
kontrolováno, zda jsou vazby již vytvořené, tohoto lze dosáhnout použitím vstupního popisu 
molekuly, který s sebou nese i strukturní informace o molekule. Pokud již byly vazby vytvořeny při 
načtení molekuly v metodě ParseFromFile() třídy ChemicalParser, je přistoupeno k určení pozic 
atomů a sestavení vazeb je ze zpracování vynecháno. 
 Sestavování probíhá iteračně, kdy oxidační čísla atomů jsou seřazena sestupně podle jejich 
absolutní hodnoty. Atomy účastnící se sestavování molekuly jsou poté seřazeny podle absolutní 
hodnoty jejich oxidačního čísla. Algoritmus začne výběrem prvního prvku seznamu, tedy prvku 
s nejvyšším oxidačním číslem. Tento prvek (pro jednoduchost ho nazvěme „jádro“) je inicializován 
tak, aby se pokoušel přednostně vytvářet co nejsilnější vazby. Například pokud má jádro tři vazebné 
elektrony, pokusí se nejdříve vytvořit trojnou vazbu. K tomuto prvku je vyhledán atom s nejbližším 
nižším oxidačním číslem. Tyto prvky se pokusí algoritmus spojit nejsilnější vazbou danou aktuálním 
stavem jádra. Algoritmus se pokusí vytvořit vazbu, přičemž platí pravidlo, že silnější vazba má 
přednost. Pokud jádro s prvkem nemůže tuto vazbu vytvořit, dostane jádro signál, že musí ze svých 
požadavků ustoupit, například místo trojné vazby utvořit jednu vazbu dvojnou a jednu jednoduchou.  
Tímto postupem se na jádro naváže tolik prvků, kolik obsahuje volných vazebných elektronů. 
V případě, že jádro obsahuje volné elektrony, ale nemá již s kým utvořit další vazbu, je signalizována 
chyba. Řídící logika provede u atomu snížení oxidačního čísla a přechází se na další iteraci. Po 
zaplnění volných vazeb jádra, algoritmus prohlásí za jádro nejbližší slabší prvek s volnou vazbou 
a proces se opět opakuje. Při vytváření vazeb se využívá metod datového typu TmolPart, který byl pro 
tento účel navržen. Typ TmolPart obsahuje metody pro upravení počtu volných vazeb patřičné 
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násobnosti u atomů, jež se vazby účastní. Obsahuje rovněž metody pro snížení nároků jádra. Vazba je 
vytvořena jako objekt třídy Mol_Bond a je uložena do seznamu vazeb molekuly. Pokud se při 
sestavování dostane algoritmus do stavu, kdy není možné další snížení oxidačního čísla jádra, jsou 
stávající vazby zrušeny a algoritmus končí neúspěchem. Pokud byl právě navázán poslední prvek 
a jádro již nemá volné vazby, algoritmus končí úspěchem, viz algoritmus 5.1. 
 
1  seřaď seznam atomů dle oxidačního čísla; 
2  WHILE (NOT konec) { 
3     za jádro zvol první prvek seznamu; 
4     za vazný prvek zvol prvek s nejbližším oxidačním číslem k jádru; 
5     WHILE (NOT hotovo AND NOT chyba) { 
6        IF (jádro a vazný prvek mohou vytvořit nejsilnější vazbu, kterou jádro požaduje) 
7            vytvoř vazbu požadované násobnosti mezi jádrem a vazným prvkem; 
8            přejdi na další prvek; pokud jsi na konci nastav hotovo; 
9        ELSE 
10             IF (jádro požaduje jednoduchou vazbu) 
11               nastav chybu; 
12             ELSE 
13               sniž nároky jádra; pokud se podařilo zkus znovu; 
14               pokud se nepodařilo nastav chybu; 
15     } 
16     IF (chyba) 
17          sniž oxidační číslo jádra a zkus znovu; pokud již nelze ukonči s chybou; 
18     IF (hotovo) 
19          IF (žádný atom nemá volnou vazbu) 
20               molekula sestavena nastav konec; 
21  }       
Algoritmus 5.1: Pseudokód algoritmu sestavení vazeb. 
 
Během vytváření vazby jsou prováděny následující operace. Určí se typ vazby jako hodnota 
rozdílu elektronegativit atomů, které se na vazbě podílí. Pro hodnotu tohoto rozdílu nepřevyšující 0,4 
se utvoří nepolární kovalentní vazba, při hodnotách v intervalu 0,4–1,7 se utvoří kovalentní polární 
vazba, a pokud rozdíl elektronegativit převyšuje hodnotu 1,7, bude vytvořena vazba iontová. 
Násobnost je další položkou nastavenou při tvorbě vazby. Aplikace rozlišuje mezi jednoduchou, 
dvojnou a trojnou kovalentní vazbou, násobnost vazby se předává do konstruktoru vazby jako vstupní 
parametr. Další vlastností vazby je její délka. Délku vazby ovlivňuje několik faktorů: kovalentní 
poloměry prvků (u iontové vazby poloměry nejbližších iontů daného prvku), násobnost vazby, její 
polarita a další.  
Pro účely této práce byla pro výpočet aproximace základní délky vazby odvozena rovnice 
 
                                    (5.1) 
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respektující výše uvedené vlastnosti ovlivňující její délku, kde l značí základní délku vazby, R značí 
kovalentní rádius a E elektronegativitu atomu A nebo B.  
Základní délka vazby určená pomocí rovnice 5.1 se následně ještě upraví s přihlédnutím na 
násobnost vazby. Pokud jde o trojnou vazbu, je od základní délky odečtena konstanta 0.3, jedná-li se 
o vazbu dvojnou, je odečtena konstanta 0.2. Tento způsob určení délky vazby není zcela správný, ale 
pro účely aplikace postačuje pro zachování poměrů délek vazeb při vizualizaci. 
Další atributy jako energie vazby, dipólový moment, pevnost vazby a další, jsou z pohledu 
práce nepodstatné a byly proto zanedbány. Atributy vazby, které přímo nesouvisí s chemickým 
pojmem vazby, ale jsou aplikací využívány při sestavování vazeb a především při určování geometrie 
molekuly, jsou seznamy vazeb sousedících s aktuální vazbou přes jeden nebo přes druhý prvek. Tyto 
seznamy se automaticky vyplní po sestavení vazeb molekuly. 
5.4 Určení geometrie molekul 
Geometrie molekuly se v aplikaci určuje pomocí teorie VSEPR. Tato teorie pro určení geometrie 
neiontových molekul nepřechodných prvků pracuje na základě odpuzování mezi elektronovými páry 
centrálního atomu, přičemž tvar molekuly je ovlivněn pouze valenčními elektrony, více viz sekce 
2.1.2. V práci je pro aplikaci teorie VSEPR použita metoda AXE, která se běžně používá při 
aplikacích teorie VSEPR. 
V této metodě A reprezentuje centrální atom a X představuje počet vazeb centrálního atomu. 
Násobné kovalentní vazby (dvojná, trojná) se počítají jako jedno X. E reprezentuje počet volných 
elektronových párů centrálního atomu. Suma X a E je rovna sterickému číslu22 centrálního atomu. 
Sterické číslo je také spojené s totální sumou hybridizovaných orbitalů užívaných v teorii Valenčních 
vazeb [16]. Na základě sterického čísla a distribuce X a E predikuje teorie VSEPR tvar molekuly, viz 
tabulka 2.1. Molekulární typy budou předpočítány pro centrální atom v počátku souřadného systému 
a jednotlivé ligandy připojené vazbou délky jedna. Pro molekulu se pomocí metody AXE vybere 
model, určí se centrální atom a ligandy se určí jako kombinace pozice ligandu v modelu a délky 
vazby právě určovaného ligandu. Pokud se bude určovat pozice fragmentu molekuly, vybere se 
patřičný model fragmentu, který bude nejdříve za využití 3D transformací umístěn do patřičné pozice. 
Algoritmus pozicování atomů obsažený v metodě CalculatePosition() třídy Molecule 
kontroluje, zda nebyly již pozice atomů nastaveny při nahrávání molekuly na vstupu aplikace. Pokud 
jsou již pozice nastaveny, přejde se k zobrazení molekuly, pokud pozice nejsou nastaveny, algoritmus 
postupně projde všechny vazby molekuly v seznamu vazeb. Pro každou vazbu mohou nastat tři 
situace.  
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 Sterické číslo udává počet vazeb a nevazebných elektronových párů centrálního atomu. 
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První možností je, že žádný atom vazby nemá nastavenou pozici. V tomto případě je vypočteno 
sterické číslo centrálního atomu spolu s počtem volných elektronových párů ve valenční vrstvě 
centrálního atomu (stanovení hodnot X a E). S využitím těchto dvou hodnot algoritmus vybere model 
tvaru této části molekuly a nastaví pozice centrálního atomu a všech ligandů, viz algoritmus 5.2. 
Dalším případem je stav, kdy jeden z atomů vazby (centrální) má již pozici určenou 
z předcházející iterace algoritmu. Opět je vypočteno sterické číslo a počet volných elektronových 
párů centrálního atomu, na jejichž základě je vybrán model části molekuly. Nyní je však před 
vlastním přiřazením pozice ligandům, které ještě pozici nemají, nutné provést 3D transformaci 
modelu do souřadnic atomů, které již zadané pozice mají. Po umístění modelu do souřadnic jsou 
nastaveny pozice i ostatním ligandům modelu. 
Poslední možností je, že oba atomy vazby mají již své pozice nastaveny předcházejícími 
iteracemi algoritmu. V tomto případě algoritmus přejde na další vazbu. Po projití všech vazeb 
molekuly algoritmus končí. 
 
1   FOR (všechny vazby v molekule) { 
2      urči centrální atom vazby; 
3      na základě sterického čísla urči hodnoty X a E; 
4      podle hodnot X a E vyber model; 
5      IF (vazba nemá nastaveny pozice prvků) 
6           nastav prvkům vazby pozice dle modelu; 
7           nastav pozice sousedním prvkům centrálního atomu; 
8      ELSE IF (centrální prvek vazby má nastavenou pozici) 
9           transformuj model do patřičných souřadnic; 
10         nastav druhému prvku pozice dle modelu; 
11         nastav pozice sousedním prvkům centrálního atomu; 
12   } 
Algoritmus 5.2: Pseudokód algoritmu určení geometrie molekuly. 
 
5.5 Zobrazení výsledků 
Aplikace obsahuje grafické uživatelské rozhraní poskytující uživateli přehlednou a intuitivní formou 
prostředky pro ovládání vizualizace, pro zadávání vstupu aplikace a pro řízení exportu aktuálního 
grafického výstupu aplikace. 
5.5.1 Grafické uživatelské rozhraní 
K implementaci grafického uživatelského rozhraní bylo použito knihovny Qt podle návrhu řešení této 
části práce v sekci 4.5. Pro implementaci ovládacích prvků grafického uživatelského rozhraní bylo 
použito standardních widgetů poskytovaných knihovnou Qt. Výjimku tvoří prvek pro editaci barvy, 
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který je implementován ve třídě ColorEdit. Tento prvek kombinuje několik standardních widgetů 
knihovny Qt, přidává k nim informaci o aktuální zvolené barvě a doplňuje rovněž obsluhu akcí 
vyvolaných uživatelem (požadavek na změnu barvy). 
Popis ovládání aplikace 
Pro zadání vstupního řetězce aplikace slouží textové pole Molecular formula. Potvrzením vstupu 
tlačítkem Build je inicializována posloupnost kroků vedoucí k vizualizaci molekuly. Druhým 
způsobem je potom využití menu File a jeho položky Open, která inicializuje otevření dialogového 
okna pro výběr vstupního souboru. Po výběru vstupního souboru je inicializována stejná posloupnost 
kroků jako v předchozím případě. Jednotlivé kroky této posloupnosti jsou podrobně řešeny v sekcích 
5.2 až 5.4. Pokud během provádění této posloupnosti dojde k chybě, je její provádění přerušeno a je 
zobrazeno chybové hlášení, které uživatele informuje o výskytu problému a také o jeho podstatě. 
Uživateli je umožněno v sekci Settings přepínat mezi třemi režimy zobrazení molekuly. Jedná 
se o volbu molekulárního modelu, který se má využít pro vizualizaci, viz obrázek 12. V režimu 
zobrazení kuličky a tyčinky je v možné potlačit vykreslení vazebných můstků molekuly. 
Aplikace zpřístupňuje uživateli v sekci Colors možnost změny barvy, kterou se budou 
vykreslovat atomy jednotlivých prvků molekuly, a volbu barvy pozadí aplikace. Po změně barev je 
možné toto nastavení uložit do databáze tlačítkem  Save. V režimu zobrazení kuličky a tyčinky je také 
možné nastavit práh (Transparency), který je použit při vykreslování atomů a vazebných můstků pro 
určení průhlednosti těchto objeků. Toto řešení zabrání „zastínění“ ostatních objektů při přiblížení 
molekuly. V menu File je rovněž možné uložit aktuální zobrazení do souboru typu .png pomocí volby 
Save image. Ovládání samotné vizualizace je realizováno pomocí úchopu a tažení myší, kolečkem 
myši lze vizualizovaný model přibližovat a oddalovat. 
5.5.2 Vizualizace molekul 
Vizualizace molekul probíhá pomocí knihovny OpenGL. Knihovna Qt, kterou aplikace využívá pro 
vykreslování grafického uživatelského rozhraní, obsahuje také widgety podporující práci s knihovnou 
OpenGL a shadery psanými v jazyce GLSL. 
Jako widget pro vykreslení grafické scény je použit prvek QGLWidget. Tento prvek zabaluje 
funkčnost OpenGL do objektu, který můžeme pozicovat a navenek se k němu chovat jako ke 
každému jinému prvku grafického uživatelského rozhraní v prostředí Qt. Přetížením metod 
initializeGL(), paintGL() a resizeGL() dosáhneme požadovaného chování vykreslování. Tyto metody 
jsou, jak jejich název napovídá, obdobou funkcí používaných při práci s OpenGL pro inicializaci, 
vykreslení a změnu velikosti okna. V metodě initializeGL() se mimo klasického nastavení stavů 
knihovny OpenGL (světla, osvětlení, atd.) nastaví také shadery programu. Funkčnost shaderů je 
v prostředí Qt obsažená ve třídách QGLShader a QGLShadeProgram. Zdrojové kódy pro vertex 
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a fragment shader jsou nahrány a zkompilovány do objektů typu QGLShader. Pokud proběhla 
kompilace zdrojových kódů bez chyb, jsou vertex a fragment shader přidány do objektu 
QGLShaderProgram a je provedeno sestavení programu. 
V metodě paintGL() je program shaderovacích jednotek nastaven jako aktivní a jsou mu 
předány vstupní parametry pro výpočet průhlednosti zmíněné v sekci 5.5.1. Následuje volání metody 
Draw() třídy Molecule. Tato metoda se stará o vykreslení molekuly způsobem daným kombinací 
vstupních parametrů. Molekula provede vykreslení atomů a vazeb, které obsahuje. K tomuto 
vykreslení využívá funkcí knihovny GLU23 vystavěné nad knihovnou OpenGL. Při vykreslování 
objektů (atomy jako koule, vazby jako válce) se bere v úvahu nastavená barva chemického prvku. 
Tato barva je použita při nastavování vlastností materiálu pro aktuálně vykreslovaný objekt. Barva 
vazby je odvozena od barev atomů v této vazbě. 
Program shaderovacích jednotek provádí výpočet Blinn-Phongova osvětlovacího modelu, viz 
obrázek 15. Výpočet Blinn-Phongova osvětlovacího modelu je aplikován na obě světla ve scéně a pro 
každý pixel obrazu dle rovnic 5.2–5.5 [18]. 
 
                    (5.2) 
                       (5.3) 
                                     (5.4) 




Obrázek 15: Phongův-Blinnův osvětlovací model [18]. 
 
Vertex Shader provádí předpočítání parametrů nutných pro výpočet Blinn-Phongova 
osvětlovacího modelu. Pro každý vertex se tedy provádí krom jeho transformace také výpočet difuzní 
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 GL Utility library. 
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a ambientní složky světla, určení směru světla a normálového vektoru daného vertexu, viz algoritmus 
5.3. Berou se v úvahu obě světla ve scéně. Tyto hodnoty jsou předány fragment shaderu pro další 
zpracování. 
 
1  vypočti normálový vektor vertexu; 
2  vypočti směr světla (pro obě světla); 
3  vypočti difuzní a ambientní složku vertexu (pro obě světla); 
4  vypočti globální ambientní složku; 
5  přičti globální ambientní složku k ambientním složkám získaným pro vertex; 
6  proveď transformace vertexu; 
Algoritmus 5.3: Pseudokód algoritmu pro vertex shader. 
 
Ve fragment shaderu se s těchto informací následně vypočte Blinn-Phongův osvětlovací model 
pro každý bod zobrazované scény, viz algoritmus 5.4. Ve fragment shaderu rovněž probíhá nastavení 
průhlednosti fragmentů. Průhlednost fragmentu se určuje podle jeho vzdálenosti od bližší ořezávací 
roviny, přičemž zprůhledňování začíná až po překročení hodnoty prahu. Odvození průhlednosti pro 
fragmenty, jejichž z-souřadnice je nad hodnotou prahu, se provádí na základě vztahu 5.6, kde T udává 
hodnotu prahu a PZ představuje vzdálenost fragmentu od kamery. 
 
                                     (5.6) 
 
1  FOR (všechna světla scény) { 
2    přidej ambientní složku aktuálního světla k barvě; 
3    vypočti a přidej difuzní složku aktuálního světla k barvě; 
4    vypočti a přidej spekulární složku aktuálního světla k barvě; 
5    vypočtenou barvu sečti s výslednou barvou fragmentu; 
6  } 






Chemie zahrnuje velice široké spektrum informací týkajících se vlastností a zákonitostí chemických 
látek. Tato práce se soustředí pouze na základní vlastnosti atomů a molekul důležitých pro pochopení 
utvoření molekuly a pro superpozici prvků v molekule do výsledného tvaru. V práci je představeno 
několik základních vlastností atomů a chemických vazeb a nástin, jakým způsobem se podílí na 
výsledné geometrii molekuly. Byly také zmíněny různé způsoby zobrazení molekul, a to jak 
v počítačové technice, tak mimo ni. 
Zadávání vstupu výsledné aplikace je řešeno v souladu s návrhem řešení práce, zadáním 
sumárního vzorce molekuly. Takto reprezentovaný vstup je nenáročný na schopnosti uživatele 
v oblasti chemie. Jeho jednoduchost je však vykoupena potlačením informací o struktuře molekuly, 
především informací o vazbách v molekule a případných cyklech, které tyto vazby mohou vytvářet. 
Z tohoto důvodu bylo umožněno zadat vstup i jiným pokročilejším způsobem, a to nahráním souboru, 
jež obsahuje popis molekuly v jednom z pokročilejších vstupních formátů, jenž jsou popsány v sekci 
4.1, další formáty vstupu aplikací, věnujících se chemii, je možné najít v literatuře [12, 13, 14]. 
Stávající řešení plně postačuje požadavkům práce. 
Toolkit Open Babel využitý v této aplikaci pro nahrání vstupu se ukázal být velice užitečným, 
avšak jeho napojení na aplikaci a především jeho kompilace s sebou nesly celou řadu problémů. 
Konfigurační nástroje a soubory dodané s toolkitem pro kompilaci zdrojových textů do výsledné 
podoby měly hned několik nedostatků. Jedním z těchto problémů byla například absence kontroly 
verze kompilátoru MS Visual studio. Konfigurační skripty pouze kontrolovaly jeho přítomnost 
v systému, ignorování jeho verze ovšem vedlo k chybným předpokladům o umístění několika 
knihoven v systému, a tedy nemožnosti dokončit kompilaci knihovny Open Babel. Dalším 
problémem byla na několika místech chybná práce se jmenným prostorem TR124, která opět 
předpokládala jeho existenci bez ověření. Pro řešení toho problému bylo nutné instalovat Boost 
Libraries
25
 a rovněž upravit konfigurační skripty knihovny Open Babel, aby respektovaly odlišné 
umístění knihoven zprostředkujících funkcionalitu obsaženou v TR1. 
Vytváření chemických vazeb v molekule je velice náročnou problematikou, vyžadující 
pokročilé znalosti mnoha oblastí chemické vědy. Tato problematika vysoce převyšuje rámec práce. 
Od návrhu řešení této problematiky, jak bylo uvedeno v sekci 4.3, bylo nutné z výše uvedených 
důvodů ustoupit a složitost řešení této problematiky redukovat. Implementovaný způsob sestavování 
vazeb je popsán v sekci 5.3. Toto řešení s sebou přináší omezení maximální složitosti molekuly, 
kterou je aplikace schopna sestavit. Aplikace sestavuje molekuly, v nichž se vyskytuje jeden prvek 
dominantní po stránce oxidačního čísla, tento prvek je chápán jako jádro molekuly. Použité řešení 
zatím neuvažuje cyklické vazby prvků. Stávající logika utváření vazeb molekuly rovněž neuvažuje 
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 Technical Report 1 – jiné označení pro ISO/IEC TR 19768, rozšiřující knihovny C++. 
25
 Boost libraries – soubor knihoven zpřístupňujících funkčnost obsaženou v TR1. 
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možnost navazovat na sebe atomy stejného prvku, tuto vlastnost vykazují např. atomy uhlíku, síry, 
fosforu, atd. Nebere rovněž v úvahu preferovaná oxidační čísla atomů. Řešení tohoto problému by 
představovalo patřičné rozšíření logiky sestavování vazeb, zahrnutí pravidel pro řešení rovnice 
oxidačních čísel, doplnění logiky utváření cyklů (nutná znalost oxidačního čísla). Implementované 
řešení sice značně omezuje množinu molekul, které program dokáže sestavit, ale stále vyhovuje 
požadavkům na řešení práce. Výhodou tohoto řešení je, že zjednodušení pravidel sestavení vazeb 
redukovalo dobu nutnou pro sestavení molekuly. 
Implementovaný algoritmus určování geometrie molekuly vyhovuje při použití na množině 
molekul, které aplikace dokáže sestavit. Pro použití na rozsáhlejších molekulárních strukturách by 
však bylo nutné stávající řešení rozšířit, například o určení nábojů atomů a následnou úpravu torzních 
úhlů mezi jednotlivými fragmenty molekuly na základě nalezení stavu s minimální energií, případně 
využitím jiného, pokročilejšího způsobu predikce geometrie molekul. Příkladem může být teorie 
VALBOND, která je založená na teorii valenčních vazeb.  
Vizualizační jádro aplikace přináší rozšíření ve formě částečného zprůhlednění částí molekuly, 
které by jinak bránily uživateli v pohledu na ostatní části molekuly. Funkce zobrazovacího jádra by 
mohly být dalším pokračováním práce rozšířeny o možnost vizualizace více druhů molekulárních 
modelů. Rovněž se nabízí možnost rozšířit funkčnost exportu aktuálního zobrazení o podporu většího 
množství formátů. Pro zvýšení interaktivity uživatelského rozhranní by bylo vhodné využít virtuální 
reality, kdy by uživatel mohl sledovat prostorový obraz molekuly. Zajímavou možností by rovněž 
byla virtuální realita v kombinaci s haptikou, kdy by uživatel byl schopen za pomoci silové zpětné 
vazby zkoumat povrch molekuly. Pro toto řešení by bylo žádoucí i rozšíření škály molekulárních 
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Příloha 1: Popis ovládání aplikace 
 
Ukázka GUI aplikace. 
 
Vzorec molekuly určené k vizualizaci se zadává do pole Molecular formula. Sestavení 
molekuly je inicializováno stiskem tlačítka Build. Uživatel může přepínat režimy zobrazení pomocí 
ovládacích prvků v sekci Settings. Volby barevné reprezentace atomů jednotlivých prvků a pozadí 
scény jsou zahrnuty v sekci Colors. Nastavením hodnoty Transparency se volí práh pro 
zprůhledňování částí molekul. Ukončení aplikace, export aktuálního zobrazení do souboru a otevření 
souboru lze provést v menu File. Zobrazenou molekulu lze rotovat pomocí pohybu myši při držení 
levého tlačítka. Zobrazení lze rovněž přibližovat a oddalovat pomocí kolečka myši. 
 
 
Ukázka zprůhlednění. 
