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第1章 序論
1.1 研究背景
テキストによるソースコードの打ち込みではなく図形的な描画によってプログラムを記
述する言語を，ビジュアルプログラミング言語という．ビジュアルプログラミング言語の
開発動機は多くの場合，初心者にもわかりやすいプログラミングを実現することである．
これは，ビジュアルプログラミング言語では文字ですべてを表すのではなく，絵を使って
直観的にプログラミングができるためである．PCの利用者が広まっている近年，注目が
高まりつつある言語である．データフローモデルは，図形構造だけで処理を読み取ること
ができる利点があり，ビジュアルプログラミング言語の系統の 1つである．
一方，webアプリケーションのプロジェクト開発は，複数のページに処理が組み合わさっ
て構成される．あるページのフォームに入力された値によって計算処理を行い，その計算
結果によって次のページの表示が変化したり，ページの遷移先自体が変化したりすること
もある．このようなwebアプリケーションのページ遷移を伴う複雑な構造は，初心者のプ
ログラマにとって弊害となりうる．
これは，初心者にもわかりやすいといわれるビジュアルプログラミング言語における
webアプリケーションのプロジェクト開発についても同様である．ビジュアルプログラミ
ング言語がいかにわかりやすく簡単にプログラミングができたとしても，webアプリケー
ションの構造を理解できていなければ，初心者が不自由なく開発をしていくのは難しい．
そこで私は，ページ遷移・データフローモデルに基づいたビジュアルプログラミング言
語における，webアプリケーションテンプレートコレクションの提案，設計を行った．こ
れが本研究に至った背景である．
1.2 研究目的
本研究はwebアプリケーションを対象とした，ページ遷移・データフローのモデルに基
づいたテンプレートコレクションの設計・構築を行う．
本研究の主な目的は以下の 3つである．
 元となるプログラミング開発環境のアプリケーション開発効率を上げる
 元となるプログラミング開発環境に初めて触る初心者クリエイタのハードルを下げる
 初心者クリエイタに元となるプログラミング開発環境に慣れてもらう
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元となるプログラミング開発環境のアプリケーション開発効率を上げる
開発支援ツールとしての役割を果たし，対象となるビジュアルプログラミング言語のア
プリケーション開発効率を上げる．クリエイタは少ない作業量で効率よく，簡単にアプリ
ケーション開発をすることができる．
対象クリエイタは初心者熟練者問わない．便利で役立つツールを目指す．
元となるプログラミング開発環境に初めて触る初心者クリエイタのハードルを下
げる
webアプリケーションの構造をあまり理解できていない初心者クリエイタであっても，
問題なく開発のできるツールを目指す．
ビジュアルプログラミング言語自体がもともと初心者クリエイタ向けに開発された言語
であるため，本研究との相乗効果を期待できる．
また，ハードルを下げることにより，元となるプログラミング開発環境の新たなるユー
ザの獲得が期待できる．元となるプログラミング開発環境の普及に役立つツールを目指す．
初心者クリエイタに元となるプログラミング開発環境に慣れてもらう
本研究のツールを使うことによって，元となるプログラミング開発環境に初めて触る初
心者クリエイタが慣れていくことを期待する．
最終的には本研究のツールなしでも，元のプログラミング開発環境を問題なく使用でき
るようにする．この効果は，初心者向けで \わかりやすい"ビジュアルプログラミング言語
だからこそ，より一層の期待を持つことができる．
1.3 論文構成
本論文の構成は以下の通りである．
1. 序論
2. webアプリケーション
3. ビジュアルプログラミング言語
4. MYuba
5. 設計
6. 評価
7. 結論
2
第 1章の序論は，本研究の背景・目的である．
第 2章のwebアプリケーションは，webアプリケーションを中心とした本研究に関連す
る用語について概要を説明する．
第 3章のビジュアルプログラミング言語は，ビジュアルプログラミング言語全般につい
て概要を説明する．
第 4章のMYubaは，早稲田大学筧研究室のメンバーによって共同開発がされており，本
研究を適用する対象となるMYubaについて説明する．
第 5章の設計は，本研究で設計したテンプレートコレクションについて説明する．
第 6章の評価は，本研究で設計したテンプレートコレクションの評価を行う．
第 7章の結論は，本研究の結論である．
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第2章 webアプリケーション
この章では，webアプリケーションなど本研究に関係する用語について概要を説明する．
2.1 webアプリケーション
webアプリケーションとは，ウェブの機能や特徴を利用したアプリケーションソフトウェ
アのことである．webサーバ上で動作するアプリケーション全般を指す．
webアプリケーションを使用するユーザは，webブラウザを利用してwebサーバにアク
セスする．アプリケーション本体はサーバにインストールしてあるため，ユーザはwebブ
ラウザさえあれば利用することができる．
webアプリケーションにはさまざまな種類があるが，その中で代表的なものを紹介する．
2.1.1 blog
blogは，日記などのテキスト群を時系列的に溜め，管理・提示するためのwebサービス
である．サイト上で記事を打ち込むだけで自動的に記事ページが作成され，固有の URL
が与えられる．目次ページや一覧表示ページ，記事検索サービスも動的に提供される．従
来はこのようなwebアプリケーションを作成しようとすると，HTMLを用いてwebペー
ジを作成したり webページ公開用のURLを取得したり，といった専門知識が必要であっ
た．blogはこれらの専門的な部分を blogの管理者が提供することで，誰にも簡単に日記
をインターネット上に公開できるようにした webアプリケーションである．
2.1.2 wiki
wikiは，閲覧者がだれでも webブラウザから簡単に webページの発行・編集などが行
えるwebコンテンツ管理システムである．複数人が共同で編集し，webサービスを構築し
ていく利用法を想定して作られている．編集者をパスワードなどで制限したり，編集でき
ないよう凍結したりすることも可能である．wikiには wiki専用の簡易タグがあり，コン
テンツ内のテキストと一緒に書き込むことによってテキストの装飾を行ったり，表を作成
したりすることが簡単にできる．wikiの例としては，wikipedia1がある．これは誰でも編
集できる web百科事典である．
1http://www.wikipedia
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2.1.3 SNS
SNS(Social Networking Service)は会員同士の友人関係を電子的にネットワーク化する，
会員制のwebアプリケーションである．代表的なものには，mixi2やMyspace3がある．会
員は自分用のページにプロフィールや写真を提示し，日記や掲示板などの会員向け web
サービスを利用できる．会員同士が友人登録をすると，友人のみに公開できる日記を書い
たり，友人すべての日記の更新情報を確認したりすることができる．
2.2 webアプリケーションフレームワーク
アプリケーションフレームワークとは，アプリケーションの \全体の仕組み"を提供す
るソフトウェアである．webアプリケーションフレームワークは，動的なwebアプリケー
ションの開発をサポートするために設計されたフレームワークである．
webアプリケーションフレームワークは，単にさまざまな機能をずらっと用意してくれ
るのでなく，webアプリケーション全体の構造を定義し，全体を制御する仕組みを提供し
てくれるソフトウェアである．そのため，フレームワークを利用すれば，プログラマはア
プリケーション全体の構造を考える必要はない．プログラマは，フレームワークの指示に
従って，必要なコードをそろえることだけに集中することができる．
このようにフレームワークは，全体の基本的な構造と処理をすべて提供してくれるた
め，プログラマが書くべきコードの量は飛躍的に少なくなる．これは大きな利点である．
特に，複雑で大規模なアプリケーションになるほど，フレームワークの威力は大きい．し
かし，逆に言えばページ数の少ない小規模開発には向いていない．また，一度導入すると
簡単に全体の構造を変えられないため，フレームワークを導入する際は，必要であるかど
うかしっかり見極めることが大切である．
ライブラリとの違い
フレームワークと同様に，プログラミングの支援をしてくれるソフトウェアの一つにラ
イブラリがある．フレームワークとライブラリの大きな違いは，フレームワークが \全体
の仕組み"を提供するのに対して，ライブラリは \個々の機能"を提供することである．
一般のライブラリは，プログラマが必要に応じてライブラリの機能を呼び出す (図 2.1)．
あくまでプログラムの主体はプログラマが書いたプログラムであり，そこから必要に応
じてライブラリを呼び出すため，実際に自分が作っているプログラムの中でどう利用する
かはプログラマの能力に依存する．優秀なプログラマならライブラリを利用してどんど
ん効率アップできるが，凡庸なプログラマはかえって新たに学習する手間が増えるだけに
なってしまう可能性もある．
一方フレームワークは \全体の仕組み・構造"を提供し，webアプリケーション全体を管
理する (図 2.2)．
フレームワークがプログラマの書いたコードを呼び出す．その点で，プログラマがフ
レームワークの機能を呼び出すライブラリとは異なる．フレームワークのプログラムの主
2http://mixi.jp
3http://www.myspace.com
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体はフレームワーク自身である．フレームワークの中にはあらかじめ全体を制御し動かし
ていく仕組みが用意されており，それに従って各種のファイルやプログラムが呼び出され
ながら動いている．プログラマは，フレームワークの部品となるファイルやプログラムを
作成し配置していく．用意されたフレームワークの仕組みに基づいてファイルやプログラ
ムを作成していけば，自然ときれいに設計されたプログラムが出来上がるのである．
図 2.1: ライブラリの場合 図 2.2: フレームワークの場合
2.3 webアプリケーションフレームワークの例
webアプリケーションフレームワークの例として，Ruby on Rails，cakePHPの概要を
簡単に説明する．
2.3.1 Ruby on Rails
Ruby on Railsは，Rubyで書かれたオープンソースの webアプリケーションフレーム
ワークである．近年，非常に注目を浴びている webアプリケーションフレームワークで
ある．
代表的な特徴として，以下のものがある．
Convention over Conguration
Convention over Congurationt(COC)は \規約は設定に勝る"や \設定より規約を重視"
などと訳され，Ruby on Railsの最も大きな特徴といえる．プログラマが自由に設定をす
ることなく，フレームワーク側で規約を用意しておき，それにプログラマを従わせるとい
う考え方である．プログラマの自由度はなくなるが，いちいち設定を指示する煩わしさが
短縮される．そして規約に従うことで様々な省略化をしてくれ，期待通りに動作してくれ
る．この \すべてのものに柔軟性を与える必要はない"という割り切った考え方は，後に多
くのフレームワークに採用されるようになった．
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その他の特徴
Ruby on Railsのその他の特徴を以下に記す．それぞれの特徴の詳しい説明は，ここで
は省略することにする．
フルスタック 開発に必要なファイル群などがすべて揃っている
Don't Repeat Yourself 同じデータやロジックを重複させない
環境タイプ 開発・テスト・本番の 3環境が準備されており各工程に最適な特性を持って
いる
ジェネレータ ソースコードの雛形生成ができる
2.3.2 cakePHP
cakePHPは，PHPで書かれたオープンソースのwebアプリケーションフレームワーク
である．Ruby on Railsの概念の多くを取り入れており，Rails流の高速開発と PHPの機
動性を兼ね揃えたフレームワークと言われている．
自動的にコードを生成するための機能が多数そろえられており，必要最小限のコードだ
けでプログラムを作成することができる，だからといってフレームワークの機能的に弱い
こともなく，多くのフレームワークが持つ機能は一通りそろえている．2009年現在，現在
数多くある PHPフレームワークの中でも最も勢いがあるものがこの cakePHPである．
2.4 テンプレートコレクション
テンプレートとは，コンピュータデータを作成する上で雛形となるデータのことである．
よく使うパターンをテンプレートとしてあらかじめ用意しておき，生産性を向上させると
いう手法でよく使われる．
また，プログラミングにおいてのテンプレート構文とは，プログラミング言語や高レベ
ルな拡張テキストにおいて繰り返し使われる部分を簡潔に表すための構文のことをいう．
よく使う構文パターンをテンプレート構文としてあらかじめ用意しておき，効率よくプロ
グラミングを行い生産性を向上させる手法である．
本研究で設計するwebアプリケーションテンプレートコレクションを，webアプリケー
ション作成用のテンプレート構文群と定義する．
本研究のテンプレートコレクションはテンプレート構文ではあるが，実際に使用すると
きに設定する初期設定において，ある程度自由度の利くプログラミングを行うことが可能
となっている．テンプレートの名の通りデフォルトでプログラムも用意されているため，
そのままテンプレートとして使用することも可能である．(これらについては第 5章の設
計で記述する．)
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第3章 ビジュアルプログラミング
テキストによってプログラムを作成するのではなく，図形的な描画によってプログラム
を記述する言語を，ビジュアルプログラミング言語 (以下，VPLと略す)と呼ぶ．VPLの
言語仕様は，図形構造を構成する要素図形の集合と，図形同士の接続ルール，そしてそれ
らの意味論から構成される．
VPL の開発動機は多くの場合，本研究と同様に初心者にもわかりやすいプログラミ
ングを実現することである．PC の利用が広い層に広まったことで，インタフェースが
CUI(Caracter User Interface)からGUI(Graphical User Interface)へと移り変わったこと
でわかりやすくなったように，プログラミング言語でも同様に VPLというわかりやすさ
を重視した言語実装が見られるようになった．
こうした経緯から，VPLのターゲットとなる利用者はプログラミング初心者，コンピュー
タ初心者であり，そこで必須となるのは \わかりやすさ"である．
 記述ルールの理解しやすさ
 プログラム図形の読解のしやすさ
という 2つの面からのわかいりゃすさが VPLにとっては存在意義ともいえる重要な要素
となる．
3.1 言語体系
VPLの言語仕様は，要素図形とそれらの接続で何を表現するかによって大きく次の２
つのパラダイムに分類される．
 制御フロー型
 データフロー型
3.1.1 制御フロー型言語
制御フロー型ビジュアルプログラミング言語 (以下，CFL:Control Flow Visual Language
と略す)は，アルゴリズムの実行順序を図形表現したものである．要素図形は命令で，そ
れらを実行順に接続したものがプログラムとなる．処理系はプログラムをまず先頭の命令
から注目して実行し，接続されている次の命令へ注目を移して順に実行していく．命令間
でのデータの受け渡しは，変数への代入と参照によって行われる．変数は，実用的なプロ
グラムにおいて一般に複数必要であり，名前などの識別子を付加することで識別される．
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CFVは，図形だけでなく変数名まで読むことではじめて，命令間のデータ授受関係が明
らかになってプログラムの構造が理解できる言語体系である．欠点としては，どの演算が
どの演算の結果を利用しているかというデータの流れを図形構造で表現できず，プログラ
ムが読解し辛い．CFLの例としては，ロボット制御用の Scribbler[6]，オブジェクト指向
のVIPR[7]などがある．
3.1.2 データフロー型言語
データフロー型ビジュアルプログラミング言語 (以下，DFL:Data Flow Visual Language
と略する)は，演算命令の間で受け渡しされるデータの授受関係を図形表現したものであ
る．図形要素はそれぞれが演算命令である．演算命令にはその入力と出力である端子があ
り，命令同士の出力端子・入力端子を線でつないでプログラムとする．DFLにおいてプロ
グラマは，命令の実行順序を明示的には指定しない．順序を記述しないことは，並列的な
処理を自然に記述することを可能にする．CFLでは図形構造に加えて文字部分 (変数名)
を読まなければ内容を解読できないが，DFVLにおいて内容から図形構造だけで完全に理
解できる．欠点としては，処理の順序を記述できず，どのタイミングで入力を求めるかと
いう対話動作の記述がし辛い．DFLの例としては，汎用の Show and Tell[8]や科学計算
用のMarten[9]などがある．
9
第4章 MYuba
\MYuba"は早稲田大学筧研究室のメンバーによって開発が行われている，DFLによる
開発環境・実行環境である．本研究のwebアプリケーションフレームワークのテンプレー
トコレクションを適用させる対象として，ページ遷移データフローモデルに基づいたプロ
グラミング言語であるMYubaを採用した．
この章ではこのMYubaの概要について説明を行う．
4.1 背景
ここ数年のwebサービスの隆盛は目覚ましく，SNSや blogやwikiといった新しいweb
サービスは，爆発的な人気を得ている．
これらの webサービスはたいていの場合，webサービスの開発を熟知した人々の手に
よって作られている．なぜなら webサービスの作成は，初心者にとって敷居が高いから
である．webサービスを作成するには webサービスの作成自体に詳しいことはもちろん，
サービスを公開するサーバの構築・保守を行うための知識やコストも必要となる．
このように，敷居が高いために一部の人間にしか webサービス開発ができないことは，
非常にもったいないことである．なぜなら，webサービスを開発した経験のないユーザの
中に，新しいwebサービスのアイデアを持った人が埋まっている可能性があるからである．
この可能性を埋めたままにしないため，webサービス開発の敷居を下げ，初心者にとっ
ても簡単にわかりやすい開発環境を提供することを目的として，著者らは \MYuba"の開
発を行ってきた．
4.2 目的
MYubaの開発目的は，次の 3つを取り入れた開発環境を提供することである．
 ブラウザのみを用いたオンライン開発環境 (事前の下準備なく)
 マウス操作を中心とした webサービス開発 (簡単な動作で)
 ビジュアルでわかりやすい webサービス開発 (わかりやすいプログラミング)
ブラウザのみを用いたオンライン開発環境
標準的なブラウザさえ用意すれば，webサービス開発を行うことができる．開発前の準
備段階として，開発環境のインストールや環境設定，webサービス公開用サーバの準備な
どの作業をする必要はない．開発以外の手間を省くことができる．
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マウス操作を中心としたwebサービス開発
一部の操作を除き，マウス操作のみでプログラミングを行うことができる．煩雑なキー
ボード操作によるプログラミングを極力軽減している．
ビジュアルでわかりやすいwebサービス開発
ビジュアルプログラミング言語を用いて，わかりやすいプログラミングを行うことがで
きる．データフロー型VPLが可読性の高いソースコードを実現する．
4.3 プログラム
この節では，MYubaのプログラムの構成図形，各図形の動作，作成方法などを説明する．
MYubaでは，図形を組み合わせることでプログラムの作成を行う．プログラムは，キャ
ンバス上にパネルとパイプを配置して計算処理を記述したものである．
このプログラミング言語体系そのもののことを \ゆば"と呼ぶ．
MYubaは，このゆばを用いた開発環境・実行環境の総称である．
4.3.1 プログラムの構成図形
ゆばを構成する図形としてキャンバス，端子．パネル，パイプの 4種類が存在する．こ
の節ではこれらの説明を行う．
キャンバス
図 4.1に示すグリッドの入った矩形をキャンバスと呼ぶ．プログラムの作成はキャンバ
ス上に端子，パネル，パイプといった図形を組み合わせて配置することで行う．
端子
図 4.2や図 4.3に示す図形を端子と呼ぶ．端子には入力端子，出力端子，引数端子，結果
端子の 4種類がある．入力端子と結果端子は図 4.2に示すように角が丸くなっており，出
力端子と引数端子は図 4.3にしめすように角が四角くなっている．入力端子と出力端子は
パネルに付属するが，引数端子と結果端子はパネルに付属しない．
パネル
図 4.4に示す図形をパネルと呼ぶ．パネルには 1つ以上の入力端子もしくは出力端子が付
いている．パネルの種類については付録を参考のこと．パネル名はパネルの中央に表示さ
れる．パネルの種類によっては，入力端子や出力端子の個数を変えられるものも存在する．
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図 4.1: キャンバス
図 4.2: 入力端子・結果端子
図 4.3: 出力端子・引数端子
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図 4.4: パネル
パイプ
図 4.5に示す帯状の図形をパイプと呼ぶ．パイプは入力端子と出力端子を繋ぎ，データ
を運ぶ道の役割を果たす．パイプはクリエイタが端子を 2つ選択することで自動的に最短
経路で配置される．ちなみに，同じパネルの入力端子と出力端子を繋ぐことはできない．
まだデータを出力する端子同士 (出力端子，引数端子)やデータが入力される端子同士 (入
力端子，結果端子)を繋ぐことはできない．
図 4.5: パイプ
引数端子と結果端子
引数端子と結果端子はキャンバス上に配置することができる．引数端子はキャンバスの
上辺に沿い，マス目を各 1個覆うように重ねて 0個以上配置できる．結果端子はキャンバ
スの下辺に沿い，マス目を各 1個覆うように重ねて 1個以上配置できる．結果端子は 1つ
以上配置しなければならない．同じマス目を複数の端子やパネルが覆ってはいけない．
プログラムとページの部品化
プログラムやページ (4.4節で説明)はパネルとしてプログラムに配置することができる
(図 4.6)．
プログラムをパネルとして使用する場合，そのプログラムが持つ入力端子と出力端子が，
パネルの引数端子と結果端子に対応する．ページをパネルとして使用する場合，そのペー
13
ジが持つ引数がパネルの引数端子に，ページが出力するHTML文字列がパネルの結果端
子に対応する．そして，部品化されたパネルは他のパネルと同様に扱うことができる．
図 4.6: プログラムの部品化
4.3.2 図形の動作
この節では，各構成図形の動作について説明する．
キャンバスの動作
キャンバスは端子，パネル，パイプなどの土台となるものである．それ自身が動作を行
うことはない．
端子の動作
端子は１つだけデータを保持することができる．端子はプログラムの実行中に，パネル
やパイプにデータを受け渡す役割を果たす．
端子はデータを要求されたときに動作を行う．端子は，初めてデータを要求されたとき
にはまだデータを持っていない．入力端子の場合，端子は自分が繋がっているパイプにデー
タを要求する．出力端子の場合，端子は自分が所属するパネルにデータを要求する．
逆に，端子はデータを要求されるものでもある．入力端子がデータを要求される相手は，
自分の所属するパネルである．出力端子がデータを要求される相手は，自分を繋ぐパイプ
の先にある入力端子 (結果端子)である．
データを要求された端子は，データを持っているならそのデータを返す．例えば，出力
端子が自分を繋ぐパイプの先にある入力端子からデータを要求された場合，自分が所属す
るパネルにデータを要求し，そのデータを入力端子に返す形になる．
パネルの動作
パネルは，パネルに所属する出力端子にデータを要求されたときに動作を行う．パネル
はデータを要求されると，パネルの種類ごとに定められた演算を行う．そしてその結果を
出力端子に帰す．演算の際，パネルは必要なデータを所属する入力端子に要求する．
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パイプの動作
パイプは入力端子によってデータを要求されたときに動作を行う．データを要求された
入力端子に繋がっている先の出力端子にデータを要求し，返ってきたデータを入力端子に
渡す．
4.3.3 プログラムの作成方法
プログラム作成画面
ゆばでのプログラミングは図 4.7に示すプログラム編集画面上で行う．ゆばでは，パネ
ルやパイプといった図形を繋ぎ合わせてプログラムの作成を行う．
図 4.7: プログラム編集画面
パネルの配置
始めに，パネルをキャンバス上に配置する．部品領域に並んでいるパネルの中からキャ
ンバス上に配置したいパネルをクリックする．部品領域はプログラム作成領域の右側にあ
り，使用可能なパネルを並べて配置してあるスペースのことである．
パネルをクリックするとパネルの背景が青色に変わる．これを \選択状態"という (図
4.8)．(選択状態はもう一度パネルをクリックすることで解除できる．) 選択状態のときに
キャンバス上でマウスを動かすと，マウスの動きに合わせたパネルの影が表示される (図
4.9)．この影ができている状態でクリックを行うと，影の場所にパネルが配置される．
パネルはすでに配置されているパネルやパイプの重なる場所に配置することはできない．
パネルを配置できない場所では，パネルの影が消えるようになっている．
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図 4.8: パネル選択状態
図 4.9: 選択パネルの影 図 4.10: パネルの削除
すでに配置されたパネルを右クリックするとポップアップメニューが表示されるが，そ
の中の \削除"をクリックするとそのパネルがキャンバス上から削除される．(図 4.10) パ
ネルが削除される際は，そのパネルに繋がっていたすべてのパイプも同時に削除される．
パイプの配置
次に，パイプを配置する．パイプはキャンバス上にある 2つの端子を選択することで配
置できる．
キャンバス上にあるパイプの 1つをクリックすると，クリックした端子が \選択状態"に
なる (図 4.11)．その後もう 1つの端子をクリックすることで，選択された 2つの端子をパ
イプで繋ぐことができる．
パイプはすでに配置されたパネルに重なるような配管の仕方はできない．配管に失敗す
るとエラーメッセージが表示される．
図 4.11: 端子選択状態
図 4.12: パイプのメニュー
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図 4.13: パイプの分岐点
図 4.14: 分岐点からのパイプ
プログラムの操作
プログラム編集画面上にある \保存"ボタンをクリックすると，プログラムの保存をする
ことができる．プログラムの保存をすると，そのプログラム唯一のプログラム IDが与え
られる．プログラムの保存が完了すると，プログラム実行画面でそのプログラムを実行す
ることができる．
プログラム編集画面上にある \□"ボタンをクリックすると，プログラムの最大化をする
ことができる．プログラムの最大化をすると，プログラムのサイズが作業領域全体に広が
る．(図 4.15) 最大化の状態でプログラム編集画面上にある \◇"ボタンをクリックすると，
プログラムは元のサイズに戻る．
プログラム編集画面上にある \－"ボタンをクリックすると，プログラムの最小化をする
ことができる．最小化されたプログラムは作業領域上から消え，タスクバーにあるプログ
ラム名の表示色が変化する．最小化の状態でタスクバーにあるプログラム名をクリックす
ると，プログラムは元の作業領域に戻る．
プログラム編集画面上にある \×"ボタンをクリックすると，プログラム編集画面を閉じ
ることができる．
図 4.15: プログラム最大化状態
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4.3.4 プログラムの作成例
この節では，簡単なゆばのプログラムの作成例を紹介する．作成例は，入力された 3つ
の数の平均を出力するプログラムである．
このプログラムでは \和"パネル，\比"パネル，\定数"パネルをそれぞれ１つ使用する．
\和"パネルは，入力端子に入力されたデータの和を出力端子に出力する．
\比"パネルは，左の入力端子に入力されたデータを右の入力端子に入力されたデータで
割った商を出力端子に出力する．
\定数"パネルは，パネル内にあるテキストボックスに入力された値を出力端子に出力す
るパネルである．
図 4.19のようにこれらのパネルを配置しパイプの配管を行うと，入力された 3つの数の
平均を出力するプログラムが完成する．
図 4.16: 和パネル
図 4.17: 比パネル 図 4.18: 定数パネル
図 4.19: 3つの引数の平均値を出力するプログラム
4.3.5 プログラムの実行
プログラムの実行時には，にはあらかじめ決められた個数の順序付けされたデータ (引
数)を与える．プログラムの実行時に与えるデータの個数は，プログラムに存在する引数端
18
子の数と同数である．引数端子と与えるべきデータは，引数端子の左端からの順番とデー
タの入力順序によってそれぞれ対応する．
プログラムが実行されると，まずプログラムの一番下にある 1つ目の結果端子が，パイ
プに繋がっている出力端子にデータを要求する．1つ目の結果端子のデータ受け取りが終
了すると，次の結果端子がパイプにデータを要求していく．すべての結果端子がデータを
受け取るとプログラムが終了し，結果端子が受け取ったデータがプログラムの実行結果と
して得られる．
プログラムの実行例
MYubaには，図 4.20に示すプログラム実行環境が用意されている．
MYubaで作成したプログラムは，ブラウザを通してプログラム実行画面にアクセスす
ることで実行することができる．この画面ではプログラムを指定することで，そのプログ
ラムに対応する引数がテキストボックスの形式で表示される．図 4.20のように例示したプ
ログラムを選択すると，a,b,cと 3つのテキストボックスが表示される．
テキストボックスに対して任意のデータを入力して送信ボタンをクリックすると画面遷
移が行われ，遷移先の画面上に実行結果が表示される．ここでは，a=10,b=100,c=1とし
て実行を行った．送信ボタンをクリックするとプログラムに 3つの引数が渡され，3つの
数の平均を計算した結果 (=37)がデータとして返ってくる．よって，プログラム実行結果
画面には \37"と表示される．
図 4.20: プログラム実行画面
図 4.21: プログラム実行結果
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4.4 ページ
webページを出力することは，HTML文書を出力することである．しかし，HTML文
書を生成する作業をプログラマにさせるのでは，手軽さという開発目的から外れてしまう．
そこでMYubaでは，画面表示の作成はパネルとパイプによるプログラミングと別枠でで
きるようにするため，画面に興じさせたいテキストのみをプログラマに打ち込ませること
にした．これがページである．ページのテキスト中に簡易タグを埋め込むことで，HTML
の装飾機能を利用することができる．
また，テキストには差し替えを意味するタグを埋め込むことができる．差し替えタグを
含んだテキストには差し替えタグに対応した個数のデータを与えることで，タグのあるか
穂をそれに差し替えたテキストデータを受け取ることができる．
プログラムとページを総称してモジュールと呼ぶ．ページにデータを与えることでデー
タを出力する動作は，プログラムの動作と同じとなる．
4.4.1 ページエディタ
ページの編集ウィンドウは，一般的なテキストエディタである (図 4.22)．基本的なエ
ディタとしての編集機能に加え，マークアップ支援機能を持っていることが特徴である．
マークアップ支援とは，アイコン表示がされたタグ入力ボタンをクリックすることで，タ
グが文章中に挿入されるというものである．
図 4.22: ページ編集画面
ページに使われるマークアップは 2種類存在する．
1つ目は装飾タグと呼ばれる，ブラウザで表示されたときの見た目を装飾するためのタ
グである．
2つ目は差し替えタグと呼ばれる，プログラムから渡されたデータが変換されるための
タグである．
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ページの操作
ページ編集画面上にある \保存"ボタンをクリックすると，ページの保存をすることがで
きるページの保存をすると，そのページ唯一のプログラム IDが与えられる．．ページの保
存が完了すると，プログラム実行画面でそのページを実行することができる．
ページ編集画面上にある \□"ボタンをクリックすると，ページの最大化をすることがで
きる．ページの最大化をすると，ページのサイズが作業領域全体に広がる．最大化の状態
でページ編集画面上にある \◇"ボタンをクリックすると，ページは元のサイズに戻る．
ページ編集画面上にある \－"ボタンをクリックすると，ページの最小化をすることがで
きる．最小化されたページは作業領域上から消え，タスクバーにあるページ名の表示色が
変化する．最小化の状態でタスクバーにあるページ名をクリックすると，ページは元の作
業領域に戻る．
ページ編集画面上にある \×"ボタンをクリックすると，ページ編集画面を閉じることが
できる．
4.4.2 装飾タグ
テキスト中に書き込まれた装飾タグは，HTTPレスポンスの際にHTMLタグに変換さ
れる．装飾タグの一例を下に記した．記法と，それにより生成されるHTNLマークアップ
を示す．これ以外のの装飾タグについては，[1, p.23-25]を参照していただきたい．
 リンク (大括弧で二重に囲む)
[[リンク先パネルの名前]]
<a href="execute/パネル ID">リンク先パネルの名前</a>
 フォーム (ハイフンを 2つでvを囲むとフォーム先頭，＾ を囲むとフォーム末尾．フォー
ム先頭にはリンクタグを並べて書き，投稿先を指定する．コロンを挟んでメソッド
も指定できる)
{v{[[投稿先]]:GET{^{
<form action="execute/パネル ID" method="POST"><form>
 入力欄 (疑問符と大括弧で囲む．縦棒で区切ってデフォルト値も指定可能．疑問符で
区切ってサイズの指定もできる)
[?項目名?]
<input type="text" name="項目名" value=""/>
[?項目名?20?]
<input type="text" name="項目名" size="20" value=""/>
[?項目名?80?5]
<textarea name="項目名" rows="5" cols="80"><textarea>
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 投稿ボタン (感嘆符と大括弧で囲む)
[!送信!]
<input type="submit" value="送信"/>
4.4.3 差し替えタグ
テキスト中で差し替えタグを使うには，名前をつけた引数を用意する必要がある．aと
いう名前の引数を用意すれば，[％ a％]という差し替えタグが使えるようになる．ページ
が実行されたとき，プログラムからページに渡された入力変数 aによってこの [％ a％]が
置換される．
差し替える引数を追加するには，ページのツールバーにある引数追加ボタンをクリック
する (図 4.23)．ポップアップウィンドウが表示されるので，追加する引数名をテキストボッ
クスに入力し \作成"ボタンをクリックすれば新しい引数を追加できる．引数バーと引数追
加機能は入力支援ツールであると同時に，このページが持っている引数の一覧としての役
割も担っている．引数を削除するときは，ボタンの右隣の削除ボタンをクリックする．
図 4.23: ページの引数ツールバー
4.4.4 ページの作成例
この節では，ページの作成例を紹介する．作成例 (図 4.24)は，4.3.3節で作成した \3つ
の引数の平均値を出力するプログラム"の計算結果を表示するページとして設計した．[％ a
％]にプログラムの計算結果が置換される．
図 4.24に示すページを組み込み，図 4.19のプログラムを変更した \3つの引数の平均値
を出力するプログラム"を図 4.25に示す．ページのプログラム内への組み込みについては，
4.6節で説明する．
作成したプログラムとページの実行結果を図 4.26に示す．ページ内のテキスト中の [％ a
％]に計算結果の 37が置換され，プログラム実行結果画面には \計算結果は 37です．"と
表示される．
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図 4.24: 計算結果表示ページ
図 4.25: ページを組み込んだ平均プログラム
図 4.26: プログラム実行結果
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4.5 開発環境と開発の流れ
この節では，MYubaのwebアプリケーション開発環境と，開発の流れについて説明する．
4.5.1 利用モデル
利用者
MYubaの利用者は 2種類に分けられる．Myubaを用いてwebアプリケーションを作成
するクリエイタと，クリエイタの作ったシステムを利用するユーザである．
クリエイタになるには，アカウント名とパスワードを決めてアカウントを取得する必要
がある．
環境
クリエイタがMYubaの開発環境を利用するには，Javascriptの使用できるブラウザを
用いる．プラグイン等，特に準備すべきソフトウェアはない．
4.5.2 プロジェクト
プロジェクトとは，複数のモジュールを収める入れものである．モジュールは必ずプロ
ジェクトの 1つに属する．クリエイタの作成するwebアプリケーションは，1つのプロジェ
クトで実現される．
ログイン画面
図 4.27: ログイン画面
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クリエイタはブラウザを通してホームアドレス1にアクセスすると，図 4.27に示すよう
なログイン画面が表示される．ログインを行うと，プロジェクトの新規作成やプロジェク
トの編集を行うための画面が表示される．
プロジェクト一覧画面
図 4.28: プロジェクト一覧画面
クリエイタはログインを行うと，図 4.28に示す画面が表示される．図 4.28の例では kashi
という名前のクリエイタがログインしていることになる．
プロジェクト名のリンクをクリックすると図 4.29のような開発画面が開き，そのプロ
ジェクトを編集することができる．．
クリエイタは複数のプロジェクトを作成することができる．図 4.28の例では 13個のプ
ロジェクトが存在しているプロジェクトはそれを作成したクリエイタに属し，そのクリエ
イタだけが変更を加えられる．
4.5.3 プロジェクト開発環境
ログイン後にプロジェクト選択を行うと図 4.29に示す画面が表示される．この画面をプ
ロジェクト開発画面という．
この画面でプログラムやページを編集したり，プロジェクトの設定を行ったりする．
ツールバー
開発画面の最上部にある背景が深い青色の部分をツールバーと呼ぶ．
1http://kycilia.kake.info.waseda.ac.jp/yubaServer
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図 4.29: プロジェクト開発画面
ツールバーには，プログラム編集画面やページ編集画面を開くためのボタンや，保存し
たモジュールを読み込むためのボタン，Yubyモード (本研究の webアプリケーションテ
ンプレートコレクション,第 5章で解説)を起動するためのボタンなどが配置されている．
タスクバー
開発画面の上部に位置し，ツールバーの真下にある背景が明るい青色の部分をタスク
バーと呼ぶ．タスクバーには，現在開かれているモジュールの一覧 (それぞれをタスクと
呼ぶ)が表示される．
タスクバー所にあるタスクをクリックすると，その名前のモジュールは最小化され，作
業領域から消える (4.3.3節)．もう一度そのタスクをクリックすると，その名前のモジュー
ルは作業領域の元の位置に戻る．
部品領域
開発画面右側の背景が白色の部分を部品領域と呼ぶ (図 4.30)．ここにはプログラムを作
成するためのパネルの見本 (スタンプと呼ぶ)が並んでいる．ここに並んでいるパネルはド
ラッグ＆ドロップを使用して，プログラム編集画面に貼り付けることができる．
パネルは \システム"，\算術"などのいくつかのカテゴリごとに分類されている．部品領
域にあるカテゴリ名をクリックすると，そのカテゴリに含まれるパネルの一覧が部品領域
に現れる．もう一度カテゴリ名をクリックすると，パネルは再び折り畳まれ表示されなく
なる．
一部のパネルは，入力端子や出力端子の数を自由に増減することができる．
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図 4.30: 部品領域
作業領域
開発画面左側の背景が灰色の部分を作業領域と呼ぶ．この領域にプログラム編集画面や
ページ編集画面を展開して編集作業を行う．編集画面は複数展開することができ，展開さ
れたモジュールの数だけタスクバーにタスクが表示される．
4.5.4 アプリケーション構成要素
MYubaの webアプリケーションは，以下の 3つの要素から構成される．
クリエイタがwebアプリケーションを作成するためには，これらの 3つの要素を作成す
る必要がある．
 プログラム
 ページ
 モジュールの遷移関係
プログラムとページの作成方法はすでに説明した．4.6節で残りの \モジュールの遷移関
係"について説明を行う．
4.5.5 モジュールのパネル化
モジュールは，保存してプロジェクトに登録されるとパネルとして使用することができ
る (4.3.1節)．パネルの形状は，入力・出力端子の数から自動的に形成される．
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モジュールのパネル化は，4.6節のモジュールの遷移関係を記述する際に必要となる．
4.6 モジュールの遷移関係
この節では，MYubaの webアプリケーションの構成要素の 1つである，モジュールの
遷移関係について説明を行う．
モジュールの遷移関係は，プログラム⇒ページ，プログラム⇒プログラム，ページ⇒プ
ログラム，ページ⇒ページの 4種類が存在する．それぞれの遷移関係の作成方法について
説明する．
4.6.1 プログラム⇒ページ
プログラムからページへの遷移関係の作成手順を以下に示す．プログラムから他のモ
ジュールへ遷移する場合，遷移後のモジュールを先に作成し保存した後，そのモジュール
をパネル化したパネルを遷移前のプログラム内に配置させる必要がある．
1. 遷移後のページをまず作成し，保存する．
2. 遷移後のページをパネル化するため，ツールバーにある \マイパネル更新"をクリッ
クする．
3. パネル化されたページを，遷移前のプログラム内に配置する．
4. パイプをつないで遷移前のプログラムを完成させ，保存する．
プログラムからページへの遷移関係の作成例を示す．図 4.31は 4.3.3節と 4.4.4節で取
り上げた，3つの引数の平均を出力するプログラムである．
遷移前のプログラムで演算処理を行った後，計算結果のデータを保持しつつ \計算結果
表示ページ"に遷移している．計算結果のデータは引数 aとして，遷移後のページ中で置
換される．
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図 4.31: ページを組み込んだ平均プログラム
4.6.2 プログラム⇒プログラム
プログラムからページへの遷移関係の作成手順を以下に示す．プログラムから他のモ
ジュールへ遷移する場合，遷移後のモジュールを先に作成し保存した後，そのモジュール
をパネル化したパネルを遷移前のプログラム内に配置させる必要がある．
1. 遷移後のプログラムをまず作成し，保存する．
2. 遷移後のプログラムをパネル化するため，ツールバーにある \マイパネル更新"をク
リックする．
3. パネル化されたプログラムを，遷移前のプログラム内に配置する．
4. パイプをつないで遷移前のプログラムを完成させ，保存する．
4.6.3 ページ⇒ページ
ページからページへの遷移関係の作成手順を以下に示す．ページから他のモジュールに
遷移する場合，遷移後のモジュールを先に作成し保存した後，そのモジュールのプログラ
ム IDを遷移前のページのリンクの部分に記述する必要がある．
1. 遷移後のページをまず作成し，保存する．遷移後のページのプログラム IDを得る．
2. 遷移後のページ IDを，遷移前ページの遷移するリンクの部分に記述する．
3. 遷移前ページを完成させ，保存する．
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ページからページへの遷移関係の作成例を示す．
図 4.34の遷移前ページにあるリンクをクリックすると，図 4.35の遷移後ページへと遷
移する．
図 4.34をMYubaのページエディタ記述したものが図 4.32，図 4.35を記述したものが
図 4.33である．
図 4.32: 遷移前ページ 図 4.33: 遷移後ページ
図 4.34: 遷移前ページ 図 4.35: 遷移後ページ
4.6.4 ページ⇒プログラム
ページからページへの遷移関係の作成手順を以下に示す．ページから他のモジュールに
遷移する場合，遷移後のモジュールを先に作成し保存した後，そのモジュールのプログラ
ム IDを遷移前のページのリンクの部分に記述する必要がある．
図はwebページにあるリンクをクリックすると，フォームに入力された値を保持して別
のプログラムに移動するという例である．フォームに入力された値が引数 aとして保持し
たまま遷移し，遷移先のプログラムの演算でデータ aが使用される．
1. 遷移後のプログラムをまず作成し，保存する．遷移後のプログラムのモジュール ID
を得る．
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2. 遷移後のページ IDを，遷移前ページの遷移するリンクの部分に記述する．
3. 遷移前ページを完成させ，保存する．
ページからプログラムへの遷移関係の作成例を示す．フォームに入力されたドルを，円
へと変換する webアプリケーションである．
図 4.39のドル入力ページのフォームにドルの金額を入力して GOボタンをクリックす
ると，入力されたドルの金額を返還した円の金額が図 4.40の円表示ページに表示される．
このアプリケーションを構成するモジュールが，図 4.36の円変換プログラム，図 4.37
のドル入力ページ，図 4.38の円表示ページである．
図 4.36: 円変換プログラム
図 4.37: ドル入力ページ 図 4.38: 円表示ページ
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図 4.39: ドル入力ページ 図 4.40: 円表示ページ
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第5章 設計
この章は，MYubaに本研究を適用して製作したwebアプリケーションテンプレートコ
レクションの設計についての説明を行う．
5.1 背景
ページ遷移データフローモデルVPL\MYuba"は，早稲田大学筧研究室のメンバーによっ
て共同開発されている．私はMYubaの開発に学部 4年のころから携わってきた．
MYubaのwebサービス開発は，複数のページ複数の処理 (プログラム)が互いに遷移関
係を持ちつつ構成される．前章で説明したように，MYubaでwebアプリケーションを作
成するには，
 プログラム
 ページ
 モジュールの遷移関係
この 3つの要素を作成する必要がある．
ページのフォームに入力された値によって計算処理 (プログラム)を行い，その計算結果
によって次のページの表示が変化したり，ページの遷移先自体が変化したりすることもあ
る．このようなwebアプリケーションのページ遷移をともなう複雑な構造は，プログラミ
ング初心者にとって弊害となりうる．
またプログラミング初心者でなくても，MYubaに初めて触るクリエイタが上の 3つの
要素をスラスラと開発していくのはやや難しいと考えられる．
以上の背景から，プログラミング初心者であるクリエイタ，MYubaにはじめて触るク
リエイタを対象にした，MYuba開発支援ツールの必要性に迫られた．これが，私が本研
究のテンプレートコレクションを設計した具体的な背景である．
5.2 目的
本研究をMYubaに適用させる具体的な目的は以下の 3つである．
 MYubaのアプリケーション開発効率を上げる
 MYubaに初めて触る初心者クリエイタのハードルを下げる
 初心者クリエイタにMYubaという開発環境に慣れてもらう
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MYubaのアプリケーション開発効率を上げる
開発支援ツールとしての役割を果たし，MYubaのアプリケーション開発効率を上げる．
クリエイタは少ない作業量で効率よく，簡単にアプリケーション開発をすることができる．
対象クリエイタは初心者熟練者問わない．便利で役立つツールを目指す．
MYubaに初めて触る初心者クリエイタのハードルを下げる
webアプリケーションの構造をあまり理解できていない初心者クリエイタであっても，
問題なく開発できるツールを目指す．
MYuba自体がもともと初心者クリエイタ向けに開発された言語であるため，本研究の
テンプレートコレクションとの相乗効果を期待できる．
また，ハードルを下げることにより，MYubaの新たなるユーザ獲得の役割が期待でき
る．MYubaの普及に役立つツールを目指す．
初心者クリエイタにMYubaという開発環境に慣れてもらう
本研究のテンプレートコレクションを使うことによって，MYubaに初めて触る初心者
クリエイタが開発環境に慣れていくことを期待する．
最終的には本研究のテンプレートコレクションなしでも，MYubaを問題なく使用でき
るようにする．この効果は初心者向けで \わかりやすい"ビジュアルプログラミング言語だ
からこそ，より一層の期待を持つことができる．
5.3 テンプレートコレクションを採用した理由
テンプレート構文は雛形のデータであるため，プログラマはそのデータをプログラムに
そのまま使用する形になる．そのためユーザの自由度は限られ，細かい設定を施した自分
の目的に合うアプリケーションを作成することは難しい．
ただし，自由度が限られるからこそプログラマが迷う必要がないという利点が生まれる．
これはRuby on RailsのConvention over Congurationt(COC，設定より規約を重視)と
いう考え方である (2.3.1節)．
テンプレート構文として雛形を用意しておき，それにプログラマを従わせる．プログラ
マの自由度はフレームワークよりもなくなるが，いちいち設定を指示する煩わしさがさら
に短縮される．そして何よりわかりやすい．テンプレート構文は初心者プログラマにとっ
て，フレームワークよりも扱いやすくわかりやすいソフトウェアであると考えられる．
本研究では，\初心者プログラマにとって扱いやすい"という路線を貫くため，webアプ
リケーションテンプレートコレクションを採用する形をとった．
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5.4 テンプレートコレクションの柔軟性
全節で，本研究でテンプレートコレクションを採用した理由について述べた．
しかし，雛形のテンプレート構文をそのまま用意しただけでは単なるプログラムサンプ
ル集となり，クリエイタの自由度は全く失われる．その場合，クリエイタの目的に合った
アプリケーションが全く作成できない．これは，研究の目的の \MYubaの開発支援ツール
としてアプリケーション開発効率を上げる"に反する．そして，何より発展性に乏しい．
これらを考慮した結果本研究のテンプレートコレクションは，雛形のテンプレート構文
をそのまま提供するのではなく，適度の柔軟性を持たせることにした．アプリケーション
生成の前に初期設定を行い，その初期設定の結果を反映させたテンプレート構文を提供す
るのである．
これによりクリエイタは，ある程度ではあるが自由の利いたプログラミングを行うこと
できる．ある程度ではあるがクリエイタの目的に合ったアプリケーションを作成できる．
また，初心者クリエイタが迷わず初期設定を行えるように配慮し，初期設定説明画面に初
期設定についての詳細な説明と画像を明記した．
ただしクリエイタは，モジュール構成や遷移関係など，webアプリケーションの構造を
変更することはできない．\設定より規約を重視"のもと，余計な設定事項は用意せず，規
約にクリエイタを従わせるためである．そして \初心者プログラマにとって扱いやすい"と
いう路線を貫くためでもある．
モジュール構成や遷移関係の構造を変更することができないため，本研究のテンプレー
トコレクションは，クリエイタにテンプレートの構造を提供するソフトウェアと表現する
ことができる．
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5.5 開発の流れ
この節では，本研究のテンプレートコレクションを使用した webアプリケーションの
具体的な開発の作成の流れを説明する．著者は，設計したテンプレートコレクションを
\Yuby"と命名した．
Yubyにおけるwebアプリケーション作成の流れは，以下の通りである．順を追って説
明する．
1. ウィザード画面の起動
2. 初期設定 (ページ編集)
3. プロジェクトの作成
4. その後の操作
また，作成例として \おみくじアプリ"を作成することにする．一般的な開発の流れの説
明と平行して，\おみくじアプリ"を作成した場合の具体的な説明も行う．
5.5.1 ウィザード画面の起動
図 5.1: プロジェクト開発画面
図 5.2: Yubyボタン
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ツールバーにある \Yubyモード"というボタンをクリックすると，Yubyのウィザード
画面 (図 5.3)がブラウザの別ウィンドウに起動される．この別ウィンドウで開くページの
ことを，Yubyページと呼ぶ．
ウィザード画面では，作成したいアプリケーションの種類を選択する．作成できるアプ
リケーションの種類については，5.4節で述べる．
選択したアプリケーションの種類に従って，それぞれの初期設定に進む．
図 5.3: ウィザード画面
おみくじアプリ作成の場合
おみくじアプリは \初期入力なしの 1ページ 1プログラム・アプリケーション"に属する．
図 5.3の作成するアプリケーションのグループの中から \初期入力なしの 1ページ 1プ
ログラム・アプリケーション"の中の \おみくじアプリ"のリンクをクリックし，次の初期
設定に進む．
5.5.2 初期設定
クリエイタは，この初期設定で必要となるいくつかのページ部分のテキスト入力 (ペー
ジエディタの編集)を行う．プログラムの編集は行わない．ページ編集のみである．
このページの編集が 5.4節で述べた \テンプレートコレクションの柔軟性"にあたる．こ
こでのページのテキスト入力の結果が，そのwebページの表示画面とwebアプリケーショ
ン全体に影響する．作成するアプリケーションの種類 (アプリケーショングループ)によっ
て，初期設定の対象となるページの種類や数は異なる．各アプリケーショングループにお
ける初期設定の対象ページと手順を，5.6節に記述する．
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編集するページにはすでにデフォルトのテンプレート構文が記述されているため，テキ
スト分の変更をそのまま終了してもよい．クリエイタはこのデフォルトを参考にしながら，
自己流にアレンジを加えていくことができる．初回使用時はデフォルトのままアプリケー
ションを作成し，次回以降テキストにアレンジを加えていくといった使い方ができる．
おみくじアプリ作成の場合
概要説明とおみくじの種類の数の決定
ウィザード画面で \おみくじアプリ"を選択すると，図 5.4の画面が表示される
図 5.4: 初期設定画面 1
このページでは，これから作成するおみくじアプリの概要と作成方法の説明，そしてお
みくじの種類の数の決定を行う．
クリエイタは，作成するおみくじの数をフォームに入力して \おみくじの数を決定"ボタ
ンを押す．ここでは \3"と入力することにする．
おみくじの内容の決定
次に，図 5.5の画面が表示される．
このページでは，おみくじの内容の決定を行う．
クリエイタは，作成するおみくじの内容をフォームに入力して \おみくじの内容を決定"
ボタンを押す．ここでは \大吉"，\中吉"，\小吉"と入力することにする．
38
図 5.5: 初期設定画面 2
結果表示ページの説明画面
次に，図 5.6の画面が表示される．
図 5.6: 初期設定画面 3
このページでは，これから編集する結果表示ページについて説明を行う．\「結果表示
ページ」の作成へ"ボタンをクリックすると，プロジェクト開発画面に結果表示ページが
展開される．
結果表示ページの編集
プロジェクト開発画面において，結果表示ページの編集を行う．
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図 5.7: 結果表示ページの編集
\保存"ボタンをクリックすると編集が終了する．ここではデフォルトの構文のまま，編
集を終了することにする．
5.5.3 プロジェクトの生成
初期設定が終了すると，その初期設定の結果に従ってwebアプリケーションプロジェク
ト (複数のプログラム・ページ・遷移関係からなるモジュール群)が自動生成される．
自動生成された各モジュールはタスクバーのタスクに最小化された状態で生成される．
タスクバーのタスクをクリックすれば，生成された各モジュールを作業領域に展開できる．
おみくじアプリ作成の場合
図 5.8: おみくじアプリ作成後のプロジェクト開発画面
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\おみくじプログラム"と \結果表示ページ"が自動生成される (図 5.8)．初期設定で設定
した通り，おみくじの内容は「大吉」，「中吉」，「小吉」の 3種類となっている．
5.5.4 その後の操作
プロジェクトの実行
プログラム実行画面に移動し，作成したプロジェクトを実行することができる．
プロジェクトの改良
プロジェクト開発画面において，作成された各モジュールをさらに改良することができ
る．改良したモジュールは再保存して，プログラム実行画面で再実行することができる．
5.6 アプリケーショングループ
本研究のテンプレートコレクションで作成できるアプリケーションの種類 (アプリケー
ショングループ)を，以下に示す．
アプリケーショングループは大別して，簡易型とシステム型に分類できる．簡易型は 2
グループ，システム型は 3グループ存在する．
簡易型
 初期入力なしの 1ページ 1プログラム・アプリケーション
 初期入力ありの 2ページ 1プログラム・アプリケーション
システム型
 メモ帳
 ブログ
 掲示板
 ショッピングサイト
5.6.1 初期入力なしの 1ページ 1プログラム・アプリケーション
1つのページ (計算結果ページ)と 1つのプログラム (計算処理)，1つの遷移関係から構
成される．
初期ページは存在せず，計算処理プログラムの演算結果に伴い，結果ページの出力内容
が変化する．
このグループに属するアプリケーションには，おみくじアプリがある．
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図 5.9: 関係図：初期入力なしの 1ページ 1プログラム・アプリケーション
おみくじアプリの初期設定事項
 おみくじの種類の数
 おみくじの内容
 結果画面のページ編集
5.6.2 初期入力ありの 2ページ 1プログラム・アプリケーション
図 5.10: 関係図：初期入力なしの 2ページ 1プログラム・アプリケーション
2つのページ (初期入力ページ，計算結果ページ)と 1つのプログラム (計算処理)，2つ
の遷移関係から構成される．
初期入力ページのフォームに入力された値によって，計算処理プログラムの演算，また
結果ページの出力内容が変化する．
このグループに属するアプリケーションには，加算アプリ，ドル⇒円変換アプリが用意
されている．
加算アプリの初期設定事項
 初期画面のページ編集 (加算に使用する引数の数の決定を兼ねる)
 結果画面のページ編集
円⇔ドル変換アプリの初期設定事項
 初期画面のページ編集
 結果画面のページ編集
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5.6.3 webメモ帳
図 5.11: 関係図：webメモ帳
3つのページ (一覧表示ページ，新規作成ページ，編集ページ)と 2つのプログラム (記
事更新処理，削除処理)，7つの遷移関係から構成される．
webメモ帳の初期設定事項
 新規作成画面のページ編集 (各記事のレコードの数・名前の決定を兼ねる)
 一覧表示画面のページ編集 (一覧表示方法の決定を兼ねる)
5.6.4 ブログ
図 5.12: 関係図：ブログ
6つのページと 2つのプログラム，14個の遷移関係から構成される．
ブログリの初期設定事項
 新規作成画面のページ編集 (各記事のレコードの数・名前の決定を兼ねる)
 ブログ表示画面のページ編集 (ブログ表示方法の決定を兼ねる)
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5.6.5 掲示板
図 5.13: 関係図：掲示板
5つのページと 3つのプログラム，13個の遷移関係から構成される．
掲示板の初期設定事項
 掲示板閲覧＆投稿画面のページ編集 (各記事のレコードの数・名前の決定，一覧表示
の決定を兼ねる)
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第6章 評価
この章では，本研究で作成したテンプレートコレクションの評価を行う．
本研究の評価は同一の webアプリケーションを
 webアプリケーションフレームワークで有名なRuby on Railsを使用した場合
 MYuba単独を使用した場合
 本研究を使用した場合
以上 3種類の方法で作成し，
 プログラミングの作業量
 プログラミング以外の作業量
 クリエイタが考慮すべき事項
これら 3点を評価基準として評価を行う．
今回評価に使用する webアプリケーションとして，webアプリケーション版のメモ帳
(webメモ帳)を作成する．
6.1 作成webアプリケーションの仕様
今回評価のために構築するwebメモ帳は，web上で記事 (メモ)を作成・更新できるweb
アプリケーションである．記事の新規作成，編集，削除の各操作と記事の一覧表示ができ
るものとする．webメモ帳の各記事は，作成日時，タイトル，本文の 3つのレコードを持
つものとする．
webメモ帳は次の 3つのwebページで構成される．これらのwebページは，図 6.1に示
す遷移関係を持つ．
 一覧表示ページ
 新規作成ページ
 編集ページ
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図 6.1: webメモ帳の関係図
一覧表示ページ
一覧表示ページは書きためた記事を表示するためのページである．各記事は作成日時，
タイトル，本文の 3つのレコードを持つ．
画面下部にある \新規作成"をクリックすると新規作成ページへ移動する．
各記事の表示の右側にある \編集"をクリックすると編集ページへ移動する．
各記事の表示の右側にある \削除"をクリックするとその記事は削除される．記事の削除
処理を行った後，再度一覧表示ページへと移動する．
新規作成ページ
新規作成ページは新しく記事を作成するためのページである．タイトルと本文を入力す
るためのフォームが用意されている．
画面下部にある \作成"ボタンをクリックすると，フォームに入力されたタイトルと本文
の内容を持つ新しい記事が作成される．記事の作成処理を行った後，一覧表示ページへと
移動する．
\戻る"をクリックすると，新規作成処理をキャンセルして一覧表示ページへ戻る．
編集ページ
編集ページは，すでに作成してある記事を再編集するためのページである．タイトルと
本文を入力するためのフォームが用意されている．あらかじめ編集する対象の記事の持っ
ていたタイトルと本文の内容がデフォルト値として，フォームに入力されている．
画面下部にある \編集"ボタンをクリックすると，フォームに入力されたタイトルと本文
の内容を持つ新しい記事が作成される．記事の編集処理を行った後，一覧表示ページへと
移動する．
\戻る"をクリックすると，編集処理をキャンセルして一覧表示ページへ戻る．
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6.2 webアプリケーション構築
この節では，前節で仕様を述べたwebメモ帳を，Ruby on Railsを使用した場合，MYuba
単独を使用した場合，本研究を使用したで場合とで作成する．
6.2.1 Ruby on Railsでの構築
作成した webメモ帳の 3つの webページの画像と，作成の流れを簡単に説明する．作
成の流れについての詳細は，[13]を参照していただきたい．
一覧表示ページ
図 6.2: 一覧表示ページ
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新規作成ページ
図 6.3: 新規作成ページ
編集ページ
図 6.4: 編集ページ
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作成の流れ
1. 事前準備
2. プロジェクトの作成
3. データベースの作成
4. マイグレーションの作成・実行
5. スキャフォールドの作成・実行
6. 完成 (サーバを起動してプログラム実行)
事前準備
事前準備として Instant Railsをインストールする．Instant Railsには，Ruby on Rails
を利用した webアプリケーションの実行に必要なソフトウェアがすべて含まれている．
また，開発用 webサーバはRuby on Railsに付属のMongrelを利用する．
プロジェクトの作成
コンソールにコマンドを入力し，memopadプロジェクトを作成する．webアプリケー
ションの実行に必要なすべてのファイルが配置される．
データベースの作成
引き続きコンソールにコマンドを入力し，データベースを作成する．
マイグレーションの作成・実行
データベースに対する処理を記述するため，コンソールにコマンドを入力しマイグレー
ションファイルを作成する．
次にテキストエディタを開き，作成したマイグレーションファイルにupメソッドとdown
メソッドを定義する．upメソッドにはテーブルの作成情報を記述する．各記事が作成日
時，タイトル，本文の 3つのレコードを持つように実装する．downメソッドにはテーブ
ルの削除情報を記述する．各記事の削除処理を実装する．
その後，コンソールにコマンドを入力し，マイグレートを実行する．
スキャフォールドの作成
引き続きコンソールにコマンドを入力し，スキャフォールドを作成する．これによりデー
タベースアプリケーションを開発するための足場となるソースファイル群が作成される．
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サーバを起動してスキャフォールドを実行
開発用webサーバMongrelを起動する．\http://ホスト名/コントロール名/アクション
名"にアクセスするとスキャフォールドが実行され，作成したwebメモ帳を使用すること
ができる．
6.2.2 MYuba単独での構築
webメモ帳のモジュール構成と関係図を以下に示す．3つのページ (一覧表示ページ，新
規作成ページ，編集ページ)と 2つのプログラム (記事更新処理，削除処理)，7つの遷移
関係から構成される．
 一覧表示ページ
 新規作成ページ
 編集ページ
 記事更新処理プログラム
 削除処理プログラム
図 6.5: MYubaによる webメモ帳の関係図
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一覧表示ページ
図 6.6: 一覧表示ページ編集画面
図 6.7: 一覧表示ページ
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新規作成ページ
図 6.8: 新規作成ページ編集画面
図 6.9: 新規作成ページ
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編集ページ
図 6.10: 編集ページ編集画面
図 6.11: 編集ページ
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記事更新処理プログラム
図 6.12: 記事更新処理プログラム編集画面
削除処理プログラム
図 6.13: 削除プログラム編集画面
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6.2.3 本研究での構築
本研究のテンプレートコレクションを使用した場合の開発の流れを説明する．
開発の流れ
1. ウィザード画面の起動
2. 初期設定 (新規作成ページの編集)
3. 初期設定 (一覧表示ページの編集)
4. プロジェクトの作成
ウィザード画面の起動
図 6.14: ウィザード画面
ツールバーにある \Yubyモード"ボタンをクリックし，Yubyのウィザード画面を起動
する．
ウィザード画面の作成したいアプリケーションの種類の中から，\webメモ帳"を選択
する．
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初期設定
次に，初期設定にて必要となる webページの編集を行う．
webメモ帳の場合，
 新規作成画面のページ編集 (各記事のレコードの数・名前の決定を兼ねる)
 一覧表示画面のページ編集 (一覧表示方法の決定を兼ねる)
これら 2つのページ編集を行うことになる．
概要説明
ウィザード画面で \webメモ帳"を選択すると，図 6.15の画面が表示される．
図 6.15: 初期設定画面 1
この画面では，これから作成する webメモ帳の概要の説明を行う．
\このアプリを作成"ボタンをクリックすると，次の画面に進む．
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新規作成ページの説明画面
次に，図 6.16の画面が表示される．
図 6.16: 初期設定画面 2
この画面では，これから編集する新規作成ページについて説明を行う．
\「新規作成ページ」の作成へ"ボタンをクリックすると，プロジェクト開発画面に新規
作成ページが展開される．
新規作成ページの編集
図 6.17: 新規作成ページ
プロジェクト開発画面において，新規作成ページの編集を行う (図 6.17)．
\保存"ボタンをクリックすると編集が終了する．
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一覧表示ページの説明画面
次に，Yubyページに図 6.18の画面が表示される．
図 6.18: 初期設定画面 3
この画面では，これから編集する一覧表示ページについて説明を行う．
\「一覧表示ページ」の作成へ"ボタンをクリックすると，プロジェクト開発画面に一覧
表示ページが展開される．
58
一覧表示ページの編集
図 6.19: 一覧表示ページ
プロジェクト開発画面において，新規作成ページの編集を行う (図 6.19)．
\保存"ボタンをクリックすると編集が終了する．
59
プロジェクトの作成
初期設定が終了し，webアプリケーションプロジェクトが自動生成される．自動生成さ
れた各モジュールはタスクバーのタスクに最小化された状態で生成される．
図 6.20: webメモ帳作成後の開発環境画面
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6.3 比較評価
6.3.1 MYuba単独と本研究
MYubaでwebメモ帳を作成するには，3つのページと 2つのプログラム，7つの遷移関
係を作成する必要がある．MYuba単独では，5つのモジュールを 1つ 1つ作成し，プログ
ラミングを行う．
\ゆばのプログラム"の部分はマウスを中心とした操作で書くことができるため，\プロ
グラミングを行うときの作業量"は少なくて済むが，複数のページと複数のプログラムが
互いに遷移関係を持つ構造を意識しながらアプリケーション開発をしていくため，\クリ
エイタが考慮すべき事項"という評価基準ではハードルが高い．
一方，本研究を使用した場合は \プログラミングを行うときの作業量"はもちろん，\ク
リエイタが考慮すべき事項"も少なくて済む．本研究が webアプリケーションの \全体の
枠組み"を提供するため，クリエイタは複雑な構造を意識することなく，個々のモジュー
ルのコードを生成することだけに集中できる．このため，\クリエイタが考慮すべき事項"
が少なくて済むのである．
以上の比較の結果，本研究がMYuba単独より，作業量的にも考慮量的にも少ない労力
でwebアプリケーションを開発できることを示すことができた．本研究によって \MYuba
のアプリケーション開発効率を上げる"ことができたと言えるだろう．
6.3.2 Ruby on Ralisと本研究
Ruby on Railsを使用した場合，コードとしてタイピングしたテキスト量の合計は 127
文字であった．また，コンソールにコマンドを入力していくことでアプリケーションの作
成を行ったが，コンソールにタイピングしたテキスト量の合計は 127文字であった．本研
究を使用した場合，プログラミング作業は 2つのページエディタの編集のみである．Ruby
on Railsのコードのテキスト量がさほど多くはないため，\プログラミングの作業量"の評
価基準では，本研究が大きく優れているとは言い難い．
\クリエイタが考慮すべき事項"だが，本研究もRuby on Railsを \Convention over Con-
gurarion"(COC, 設定より規約を重視)を採用し，クリエイタの迷いをなくし規約に従わ
せていくという設計を行っている．
しかし本研究は，\初心者クリエイタにとって扱いやすい"という，設計するにあたり貫
き通した利点が存在する．
具体的には，本研究がテンプレート構文を用意したテンプレートコレクションであるこ
と，アプリケーションのモジュール構造が不変であること，初期設定説明画面に初期設定
についての詳細な説明と画像を明記していること，などが挙げられる．
一方，Ruby on Railsはコンソールにコマンドを入力していくことでアプリケーション
を作成していくため，コンソール入力に慣れていない初心者クリエイタが戸惑う可能性が
ある．
また，本研究を適用させたMYubaはブラウザさえあれば使用できるため，開発環境を
インストールするなどの準備作業を行う必要がない．ソースコードの可読性に関しても，
目を通すべき範囲が小さく，プログラム全体，webアプリケーション全体を把握しやすい．
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MYubaにおける本研究による開発は，Ruby on Railsによる開発よりも \プログラミング
以外の作業量"，\わかりやすさ"の点で優れていると考えられる．
以上より，MYubaにおける本研究の開発は，Ruby on Railsを代表する一般的な web
アプリケーションフレームワークと比べ，初心者クリエイタにとって扱いやすいという意
味でより優れたソフトウェアであると言えるだろう．
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第7章 結論
本論では，ページ遷移・データフローモデルに基づいたビジュアルプログラミング言語
における webアプリケーションテンプレートコレクションの設計，開発を行った．
その結果，より少ない労力でwebアプリケーションを作成することができ，開発効率を
上げることに成功した．
さらに，適度に柔軟性を持たせたテンプレートコレクションの提供により，Ruby on
Railsを代表する一般的な webアプリケーションフレームワークと比べ，初心者クリエイ
タにとって扱いやすい開発支援ソフトウェアを設計することができた．
以上のことから，本研究の開発目的の 2つ目，3つ目である \元となるプログラミング
開発環境に初めて触る初心者クリエイタのハードルを下げる"ことと，本研究の利用を通
じて \初心者クリエイタにプログラミング開発環に慣れてもらう"ことを達成することが
できたと考えられる．
本研究がページ遷移・データフローモデルに基づいたビジュアルプログラミング言語に
おけるwebアプリケーション開発を容易にすることによって，ビジュアルプログラミング
言語の普及に役立ち，新たなるwebシステムのアイデアを実現するための敷居を下げるこ
とに貢献してくれることを期待したい．
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