Software engineering in der Universität by Ludewig, Jochen
SESAM: Software-Engineering-Simulation durch animierte Modelle (Teil 9, pp. 61-62) 61 
Tei19 
Software Engineering in der Universität 
Jochen Ludewig 
Dem Ingenieur ist nichts zu schwer, 
Er türmt die Böschung in die Luft, 
Er wühlt als Maulwurf in der Gruft, 
Kein Hindernis ist ihm zu groß, 
Er geht drauf los. 
Heinrich Seidel, 1842-1906 
Zusammenfassung 
Die Rolle derer, die in einer Universität das Fach 
Software Engineering vertreten, ist nach wie vor 
unklar und schwierig. Die Gründe liegen im Gebiet 
selbst, in der traditionellen Struktur der Hochschule, 
in der Erwartung der Umgebung und in der Praxis 
außerhalb der Universitäten. 
Infolgedessen muß ich als Hochschullehrer dieses 
Gebietes die Fragen nach Zielen, Grenzen, Maßstä-
ben und Erfolgskriterien immer wieder selbst stellen 
und beantworten. Das sind die Themen dieses Bei-
trags. Er knüpft an Überlegungen, die ich in meinen 
Antrittsvorlesungen in Zürich und Stuttgart entwik-
kelt hatte (Ludewig, 1986, 1989). 
1. Schwierigkeiten mit dem 
Begriff Software Engineering 
Laut IEEE Std. 610.12 (1990) (Standard Glossary of 
Software Engineering Terminology) ist 
software engineering 
(1) The application of a systematic, disciplined, 
quantifiable approach to the development, Ope-
ration, and maintenance of software; that is, the 
application of engineering to software. 
(2) The study of approaches as in (I). 
So nett diese Definition auf den ersten Blick aussieht, 
sie hilft uns kaum. Die darin enthaltene Wertung läßt 
erkennen, daß damit mehr ein Programm als eine 
Definition gemeint ist. Aber auch bei jedem anderen 
Versuch, den Begriff sinnvoll zu fassen, begegnen 
uns verschiedene Schwierigkeiten: 
(1) Das Problem des Software Engineerings fehlt. 
(2) Über den Zweck besteht kein Konsens. 
(3) Software Engineering ist ein riesiges Gebiet. 
(4) Software Engineering ist keine Disziplin, die 
klar von den anderen abgegrenzt werden kann 
(5) Software Engineering ist an der Hochschule 
kaum möglich, in der Praxis kaum üblich. 
1.1 Kein Problem, viele Probleme 
Das zentrale Problem des Software Engineerings 
ist, daß es im Software Engineering kein zentrales 
Problem gibt, sondern viele verfilzte Einzelpro-
bleme... (aus Ludewig, 1989) 
In den siebziger Jahren war es üblich, die Schwie-
rigkeiten mit der Software auf irgendeinen "offen-
sichtlichen" Mangel zurückzuführen, z.B. die falsche 
Programmiersprache oder das Fehlen einer formalen 
Spezifikation. Das war eine Form des Wunder-
glaubens, tatsächlich gibt es den einen Drachen nicht, 
dessen Tod uns erlöst. Die Hoffnung auf die Frei-
kugel (Brooks, 1987) setzt den Glauben an das Mon-
ster voraus. Wer mit Mücken kämpft, kann mit 
Freikugeln nichts anfangen. 
1.2 Ein Gebiet ohne klaren Zweck 
Auch der Zweck des Software Software Engineerings 
ist nicht klar; ich habe mich entschieden, als (ein-
zigen) Zweck die Kostenminimierung zu akzeptieren, 
aber ich rechne dabei nicht mit großer Zustimmung. 
1.3 Ein riesiges Gebiet 
Alles, was mit der Entwicklung oder Bearbeitung von 
Software zu tun hat, fällt in die Zuständigkeit des 
Software Engineerings; das ist viel. Darum kann 
jeder Einzelne nur einen Ausschnitt kennen und ver-
treten. Die Gemeinsamkeiten dieser Leute sind ent-
sprechend gering, wie die seit 1992 laufende Tagung 
"Software Engineering im Unterricht der Hochschu-
len" (Ludewig, Schneider, 1992) deutlich zeigt. Das 
"Arbeitsgebiet Software Engineering" ist eine 
Fiktion, so wie das "Heimatland Afrika" eine Fiktion 
wäre. 
1.4 Ein Gebiet in vielen Gebieten 
Baumstrukturen schaffen klare, disjunkte Subsyste-
me, in denen alles seinen bestimmten Platz hat. Auch 
Universitäten haben mit ihren Fakultäten, Instituten 
und Lehrstühlen eine Baumstruktur, und es ist prak-
tisch, daß diese Struktur weitgehend auch im fach-
lichen gilt. Das Software Engineering jedoch liegt 
quer: Wer ein Programm schreibt, betreibt (vielleicht, 
je nach Definition) Software Engineering, und was 
der Software-Ingenieur realisiert, gehört stets auch zu 
einem (anderen) Spezialgebiet der Informatik. 
Unser Arbeitsgebiet überlappt also mit allen ande-
ren Arbeitsgebieten, und jeder Informatik-Dozent 
unterrichtet Software Engineering, auf seine Art. 
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Wir haben damit das alte Dilemma derer, die amt-
lich ein populäres Thema vertreten (wie auch Pfarrer, 
Deutschlehrer, Berufsberater): Entweder wir haben 
die gleiche Position wie alle unsere nebenberuflichen 
Kollegen (dann wären wir überflüssig), oder wir 
haben eine besondere (dann stehen unsere Chancen, 
einen Effekt zu erzielen, schlecht). 
1.5 Software Engineering? Nein danke! 
Akzeptiert man, daß das Ziel des Software Enginee-
rings die Kostenminimierung ist, dann sind die 
Rahmenbedingungen an der Hochschule ungünstig. 
Denn die Studenten kennen zwar meist den Preis 
einer Speichererweiterung, aber nicht den Wert 
geistiger Arbeit. Was sie nicht bezahlt bekommen, 
kann nicht wertvoll sein. 
Aber auch die übrigen Angehörigen der Hoch-
schule, Mitarbeiter, Professoren und Verwaltung, 
denken nicht in Kosten. Wir haben Stellen (die sind 
gratis) und Mittel (meist überraschend gegen Jahres-
ende), aber keine Kosten. Die Universität ist in die-
sem Sinne das letzte Refugium des real existierenden 
Sozialismus. Wir schulen darum eine Denkweise, die 
die Kosten als Angelpunkt hat, unvermeidlich so, wie 
die Parteihochschule in Moskau vermutlich den 
Außenhandel geschult hat. 
Es ist daher naheliegend, den Blick hoffnungsvoll 
in die "freie Wirtschaft" zu richten. Was sehen wir? 
Fast überall guten Willen und sinnvolle Ansätze, aber 
keinen langen Atem, um die "offiziellen" Ziele auch 
im Auge zu behalten. Solange keine zusammenhän-
gende Kostenrechnung für Software auf dem Tisch 
liegt, wird es unmöglich sein, Änderungen vorzuneh-
men, die fastjeder für sinnvoll und rentabel hält. Bei-
spielsweise sollte der Aufwand in den frühen Phasen 
der Software-Entwicklung erhöht werden, damit die 
Wartung billiger wird. Was sich nicht im nächsten 
Quartalsabschluß vorteilhaft auswirkt und keinen 
simplen Effekt auf Kosten und Erträge hat, ist 
chancenlos. 
Die Trägheit der Software-Leute kommt hinzu, 
und kaum ein Management nimmt es auf sich, von 
ihnen hart zu fordern, was jeder Ingenieur selbst-
verständlich liefert, nämlich Resultate nach dem 
Stand der Technik, innerhalb der vorgesehenen Zeit 
und zu den vorher geschätzten Kosten. 
Darum können wir unseren Studenten und Mit-
arbeitern in der Praxis kaum Vorbilder zeigen: Die · 
Praxis ist nicht vorbildlich. Wer daran zweifelt, sollte 
den Versuch machen, dort vorbildliche Software oder 
Projekt-Dokumentationen als Anschauungsmaterial 
zu erhalten. Wir haben es mehrfach probiert und sind 
uns sicher: Das ist entgegen naheliegenden Vermu-
tungen kein Problern der Geheimhaltung. 
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2. Ziele und Grenzen 
Die vorstehende Diskussion zeigt, daß wir im Soft-
ware Engineering zunächst den Boden ebnen müssen, 
auf dem wir dann die eigentliche Arbeit leisten kön-
nen. Sie zeigt auch, daß wir, die Software-Enginee-
ring-Professionals, uns langfristig überflüssig machen 
sollten. Eine Ingenieur-Disziplin, die ihren Namen 
verdient, braucht keine Spezialisten zur Pflege des 
Ingenieur-Gedankens. 
Was können und sollen wir, solange wir noch 
nicht überflüssig sind, leisten? 
In der Forschung sollten wir versuchen, die 
Methoden und Mittel bereitzustellen, die eine ratio-
nale Bewertung der Methoden und Mittel in der 
Informatik unterstützen. Erst wenn wir in der Lage 
sind, den Wertzweier CASE-Tools sinnvoll zu ver-
gleichen, den Aufwand und Nutzen einer Neuimple-
mentierung dem der weiteren Wartung gegenüber-
zustellen, den Einfluß der Programmiersprache zu 
quantifizieren, dann haben wir die Grundlagen für ein 
rationales Software Engineering. Metriken, allgemei-
ner Bewertungsverfahren sind also nach meiner 
Einschätzung die Schlüsseltechnologie. 
In der Lehre sollten wir unsere Hörer darauf vor-
bereiten, ihnen wie auch immer glaubhaft machen, 
daß es ein Leben nach der (heutigen) Praxis gibt, daß 
man Software also auch ganz anders machen kann. 
Nach wie vor gilt mein Programm, eine SE-Guerilla 
auszubilden, die auch in einer dem Software Enginee-
ring feindlichen Umgebung überleben kann, ohne 
zum "Feind" überzulaufen. 
Und in der Hochschule selbst müssen wir weiter-
hin um unsere Kollegen als Verbündete werben und 
die Rolle spielen, die auch die Fachleute für Hygiene 
in den Universitätskliniken haben: Das besonders 
überzeugend tun, was alle tun sollten. 
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