






































































































































































2012; Tanaka et al., 2019）や無駄なコンテナの動きの










生成する理論は文献（Akama et al., 2006）にある．ま
た，正しい書き換えルールを自動生成することができ






































































つの Stack で構成されている Bay を表す．この Bay
のサイズを 6×4 と表す．図中の四角はコンテナを表
しその番号は船に積む順番を表す（⚐が最も早く船積




1）（4, 3）（4, 1）（2, 4）（2, 1）（0, 1）（3, 4）である．
この列は，⚙回のコンテナの移動を表す．例えば，先































































































節は，図⚓の解くべき Bay の初期状態と図 4(a）の並
べ替えが完了した状態をそれぞれ，以下の項で表して
いる．
解くべき Bay：((1(3 2))(2(5 4 1))(3(7 6)))







(equal *Moves((? ? ?)(? ? ?)(? ? ?)(? ? ?)





























(as(move *InitialBay *NewBay(*Move | *Moves))：
(decideOneMove *InitialBay *Move)(apply *Move
*InitialBay *NewBay)(length *Moves *numMoves)
(lowerBound *NewBay *LB)(<= *LB *numMoves))
に置き換える．ここで，lowerBound/2 は，第一引数
が Bay で第二引数はその LB を表す．lowerBound/2
を定義する節も追加する必要があるがここでは省略す
る．この lowerBound/2 で得られる LB が正確であれ
ばあるほど探索空間を削減することができる．精度の

















（Koike et al, 2005）で動作するプログラムでもある．
よってこの工程が終了した時点で，プログラムの実行
が可能である．理論的には，仕様 S は定義部 D とク
エリ部 Q で構成される（S＝D∪Q）．Q は，実行時に
入力された具体的な質問から作られる．自動生成され
た各書き換えルールは Q を Qʼ に書き換えたとき，そ
の宣言的意味を保存する(M(D∪Q)＝M(D∪Qʼ))．
ここで，M(S）は仕様 S によって決まる解集合である．





















（a）(7 3 2) (3 1 3) (2 1 3) (7 2 1) (5 2 1) (4 2 1)




の Bay の状態を表している．上の手順（a）から，図 4
(a）の Bay が，手順（b）から図 4(b）の Bay がそれぞ
れ得られた．
プログラムを構成する書き換えルールについて説明













部が続く．Cond は Condition を意味し，Head だけで
は表現できないルールの適用条件を記述する．Cond
部は省略できる．Cond 部の後に Body 部が続く．
ルールは Body 部を⚑つ以上持つ．ルールの適用時に
Body 部の数だけ節が複製され，それぞれの Body に
従って節の書き換えが起こる．これによって複数の解
がある場合に対応できるので解の完全性を保証でき
る．Body 部は exec 部と置き換え部からなる．exec
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Frequent revision of program specifications can occur in software development to solve problems
of which well-established solutions have yet to be found. This paper proposes a framework for
software development to efficiently enumerate optimal solutions to combinatorial optimization
problems; the framework copes with the frequent specification changes. A peculiarity of this study is
that we represent each program component as a correct rewriting rule, which is generated from a
specification and accumulates in a program. The peculiarity enables us to manage both efficiency and
correctness of a program. This paper demonstrates a software development process to efficiently
enumerate optimal solutions to a container pre-marshalling problem as an application example of the
framework.
Keywords: Combinatorial Optimization, Container Pre-Marshalling Problem, Enumeration, Logistics,
Software Framework.
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