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Radboud University Nijmegen, The Netherlands 
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A b s tr a c t .  Although com puter systems penetrate  all facets of society, 
the software running those systems may contain many errors. Producing 
high quality software appears to  be difficult and very expensive. Even 
determ ining the quality of software is not easy. Testing is by far the most 
used way to  estim ate the quality of software. Testing itself is not easy 
and tim e consuming.
In order to  reduce the costs and increase the quality and speed of testing, 
testing should be autom ated itself. An autom atical specification based 
test tool generates test data, executes the associated tests, and makes a 
fully autom atically verdict based on a formal specification. Advantages 
of this approach are th a t one specifies properties instead of instances of 
these properties, test d a ta  are derived autom atically instead of manually, 
the tests performed are always up to  date with the current specification, 
and autom atic testing is fast and accurate.
We will show th a t functions in a functional program m ing language can 
be used very well to  model properties. One branch of the autom atic 
test system C a s t  handles logical properties relating function argum ents 
and results of a  single function call. The other branch of C a s t  handles 
specifications of systems with an internal state.
1 Introdu ction
T esting  is still by  fa r th e  m ost used m e th o d  to  ju d g e  th e  q uality  o f softw are. 
H u m an  te s tin g  of softw are is e rro r-p rone , dull, an d  expensive. S ystem s are b e­
com ing la rger an d  m ore com plex, an d  hence h a rd e r  to  te s t. M oreover, th e  tim e 
to  m a rk e t shou ld  be reduced , w hich lim its  th e  tim e  for te s tin g . H ence, m any  
approaches to  a u to m atic  softw are te s tin g  are p roposed  an d  used.
M ost te s t  system s execute a  fixed nu m b er of h u m an  specified te s ts . T hese 
specified te s ts  are specified e ith e r  in  code, as in  JU in t [1], or by  a  c a p tu re  an d  
p layback  too l. W e focus on au to m atic  te s t  system s th a t  g enera te  te s t cases based  
on a  form al specification , e.g. [2]. In s te a d  of specify ing a  fixed nu m b er of fixed 
values an d  th e  ex p ected  response, one specifies a  re la tio n  betw een  in p u t an d  
o u tp u t th a t  holds for all argum en ts. A p a r t from  g en e ra tin g  th e  te s t  cases, th e  
te s t system  also execu tes th e  te s ts , an d  m akes a  verd ic t based  on th e  te s t  resu lts.
A dvan tages of g en e ra tin g  te s t  cases from  th e  specification  are th a t  a  change of 
specification  does n o t inva lida te  th e  te s t  sc rip t: i t  is g en e ra ted  from  th e  u p d a te d
specification . Increasing  th e  nu m b er of te s ts  in  o rd er to  im prove th e  confidence 
ju s t  requires th e  change of a  p a ram ete r.
In  [3-6] i t  is show n th a t  a  functional p rog ram m ing  language, as used  by th e  
te s t to o l C a s t , is an  excellent carrie r for th e  form al specifications needed. G a s t  
is able to  hand le  tw o k in d  of specifications: logical p ro p ertie s  a b o u t a  (com bi­
n a tio n  of) functions, an d  specifications of reactive  system s by E x te n d ed  S ta te  
M achines, ESM s. T h e  reactive  system s are specified by a, p o te n tia l in fin ite  an d  
n o n d eterm in is tic , s ta te  tr a n s itio n  function . T hose specifications can  be p a rtia l.
T h e  q u a lity  of th e  te s t  is d ep en d en t on  th e  q uality  o f th e  specification . O bvi­
ously, aspec ts  th a t  are n o t specified can n o t be te s te d  by a  sy stem  th a t  genera tes 
te s ts  based  on  th e  specification . E xperience shows th a t  w riting  form al specifica­
tio n s is a  very  useful ac tiv ity  on its  own. M ost inaccuracies an d  m isconceptions 
in  th e  req u irem en ts  are discovered du rin g  th e  co n s tru c tio n  of th e  specification .
N evertheless, experience show s th a t  a  significant num ber of issues ra ised  d u r­
ing te s tin g  is caused  by inaccuracies in  th e  specification . A b e t te r  specification  
increases th e  speed  of te s tin g  th e  p ro d u c t an d  im proves th e  value of th e  te s t 
resu lts . O ne can  v a lid a te  th e  specification  to  see if i t  ca p tu res  th e  in fo rm al re­
qu irem en ts correctly . T h is  is a  h u m an  a c tiv ity  th a t  can  be su p p o rte d  by tools. 
O n th e  o th e r  h a n d  one can  also verify th e  consistency  of th e  form al specification . 
T h is  is u sua lly  done by  in spections, o r by verifying p ro p ertie s  o f th e  form al spec­
ification  using  a  m odel checker or th eo rem  prover. E specia lly  for specifications 
th a t  are  heav ily  d a ta  d ep en d en t, m odel checkers have tro u b le s  w ith  au to m a tic  
verification.
In  th is  p ap e r we show  th a t  consistency  p ro p ertie s  of E SM -specifications can 
also be te s te d  fully  au to m a tica lly  using  th e  o th e r  b ran c h  of ou r te s t  to o l C a s t . 
A dvan tages of th is  lightw eight an d  effective m e th o d  to  im prove th e  q u a lity  of 
specifications are th a t  it does n o t requ ire  th e  tran sfo rm a tio n  of specifications, 
erro rs are re p o rte d  in  te rm s  of th e  orig inal m odel, an d  la s t-b u t-n o t-le a s t i t  w orks 
also very  well for m odels th a t  s tro n g ly  d ep en d en t on  so p h is tica ted  d a ta  types. 
T h e  lim ita tio n  is th a t  th e  te s t  resu lts  are u sua lly  w eaker th a n  th e  resu lts  of a 
com plete form al verification  (if i t  is possible).
T h e  te s tin g  of ind iv idual functions is d iscussed in  section  2. T h e  specification  
an d  te s tin g  of reactive  system s in  th e  n ex t section. T h e  te s tin g  of specifications 
in  o rder to  verify  th e ir  quality , in  discussed in  section  4. F inally , we will discuss 
re la ted  w ork an d  d raw  conclusions.
2 T esting Functions
T h e re la tio n  betw een  in p u t an d  o u tp u t o f a  single fu n ctio n  can  be conveniently  
specified in  p red ica te  logic. As an  exam ple  we consider a  function  th a t  tak es  a 
s tr in g  an d  a  ch a rac te r as arg u m en t an d  yields a  so rted  list o f th e  indices for 
all occurrences of th e  given ch a rac te r in  th e  s trin g , e.g. in d ices (” A  te s t”,' t')  
shou ld  y ield th e  lis t [2,5]. W e can  specify th e  resu lt of th is  function  in  a t  least 
tw o ways: we can  give a  reference im p lem en ta tio n  (p e rh ap s very  inefficient, b u t 
obvious co rrec t), or we can  s ta te  a  p ro p e r ty  a b o u t th e  resu ltin g  lis t on indices.
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S p e c i f i c a t io n  T h e  dec la ra tive  specification  gives a  p ro p e r ty  of all indices in  th e  
sequence y ield  by in d ices :
s £  S tr in g , c £  C h a r , i £  0 . .# s  — 1 •  isM em ber(i, in d ic es (s ,c ))  s[i] =  c
T h e  function  isM em ber  checks if th e  elem ent occurs in  a  lis t, an d  # s  is th e  
len g th  of th e  s tr in g  s. T h e  cha rac te rs  are  n um bered  from  0 to  # s  — 1 in  s[i] 
w hich in d ica tes  s tr in g  subscrip tion .
T h is  p ro p e r ty  s ta te s  th a t  an  index  i is p a r t  o f th e  resu lt of in d ices (c, s) if 
an d  only  if s[i] =  c. T h e  un iversa l quan tifiers  over c an d  s are o ften  o m itted , as 
is usua l in  logic.
E very  logical p ro p e r ty  is tran sfo rm ed  to  a  function . T h e  nam e of th e  function  
is used  as reference to  th e  p roperty . T h e  fu nction  a rg u m en ts  are in te rp re te d  as 
un iversa l quantifiers. C a s t  provides a  com plete  set o f logical o p e ra to rs  including  
V, 3, V, A, —, ^  an d  . T h e  p ro p e r ty  s ta te  above is expressed  in  C l e a n  as:
p ro p In d ices  ::  S tr in g  Char ^  P roperty  
p ro p In d ices  s c  =  p F or [0 . . s i z e  s - 1 ] 
where p i  =  isMember i  ( in d ic e s  s c ) ( s . [ i  ] == c)
T h e  o p e ra to rs  For an d  in  th is  fu nction  defin ition  is p rov ided  by  th e  G a s t ­
library . In  th is  s itu a tio n  it  is safe to  rep lace by th e  eq u a lity  ==. For im ple­
m e n ta tio n  reasons th e  resu lt of a  specify ing fu n ctio n  is P ro p e rty  in s tea d  of Bool, 
if th e  specification  con ta in s a  te s t  o p e ra to r  like ^ ^ .
N ote  th a t  th is  specification  does n o t specify th a t  th e  resu ltin g  lis t oug h t to  be 
so rted , e.a. a  function  th a t  yields [5, 2] as resu lt to  in d ices(” A  te s t” ,' t ')  also obeys 
th is  p ro p e r ty  (an d  hence passes th e  te s t) . T h is  is n o t a  fu n d am en ta l p rob lem , in  
fact it is a  fea tu re : in  p rac tise  we usually  w ork w ith  p a r tia l specifications, ra th e r  
th a n  com plete specifications. Specifying th a t  th e  indices shou ld  be increasing  
can  look like:
p ro p ln c rea s in g  :: S tr in g  Char ^  Bool 
p ro p ln c rea s in g  s c  =  in c re a s in g  ( in d ic e s  s c)
in c re a s in g  [x ,y : r ] =  x < y && in c re a s in g  [y : r ] 
in c re a s in g  o th e r  =  True
R e f e r e n c e  i m p l e m e n ta t i o n  U sing a  reference im p lem en ta tio n  th e  function  
indices  can  be specified in  C l e a n  as:
p rop Ind ices2  ::  S tr in g  Char ^  Bool
p rop Ind ices2  s c  =  in d ic e s  s c == [i  \ \  i  ^  [0 . . s i z e  s - 1 ] | s . [i ] == c ]
In  th is  function  th e  reference im p lem en ta tio n  is s ta te d  as th e  lis t com prehen­
sion [i \ \ i  ^  [0 . . s iz e  s-1  ] | s . [i ] == c ], th is  are all num bers i  betw een  0 an d  
s iz e  s-1  w here elem ent i  o f s tr in g  s is equal to  th e  given ch a rac te r c.
In v o k in g  t e s t s  T h e  first p ro p e r ty  can  be te s te d  by  ev a lu a tin g  th e  expression 
t e s t  p ro p In d ices , e.g.:
S ta r t  =  t e s t  1000 p ro p In d ices
3
T h is  will cause th e  eva lua tion  of th e  function  p ro p In d ices  for a t  m ost 1000 
(th e  s ta n d a rd  nu m b er of te s ts )  values. In  th is  te s t th e  function  in d ic e s  is th e  
Im p lem en ta tio n  U nder T est, IU T , all o th e r  p a r ts  o f th e  language are expected  
to  w ork correctly.
P a r t i a l  f u n c t io n s  M any function  used  in  p ro g ram m in g  are p a r tia l functions, 
th e y  w ork co rrec tly  for a  p a r t  o f th e  in p u t dom ain. F or exam ple  th e  square  ro o t 
function  w orks only  for non-negative  rea l num bers an d  th e  fac to ria l function  
w orks only  for non-negative  in teger values. F rom  th e  o u ts ide  it is n o t visible 
th a t  th ese  functions are p a r tia l functions, hence th e  te s t  system  is n o t able to  
lim it th e  te s t  d a ta  a u to m atica lly  to  th e  p a r t  of th e  in p u t ty p e  w here th e  function  
is defined.
G a s t  provides tw o ways to  cope p a r tia l functions. In  logic p ro p ertie s  of 
p a r tia l functions include u sually  an  im plica tion  o p e ra to r  re s tr ic tin g  th e  ac tu a l 
p ro p e rty  to  in p u t values th a t  shou ld  behave as requested , e.g. Vx <G R .x  > 0 ^  
(a/ * ) 2 =  x . In  G a s t  we can  d irec tly  express th is:
p ropS qrt :: Real ^  Bool
p ropS qrt x =  x >0 ^  l e t  y =  s q r t  x in  y*y == x
As an  experienced  p ro g ram m er m ay expect, G a s t  finds coun terexam ples very 
quickly due to  ro u n d in g  erro rs. A b e t te r  specification  s ta te s  th a t  th e  difference 
(^ /x ) 2 an d  x  shou ld  be less th a n  som e sm all nu m b er ó:
propSqrt2  :: Real ^  P roperty
propSqrt2  x =  x >0 .0  = ^  l e t  y =  s q r t  x in  y*y -  x < d e l ta  
where d e l ta  =  1E-10
T h e o th e r  w ay to  cope w ith  p a r tia l functions is to  lim it th e  te s t  d a ta  explicit to  
allowed in p u ts . F or o u r square  ro o t exam ple th is  can  be:
propSqrt3  :: Real ^  Bool
propSqrt3  x =  l e t  y =  s q r t  x in  y*y -  x < d e l ta  
where d e l ta  =  1E-10
S ta r t  =  t e s t  (p ropSqrt3  F or [0 .0 , 0.123456789 . .  ])
O f course lim iting  th e  te s t  d a ta  to  allowed in p u ts  is m ore efficient in  te rm s  
of ac tu a l te s ts  done. For th e  ac tu a l te s tin g  re jec ting  te s t  d a ta  (an d  g enera ting  
th em ) is a  w aste o f tim e.
2 .1  T h e  t e s t  a l g o r i t h m
T h e IU T  passes th e  te s t  if  th e  p ro p e r ty  ho lds for all g en e ra ted  arg u m en ts , i.e. it 
eva lua tes to  True. T h e  p ro p e r ty  does n o t ho ld  if a  coun terexam ple  is found.
For a  p ro p e r ty  p ro p  w ith  one un iversa l quan tified  variab le, th a t  is a  function  
w ith  one a rg u m en t, th e  te s t  a lg o rith m  is given by  testLogical. T h e  function  
takes th e  lis t o f all possib le te s t  d a ta  an d  th e  nu m b er of te s t  to  be done as 
a rgum en t. If  th e  nu m b er of te s ts  to  be done is 0, th e  p ro p e r ty  passes th e  te s t. 
O therw ise , th e  p ro p e rty  is ev a lu a ted  for th e  first te s t value t .  If  th is  te s t  succeeds,
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evalua tes to  True, te s tin g  continues w ith  th e  re s t o f th e  te s t  values. O therw ise 
a  coun terexam ple  is found , an d  th e  te s t  yields fail. T h e  ac tu a l im p lem en ta tio n  
shows also th e  te s t  value th a t  is th e  coun terexam ple .
testLogical ([t : ts ] ,n )  =  i f  n  =  0
t h e n  pass 
e ls e  i f  prop(t)
t h e n  testLogical (t s , n  — 1) 
e ls e  fail
testLogical ([ ], n) =  proof
T h e  list of te s t  values is p rov ided  by th e  o p e ra to r  For, or g en e ra ted  by  th e  func­
tio n  ggen discussed below. For p ro p ertie s  w ith  m ore th a n  one un iversa l quan tified  
variab le th e  te s t  a lgo rithm  tr ie s  every  com bination  in  a  fair o rder: In s te a d  of com ­
b in ing  th e  first value of th e  first arg u m en t w ith  all possib le values for th e  second 
arg u m en t before looking a t  th e  second value for th e  first a rg u m en t, th e  values 
a re com bined  in  an  in te rleaved  way. F or a  2 -argum en t fu n ctio n  f  , th e  sy stem  
genera tes tw o sequences of arg u m en ts , call th e m  [a, b, c , ..] an d  [u, v , w , ..] respec­
tively. T h e  desired  o rder o f te s ts  is f  a u ,  f  a v ,  f  b u , f  a w , f  b v , f  c u , .. ra th e r  
th a n  f  a u ,  f  a v ,  f  a w , .., f  b u , f  b v , f  b w , ...
2 .2  I m p l e m e n t a t i o n  o f  t h e  t e s t  s y s t e m
T h e p ro p ertie s  to  b e  te s te d  are functions w ith  a  variab le  nu m b er of arg u m en ts , 
th e  un iversa l quan tified  variables. T h e  resu lt is e ith e r a  B oolean  or an  elem ent 
of th e  ty p e  Prop in tro d u ced  above. W e in tro d u ce  th e  class T es tab le  in  o rd er to  
create  a  fu n ctio n  th a t  ea ts  all k inds of every th ing  as an  argum en t.
c la s s  T es tab le  a where e v a lu a te  : : a  RandomStream Admin ^  [Admin]
T h e  ran d o m  s trea m  is a  lis t o f pseudo  ran d o m  num bers used  in  th e  selection  of 
te s t d a ta . T h e  ty p e  Admin is used  to  record  in fo rm atio n  of th e  cu rren t te s t. In  
th e o ry  it  w ould be sufficient to  y ield a  B oolean  resu lt in d ica tin g  if th e  te s t  was 
successful o r no t. In  p rac tice  we also w an t to  record  som e in fo rm atio n  a b o u t 
th e  te s ts  done. F or in stan ce , we do n o t only  w an t to  know  th a t  th e re  exists 
a  coun terexam ple , b u t also th e  value of th e  un iversa l quan tified  variab les for 
th is  coun terexam ple . T h is  in fo rm atio n  is s to red  in  th e  record  Admin. T h e  list of 
admin’s th a t  is th e  resu lt of th e  function  ev a lu a te  con tain s one record  for each 
te s t perform ed. A n ad d itio n a l function  is used to  com bine th e  resu lts  o f th e  first 
N  te s ts .
T h e  in stan ce  of ev a lu a te  for B ooleans is very  easy. T h ere  is only  one elem ent 
in  th e  lis t of resu lts . If  th e  B oolean  is True th e  p ro p e r ty  ho lds (ok), o therw ise  a 
coun terexam ple  (ce) is found.
in s ta n c e  T estab le  Bool 
where
ev a lu a te  b r s  admin
=  [{admin & r e s  =  i f  b OK CE, arg s  =  re v e rse  r e s u l t .a r g s } ]
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A function  a— as a rg u m en t o f ev a lu a te  im plies th a t  we to  te s t  a  logical expression 
con tain ing  a  un iversa l quan tified  variab le of ty p e  a. W e can  te s t th is  expression 
if a is a  valid  te s t  arg u m en t, an d  we can  te s t  th in g s  of ty p e  b. A ty p e  a is a 
valid  te s t  a rg u m en t if elem ents o f th is  ty p e  can  b e  tran sfo rm ed  to  s tr in g s by 
genShow{*}, an d  g en e ra ted  by  ggen{|^}.
c la s s  TestArg a | genShow{|*} , ggen{|*|} a
in s ta n c e  T estab le  ( a - b ) | T estab le  b & TestArg a 
where
ev a lu a te  f  r s  r e s u l t  
$ ( r s , r s 2 ) =  s p l i t  r s
=  fo rA ll f  (g en e ra teA ll r s ) rs2  r e s u l t
For th e  im p lem en ta tio n  of logical o p e ra to rs  i t  is a  lit tle  inconvenien t th a t  th e  
class T es tab le  ea ts  a lm ost each function . T h e  ty p e  P ro p erty  is m erely  used  to  
s to p  th e  class T estab le  from  ev a lu a tin g  a  function  as a  logical expression. In  
o rder to  b e  able to  continue th e  eva lua tion  of such an  expression  we ju s t  have 
to  rem ove th e  co n s tru c to r  Prop.
::  P ro p erty  =  Prop (RandomStream Admin — [Admin]) 
in s ta n c e  T estab le  P ro p erty
where e v a lu a te  ( Prop p) r s  r e s u l t  =  p r s  r e s u l t
T h e  o p e ra to r  F or th a t  can  be used to  supp ly  a  lis t of te s t  d a ta  th a t  is to  b e  used 
in s tea d  of th e  te s t  d a ta  g en e ra ted  by C a s t  is defined as:
(For) in f ix l  0 :: ! (x -p ) ! [x ] — P ro p erty  | T estab le  p & TestArg x 
(For) p l i s t  =  Prop ( fo rA ll p l i s t )
T h e  logical im p lica tion  o p e ra to r, ^ ,  is used for a rg u m en t selection. If  its  left- 
h an d  a rg u m en t eva lua tes to  F a lse , th is  te s t  case is rejected : it is n e ith e r a  success 
nor a  counterexam ple .
c la s s  ( = ^ )  in f ix r  1 b ::  b p  — P ro p erty  | T estab le  p
in s ta n c e  = ^  Bool 
where
( = ^ )  c p
| c =  Prop ( ev a lu a te  p)
=  Prop (Ars r  =  [{r  & r e s  =  Rej }])
A sim ilar in stan ce  of = ^  ex ists for P roperty .
2 .3  G e n e r a t i n g  t e s t  d a t a
T est d a ta  are g en e ra ted  by th e  gen eric1 [12] fu n ctio n  ggen. C a s t  con ta in s in ­
s tances  of th e  function  ggen for all basic ty p es. B y deriv ing  an  in stan ce  for a  user
1 To avoid confusion with generic program m ing in object oriented languages this is 
also called polytypical programming. Generic programming in the OO-spirit is called 
polymorphic programming in functional programming.
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defined ty p e , all in stan ces of th is  ty p e  are en u m era te d  in  a  pseudo  ran d o m  order 
w ith  a  very  s tro n g  sm all to  large b ias. T h e  basic  id ea  is th a t  generic p ro g ram ­
m ing  provides an  un iversa l tree  rep re se n ta tio n  of a rb itra ry  d a ta  ty p es. T h e  te s t 
d a ta  are o b ta in ed  by a  b rea d th -f irs t trav e rsa l o f th e  tre e  of all possib le in stances 
of th e  ty p e .
For an  ind iv idual te s t  i t  is possib le to  dev ia te  from  th e  a rg u m en ts  by  ggen. For 
in stance , if we w an t to  te s t  th e  function  indices  only  for th e  s tr in g s "H ello w orld !" 
an d  "A t e s t " ,  we eva lua te  th e  expression:
t e s t  (p ro p In d ices  F or [ "H ello W orld!","A t e s t " ])
U sing th e  given s trin g s in  all s itu a tio n s  w here C a s t  needs to  qu an tify  over 
s tr in g s is o b ta in ed  by  defining an  in stan ce  of ggen for th e  ty p e  S tr in g  like:
ggen{|String} x y =  [ "H ello World!" ,"A te s t "  ]
T h e  a rg u m en ts  x an d  y can  be used  to  vary  th e  o rder o f th e  g en e ra ted  elem ents.
T h e  generic fu nction  ggen an d  th e  o p e ra to r  F or y ield pow erful an d  flexible 
g enera tion  of te s t d a ta . T h e  ab ility  to  com bine logical o p e ra to rs  w ith  th e  concise 
h igh  level co m p u ta tio n s  of a  functional language an d  th e  flexible au to m a tic  te s t  
d a ta  genera tion , m akes C a s t  a  very  pow erful to o l for te s tin g  functions over 
com plex d a ta  types.
G e n e r i c  t e s t  d a t a  g e n e r a t i o n  O ne of th e  d istingu ish ing  fea tu res of C a s t  is 
th a t  it is able to  g enera te  te s t  d a ta  in  a  sy stem a tic  way. T h is  g u aran tees  th a t  
te s t are  never rep e a te d , w hich is useless in  a  referen tia l tra n sp a re n t language 
like C l e a n . For fin ite d a ta  ty p e s  it is even possib le to  prove p ro p ertie s  using a 
te s t system : a  p ro p ertie s  is proven  if it holds for all elem ents o f th e  fin ite  d a ta  
type .
T h e  generic fu n ctio n  gen genera tes th e  lazy  list o f all values of a  ty p e  by 
g en e ra tin g  all re levan t generic rep resen ta tio n s  [1 2 ] o f th e  m em bers o f th a t  ty p e .
g e n e ric  gen a :: [ a ]
For th e  ty p e  UINT th e re  is only  one posib ility : th e  co n s tru c to r  UNIT. 
gen{UNIT} =  [UNIT]
For a  PAIR we com bine th e  lis ts o f values g en e ra ted  by f  an d  g in  all possib le 
ways. W e use th e  lib ra ry  function  d ia g 2 ra th e r  th a n  a  lis t-com prehension  like 
[P a ir  a  b A a ^ f , b^g] in  o rd er to  o b ta in  th e  req u ired  fair o rder.
gen{PAIR} f  g =  map (A (a,b)=PAIR a b ) (diag2 f  g)
For th e  choice in  th e  ty p e  EITHER we use an  ad d itio n a l B oolean  a rg u m en t to  
m erge th e  elem ents in  a  nice in te rleaved  way. T h e  defin ition  of th e  function  
Merge is som ew hat tr ick y  in  o rd er to  avoid th a t  i t  becom es s tr ic t in  in  its  list 
elem ents.
gen{EITHER} f  g =  Merge True f  g 
where
Merge :: !Bool [a ] [b ] — [EITHER a b ]
Merge l e f t  as bs
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| l e f t
=  case  as o f
[] =  map RIGHT bs
[a : a s ] =  [LEFT a: Merge (no t l e f t ) as b s ]
=  case  bs o f
[] =  map LEFT as
[b :b s ] =  [RIGHT b: Merge (n o t l e f t ) as b s ]
In  o rder to  le t th is  m erge a lg o rith m  te rm in a te  for recursive d a ta  ty p e s  we assum e 
th a t  th e  non  recursive case (like N il for lis ts, Leaf for trees) is lis ted  first in  th e  
ty p e  defin ition . U sing som e insigh t know ledge of th e  generic rep rese n ta tio n  of 
allow us to  m ake th e  rig h t in itia l choice in  gen {EITHER}. In  p rincip le th e  generic 
rep rese n ta tio n  con tains sufficient in fo rm atio n  to  find th e  te rm in a tin g  co n s tru c to r  
dynam ically , b u t th is  is m ore expensive an d  does n o t ad d  any  ad d itio n a l power.
F in a lly  we have to  prov ide in stances of gen for th e  basic  ty p e s  of C l e a n . 
Som e exam ples are:
gen{|Int|} =  [0 : [i  \ \  n—[1 ..m a x in t] , is—[n ]]] 
gen{Bool|} =  [ F a ls e , True ]
gen{Char|} =  map toC har [32 ..126] ++ [ ’AtAnAr’ ]
gen{|String|} =  map to S tr in g  l i s t s
where
l i s t s  :: [[Char]] 
l i s t s  =  gen{|*}
T h e ac tu a l a lgo rithm  used  in  C a s t  is sligh tly  m ore com plicated . I t  uses a  s tream  
of pseudo  ran d o m  num bers to  m ake sm all p e r tu rb a tio n s  to  th e  o rder o f elem ents 
genera ted . B asically  th e  choice betw een  L eft an d  R ight in  ggen{Either} becom es 
a  pseudo  ran d o m  one in s tea d  of
3 T esting R eactive  System s
A reac tive  sy stem  h as an  in te rn a l s ta te  th a t  can  be changed  by in p u ts  an d  is 
p reserved  betw een  th e  in p u ts . T h is  im plies th a t  th e  reac tio n  on th e  cu rren t in p u t 
can  d epend  on prev ious in p u ts . E .g . th e  system  gets a  nu m b er as in p u t an d  th e  
response is th e  nu m b er of in p u ts  seen. T h e  reactive  system s th a t  are discussed 
here can  be non d eterm in is tic . D uring  th e  te s ts  we look only  a t  th e  in p u ts  an d  
responses of th e  reactive  system , th e  in te rn a l s ta te  is n o t know n. T h is  is called 
B lack Box T esting , B B T .
T h e  reactive  sy stem  te s te d  is th e  Im p lem en ta tio n  U nder T est, IU T . Since th e  
s ta te  o f th e  IU T  is h idden , s ta tin g  p ro p ertie s  re la tin g  in p u t, o u tp u t an d  s ta te  
is n o t feasible. To circum vent th is  p rob lem  we specify reactive  system s by an  
ex ten d ed  s ta te  m achine an d  requ ire  th a t  th e  observed  behav io r o f th e  IU T  is 
conform  to  th is  specification .
F rom  F in ite  S ta te  M achines, FSM s, we in h e rit th e  synchronous b ehav io r of 
system s. E ach  in p u t yields a, possib le em pty , sequence of o u tp u ts . A fter p ro d u c ­
ing th is  sequence of o u tp u ts  th e  system  becom es quiescent; i t  w aits for a  new
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in p u t. A m ong o th e r  advan tages th is  yields a  convenient n o tio n  of no  o u tp u t: th e  
em p ty  sequence. W e ex ten d  th e  F SM  m odel in  several d irections:
— T h e  s ta te , in p u t an d  o u tp u t can  be of any (recursive) d a ta  ty p e . T h is  includes 
also in fin ite  d a ta  ty p e s  an d  p ara m ete rize d  d a ta  ty p es. H ence, we have a  s ta te  
m achine ra th e r  th a n  a  fin i te  s ta te  m achine. A m achine specification  having  
p ara m ete rize d  d a ta  ty p e s  is also know n as an  extended  s ta te  m achine.
— I t  is n o t req u ired  th a t  th e  specification  or im p lem en ta tio n  of th e  s ta te  m a­
chine is d e term in is tic .
3 .1  E x t e n d e d  S t a t e  M a c h in e s
A n E x te n d ed  S ta te  M achine, ESM , as used  by C a s t  consists of s ta te s  w ith  
labelled  tra n s itio n s  betw een  th em . A tra n s itio n  is of th e  form  s —° > t , w here s , t  
are  s ta te s , i is an  in p u t w hich trig g ers  th e  tra n s itio n , an d  o is a, possib ly  em pty, 
lis t o f o u tp u ts . A tra n s itio n  s ——^  t  is fo rm alized  as a  tu p le  ( s , i , t ,  o). A re la tio n  
based  specification  Sr is a  se t o f th ese  tup les: Sr C S  x  I  x  S  x  [O]. W here  S  
is th e  ty p e  of s ta te s , I  is th e  ty p e  of in p u ts , an d  O  is th e  ty p e  of o u tp u ts . We 
use [O] in  th e  tra n s itio n s  to  in d ica te  a  sequence of elem ents of ty p e  O. I t  is n o t 
requ ired  th a t  all th ese  ty p e s  are d ifferent. Specifications can  be p a rtia l: n o t for 
every s <G S  an d  i <G I  th e re  m u st be a  tu p le  in  Sr specify ing th e  new  s ta te  
an d  th e  o u tp u t. A specification  is to ta l if  it is n o t p a rtia l. If  a  specification  is 
n o n d e term in is tic  th e re  are s <G S  an d  i <G I  w ith  m ore th a n  one tu p le  in  Sr .
In  p rac tise  it is u sua lly  m ore convenient to  have a  specify ing function  in s tead  
of a  tr a n s itio n  re la tio n . T h e  tra n s itio n  fu nction  tak es  th e  cu rren t s ta te  an d  in p u t 
as a rg u m en t an d  p roduces th e  se t o f all specified tu p le s  of ta rg e t s ta te  an d  o u tp u t 
sequence. T h e  tra n s itio n  fu nction  is defined by  S f ( s ,i )  =  { ( t ,o ) |( s , i , t ,o )  <G Sr }. 
T h e  ty p e  of th is  function  is: S ta te  x In p u t  ^  IP (S ta te  x [Output]). H ere we 
used  P ( X ) as n o ta tio n  for a  se t of elem ents o f ty p e  X . T ra n sitio n  s ——^  t  is 
equ ivalen t to  ( t,o )  <G S f ( s , i ) .  A specification  is partia l if for som e s ta te  s and  
in p u t i, S f ( s ,i )  =  0. A specification  is determ in is tic  if for all s ta te s  an d  in p u ts  
th e  size of th e  se t o f ta rg e ts  con tains a t  m ost one elem ent: #  S f ( s ,i )  <  1.
A tra c e  a  is a  sequence of in p u ts  an d  associa ted  o u tp u ts  from  th e  given s ta te . 
A tra c e  is defined inductively : th e  em p ty  tra c e  connects a  s ta te  to  itself: s = >  s. 
W e can  com bine a  tra c e  s = >  t  an d  a  tra n s itio n  t  ——^  u , to  th e  tra c e  s === > u. 
A n in p u t trace con ta ins only  th e  in p u t elem ents of a  trace .
W e define s ——^  =  3 t.s  ——^  t  an d  s = >  =  3 t.s  = >  t. All trac es  from  a 
given s ta te  are defined as: traces(s) =  { a |s  =>>}.
T h e  in p u ts  allow ed in  som e s ta te  are  given by  in i t (s) =  { i|3 o .s  —°> }. T h e  
s ta te s  a fte r app ly ing  tra c e  a  in  s ta te  s are  given by  s after a  =  { t|s  = >  t} . We 
overload traces , in i t , an d  after for se ts  of s ta te s  in s tea d  of a  single s ta te  by  ta k in g  
th e  un ion  of th e  n o tio n  for th e  m em bers o f th e  se t. W h en  th e  tra n s itio n  function , 
S f , to  be used  is n o t clear from  th e  con tex t, we will ad d  it as subscrip t.
W e will often  iden tify  a  m achine w ith  its  tra n s itio n  function . H owever, a 
com plete descrip tion  also de term ines th e  in itia l s ta te  s0.
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E x a m p le s  As illu s tra tio n  we show  som e s ta te  m achines m odelling  coffee vend­
ing m achines in  figure 1. In  section  4 we will te s t  som e p ro p ertie s  o f th ese  speci­
fications. T h e  global specification  of th ese  coffee vending  m achines is th a t  it can 
deliver coffee a fte r in se rtio n  of coins w ith  a  value of 10  cent, an d  p ressing  th e
co
co :: State  x JO  ^  P (S ta te , [JO])
co(So, N ickel) 
co(So, Dime ) 
c0 (S5, Nickel ) 








c1 :: State x JO  ^  IP(State, [JO]) 
ci(So, Nickel) =  { (S5, [])} 
ci(So, D im e) =  {(Sio, [])} 
c i(S 5 , Nickel) =  {(Sio, [])} 
ci(S io, B utton ) =  {(So, [Coffee]), (Sio, [])} 
_________c i(s ,i)  =  0______________________
C2
c2 :: State  x JO  ^  IP(State, [JO]) 
C2(So, N ickel) =  {(S5 , [])}
C2(So, D im e) =  {(Sio, [])}
C2(S5 , N ickel) =  {(Sio, [])}
C2(Sio, B utton ) =  {(So, [Coffee])} 
C2(s ,i)  =  {(S, [])}
C3












C3(Sio, Button) =  {(So, [Coffee])} 
C3(Sio, coin) =  {(Sio, [coin])} 
C3 (S,i) =  {(S, [])}
Button | n>= 10 / 
n-=10; [Coffee]
c4 B u tto n |n < 1 0 / [
n=0
.Nickel / n+=5; [ ] 
'Dime / n+=10; [ ]
c4 :: ZZ x JO  ^  P(ZZ, [JO]) 
c4(n, Nickel) =  {(n +  5, [])} 
c4(n, Dime) =  {(n +  10, [])} 
c4(n, Button) =  if  n  >  10
th e n { ( n  — 10, [Coffee])} 
e l s e {(n, [])}
F ig . 1. Some coffee vending machines.
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coffee b u tto n . A n in p u t is e ith e r a  nickel, a  5-cent coin, a  dim e, a  10-cent coin, 
or p ressing  th e  coffee b u tto n . T h e  o u tp u t is e ith e r th e  r e tu rn  of a  coin, o r coffee. 
For sim plic ity  we will use th e  sam e ty p e  I O  for in p u t an d  o u tp u t,  we ta k e  care 
th a t  th e  Coffee is never an  in p u t an d  B u tto n  is never an  o u tp u t. T h e  s ta te  o f th e  
first th re e  m achines is th e  algebraic d a ta  ty p e  S ta te , i t  ju s t  records th e  am oun t 
of m oney in se rted . T h e  la s t m achine uses a  nu m b er as s ta te . T h e  ty p e s  S ta te  
an d  I O  are  en u m era tio n  ty p e s  defined as:
S ta te  =  So | S 5 | S 10
I O  =  N ick e l  | D im e  | Coffee  | B u tto n
W e will discus each of th e  m achines briefly:
c0 T h is  is th e  sim plest p a r tia l specification  m eeting  th e  in form al requ irem en ts. 
A fter in se rtin g  tw o nickels, o r one dim e, an d  p ressing  th e  coffee b u tto n , th e  
m achine p roduces coffee. N o te  th a t  th is  is a  p a r tia l specification , for in stan ce  
th e  effect o f th e  in p u t B u tto n  in  s ta te  S 0 is undefined. 
c\ T h is  is a  p a r tia l specification  m eeting  th e  in fo rm al requ irem en ts. A fter in ­
se rtin g  tw o nickels, o r one dim e, an d  p ressing  th e  coffee b u tto n , th e  m achine 
can  p ro d u ce  coffee. T h is  m ach ine is very  sim ilar to  c0, b u t nondeterm in is tic . 
O n in p u t B u tto n  in  s ta te  S i0 , it can  e ith e r  p roduce  coffee an d  go to  S 0, or 
do no th ing . T h is  is a  p a r tia l specification , for in stan ce  th e  effect of B u tto n  
in  S 0 is undefined.
c2 T h e  un labelled  tra n s itio n s  are app licab le  on  any o th e r  in p u t an d  p roduce  th e  
em p ty  o u tp u t. T h ey  m ake th e  specification  to ta l. All th ese  tra n s itio n s  are 
rep resen ted  by th e  la st fu nc tion  a lte rn a tiv e . 
c3 T h is  is also a  to ta l  specification . I t  s ta te s  th a t  coins shou ld  b e  re tu rn e d  if th e  
value of th e  in se rted  m oney  becom es h igher th a n  10  cents. 
c4 T h is  m achine uses a  single in teger as s ta te . I t  s to res  th e  to ta l  am o u n t of 
m oney  in se rted  an d  p roduces coffee w hile th e re  is enough  m oney. T h ere  are 
in fin itely  m any  s ta te s . O n ly  non-negative  m u ltip les o f 5 can  be reached.
Som e trac es  of c2 are: [], [(N ickel, [])], [(N ickel, []), (N ic k e l, [])], [(N ickel, []), 
(N ic ke l, []), (B u t to n , [Coffee])], an d  [(D im e, []), (B u t to n , [Coffee])]. Sequences of 
in p u t-o u tp u t p a irs  th a t  are n o t trac es  of c2 are: [(N ickel, []), (D im e , [])], an d  
[(D im e, [Coffee])].
3 .2  R e p r e s e n t a t i o n  o f  s p e c i f ic a t io n  f u n c t io n s  in  G a s t
In  o rder to  te s t  m achines in  C a s t , th e  specify ing function  is expressed  in  th e  
functional p rog ram m ing  language C l e a n  [7]. T h e  resu ltin g  se t o f pa irs  is rep ­
resen ted  by a  lis t of pairs . T h e  C l e a n  com piler will check th e  specification  on 
m a tte rs  like ty p e  co rrec tness an d  p ro p er use of identifiers.
As exam ple  we show  th e  rep rese n ta tio n  of c1 in  C l e a n .  T h e  en u m era tio n  
ty p e s  used  as well as th e  tra n s itio n  function  can  be m ap p ed  d irec tly  to  C l e a n .
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: :  S ta te  =  SO | S5 | S10
::  IO =  N ickel | Dime | Coffee | B utton
c l  :: S ta te  IO ^  [( S ta te  ,[ IO ])]
c 1 SO N ickel =  [ (S5 , [])]
c l  SO Dime =  [( S10 , [] ) ]
c l  S5 N ickel =  [ (S10 , [] ) ]
c l  S10 B utton =  [ (SO ,[ Coffee ] ) ,  ( S10 , [ ] ) ]
c1 s i  =  []
F u n ctio n  a rg u m en ts  s ta r t in g  w ith  a  cap ita l are co n s tan ts  th a t  m ust b e  m a tch ed  
to  th e  ac tu a l a rg u m en ts  in  o rder to  m ake th is  a lte rn a tiv e  applicab le . Low ercase 
a rg u m en ts  m a tch  any  ac tu a l arg u m en t. A lte rn a tiv es  are  tr ie d  te x tu a l o rder, th e  
first one th a t  m atches is applied .
U sing h igher o rd er functions, specifications can  be m a n ip u la ted . As a  very 
sim ple exam ple we list th e  function  en ab le ln p u t, th a t  enables in p u t in  any  s ta te . 
T h is  fu n ctio n  tak es  a  m achine specification  m as a rg u m en t, an d  yields an  in p u t 
enab led  version of m. If  no  tra n s itio n  is specified for som e s ta te  an d  in p u t, it adds 
th e  tra n s itio n  to  th e  sam e s ta te  w ith  an  em p ty  o u tp u t sequence. Since th is  is a 
po lym orph ic  function , it will w ork for any  specification  using a rb itra ry  ty p e s  for 
s ta te  s, in p u t i  an d  o u tp u t o.
en ab le ln p u t : :  ( s i  ^  [ ( s , [ o ] ) ] )  ^  s i  ^  [( s , [ o ])]
en ab le ln p u t m =  m‘
where m ‘ s i  =  case  m s i  o f
[] =  [( s , [ ] ) ]
r  =  r
A pply ing  th is  function  to  c0 yields a  specification  th a t  is equ ivalen t to  c2. 
A pply ing  it  to  c2, c3, o r c4 does n o t change th ese  specifications. N ote  th a t  
en ab le ln p u t c1 is n o t equivalen t to  c2, th e  first specification  still con ta ins th e  
tra n s itio n  S 10 B^tto- / ^ > S 10, w hich is n o t p resen t in  c2.
3 .3  I m p l e m e n t a t i o n s  u n d e r  t e s t
T h e  assu m p tio n  is th a t  also th e  im p lem en ta tio n  u n d er te s t  is an  ex ten d ed  s ta te  
m achine. Since th e  IU T  is a  b lack box, its  s ta te  is invisible. E ven  if th e  IU T  is 
n o n d eterm in is tic , it will choose exac tly  one tra n s itio n  on  each in p u t.
In  co n tra s t to  th e  specification, th e  im p lem en ta tio n  shou ld  b e  in p u t enabled : 
th e  resu lt of any in p u t in  any  reachab le  s ta te  shou ld  b e  specified. In  te rm s  of 
th e  tra n s itio n  fu nction  th is  is Vs €  S ta te  .Vi €  In p u t .S f ( s , i )  =  0. T h e  m o tiv a tio n  
for th is  requ irem en t is th a t  an  IU T  can n o t p rev en t th a t  in p u ts  are applied . I t  is 
perfec tly  accap tab le  if som e in p u ts  in  specific s ta te s  b rings th e  im p lem en ta tio n  
in  an  e rro r s ta te . For ou r te s ts  it is sufficient if th e  IU T  accep ts each in p u t 
th a t  is allow ed by  th e  specification . T h e  b ro ad e r in p u t enab ledness requ irem en ts  
p reven ts com plicated  analysis o r ru n tim e  problem s.
In  th e  exam ples above, a  coffee vending  m ach ine can n o t p reven t th a t  a  user 
presses th e  b u tto n  or in se rts  a  coin in  any  s ta te . T h is  im plies th a t  c1 can n o t be
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a  co rrec t im p lem en ta tio n . o r in stan ce  th e  effect of app ly ing  th e  in p u t B u tto n , 
p ressing  th e  coffee b u tto n , in  s ta te  S 0 is undefined. T h e  m achines c2, c3 an d  c4 
are in p u t enab led , an d  hence can  be used  as IU T .
T h e  im p lem en ta tio n  can  be in  any  p rog ram m ing  language or even in  h a rd ­
w are, for te s tin g  it is on ly  req u ired  th a t  C a s t  can  provide an  in p u t to  th e  IU T  
an d  observe th e  assoc ia ted  o u tp u t.
3 .4  C o n f o r m a n c e
In tu itiv e ly  an  IU T  is conform  to  a  specification  if th e  observed  tra n s itio n s  are 
p a r t  o f th e  specification , or th e  specification  does n o t specify an y th in g  for th is  
s ta te  an d  in p u t: S f ( s ,i )  =  0. Form aly, conform ance of th e  iut to  th e  specification  
spec is defined as:
iut co n f spec =  V a  €  tracesspec(so).Vi €  in i t (so afterspec a)V o €  [O].
( t0 afte r^ t a )  -—^  >  (s0 afte rspec a )  -—°*
If th e  specification  allows in p u t i a fte r tra c e  a , th e  observed  o u tp u t of th e  IU T  
shou ld  be allowed by  th e  specification.
T h is  n o tio n  of conform ance is very  sim ilar to  th e  ioco re la tio n  of [8] for 
L abelled  T ran sitio n  S ystem s, LTSs. In  an  LTS each  in p u t an d  o u tp u t is m odelled  
by a  se p a ra te  tra n s itio n . In  our ap p ro ach  an  in p u t an d  all induced  o u tp u ts  up  
to  quiescence  a re  m odelled  by a  single tra n s itio n  w ith  a  sequence of o u tp u ts . 
T h e  conform ance re la tio n  for (tim ed) E F S M s in [9] is sim ilar, o u r system s have 
a  sequences of o u tp u t. If  th e re  is no  o th e r  in fo rm atio n  we use quiescence to  
de term ine  th e  end  of th e  sequence of o u tp u ts  o f th e  IU T . In  [9] th e re  is no 
n o tio n  of quiescence, an d  th e  E F S M s have only  a  single o u tp u t.
E x a m p le s  Since b o th  th e  specification  an d  th e  IU T  are given as an  ESM , an  
ESM  can  be used  as specification  and  as IU T . W e have seen th a t  c1 in  figure 1 
canno t be a  co rrec t im p lem en ta tio n  since it  is n o t in p u t enabled . T h e  m achines 
c2, c3 an d  c4 are co rrec t im p lem en ta tio n s of c1. A lthough  th e  response [ ] to  th e  
in p u t B u tto n  in  S 10 will never occur. A ccording to  th e  conform ance re la tio n  th is  
is n o t necessary. I t  is sufficient th a t  th e  behav io r for som e specified in p u t afte r 
a  tra c e  is allowed by th e  specification . N o te  th a t  c3 an d  c4 have b ehav io r th a t  is 
n o t covered by  th e  specification. T h is  is allow ed accord ing  to  th e  conform ance 
re la tio n  because n o th in g  is specified for th a t  com bination  of s ta te  an d  in p u t.
M achine c3 is n o t a  co rrec t im p lem en ta tio n  of c2. A fter th e  in p u ts  [D im e , 
D im e ] th e  m ach ine c2 only  allows th e  o u tp u t [], w hile c3 p roduces [D im e]. T h e  
sam e in p u t tra c e  shows th a t  c2 is n o t a  correct im p lem en ta tio n  of c3.
A lthough  c4 behaves co rrec t to  c2 as specification  for th e  in p u t sequence 
[D im e, D im e ], i t  is n o t a  co rrec t im p lem en ta tio n . T h is  is show n for in stan ce  by 
th e  in p u t sequence [D im e, D im e, B u tto n , B u tto n ]. F or th is  in p u t c4 p roduces a 
second cup  of coffee, while c2 only allows an  em p ty  o u tp u t.
F inally , c4 is n o t a  co rrec t im p lem en ta tio n  of c3 , no r is c3 an  im p lem en ta tio n  
of c4. T h is  is show n for in s tan ce  by  th e  in p u t sequence [D im e , D im e ].
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T e s t in g  C o n f o r m a n c e  T h e  te s tin g  a lgo rithm  tak es  a  sequence of in p u ts  as 
argum en t. T h e  specification  an d  im p lem en ta tio n  s ta r t  in  th e ir  in itia l s ta te . As 
long as th e  specification  specifies tra n s itio n s  for th e  cu rren t s ta te  an d  in p u t, 
sp e c (s ,i)  =  0, th e  n ex t in p u t is app lied  to  th e  IU T . If  th e  response is conform  
to  th e  specified behav io r, te s tin g  continues w ith  th e  n ex t in p u t elem en t an d  th e  
new  s ta te  of th e  specification , o therw ise an  e rro r is found. If  n o th in g  is specified 
for th e  cu rren t s ta te  an d  in p u t, te s tin g  of th is  in p u t sequence is te rm in a te d . T h e  
associa ted  te s t  resu lt is pass. If  th e  end  of th e  in p u t sequence is reached  th e  
im p lem en ta tio n  has b een  successfully  te s te d  w ith  th is  in p u t sequence.
T h e  fu nction  te stC on form ance  tak es th e  sequence of in p u ts , th e  observed 
tra c e  an d  th e  nu m b er of s tep s to  go as arg u m en t an d  p roduces a  te s t  verd ic t.
te stC on form ance  ([i : is ] ,a ,n )  =  i f  n  =  0 A i €  in i t (so afte rspec a)
t h e n  l e t  o =  iu t.a p p ly (i)  in
i f  (so afterspec a )  ———> 
t h e n  te stC on form ance  ( is , a ; i /o ,  n  — 1) 
e ls e  fail 
e ls e  pass
te stC on form ance  ( [ ] , a ,  n) =  proof
T h e  first cond ition  checks if th e re  are s till in p u ts  to  be te s te d , n  =  0, an d  if 
th e  specification  s ta te s  som eth ing  for th e  n ex t in p u t a fte r th e  observed  trac e ,
i €  in i t  (so afterspec a ) .  T h e  innerm ost cond ition  verifies w h e th e r th e  observed 
tra n s itio n  is allow ed by  th e  specification  in  th e  cu rren t s ta te . For a  m ore efficient 
im p lem en ta tio n  we keep tra c k  of th e  s ta te s  allowed afte r th e  cu rren t trace . For 
d e term in is tic  specifications th e re  is a t  m ost one s ta te  allowed a t any  m om ent. If 
th e  tra n s itio n  is allowed, te s tin g  continues w ith  th e  re s t of th e  in p u ts . A n IU T  
passes th e  te s t  o f an  in p u t sequence, if th e  sequence becom es em pty. D u rin g  one 
te s t ru n , C a s t  can  te s t  several in p u t sequences. T h e  IU T  an d  th e  specification  
are rese t before each new  in p u t sequence.
T e s t  D a t a  G e n e r a t i o n  In  o rder to  te s t  conform ance, C a s t  needs a  collection 
of in p u t sequences. C a s t  h as  several a lgo rithm s for in p u t g enera tion , e.g.:
— S y stem atic  g en e ra tio n  of sequences based  on th e  in p u t ty p e  by th e  sam e 
a lg o rith m  th a t  is used  for logical p ropertie s.
— Sequences th a t  cover all tra n s itio n s  in  a  f in i te  s ta te  m achine. U n d er th e  
a ssu m p tio n  th a t  th e  IU T  has m ore s ta te s  th a n  th e  specification , th is  can 
prove th e  conform ance of th e  IU T  [10].
— P seu d o  ran d o m  w alk th ro u g h  th e  tra n s itio n s  of a  specification . T h is  gen­
e ra tes  long te s t  sequences th a t  can  p e n e tra te  deep in  th e  s ta te  space. I t 
ap p ears  to  be very  effective for m achines w ith  a  large or in fin ite  nu m b er of 
tra n s itio n s
— U ser defined sequences for specific purposes.
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D ue to  th e  lazy ev a lu a tio n  of C l e a n ,  on ly  th o se  in p u ts  are g en e ra ted  th a n  are 
ac tu a lly  needed  by th e  te s t  a lgo rithm . T h is  allows us to  w ork w ith  p o te n tia lly  
in fin ite  lis ts  of in p u ts . T h is  is know n as on-the-fly  g en e ra tio n  of te s t  d a ta .
T h e  m achines given in  figure 1 are  so sm all th a t  each  of th ese  a lgorithm s 
in d ica ted  th e  e rro rs very  soon if th e  im p lem en ta tio n  is incorrec t. T h e  FSM - 
based  a lg o rith m  can  be used  to  prove th a t  c3 is co rrec t im p lem en ta tio n s of c2 , 
it can n o t be used  for c4 as specification  since it  has infin itely  m any  s ta te s .
In  section  4 we will use th e  p a r t  o f C a s t  in tro d u c ed  in  th e  n ex t section  to  
te s t p ro p ertie s  of th ese  ESM -specifications.
4 Q uality o f Specifications
A p a rt from  th e  nu m b er of te s ts , th e  q uality  of te s tin g  is de te rm in ed  by th e  
quality  of th e  p ro p ertie s  s ta te d . Obviously, aspec ts  of a  sy stem  th a t  are n o t 
specified can n o t be te s te d . T h e  CLEAN-compiler used  by  C a s t  checks m any  
aspec ts, like p ro p er use of iden tifiers an d  ty p e-co rrec tn ess , of th e  specification  
before it can  be used. S em antical e rro rs can n o t be ca tched  by th e  com piler. 
In co rrec t specifications can  cause s tran g e  te s t  resu lts . If  th e  specification  an d  
th e  IU T  con ta in  th e  sam e erro r, it will pass unno ticed . In  p rac tice  m any  issues 
sp o tte d  d u ring  te s tin g  are due to  inco rrec t specifications.
In  an  inc rem en ta l softw are process th is  is n o t a  serious problem . T h e  specifi­
ca tion  an d  th e  im p lem en ta tio n  are im proved  a t  th e  sam e tim e. T esting  shows th e  
differences in  b ehav io r of th e  im p lem en ta tio n  an d  th e  specification . In  th is  way 
th e  q u a lity  of th e  specification  an d  th e  im p lem en ta tio n  increases. T h is  app roach  
is only  feasible w hen  te s tin g  is fast an d  au to m a tic , C a s t  w as found  to  be very 
useful [5].
For softw are processes th a t  c rea tes  th e  softw are in  one go, like th e  w aterfall- 
m odel o r th e  V -m odel, inco rrec t specifications can  seriously  delay  th e  delivery 
of th e  system . I t  is desirab le  to  verify  an d  im prove th e  quality  o f specifications 
before th e y  are used to  te s t  th e  ac tu a l im p lem en ta tion .
4 .1  T e s t in g  S p e c i f i c a t io n s
In  every  s itu a tio n  it is desirab le to  check p ro p ertie s  o f th e  specifications used. 
T h is  can  be done by  a  m odel checker, like F D R  or S PIN , b u t also by  tes tin g . 
F orm al verification  by  a  m odel checker requ ires a  tran sfo rm a tio n  of th e  m odel to  
a  su ited  in p u t language, like C S P  or P rom ela . T esting  can  be done w ith  th e  given 
specifications an d  ap p ears  to  be fast an d  effective. For specifications of sm all 
fin ite sy stem s2 , a  nu m b er of p ro p ertie s  can n o t on ly  b e  te s te d , b u t th e  p ro p e rty  
can  even be proven  correc t o r falsified by  a  coun terexam ple . T h e  specifications of 
reactive  system s in tro d u c ed  in  section  3 are o rd in ary  functions in  C l e a n , hence 
th e y  can  be te s te d  like any fu n ctio n  as show n in  section  2. In  th is  section  we will 
show how, general o r dom ain  specific, p ro p ertie s  p ro p ertie s  o f ESM  specifications
caA byste m eid .finite if the number of states, inputs and ou tpu ts in finite.
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G e n e r a l  p r o p e r t i e s  like determ in ism  an d  com pleteness can  be checked for any 
ESM  specification . A specification  is de te rm in is tic  is for every  s ta te  an d  in p u t 
th e re  is a t  m ost one tra n s itio n  defined:
V s €  S , i  €  I  •  #  Sf  ( s ,i )  <  1
To m ake th is  p ro p e r ty  app licab le to  any specification  in  C a s t  we p aram ete rize  
it w ith  th e  m achine specification  m:
p ro p D e te rm in is tic  : :  (Spec s i  o ) s i  ^  Bool 
p ro p D e te rm in is tic  m s i  =  le n g th  (m s i ) <  1
W here  Spec s i  o is an  ab b re v ia tio n  for s i  ^  [ ( s , [ o ] ) ] .  S pecification  c 1 in ­
tro d u c e d  above can  be te s te d  by ev a lu a tin g  t e s t  (p ro p D e te rm in is tic  c 1 ) . C a s t  
sp o ts  th e  coun terexam ple  for s ta te  S 10 an d  in p u t B u tto n  in  a  sp lit second. D ue 
to  th e  lim ited  nu m b er of s ta te s  an d  in p u ts  C a s t  will prove th a t  specifications 
c2 an d  c3 are d e term in is tic . For c4 th e re  are infin itely  m any  s ta te s , so a  p roof 
by exhaustive  te s tin g  is n o t possible. T esting  yields pass.
In  th e  sam e sp ir it we can  te s t  w h e th e r a  specification  is to ta l:
V s €  S , i  €  I  •  S f (s, i) =  0
T h is  can  also b e  specified d irec tly  in  C a s t :
propT otal :: ( Spec s i  o ) s i  ^  Bool 
p ropT otal m s i  =  n o t ( isEmpty (m s i ))
As we m igh t expect, C a s t  find coun terexam ples for c 1 , proves th e  p ro p e r ty  for 
c2 an d  c3 an d  m achine c4 passes any  nu m b er of te s ts . T hese  general p ro p ertie s  
can  be app lied  to  any E SM -specification  an d  are p a r t  of th e  lib ra ry  C a s t .
N o te  th a t  all p ro p ertie s  in  th is  section  are te s te d  a t  a  specification , an d  
n o t a t  an  im p lem en ta tio n  of th a t  m odel. T hese te s ts  can  be done before an  
im p lem en ta tio n  exists.
D o m a in  s p e c if ic  p r o p e r t i e s  As exam ple of a  dom ain  specific p ro p e r ty  we 
requ ire  th a t  coffee m achines ” does n o t loose m oney” : th e  value of a  s ta te  an d  
th e  in p u t shou ld  b e  equal to  th e  value of th e  ta rg e t s ta te  an d  th e  associa ted  
o u tp u t for any  tra n s itio n  specified. In  logic th is  p ro p e r ty  reads:
V s €  S , i  €  I ,  ( t ,o )  €  S f (s, i) •  va lu e (s )  +  va lu e (i)  =  va lu e (t)  +  va lue(o )
T h is  can  be d irec tly  tran sfo rm ed  to  C a s t .  F irs t, we co n s tru c t a  class va lu e  th a t  
yields th e  value of s ta te s , in p u ts  an d  o u tp u ts . T h e  value of a  s ta te  is th e  am oun t 
of m oney  in se rted , th e  value of a  coin is its  value, th e  value of Coffee  is 10, an d  
th e  value of B u tto n  is 0. In  o rd er to  te s t  various m achines easy, we m ake th e  
specification  to  check an  a rg u m en t, m, of th e  p roperty .
p ro p F a ir  m s i  =  p F or m s i
where p (t , o ) =  value s + value i  == value t  + value o
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I n a / q  = i n s a q ; [ ]
Out  | q o [ ] / q  = t l q ; [ h d q ]
Out  | q = = [ ] / [ ]
Size / [ length q ]
Sum / [ sum q ]
F ig . 2. The priority queue as sta te  chart.
C a s t  proves th is  p ro p e r ty  for c1, an d  c3. T h e  p ro p e r ty  does n o t ho ld  for c2, 
one of th e  coun terexam ples found  by th e  te s t  system  is in se rtin g  a  D im e  in 
s ta te  S 5. T h e  p ro p e r ty  holds also for c4. Since th is  m achine has infin itely  m any  
s ta te s , th e  p ro p e r ty  passes th e  te s t,  b u t a  p ro o f for all s ta te s  is im possible. 
T h e  s ta te s  can  be lim ited  to  m u ltip les of 5 betw een  0 an d  100 by eva lua ting  
t e s t  (p ro p F a ir  m5 F or [0,5 . .100]). Now th e  p ro p e r ty  is proven  by  C a s t .
T h is  p ro p e r ty  shows also th a t  m ak ing  a  specification  in p u t enab led  by add ing  
tra n s itio n s  to  th e  sam e s ta te  w ith o u t o u tp u t,  as done by enab le Inpu t, is n o t 
an  harm less o p era tio n . P ro p e rty  p ro p F a ir  does n o t ho ld  for th e  in p u t enab led  
version of m achine c1, enab le Inpu t c1.
F inally , we can  requ ire  th a t  th e  value of a  ta rg e t s ta te  is nonnegative  if th e  
value of th e  source s ta te  is nonnegative: s -—^  t  •  v a lu e (s)  >  0 ^  va lu e (t)  >  0.
propNonNeg m s i  =  p For m s i
where p (t , o ) =  value s >  0 = ^  value t  >  0
T h is  p ro p e r ty  is proven  for th e  s ta te s  [ 0 , 5 . .  100 ] o f m5, b u t te s tin g  it  for all s ta te s  
yields coun terexam ples due to  in teger overflow. C a s t  proves th is  p ro p e r ty  for 
th e  o th e r  specifications.
4 .2  A  p r i o r i t y  q u e u e
As a  m ore so p h is tica ted  exam ple we show  a  p rio rity  queue th a t  always dequeues 
th e  sm allest elem ents first. I t  is on ly  ab le to  enqueue an d  dequeue elem en ts afte r 
th e  in p u t I n i t .  T h e  in p u t R e s e t  b rings it back  to  th e  s ta te  N e w .  T h is  sy stem  
is specified by th e  s ta te  ch a rt in  figure 2, o r th e  fu nction  Q Spec  in  figure 3.
U sing overloading, th e  function  Q Spec  is defined very general, it w orks for 
any ty p e  for w hich th e  o p e ra to rs  <, +, an d  a  ze ro  are defined. T h is  im plies th a t  
we can  p u t for in stan ce  in tegers, doubles, o r cha rac te rs  in  such a  p rio rity  queue.
T e s t in g  g e n e r a l  p r o p e r t i e s  o f  t h e  s p e c i f ic a t io n  T h e  quality  of th is  speci­
fication  can  be in v estig a ted  by  te s tin g  som e of its  desired  p ro p ertie s . T h e  speci­
fication  passes any nu m b er of te s ts  for being  determ in is tic . W hen  te s tin g  it  for 
being  to ta l,  C a s t  a lm ost im m ed ia te ly  sp o ts  a  coun terexam ple  for s ta te  Q  [] 
an d  in p u t I n i t . T h e  fac t th a t  th e  specification  is n o t to ta l  im plies th a t  n o t all 
behav io r can  be te s te d  by C a s t :  accord ing  to  th e  conform ance re la tio n , any 
behav io r is allow ed is th e  specification  does n o t specify a  tra n s itio n  for a  given 
s ta te  an d  in p u t.
T e s t in g  s p e c if ic  p r o p e r t i e s  o f  s p e c i f ic a t io n  F or th is  specification  we can 
also s ta te  an d  te s t  som e specific p ro p ertie s  like for all s ta te s  s 1 th a t  are reached  
afte r app ly ing  th e  in p u t sequence [In  c] for any c s ta r t in g  in  any  s ta te  s , th e
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QSpec :: (Q state  a) x (Q in a 
QSpec (New, In i t  
QSpec (New, Size 
QSpec (New, Sum  
QSpec (New, any 
QSpec (Q q, I n  a 
QSpec (Q [a : q], Out 
QSpec (Q q, Size 
QSpec (Q q, Sum  
QSpec (state, R eset 
QSpec (state, Out 
QSpec (state, i
^  [(Q state a, [Qout a])] | < , + , zero a
=  [(Q [], [])]
=  [(New, [In t 0])]
=  [(New, [Ei zero])]
=  [(New, [])]
=  [(Q(ins a q), [])]
=  [(Qq, [Ei a])]
=  [(Qq, [/n t (length q)])]
=  [(Qq, [El (sum  q)])]
=  [(New, [])]
=  [(state, [])]
=  []
The additional function in s  inserts an element a t the appropriate place in an ordered 
list. It can be defined as:
in s  (a, []) =  [a] 
in s  (a, [b : x]) | a <  b =  [a, b : x]
=  [b : in s  a x]
F ig . 3. The priority queue as function.
size of th e  queue shou ld  be one bigger th a n  it was. T h e  size of th e  queue is 
de term in ed  by  app ly ing  th e  in p u t S iz e .
Vs €  (Q sta te  C h a r ) ,Vc €  C h a r ,V(so, [ In t n]) €  Q S p e c (s ,S iz e ) ,
Vs1 €  (s afterQSpec [In  c]), V (s2, [ In t  m]) €  Q Spec( s 1 , S iz e )  ■ m  =  n  + 1
W e used  lis t com prehensions in  C l e a n  to  m im ic se t n o ta tio n . T h e  o p e ra to r  
a f t e r  im plem ents th e  after o p e ra tio n  in tro d u c ed  in  section  3.1.
propQsize :: ( Q sta te  C har) Char ^  Bool
propQsize s c  =  and [ m == n+1 \ \  ( s 0 , [ I n t  n ]) ^  QSpec s Size
, s 1 ^  ( [ s ] a f t e r  QSpec ) [In  c ]
, ( s 2 , [ I n t  m]) ^  QSpec s1 S ize ]
A fter 6 te s ts , C a s t  te lls  us th a t  th is  p ro p e r ty  does n o t ho ld  for th e  s ta te  N e w  
an d  in p u t ' d!, in  fact i t  does n o t ho ld  for any in p u t in  s ta te  N e w .
Since th e  p rio rity  queue w orks for any ty p e  w ith  o p e ra to r  < an d  +, an d  a  zero. 
W e can  choose th e  ty p e  used  in  te s tin g . If  i t  w orks for one ty p e , i t  will w ork 
for every  ty p e , p rov ided  th a t  th e  o p e ra to rs  are im p lem en ted  correctly . U sually, 
a  sm all ty p e  gives th e  b es t te s t  resu lts . F or th a t  reason  we will use cha rac te rs  
here, a lth o u g h  a  sm all special ty p e  like :: T =  A | B | C is even m ore effective.
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In  th e  sam e w ay we can  te s t  w h e th e r th e  sum  of th e  elem ents increases if 
we in se rt a  positive elem ent. E ven  if we ru le  o u t th e  p roblem s w ith  th e  s ta te  
N e w ,  C a s t  finds coun terexam ples caused  by overflow. T h is  ind ica tes th a t  th e  
specification  does n o t hand le  th e  lim ita tio n s  of fin ite rep rese n ta tio n s  of elem ents.
Vs €  (Q sta te  C h a r ) ,  Vc €  C h a r ,  V(so, [El v]) €  Q S p e c (s ,S u m ),
Vs1 €  (s aftergspec [In  c]), V (s2, [E l w]) €  Q Spec(s1 ,S i z e )  ■ w  > v
propQ4a s c  =  c > zero  = ^  and [ w>v \ \  ( s 0 , [ El v ]) ^  QSpec s Sum
, s1 ^  ( [ s ] a f t e r  QSpec ) [In  c ]
, ( s 2 , [ El w]) ^  QSpec s1 Sum ]
Since we have access to  th e  s ta te s  of th e  specification , we can  use its  in te rn a ls  
in  ou r te s ts . For in stan ce , we can  te s t  w h e th e r th e  elem ents in  th e  queue are 
o rdered  such th a t  h ead  of th e  lis t is sm aller th a t  or equal to  any  elem en t in  th a t  
list. W ith  th is  te s t  we verify  th e  d istingu ish ing  qualification  of a  p rio r ity  queue. 
T h is  p ro p e r ty  is n o t enforced by  th e  ty p e  system , b u t by  th e  m an ip u la tio n s  
allowed in  Q Spec . W e te s t th is  for every  s ta te  reached  by app ly ing  any in p u t 
sequence in  th e  in itia l s ta te  N e w .
Vi €  (Q in  C h a r ) ,V(Q q) €  (N e w  a f te rg spec i ) ,Ve €  q ■ hd(q) <  e
For C a s t  th is  can  be expressed  as: 
p ro p P r io r i ty  : :  [Qin C har] ^ B o o l
p ro p P r io r i ty  i  =  and [ hd q <  e \ \  Q q ^  ( [ New] a f t e r  QSpec) i , e ^  q ]
T h is  p ro p e r ty  passes any  nu m b er of te s ts , C a s t  te s t  100,000 different in p u t 
sequences in  40 seconds.
U sually, p ro p ertie s  o f specifications are  verified w ith  a  m odel checker. D ue 
to  th e  d a ta  dependencies used  in  th e  p ro p ertie s  i t  is in  th is  case n o t sim ple to  
verify th e  show n p ro p ertie s  w ith  a  m odel checker. M oreover, in  o rder to  use a 
m odel checker th e  given m odel specification  has to  b e  tra n s la te d  to  th e  w orld 
of th e  m odel checker, an d  p roduces resu lts  in  te rm s  of its  own m odel. H ere th e  
m odel specification  in  C l e a n  is used  by  C a s t  to  te s t  its  p ro p erties . O nly  th e  
desired  logical p ro p e r ty  has  to  be s ta te d  in  C l e a n .
T h e  successful te s ts  show n here does n o t in d ica te  th a t  te s tin g  of specifica­
tio n s has  th e  sam e pow er as a  fully fledged m odel checker. D ue to  th e  sophis­
tic a te d  logic used  in  s ta te -o f-th e -a r t m odel checkers, th e y  have th e ir  own sig­
n ifican t co n trib u tio n . N evertheless, te s tin g  specifications is an  elegant, pow erful 
an d  lightw eight a lte rn a tiv e  app roach  to  verify p ro p ertie s  of specifications.
T e s t in g  i m p l e m e n ta t i o n s  In  o rd er to  verify th e  te s tin g  q u a lity  o f C a s t  we 
m ade a  co rrec t im p lem en ta tio n  of th is  queue an d  te n  m u ta n ts  con tain ing  com ­
m on (p rogram m ing) e rro rs like: an  o rd in ary  queue in s tea d  of a  p rio rity  queue, a 
s tack  in s tea d  of a  p rio rity  queue, a  queue of a t m ost 25 elem ents, various erro rs 
in  th e  fu nction  in s  for d u p lica ted  elem ents, re tu rn  to  th e  s ta te  N e w  w hen th e
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queue becom es em p ty  by an  O u t,  an d  an  im plic it I n i t  on  an  in p u t I n  a w hen 
th e  system  is in  th e  s ta te  N e w .
W e te s te d  w ith  th e  s ta n d a rd  generic g en e ra tio n  of te s t  d a ta  for a  queue of 
characters. C a s t  genera tes, te s ts  an d  eva lua tes a b o u t 50 ,000  ind iv id u al in p u ts  
p e r second on an  average P C . I t  found  erro rs  in  all m u ta n ts . E rro rs  were always 
sp o tte d  w ith in  0.5 seconds, u sua lly  m uch faste r. T h is  depends on  th e  o rder of 
in p u ts  an d  hence an  th e  seed used  for th e  g en e ra tio n  of pseudo  ran d o m  num bers.
5 R elated  work
M any au to m a tic  te s t  too ls  are developed in  o rd er to  sp eed u p  te s tin g  an d  m ake 
(regression) m ore accu ra te . M ost o f th ese  te s t  too ls  are  sc rip t based  an d  execute 
a  p redefined  sequence of actions. O ne of th e  b es t know n exam ples is JU N IT  
[1] for JA V A -program s, i t  has been  p o r te d  to  a  very  large nu m b er of o th e r 
p rog ram m ing  languages.
M odel based  too ls  like C a s t  are  m ore pow erful since th e y  g enera te  th e  te s t 
d a ta  them selves. In  th is  way it is possib le to  increase th e  q u a lity  of th e  te s t  by 
g en e ra tin g  m ore te s t  d a ta , in s tea d  by  m anually  specify ing m ore te s ts . M oreover, 
g enera tion  te s t  d a ta  based  on th e  cu rren t version of th e  specification  g u aran tees  
th a t  th e  te s ts  done are alw ays conform  th e  cu rren t version of th e  specification.
For th e  te s tin g  of logical p ro p ertie s  th e  te s t  to o l Q uickcheck [6], is c learly  th e  
closest re la ted  too l. D istingu ish ing  fu tu re s  of C a s t  are  th e  sy s tem a tic  g enera tion  
of te s t  d a ta  ( in s tead  of p ro g ram m er contro lled  pseudo  ran d o m  gen e ra tio n ), an d  
hence th e  ab ility  to  p ro o f p ro p ertie s . A lso th e  se t of logical o p e ra to rs  in  C a s t  
is richer.
For th e  te s tin g  of reactive  sy stem s a  num ber of m odel based  te s t  system s 
is available. T h e  d o m in an t app roach  is based  on labelled  tra n s itio n  system s 
an d  T orx  [8] can  be reg a rd ed  as th e  g o d fa th e r o f to o ls  using  th is  approach . 
N one of th ese  too ls uses a  functional p rog ram m ing  language to  express th e  s ta te  
tr a n s itio n  function . W e have show  th a t  a  fpl yields a  very  concise way to  specify 
reactive  system s.
M uch w ork has been  done to  verify  an d  im prove th e  q u a lity  of specifications. 
M ost n o ta b ly  is th e  w ork to  prove p ro p ertie s  o f th e  specifications w ith  p ro o f too ls  
or m odel checkers. In  fac t a  nu m b er of th e  p ro p ertie s  show n can  b e  verified w ith  
C l e a n ’s ow n p roo f sy stem  called S p a r k l e [13]. T h is  w ould requ ire  a  significant 
user gu idance th a t  looses its  value a fte r any  tin y  change of th e  specification.
M odel checkers, like [14,15], are  u sually  geared  to  verify  p ro p ertie s  a b o u t 
th e  com m unication  betw een  processes, th e y  have tro u b le s  w ith  d a ta  in tensive 
system s like th e  p rio rity  queue used  in  th is  p ap e r. M odel checkers requ ire  a 
tra n s la tio n  of o u r specifications. M oreover, th ese  system s requ ire  user guidance, 
an d  hence specific skills of th e  user. T esting  p ro p ertie s  prov ides a  valuab le an d  
effective a lte rn a tiv e  w ith in  th e  fram ew ork used  to  w rite  th e  specification .
T h e  to o ls  B L A S T  [16] an d  M O P S  [17] verify  p ro p ertie s  o f C -program s. B o th  
m odel checkers are F SM  based. T h ey  differ in  m odel, p ro g ram m in g  language, 
p u rpose  an d  techn iques used  from  our approach .
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T h ere  are a  few rep o rts  on specification  te s tin g  in  th e  lite ra tu re , e.g. [18-21], 
u sua lly  based  on  Z, [11], V D M , or B specifications. I t  focusses on an im atio n  
of specifications to  v a lid a te  th e  specification  by  hum ans, on  th e  eva lua tion  of 
given in p u t-o u tp u t com binations, o r on  th e  question  if th e re  are in stances of th e  
specified tran s itio n s . A nu m b er of significant consistency  aspec ts  is checked by 
th e  s tro n g  ty p e  system  of th e  CLEAN-compiler. To th e  b es t o f our know ledge, 
th is  is th e  first re p o r t on te s tin g  specifications fully  au to m a tica lly  in  a  sy stem a tic  
way, by g en e ra tin g  te s t  values, execu ting  th e  te s ts , an d  g en e ra tin g  a  te s t  verd ic t.
6 D iscu ssion
In  specification  based  te s tin g  one s ta te s  general p ro p ertie s  in s tea d  of in stances 
of th ese  p ro p ertie s  for specific argum en ts. A dvan tages of th is  ap p ro ach  are th e  
h igher level o f a b s tra c tio n , an d  th e  au to m a tic  g en e ra tio n  of te s t  d a ta  from  th e  
specification . M anual g en e ra tio n  of te s t  d a ta  is du ll an d  erro r-p rone. M oreover, 
th e  va lid ity  of g en e ra ted  te s t  d a ta  has  to  be checked afte r every  change of th e  
underlay ing  specification .
U sing functional p rog ram m ing  languages as n o ta tio n  for specifications a p ­
p ea rs  to  be very  effective. T h e  o b ta in ed  specifications are very  concise, an d  well 
su ited  to  be h an d led  by  a  te s t  system  like C a s t .
H aving  th e  ab ility  to  te s t  logical p ro p ertie s  an d  reactive  system s u n ite d  in 
a  single to o l, allows us to  verify  th e  q u a lity  o f specifications by au to m atic  te s t ­
ing. T h is  is a  un ique  p ro p e r ty  of C a s t . T h e  p ro p ertie s  te s te d  are consistency 
ru les for th e  specification  of reactive  system s. T h e  sam e specification  is used  to  
te s t im p lem en ta tio n  an d  p ro p ertie s  o f th e  specification  itself. T esting  consistency 
p ro p ertie s  o f ESM s is possib le since C a s t  com bines th e  ab ility  to  au to m atica lly  
te s t logic p ro p ertie s  an d  reactive  system s. T h e  te s te d  p ro p ertie s  can  be general 
p ro p ertie s  o f specifications as well as dom ain  specific. T esting  specifications in ­
creases th e  q uality  an d  confidence in  th o se  specifications, an d  hence th e  quality  
of te s ts  o f im p lem en ta tio n s done w ith  th ese  specifications. T esting  th ese  p ro p ­
erties is a  lightw eight an d  effective a lte rn a tiv e  for m odel checking. I t  w orks also 
in  d a ta  in tensive s itu a tio n s  th a t  are o ften  h a rd  for m odel checkers. A n o th e r 
advan tage  is th a t  no  o th e r  form alism s, tra n s la tio n s  an d  too ls  are needed . T h e  
exam ples in  th is  p ap e r  show  th a t  m any  ’’obvious” p ro p ertie s  of specifications 
are falsified by  te stin g .
B y verifying logical p ro p ertie s  th ro u g h  te s tin g , an  E SM -specification  can  be 
m ade consisten t. A n o th er im p o r ta n t q ua lity  a t tr ib u te  of an  E SM -specification  is 
to  va lida te  th a t  it co rrec tly  s ta te s  w h a t th e  user requires. T h is  va lida tion  canno t 
be done by fully au to m a tic  te s tin g , b u t requ ires h u m an  guidance. D ue to  th e  
execu tab le  n a tu re  of ou r specifications, th e y  are also very su ited  for validation  
by s im ulation . W e will add ress th is  in  an o th e r  paper.
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