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Seit Beginn der Existenz des Applikations-
servers Zope gibt es immer wieder Bestre-
bungen, nicht-python-basierte Anwendungen  
innerhalb von Zope nutzen zu können.  
Insbesondere an Hochschulen wird erst in  
jüngster Zeit ein Trend zu zentralen Web- 
systemen erkennbar. Wie aber können nun  
die vielen dezentralen Webserver und auch  
unterschiedlichen Technologien in einem 
zentralen System vereint werden? Im folgen- 
den Artikel stellen wir anhand existierender 
PHP-Schnittstellen Zope-Produkte vor, die 
eine Einbindung von PHP erlauben. Im 
Weiteren wird eine Technologie vorgestellt, 
die an der TU Dresden eingesetzt wird und  
für externe Technologien universell einsetz-
bar ist.
Zope-Produkte
Derzeit sind zwei Zope-Produkte für 
die Einbindung von PHP-Skripten in 
Zope verfügbar. Das wohl bekanntere 
Produkt PHParser/PHPGateway wurde 
ursprünglich als PHParser von Maik 
Jablonski [1] entwickelt und ab 2002 von 
Wei He [2] übernommen. Ein weiteres 
Produkt ist PHPObject [3]. Letzteres ist 
aber seit 2002 als old and unmaintained 
markiert. 
PHParser/PHPGateway
Für beide Funktionalitäten ist es notwen-
dig, auf dem jeweiligen Renderingknoten 
das PHP-Kommandozeileninterface zu 
installieren. Für die Verwendung des 
PHParsers ist der Zugriff auf das Zope 
Management Interface (ZMI) notwendig. 
In diesem wird ein PHParser-Objekt hin-
zugefügt und der Quelltext in PHP ein-
gefügt. PHPGateway hingegen erlaubt 
es, ein Verzeichnis zu benennen, in dem 
die PHP-Skripte liegen. Beide Objekte 
sind innerhalb von Zope echte DTML-
Subklassen, so dass DTML-Attribute und 
PHP-Anweisungen gemischt verwendet 
werden können. PHP wird als Postpro-
zessor verwendet; damit werden alle DT-
ML-Anweisungen zuerst ausgeführt und 
die Anfrage danach an das PHP-Comand 
Line Interface (PHPCLI) übergeben. 
POST- und GET-Parameter können hier-
bei von PHP genauso bearbeitet werden 
wie Zope-eigene Parameter, die mittels 
einer zusätzlichen Variablen übergeben 
werden ($ZOPE VARS[]). Der Haupt-
nachteil  liegt darin, dass PHPCLI auf 
jedem Rendering-Knoten installiert sein 
muss. Daneben müssen die PHP-Skripte 
auf jedem dieser Knoten verfügbar sein. 
Ein weiterer Nachteil des PHParsers ist, 
dass include() und require() nicht ohne 
zusätzliche Manipulationen funktionie-
ren.
PHPObject
Wie bereits erwähnt, handelt es sich um 
ein älteres Produkt, welches seit 2002 
nicht weiter entwickelt und gepflegt 
wird. Es soll der Vollständigkeit halber 
trotzdem erwähnt werden. Auch bei  
PHPObject wird ein solches Objekt im 
ZMI angelegt und mit PHP-Code ge-
füllt. Dieser kann sich auch innerhalb 
von DTML-Code befinden und wird  
dort durch die bekannten PHP-Begren- 
zer (<? ... ?>) vom übrigen Code 
abgegrenzt. In der Abarbeitung wird 
zuerst der DTML-Code geparst und das 
Ergebnis in einer temporären Datei ge-
speichert, welche im Anschluss an den  
PHP-Interpreter übergeben wird  
(php -q temp_file > result_file).  
Das Ergebnis wird dann zurückgegeben 
und die temporären Dateien werden 
gelöscht.
TUD-Helpers
Die bisher vorgestellten Zope-Produkte 
erfüllen zwar ihre Aufgaben, haben aber 
einen zentralen Nachteil. Der PHP-Code  
wird auf Kommandozeilenebene ausge- 
führt. Die ohnehin schon höhere Last- 
situation als Applikationsserver wird da- 
durch noch weiter verstärkt. Die PHParser- 
Routinen im Cluster der TU Dresden 
zogen soviel Last, dass diese die Gesamt-
verfügbarkeit bedrohten. Das System 
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durch mehr Rechenleistung zu stabili-
sieren, ist dabei nur ein Teilerfolg. Große 
Portallösungen wachsen stetig und der 
Wunsch nach neuen Funktionalitäten 
oder Schnittstellen zu bereits vorhan-
denen Informationssystemen ist dabei 
stets vorhanden. Aus diesem Grund  
wurde nach alternativen Lösungen zur 
Anbindung externer Anwendungen und 
Informationssysteme gesucht und es 
wurde ein völlig neuer Weg eingeschla-
gen. Ziel war es, bestehende Anwen-
dungen schnell und möglichst einfach 
in das Gesamtsystem einzubinden, ohne 
die ohnehin schon knappen Personal-
ressourcen mit Produktentwicklung 
zu binden und ohne Leistung aus dem 
Servercluster abzuziehen. Die Lösung 
der Problemstellung lag letztlich in der 
Python-Bibliothek urllib [4]. Der Funktion 
urlopen wird eine URL übergeben. Diese 
öffnet dann eine auf dem Server befind-
liche lokale Datei oder öffnet einen So-
cket zum Zielserver. Der Rückgabewert 
ist ein dateiähnliches Objekt, das weiter 
verarbeitet werden kann. So besteht nun  
zwar die Möglichkeit, eine externe An- 
wendung einzubinden, die Notwendig-
keit der Interaktion bleibt damit aber noch  
verwehrt. Hier wird das optionale data-
Argument der Funktion notwendig, es  
unterliegt aber zwei notwendigen Voraus- 
setzungen. Zunächst muss auf das Proto- 
koll http gesetzt werden und der überge-
bene Wert muss der Standardnotation  
„application/x-www-form-urlencoded“ 
unterliegen. So ist man nun in der Lage,  
POST-Parameter mit der URL an den 
Zielserver zu übergeben. Einen Sonder-
fall stellen GET-Parameter dar. Diese 
werden zwar in der URL mit an den Ziel-
server übergeben, die externe Anwen-
dung wird aber nicht voll funktionsfähig 
sein, wenn sich Parameternamen mit 
Zope-eigenen Variablennamen überla- 
gern. Um der Notationsvorgabe nachzu- 
kommen, kann man die von der Biblio- 
thek mitgebrachte Funktion urlencode 
nutzen. Diese setzt Tupel zu einem 
String zusammen, um diesen der Funk-
tion urlopen zu übergeben. Das Ergebnis 
entspricht einer Reihe von variable=wert-
Paaren, welche durch ein „&“-Zeichen 
voneinander getrennt werden. Das Sys- 
tem der TU Dresden kann so den Nutzer- 
namen, die ausgewählte Spracheinstel-
lung und den aktuellen Pfad mit an den 
Zielserver übergeben. Nachdem die funk- 
tionalen Grundlagen geklärt sind, stellt 
sich nun die Frage nach der Implemen-
tierung. Auch hier gibt es verschiedene 
mehr oder minder aufwendige Möglich-
keiten. Naheliegend ist es, einen neuen 
Objekttyp zu generieren, der einzig für  
diese Art der Einbindung genutzt wird. 
Dies ist die wohl eleganteste Wahl, er- 
fordert aber, eigene Content Types mit- 
zuentwickeln. An der TU Dresden hat  
man sich dafür entschieden, kein eigenes 
Produkt zu entwickeln, sondern den Weg  
der Extension zu wählen. Dazu wurden 
zunächst zwei globale Variablen einge-
führt (siehe Listing 1). Danach wurden 
die entsprechenden TAL-Blöcke in das 
Template eingefügt (siehe Listing 2). So 
ist es möglich, vor und nach dem eigent-
lichen Objektinhalt eine externe URL 
einzubinden. Vorteil dieser Methode ist, 
dass so ein einleitender Text bzw. ein 
Hinweis auf einen externen Dienst wie 
gewohnt im CMS eingetragen werden 
kann und bei Nichtverfügbarkeit der 
externen Anwendung der Nutzer nicht 
einfach auf eine leere Seite kommt oder 
gar eine Fehlermeldung sieht. Bei der 
Verwendung dieser Einbindung sind 
einige Hinweise bezüglich der PHP-An-
wendung zu beachten. Die Zeichenko-
dierung der PHP-Anwendung muss der 
Plone-Instanz entsprechen, da es sonst 
zu Darstellungsfehlern kommen kann. 
Ebenso müssen eingebundene Bilder 
etc. absolut verlinkt sein, da sie sonst 
vom anfragenden Client nicht geholt 
werden können. Für die Funktionalität 
der PHP-Anwendung ist es ebenfalls 
entscheidend, dass die aufgerufene Datei 
dem Zope-Objekt als Property bekannt 
ist und etwaige Parameter ohne expli-
ziten Dateiaufruf übergeben werden. 
Codebeispiel:
Nachteilig wirkt sich diese Umsetzung  
beim Caching aus. Der über „include“ in  
die Seite einbezogene Inhalt ist so nicht  
von einfachen Dokumenten zu unter- 
scheiden. Um sicherzustellen, dass dem  
Nutzer auch aktuelle und korrekte und  
keine veralteten Daten übertragen werden, 
muss die Cachezeit auf Null gesetzt wer- 
den (siehe Listing 3). Um den dadurch 
entstehenden Leistungsverlust zu mini-
mieren, wird diese Einstellung nur in 
den Unterverzeichnissen angewandt, in 
denen „includes“ vorkommen.
Zusammenfassend kann man sagen, 
dass der Einsatz der TUD-Helpers in vier 
Schritten erfolgt:
Erstellen der eigentlichen Funktionali-1. 
tät in einem Python-Skript
Einbindung des Skriptes über eine 2. 
externe Methode
Beachtung und Einarbeitung der 3. 
Caching-Problematik
Anpassung der Ausnahmen und 4. 
Sonderregeln in der PHP-Anwendung
Fazit
Die von der TU Dresden entwickelte Me- 
thode stellt nicht das Ende der Entwick-
lung dar. Bisher kann die URL nur mit 
Zugriff auf das ZMI eingetragen werden. 
Dieses Prozedere wurde gewählt, um die 
externe Anwendung vor der Einbindung 
zu begutachten und mögliche Risiken für 
das Gesamtsystem im Vorfeld zu erken-
nen. Bevor das Ziel, jedem Redakteur die 
Einbindung zu ermöglichen, umgesetzt 
werden kann, müssen Qualitätsparame-
ter (quality of service) definiert werden. 
Diese müssen sicherstellen, dass das 
Zope-System bei Fehlverhalten oder Aus-
fall der externen Anwendung unberührt 
bleibt. Schwachstelle der Methode ist 
auch die Einbindung in Single-Sign-On-
Szenarien. Eine wirkliche bidirektionale 
Verbindung, in der Nutzerdaten ausge-
tauscht werden, wird nicht aufgebaut. 
Hier eine den Sicherheitsanforderungen 
gerecht werdende Erweiterung zu pro-
grammieren, wird Teil der zukünftigen 
Weiterentwicklungen sein. Einer der 
wesentlichen Vorteile ist die Unabhän-
gigkeit von der externen Zielanwendung. 
Ob PHP oder ASP oder ein ganz anderes 
System – unabhängig von der Technik 
kann mit diesem Weg externer Inhalt 
eingebunden werden. Eine Lösung für 
die Caching-Problematik könnte die Ein- 
führung von entity-Tags sein. Eine andere  
Möglichkeit wäre die Auswertung der 
include-property, mit der für jedes Objekt  
separat ein Cache-Pragma gesetzt wird. 
http://meine.plone.seite/mein/plone/objekt?meine=php&parameter=1
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Listing 1: Variablendefinition in der document_view
1 <metal :main fill-slot=“main“
2 tal:define=“text here/Text |  here/text ;
3 global include_before here/include_before |  nothing ;
4 global include_after here/include_after |  nothing ;“>
Listing 2: Include-Eintrag in der document_view
1 <tal:block tal:condition=“include_before“>
2 <div tal:content=“structure
3     python:here.getUrl2Html(include_before,request)“>
4 renderhere
5 </div>
6 </tal:block>
Listing 3: Cache-Parameter im Page Template
1 <metal:cacheheaders define-macro=“cacheheaders“>
2 <metal:block tal:define=“dummy
3     python:request.RESPONSE.setHeader(‚Pragma‘,‘no-cache‘)“/>
4 </metal:cacheheaders>
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