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A b stra ct. In this article we argue the need for proper concept management during the 
development of software systems. It is observed how, during system development, a lot of 
“concept handling” occurs w ithout proper management. We define concept management 
as the deliberate activity of introducing, evolving and retiring concepts. It is argued th a t 
concept management plays an im portant role during the entire system development life 
cycle.
The notion of concept managem ent is discussed and elaborated from bo th  a theoretical per­
spective and a practical perspective. The la tte r perspective considers concept management 
in the context of the software development practice of a D utch IT  consultancy firm.
1 Introdu ction
Software system s are developed in order to  support the activities th a t occur in some (class of) 
business dom ain(s)3. As a direct consequence, concepts from the business dom ain(s) are bound to  
play an im portan t role in the deliverables th a t are produced in the course of system  development, 
such as requirem ents and design docum ents, the constructed  system , as well as the  m anuals for 
using the system . W hen, for instance, developing a software system  to  assist in the handling 
of claims in the context of a health  insurance company, concepts such as “claim ” , “trea tm en t” , 
“processing of claims” , “policy” , etc., are bound to  play a crucial role. During system  development, 
requirem ents on the software system  are likely to  be expressed in term s of these concepts, while 
the  design of the system  is bound to  comprise a class or en tity  type “claim” and “policy” and some 
activ ity /process “claim  processing” . Needless to  say th a t these concepts will even be reflected in 
the  (user) m anuals of the  system.
* This paper results from the ArchiM ate project (h t t p : / / a r c h i m a t e . t e l i n .n l ), a research consortium
th a t aims to  provide concepts and techniques to  support enterprise architects in the visualisation, 
communication and analysis of integrated architectures. The ArchiM ate consortium  consists of ABN 
AMRO, Stichting Pensioenfonds ABP, the D utch Tax and Customs A dm inistration, Ordina, Telematica 
Instituu t, C entrum  voor W iskunde en Inform atica, Katholieke Universiteit Nijmegen, and the Leiden 
Institu te  of Advanced Com puter Science.
3 In [1] a distinction is made between usage world, subject world, system  world and development world, 
when discoursing about inform ation system development. W hat we refer to  as business dom ain is cor­
responds to  the subject world from [1].
The concepts in the  business dom ain are not the  only concepts th a t play a role during system  
development. The software system  will be im plem ented using several forms of technologies and 
pre-existing infrastructures. This gives rise to  an additional class of concepts: the  concepts from 
the im plem entation dom ain. These concepts deal w ith the m apping of the  concepts from the 
business dom ain to  the  technological in frastructu re  underlying the software system . Exam ples of 
such concepts would be: “claim queue handler” , “claim scheduler” , etc. Some of the  concepts in 
the  im plem entation dom ain are likely to  be application dependent while others will be of a more 
in frastructural/generic  nature . In this article we m ainly focus on concepts th a t are native to  the 
business domain.
In sum, one could s ta te  th a t during system  development, a lot of “concept handling” occurs. At 
tim es we m ay engage in it w ithout explicitly realizing we do so. Concept handling m ay occur when 
analyzing the  structu re  and natu re  of the business dom ain, when form ulating the software needs, 
or during the  design and realization of the  im plem entation of the system  and its docum entation. 
Business dom ain concepts are introduced, evolved and retired  for different reasons. In itially  they  
are in troduced w ith the  aim  of scoping and understanding the business dom ain for which the 
software system  is to  be built. During requirem ents engineering as well as the design and realization 
of the system , additional insights m ay be gained into the s tructu re  and natu re  of the  business 
dom ain. These insights are bound to  lead to  the evolution of the concepts used thus far.
The fields of conceptual modelling, requirem ens specification, ontology engineering, etc, all con­
trib u te  tow ards the “handling of concepts” during system  development. I t is our believe, however, 
th a t one should not ju s t handle concepts, bu t ra th e r consciously manage them . We regard the 
proper m anagem ent of concepts during system  developm ent as an essential cornerstone for the 
developm ent of system s th a t indeed fit the  needs of the business dom ain. W ith  the notion of 
concept m anagem ent we refer to: the deliberate activity o f introducing, evolving and retiring con­
cepts, where deliberate h in ts a t the  goal-driven natu re  of the m anagem ent of the concepts. Concept 
m anagem ent plays a role during all phases of a system ’s life cycle:
R eq u irem en ts  en g in eer in g  Requirem ents on the software system  are form ulated in term s of 
the business dom ain concepts. For example, the  use cases and activ ity  diagram s from the 
UML [2], m ay be used to  define the functional requirem ents of a system , and can be used to  
more precisely specify any of the non-functional requirem ents. These diagram m ing techniques 
all refer, using labels, to  concepts from the business domain.
It is argued by several authors [3, 4] th a t requirem ents should be m anaged well during system  
development. However, if the definitions of the underlying dom ain concepts are not m anaged 
equally well, the m eaning of the concepts m ay change unnoticed. Changes in the m eaning of 
the concepts will autom atically  lead to  changes in the precise m eaning of the  requirem ents as 
well. Even more, the  additional insight into the concepts of the  business dom ain m ay lead to  
further refinem ent of the requirem ents on the future software system.
Requirem ents m anagem ent, however im portan t, should be able to  rely on proper m anagem ent 
of the underlying business dom ain concepts.
D e sig n  & r ea liza tio n  During design and realization, the  concepts of the business dom ain are 
m apped to  specific features of the  future system  in term s of the  high-level and low-level designs 
of the system . In doing so, the proper usage of the  original definitions of the  concepts should 
be guarded, otherwise there is likely to  be a m ism atch between the functionality  as it was 
intended and the functionality  as it is actually  provided by the system.
At the same tim e, we should allow for additional insights into the business dom ain as it m ay 
be gained during the  design and realization. As a result, we should allow the set of business 
dom ain concepts to  evolve; the  set of concepts is never really finished. This evolution should, 
however, be m anaged. Note th a t during design and realization, it is likely th a t new concepts 
for the im plem entation dom ain are in troduced as well.
O p era tio n a l u se  & m a in ten a n ce  The user docum entation, as well as m aintenance docum en­
tation , of the  system  will be form ulated in term s of the business dom ain concepts as well. The 
use of these concepts should honor their original definitions.
Evolution of concepts is ju s t one of the  complexities facing concept m anagem ent. A nother complex­
ity  is the fact th a t in practice a software system  does not sim ply have to  deal w ith a homogenous 
and unified business dom ain. It ra ther has to  deal w ith different contexts and groups of users; for 
example a claim handling system  needs to  deal w ith the financial adm inistration, claim assessment, 
as well as the clients who hand  in their claims. This heterogeneity is bound to  lead to  different 
sets of business dom ain concepts, and will even lead to  a m yriad of homonyms and synonyms. 
The heterogeneity of the  business dom ain, and the im pact it has on the business dom ain concepts, 
should not be denied; it should be m anaged instead.
We are not alone in arguing in favor of proper concept m anagem ent. The R ational Unified P ro ­
cess [5] (RUP) explicitly underlines its im portance as well. The RUP identifies the notion of a 
glossary, which is used to  define term inology specific to  the  business domain, explaining term s 
which m ay be unfam iliar to  the reader of use-case descriptions or o ther project docum ents. Q uite 
often, this docum ent is used as an inform al d a ta  dictionary, cap turing  the  definitions of the term s. 
At the  same time, we believe th a t the  notion of a glossary, in particu lar when viewed as a “list 
of term s” , is a too  light weight m echanism  for proper concept m anagem ent. In th is article we will 
propose a more rigorous approach, based on pre-existing techniques for the m odeling of domains.
Development of software system s is actually  not the only engineering discipline where concept 
m anagem ent is called for. The aeronautical industry  has long since identified the  need for proper 
concept m anagem ent. For example, Boeing [6] uses a stric t form of concept m anagem ent, based 
on the  restricted  language as defined by the European Association of Aerospace Industries [7], 
to  safeguard th a t concepts are used in the  same way throughout the docum entation of one of its 
airplane types.
The structu re  of the  rem ainder of th is article is as follows. Given the above discussed m otivation 
for concept m anagem ent section 2 aims to  provide an overview, from a theoretical perspective, of 
the  activities involved in concept m anagem ent. Using these activities as a framework of reference, 
section 3 aims to  offer a practical perspective on concept m anagem ent by discussing how a D utch 
software developm ent firm uses elem ents from concept m anagem ent in the ir software development 
practices.
2 A ctiv itie s  in concep t m anagem ent
As m entioned before, concept m anagem ent is not lim ited to  the developm ent of software sys­
tem s alone. In the  context of system  development, concept m anagem ent can aid in achieving the 
following goals:
1. articu late clear and concise m eanings of business dom ain concepts,
2. achieve a shared understanding of the concepts among relevant stakeholders and
3. guard the stab ility  of a concept’s m eaning during system  development.
Based on the results reported  in [8], we consider concept m anagem ent in the  context of system  
developm ent to  revolve around four stream s of (m utually  influencing) activities:
1. Scoping environm ents of discourse.
2. Concept specification.
3. Concept integration.
4. Concept enforcement.
These stream s are explained in more detail below. Note th a t these are four streams of activities. 
I t is not likely th a t they  can be executed in a linear order.
2.1  S co p in g  en v iro n m en ts  o f  d iscou rse
Traditionally, when developing a model of the relevant concepts from an business dom ain, the term  
universe o f discourse is used to  refer to  “the world (or universe) we are interested in  talking (or 
discoursing) about” [9, 10, 8]. I t is a “conceptual world” : a world about which people com m unicate, 
and which m ay be described through the nam ing of entities and relations. This view implies th a t 
if one makes a model of the  dom ain, one also (alm ost implicitly) makes a model of the language 
used to  describe th a t domain.
In [8], the  theoretical concept of environm ent o f discourse was introduced, to  extend the notion 
of universe o f discourse [9]4. The environm ent o f discourse is essentially defined as a group of 
people who discourse in, or about, p a rt of a universe of discourse. In o ther words, it links a group 
of individuals to  a universe of discourse, and in doing so allows for the recognition of the fact 
th a t it is th is com bination of language users to  which a language m ay be associated. In addition, 
recognizing environm ents of discourse allows for a diferentiated look a t the  conceptual needs of 
various groups w ithin one universe of discourse [11, 8].
In line w ith the earlier m entioned heterogeneity of business domains, the developm ent of a soft­
ware system  typically touches m ultiple discourse environm ents. For example, the  development 
of a claim  handling system  would probably have a t least four key environm ents of discourse: the 
project members of the system  being developed, the  financial adm inistration, the  claim assessm ent 
department, and the clients.
A key activ ity  in concept m anagem ent is the  identification, and proper scoping, of the  environm ents 
of discourse th a t are m ost im portan t to  the  success/failure of the  system  to  be developed. In 
summary, we have:
— A software system  has one envisaged (class of) business dom ain(s) for which it is intended.
— M ultiple environm ents of discourse can be associated to  th is (class of) business dom ain(s).
— Each environm ent of discourse em beds its own universe of discourse.
2 .2  C o n cep t sp ec ifica tio n
For each of the  identified environm ents of discourse, the  relevant business dom ain concepts should 
be specified in term s of their:
— meaning,
— relationships to  o ther concepts (and the constrain ts governing these relationships and
— possible nam es used to  refer to  them .
The process of arriving at concepts, together w ith their m eaning and names, is referred to  as a 
conceptualization process [8]. W hen, as in the  context of software development, the conceptualiza­
tion is done w ith an explicit goal in mind, it is referred to  as an explicit conceptualization process. 
In [8] a reference model for explicit conceptualization processes is provided. This reference model 
distinguishes five key steps:
1. Acquire raw material.
This step  aims to  bring together inpu t docum ents of all sorts th a t provide a basic understanding 
of the  universe of discourse th a t is relevant to  the environm ent of discourse under consideration.
4 The term  environment of discourse was first introduced in [11]. However, we use it in a somewhat 
different sense.
2. Capture the universe o f discourse.
In th is step, formal decisions are to  be m ade regarding the concepts th a t play a role in the 
universe of discourse and how these concepts in terrelate. Note th a t explicit conceptualization 
can occur in two extrem e forms: analyzing a pre-existing universe of discourse or designing a 
future (as yet non-existent) universe of discourse.
3. Select relevant concepts.
The goal of th is step  is to  focus on those concepts in the  universe of discourse th a t bare some 
relevance to  the  system  to  be developed. These are the concepts th a t should be defined and 
nam ed formally in the  next step.
4. N am e and define concepts.
All of the  concepts selected in the  previous step, should be nam ed and defined. Homonyms 
and synonyms w ithin one environm ent of discourse should be allowed. However, homonyms 
w ithin one environm ent of discourse should be discouraged if it concerns concepts th a t are to  
be used to  formally describe system  requirem ents or p arts  of the system ’s design.
5. Quality checks.
Final quality  checks on the validity, consistency and completeness of the  set of defined concepts.
It should be noted  th a t during the  initial stages of system  developm ent, one m ay chose not to  
provide a precise m eaning for relevant concepts (yet). For example, using a m etaphorical m eaning 
of concepts pertain ing to  a fu ture business/system , m ay actually  stim ulate innovative thinking. 
Focussing on a precise definition to  early m ay stifle innovation.
A conceptualization process is not a desk activity; far from it. I t is im portan t th a t all stakeholders of 
an environm ent of discourse partic ipa te  in some form in order to  arrive a t a commonly accepted and 
understood set of concepts. All stakeholders should be actively involved. Moreover, stakeholders 
should be well aware of the im pact of defining concepts th a t are to  be im plem ented in the software 
system . Once im plem ented, they  will be difficult to  change (in [8], this is referred to  as freezing 
language).
In conceptualization processes, several stakeholders play a role. I t is im portan t to  be aware of the 
roles played by five specific classes of stakeholders [8]:
— Concept inform ants: those who take p a rt in discussions about language/term inology.
— Concept authors: those who are authors of certain  language specifying artifacts.
— Concept authority : those who decide upon official term inology and m eaning of concepts.
— Concept m anagers: those who are responsible for concept m anagem ent (including conceptual­
ization processes).
— C onceptualization facilitators: those who are a facilitators for the conceptualization process. 
2 .3  C o n cep t in teg ra tio n
Analyzing the  concepts th a t play a role in a business dom ain by “sim ply” specifying the con­
cepts for each of the  environm ents of discourse is not enough when developing a software system. 
The concepts as identified in the  different environm ents of discourse m ay quite well contradict 
each other. There are likely to  exist homonyms and synonyms between different environm ents of 
discourse.
Since the software system  th a t is being developed needs to  interface w ith these differing environ­
m ents of discourse, some in tegration  between these environm ents should occur. On one extrem e 
we could require the developm ent project, as well as the resulting software system , to  be able to  
use the concepts as used natively in the  different environm ent of discourse. This would require 
the  developm ent project, as well as the software system , to  be able to  tran sla te  between the dif­
ferent “languages” spoken in the  different environments! On the o ther extrem e, we could require 
a harm onization of all relevant concepts across all involved environm ents of discourse. In practice 
a balance needs to  be struck [8].
W hen harm onizing concepts between environm ents of discourse, one m ay also need to  backtrack 
on steps 2-5 of the concept specification stream .
2 .4  C o n cep t en fo rcem en t
Finally, the definitions of the  concepts should be enforced as specified. The m eaning of the  concepts 
should be the same for the requirem ents, the design of the  system, as well as in the  docum entation 
of the system.
As m entioned before, there m ay be reasons to  change the definition of concepts during the devel­
opm ent of a system . For example, during the design of a system , additional insight m ay be gained 
into the s tructu re  of the  business domain. However, when changing the  definition of a concept, 
one should realize the  consequences, as it is bound to  lead to  w idespread changes. For instance, 
due to  the  changed m eaning of a requirem ent expressed in term s of th is concept. Furtherm ore, 
care should be taken in obtaining agreem ent w ith the concept authorities when modifying the 
definition.
3 C oncept m anagem ent in practice
In the previous sections a theoretical framework for concept m anagem ent has been introduced. 
This section discusses a practical viewpoint on this m atter. This discussion is illustra ted  by the 
practical experiences of Luminis, a D utch IT  consultancy firm. Luminis provides IT  products and 
services to  organizations producing products w ith a high complexity. All of Lum inis’ p roducts and 
services are aimed at staging innovation in term s of technology adoption and im provem ent of bo th  
skills and processes.
A lthough concept m anagem ent is not necessarily restricted  to  the developm ent of purely com put­
erized systems, the discussion in th is section does focus on modeling for com puterized system s as 
it is the prim ary business Luminis operates in. Furtherm ore, the  discussion focuses on concrete 
system s for specific business domains, leaving the additional com plexity of p roduct families out of 
consideration.
3.1  D o m a in  m o d e lin g
Software developers tend  to  be good a t thinking in term s of technology enabled solutions and 
focused on sound engineering. Software projects often fail because it is unclear w hat the  underlying 
business need is and w hat problem  is actually  being solved. Concept m anagem ent is regarded as 
playing an im portan t role in preventing this.
Lum inis’ approach to  requirem ents engineering and software developm ent is inspired by the RUP [5], 
while concept m anagem ent has been adopted as an integral p a rt of the  developm ent process. Lumi­
nis adopted the term  dom ain modeling as a generic te rm  to  refer to  the  first three steps of concept 
m anagem ent: scoping environm ents of discourse, concept specification and concept integration. 
The result of th is process is referred to  as the domain model.
The purpose of a dom ain model is to  uniform ly define and scope the  business dom ain in term s 
which the stakeholders understand  and agree upon. Towards the stakeholders in the business 
environm ent, the dom ain model plays the role of a unified vocabulary and an understanding of 
the  scope of the  system; tow ards software architects and engineers it provides guidance in m aking 
im plem entation decisions (for example database design). For the  project leader it can be an aid 
in planning and prioritization of the project.
3 .2  W ay o f  w ork in g
In order to  develop successful software systems, th a t is, software system s th a t m eet the  business 
needs, the following aspects need to  be considered:
— The intrinsic s truc tu re  and boundaries of the  business dom ain in term s of its composing 
environm ents of discourse.
— The use of the concepts from the business dom ain by the stakeholders in the context of the 
planned system.
— The non-functional qualities of the planned system.
The s tructu re  of the business dom ain is cap tured  in the  aforem entioned dom ain model, which is a 
concrete project deliverable. This model defines the relevant concepts in the  business dom ain and 
the relationships between them . The use of the  business dom ain concepts, as it is to  be supported  
by the planned system, is laid down in the functional requirem ent specification (e.g. in term s of 
use cases from the UM L). Finally, it is defined, in term s of the  non-functional qualities, how well 
the  system  is supposed to  do w hat it does. Concepts play a role in all these facets; concepts are 
the  vocabulary.
R u n n in g  e x a m p le  To illustrate  the way of working the following running example is used. One 
of the  elements in the  D utch healthcare system  is the  notion of domestic aid. People in need of 
medical a tten tion  can request a domestic aid worker to  regularly visit their homes to  assist w ith 
medical care or house work. Domestic aid organizations receive paym ent from health  insurance 
companies for the hours of aid provided to  their clients. Consequently, it is very im portan t th a t 
dom estic aid workers m aintain  an adm inistration  of the  hours spent a t their clients. To th is end, 
the D utch com pany Nedap (w w w .nedap.nl) developed a dedicated device called iO. The underlying 
idea is quite simple: C lients receive a personal badge and each dom estic aid worker carries an iO. 
W hen the dom estic aid worker arrives at the client’s home she holds the  iO against the  client’s 
badge and presses a bu tton . The iO has now registered the  sta rting  tim e and the identity  of the 
client. W hen the worker leaves she does the  same and the iO registers the  com pletion tim e. In the 
office the workers “em pty” the ir iOs into a central com puter which takes care of invoicing.
S co p in g  en v iro n m en ts  o f  d isco u rse  W hen a new project s ta rts  off, the  first step  is scoping. In 
term s of RU P [5] th is takes place in the  inception phase. During scoping the area of in terest is ex­
plored on the basis of the  product vision (see RUP) and a first rough outline of the  (non)functional 
requirem ents of the  system  is made. This step  also leads to  a rough outline of the  business domain. 
Scoping is a heterogeneous activity, it involves analysis and high level design bu t it is often also a 
negotiation process between different stakeholder interests, such as content versus costs.
Domain modeling plays an im portan t role during scoping. There is an interesting correlation 
between modeling the dom ain and specifying the requirem ents on one hand, and the intended 
scope of the  system  as defined in the  vision on the o ther hand. On one hand  the scope of w hat 
is modeled specifies the boundaries of the system; on the o ther hand the scope of the  system  
determ ines w hat is modeled. The dom ain modeling activ ity  ties bo th  ends together.
In the dom estic aid example the  following environm ents of discourse were identified: dom estic aid 
organization, dom estic aid worker, Nedap product developm ent and technical support. Each has 
a different in terest in the product.
C o n cep t sp ec if ica tio n  Once the scope of the project has been outlined, it is clear w hat the 
relevant environm ents of discourse are. The next step  is to  s ta rt identifying and specifying the 
relevant concepts in the  environm ents of discourse. In RU P term s this s ta rts  during the inception 
phase and carries on in the  elaboration phase. Concept specification is done in parallel to  and 
in close in teraction w ith requirem ents elicitation and specification. The relation to  requirem ents 
specification is im portant: Requirem ents are expressed in term s of concepts and on the basis 
of their understanding of concepts stakeholders make assum ptions on w hat the  system  will do. 
This is independent of the technique used for requirem ents specification; th is holds for any verbal
requirem ents specification, for example use cases. During concept specification, m odelers should 
be ex tra  cautious about concepts th a t the dom ain experts consider to  be “triv ia l” . If during 
requirem ents specification concepts surface th a t have no place yet in the dom ain model one should 
s ta r t wondering w hether it concerns a new concept or a synonym of an already identified concept.
RU P employs a glossary to  define concepts from the business dom ain. Such a glossary does not 
specify the  relationships between concepts nor the  constrain ts on the relationships. To rem edy 
this, Luminis has chosen to  use O bject Role M odeling (ORM ) as a m ethod for concept specifica­
tion. ORM  [10], and its m any variations such as NIAM, PSM  and NORM, has a rich theoretical 
foundation dating  back to  the 1980’s and 1990’s [12, 13, 14, 15, 16, 17, 18, 19, 20]. Even though 
the UML [2] is used intensively during the  developm ent of software systems, ORM still has a 
im portan t role to  play in the early stages of system  development. An active com m unity of ORM 
users exists (see e.g. www.orm .net and ww w.inconcept.com ), while M icrosoft’s Visio M odeler even 
provides advanced support for ORM  diagram s [21]. One of the im portan t features of ORM  is its 
foundation in n a tu ra l language analysis. ORM  views the  world in term s of objects playing roles, 
and approaches a dom ain by verbalizing examples of such objects in n a tu ra l language. These ver­
balizations are used as a s ta rting  point to  further develop and refine the  model. ORM  also does 
not make an initial use of the notion of a ttribu te ; hence the modeler is not required to  agonize 
over w hether some feature ought to  be modeled in term s of a ttr ib u tes  ra th e r th an  an en tity  and 
a relationship.
A nother im portan t feature of ORM  is its e laborated  modeling procedure which guide modelers 
in their task. In [10] an elaborate discussion of th is procedure can be found. However, the ORM 
m odeling procedure as such is too  rich for the  purposes of dom ain modeling, as it is originally geared 
tow ards conceptual design of a database system  ra ther th an  the analysis of concepts playing a role 
in a business dom ain. Nevertheless, the  general struc tu re  of the procedure can still be applied. The 
trick is to  be less rigid about some of the modeling details, such as the specification of dom ains 
for value types, identification m echanisms for objects, advanced constraints.
Furtherm ore, even though verbalization of familiar examples from the business dom ain is a very 
powerful m echanism  and the basis of proper conceptual modeling, it also involves a lot of docum ent­
ing. In projects the  more experienced conceptual modeler will generally not explicitly docum ent 
the verbalizations bu t ra ther produce ORM  or UML diagram s directly.
One m ight wonder why the use of ORM diagram s is preferred over the use of UML class diagram s 
to  express dom ain models. Even though UML class diagram s can indeed be used for th is purpose 
(ignoring the forced identification of a ttribu tes), UML diagram s have an im plem entation oriented 
co-notation from the  perspective of the  stakeholders in the  business dom ain. This co-notation 
disqualifies UML class diagram s for the purpose of dom ain modeling as dom ain modeling requires 
intensive com m unication w ith the stakeholders about the structures of their domain.
Finally, as w ith all m ethods, O R M ’s m odeling procedure should be used wisely. Given the  char­
acteristics of a specific project and business domain, it m ay be necessary to  iteratively evolve a 
model, using short cycles, into a “good enough” model. This will be d ictated  by the  situation  at 
hand. In o ther words: A method should never become an excuse to stop thinking .
C o n cep t in teg ra tio n  An im portan t stream  of activities in the creation of a dom ain model 
is concept integration. As m entioned before, the  four identified streams of activities in concept 
m anagem ent are not likely to  be executed in a linear order. In practice, th is holds particu larly  
for the in tegration  of concepts between different environm ents of discourse. During modeling, the 
in tegration takes place while going along due to  the  iterative natu re  of modeling; i.e. it is hard  to  
single out specific in tegration  activities.
An im portan t aspect of th is stream  is the  continual (and driving!) validation w hether the  resulting 
dom ain model spans all environm ents of discourse (identified thus far). For each synonym  and 
hom onym  it m ust be decided which term  is used as the  “official” one in the  model.
Practical experience shows th a t the  specification of concepts does not occur on a per environm ent- 
of-discourse basis, bu t ra th e r on the basis of logical groupings of concepts, which are considered 
from the perspective of each environm ent of discourse they  perta in  to.
D o c u m e n tin g  a  d o m a in  m o d e l There are different ways to  docum ent the  various stages of 
the dom ain model. The scope of the business dom ain m ay be docum ented as a concept m ap [22] 
or “inform ation landscape” in the product vision docum ent. The dom ain model itself m ay be 
docum ented in:
— N atural language.
— A graphic language, such as UML or ORM  diagram s.
— A m athem atical language, such as logic or set theory.
W hile ORM  is used as a conceptualization m ethod, Luminis uses UML class diagram s when 
com m unicating the  dom ain model to  software engineers. More specifically, the  software engineers 
receive a dom ain model as a UML class diagram , in com bination w ith n a tu ra l language descriptions 
and a glossary. N atural language is used to  com m unicate m odeling decisions to  the  dom ain experts. 
The UML is used to  add the  details and specify the dom ain model in a form at th a t architects and 
engineers can deal w ith in object-oriented technology. E ither way, it is im portan t to  be concise 
and to  the  point. Too m any projects suffer an overload of too  m any and too  bulky docum ents.
A r c h ite c tin g  th e  so ftw are sy s te m  The dom ain model is one of the foundations for architecting 
and engineering as it determ ines the  scope of the system , which is eventually reflected in the 
software design and functionality. Throughout the  engineering process the model is used to  m anage 
concepts and as such m onitor w hether the right software is being built.
Concept specification and in tegration yields a conceptual model of the  business dom ain. Sometimes 
there m ay be modeling choices present in the dom ain model th a t m ay be hard  to  realize in a 
specific program m ing environm ent or ta rget platform . For such reasons, it is practical to  transla te  
the dom ain model into an im plem entation model (a process quite sim ilar to  the  one as described 
in [23]). The im plem entation model can be seen as a more pragm atic view on the dom ain. However, 
it does not change the actual definition of the dom ain. The im plem entation model is consistent 
w ith the original dom ain model. For example, complex relationships can be transla ted  into m ultiple 
binary  relationships.
W hen transform ing the dom ain model into an im plem entation model, one will usually cross-over 
from ORM  diagram s to  UML diagram s, as th is is the  lingua-franca of software developers. This is 
also the stage where o ther UML diagram s, such as sequence diagram s, collaboration diagram s and 
activ ity  diagram s come into play. All of these diagram s play a role in the  design of the  software 
system  th a t im plem ents the business domain.
3 .3  R eflec tio n s
ORM, ju s t as any other modeling methodology, explains how to  model bu t not what to  model and 
th is precisely is the challenge in modeling. M aking the right decisions about w hat to  model, w hat 
term s to  use, when to  stop, who to  involve and how to  docum ent and com m unicate it is m ostly a 
m a tte r of ta len t and experience of the  m odeler(s).
An im portan t issue, in th is respect, is w hether the current situation  is modeled or some desired 
future  situation. If the current situation  is being modeled the  resulting model m ay not yield any 
new insights to  the dom ain experts and the  more skeptical ones m ight say the  model is “triv ia l” 
or not really adding anything new. In a way this is actually  a good sign because the model
apparen tly  succeeded in specifying the relevant concepts in a recognizable way. A model of the 
current situation  structu res dom ain knowledge and unifies term s bu t is not intended to  teach the 
dom ain experts new insights on their specialism. M odeling the future situation , however, pu ts 
other dem ands on the dom ain experts, as they  are now asked to  th ink  about how they  believe 
their business is going to  develop and w hat is im portan t in fu ture (software) systems.
A nother issue is which term  to  use in case of synonyms. This m ay be decided by the stakeholders 
w ith au thority  b u t reuse m ay also play a role. For example, Nedap also develops o ther device 
oriented products (for example access control solutions) and there is a need to  reuse certain  parts 
of the software. So it is im portan t to  choose more generic term s, ra th e r th an  dom estic aid specific 
term s. A nother way to  deal w ith synonyms is localization in the user interface: The model rem ains 
an in ternal deliverable while the  stakeholders of different environm ents of discourse find the ir local 
term inology in a personalized user interface.
Finally, in alm ost every business there is some form of evolution. The n a tu re  and frequency of 
evolution depends on the type of business. I t is im portan t to  decide how heavily concept m anage­
m ent is im pacted by evolution. Should the system  and therefore the dom ain model anticipate for 
it right from the beginning or is it a m a tte r of “tim e will tell” ?
The dom estic aid device shows an example of evolution. The original iO has been developed to  
register hours spent a t client homes, so called external hours, and so has the software. However, 
during requirem ents specification the concept of internal hours surfaced. In ternal hours are hours 
spent around the  office, for example, for m eetings or education, bu t also holidays and sick leave. 
The vision behind the iO and client badge did not anticipate for th is extension. Even more, the 
in truduction  of th is concept required changes to  bo th  software and hardware.
4 C onclusions and future research
In this article we have argued the need for proper concept m anagem ent in the context of system  
development. We have discussed how, during system  developm ent, a lot of “concept handling” 
occurs and th a t th is quite often occurs w ithout proper m anagem ent. We have in troduced the 
explicit notion of concept m anagem ent as the  deliberate activ ity  of introducing, evolving and 
retiring concepts. The notion of concept m anagem ent has been discussed and elaborated  from 
b o th  a theoretical perspective as well as a practical perspective.
In the near future, we are planning on a more explicit in tegration  between concept m anagem ent, 
the ORM  conceptualization procedure and software developm ent using the RU P and the UML. We 
will also aim  to  form ulating explicit heuristics on dealing w ith the in tegration  of concepts between 
different environm ents of discourse. W hen possible, a pro to type for a concept m anagem ent tool 
will be considered as well.
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