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During  its  lifetime  a  pipeline  is  subjected  to  an  increase  in  internal  pressure  and 
temperature from its as‐installed condition. These loads cause the pipeline to expand at its 
“free” end, and induce stresses and forces in the pipe wall. If the pipeline is not allowed to 
expand,  this  will  result  in  buckling  if  the  magnitude  of  the  loads  is  large  enough,  to 
overcome external restraining forces.  
The scope of  this  thesis  is  to develop a Screening Software Tool  for Evaluation of Pipeline 
Lateral Buckling; a tool for evaluation of pipeline integrity based on survey results. The main 
purpose  of  the  software  is  the  identification  and  evaluation  of  locations  that  have 
undergone  lateral  buckling.  This  is  done  by  first  of  all  creating  a  software  tool  that  can 









With  this  smoothed  curve  the  screening  tool  can  now  calculate  the  curvature,  and 
multiplying it with the bending stiffness of the pipe; the result is the bending moment. This 
is not a fully accurate result, but  it gives a good  indication on where the pipeline might be 
















This Master  thesis has been written  in  the spring of 2011 as  the  final examination before 
achieving my Master degree in Offshore Technology – Subsea Technology at the University 
of  Stavanger.  The  thesis  has  been  defined  in  cooperation  with  IKM  Ocean  Design  AS, 
Trondheim.  IKM  Ocean  Design  AS  provided  office  space  at  their  location  in  Trondheim, 
where  the writing, programming  and  analytical work of  the  thesis was performed.  It has 
been an exciting and challenging phase of my life.  
Through  this  period many  people  have  given me  useful  advice  and  guidance  to help me 
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been my  go‐to‐guy when  problems  have  occurred,  and  he  has  been  defining  the 
problems for me and explained them well.  
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water,  oil,  natural  gas,  and  carbon  dioxide  are  examples.  One  option  to move  fluids  is 
transporting them through pipelines. A pipeline is a fixed asset with large capital costs. Once 




When  production  starts  and  the  produced  fluid  runs  through  the  pipeline  the  internal 
temperature and pressure will increase, due to the reservoir conditions. When the internal 
pressure  increases  the  hydrostatic  pressure  outside  the  pipe  remains  the  same,  which 
causes greater circumferential stress, also called hoop stress,  in the pipe. The temperature 
increase will lead to thermal expansion of the steel, and result in axial compressive forces in 
the pipe. Combined  they  result  in  a  longitudinal  stress of  the pipe. As  a  response  to  the 
longitudinal  compressive  force, when  the  pipeline  is  restrained  (see  chapter  3.2),  global 
buckling may  occur  at  a  position  determined  by  the  curvature  of  the  pipeline  and  the 
support conditions.  
A pipeline will buckle  in the direction where  it meets the  least resistance.  In a free span  it 
usually buckles downwards, on the seabed  it can move sideways (lateral buckling), and for 
buried pipelines the easiest way to move usually  is upwards. The  last one  is well known as 
‘upheaval  buckling’, which  is  a  phenomenon  that  is  unfavorable  considering  the  risk  of 
impact by fishing gear mentioned earlier.  
For control of the pipeline and  its movement after being set  in operation, an ROV  is used, 
equipped with  several  cameras  and  a  pipetracker.  This method  of  determining  the  new 
position of the pipeline will not give the exact position;  it will have  its errors. These errors 












The scope of  this  thesis  is  to develop a Screening Software Tool  for Evaluation of Pipeline 
Lateral  Buckling,  a  tool  for  evaluation  of  pipeline  integrity  based  on  survey  results.  The 
survey results to be evaluated will be in the form of 5‐pt or 7‐pt files (explained in appendix 
A). The main purpose of the software is evaluation of locations that have undergone lateral 






‐ FE  analyses  (using  the  program  SIMLA)  for  selected  pipeline  dimensions  and 
pipe‐soil parameters will be performed in order to check buckling scenarios. 
























Global buckling  is a mode of buckling which  involves a  substantial  length of  the pipeline; 
usually  several  pipe  joints  without  gross  deformations  of  the  cross  section;  upheaval 
buckling is an example thereof. On the other hand, local buckling is a mode of buckling that 
is  confined  to  a  short  length  of  the  pipeline  causing  gross  changes  in  the  cross  section; 
collapse, localized wall wrinkling and kinking are examples of thereof9. Global buckling of a 
pipeline can be compared to a bar  in compression; the pipeline will buckle  in the direction 
where  it meets  the  least  resistance.  In  a  free  span  it usually buckles downwards, on  the 
seabed  it can move sideways (lateral buckling), and for buried pipelines the easiest way to 




temperature  of  the  pipeline  is  about  the  same  as  its  surrounding  seawater. When  the 
pipeline is put into service the temperature and pressure will increase. As a result of this the 
pipe will expand. A constrained pipeline will not allow expansion to occur which will result in 







This  phenomenon  is  most  likely  to  happen  in  HP/HT  reservoirs.  Even  pipelines  with 
adequate  wall  thickness  may  be  exposed  to  buckling  at  moderate  temperatures  and 
pressures3.  
There are several  failure modes  for a pipe exposed to global buckling. Global buckling  is a 
load response and not a failure mode alone, but global buckling may lead to failures such as 
fracture,  fatigue,  local  buckling,  bending  moments,  and  large  plastic  deformations.  For 











may  project  several  meters1.  This  phenomenon  (upheaval  buckling)  is  induced  by  a 
longitudinal compressive force due to temperature and pressure increase, when going into 
operating mode. Upheaval buckling  is caused by the  interaction between that  longitudinal 
compressive  force  and  the  local  curvature  of  the  pipeline  axis1.  In  other  words,  axial 
compressive  forces  tend  to  make  the  pipe  push  upwards.  Upheaval  may  occur  if  the 










If  the pipeline  is buried,  then  there  is  less  resistance  to upwards movement compared  to 
sideways/  lateral  buckling.  The  pipeline  therefore  buckles  upwards,  almost  invariably  at 







Lateral  buckling  is  induced  in  the  same way  as  upheaval  buckling  by  a  temperature  or 
pressure increase. The difference between lateral and upheaval buckling is just the direction 
of the bending movement.  
If  a  pipeline  is  not  buried  it  is  usually  easier  for  it  to  buckle  sideways.  The  resistance  to 
sideways movement  is  the  friction  force  (soil  friction), which  is  the  submerged weight of 
pipe multiplied by the  friction coefficient. There  is also a resistance when moving through 
seawater, but  it  is negligible1.  In figure 3, a pipeline  in service has been exposed to  lateral 
buckling. The track of the as‐laid pipeline is notable.  
Many  pipelines  buckle  laterally  to  some  extent,  but  lateral  movements  frequently  go 
undetected. Lateral movements are often harmless, because the  lateral movement occurs 
over a substantial distance, the bending stresses are small, and the buckle does not localize 
into a sharp kink. However,  lateral movements can be  larger, and  if one  is unlucky, all the 
movement is concentrated in one buckle. If this movement is too large then a kink might be 


















Compressive axial  force  is applied  from both  sides of  the stick;  this will  result  in  the stick 




would  be  to  stabilize  the  pipeline  at  its  new  position.  This  can  be  done  by  covering  the 
exposed pipe, for example by rock dumping, concrete mats, etc. However, if the integrity of 
the pipeline is reduced and the pipe wall is overstressed, this may lead to rupture. Then the 





So  far  it  has  been  have  written  that  the  temperature  increase  is  proportional  to  the 
expansion.  This  statement  is  only  correct  as  long  as  the  pipeline  is  unrestrained.  If  it  is 
restrained or partially  restrained,  then  the  result might be global buckling  (note:  the pipe 
can  also  buckle  without  being  restrained).  The  stresses  acting  depend  on  whether  the 
pipeline is unrestrained, restrained or partially restrained.  






A high pressure, high  temperature  reservoir  is  formally defined by having an undisturbed 






deep‐water pipelines. The external pressure  is a  function of  the water depth  (WD), water 
density (ߩ = 1025 kg/m3 for seawater) ,81m/s2).  and gravity (g = 9
݌௢ ൌ ܹܦ · ߩ · ݃ 





For  a  reservoir with  pressures  around  200  ‐  400bar,  at  the  same water  depth,  the  pipe 
would not be exposed to the same amount of axial forces.  










the pipeline. Trawling may affect  the pipeline  in  several ways;  trawl  impact, pullover and 
hooking.  Trawl  impact  is when  the  fishing  gear  hits  the  pipe, while  dragged  on  the  sea 
bottom,  and  causes  deformation/damage  on  the  pipe.  Buckling  has  a  “weakness”  for 
deformed pipes since the deformation weakens the pipe’s bending stiffness, and makes  it 
more exposed to axial compressive forces. While a pullover  load  is when the trawl sweeps 
across  the pipeline and exposes  the pipe  for a great  load  for a  short period of  time.  If a 
pipeline  curve  is experiencing great  tension but  still not enough  to  cause buckling of  the 




With upheaval buckling  the  risk of  trawl  impact  increases,  this  is one of  the  reasons why 
upheaval buckling  is a very unfavorable scenario. An example of such an  incident occurred 
at  the  gas  field  Kvitebjørn  in  the  North  Sea,  with  HP/HT  conditions.  The  cause  of  the 
accident was an anchor; it had hooked on to the pipeline and inflicted serious damage, see 









When  the  pipeline  is  installed  it  is placed  on  the  seabed  in  tension, which makes  it  less 
vulnerable  to  trawl  pullover  loads,  compared  to  a  pipeline  in  service  exposed  to  axial 













A pipeline has  to be designed  to withstand all  the  loads  that  it will be subjected  to, both 
during  installation  and  operation.  During  installation  it will  be  bent,  pulled  and  twisted. 




















A  pipeline  in  operation  is  exposed  to  longitudinal  stresses  as  well  as  hoop  stress. 
Longitudinal  stresses arise primarily  from  two effects: Poisson and Temperature. The  first 
one can be explained by imagining a steel bar loaded in tension, it will extend in the tension 
direction  and  contract  in  transverse  direction.  If  transverse  contraction  is  prevented,  a 
transverse tensile stress is set up. As for only circumferential stress (no longitudinal stress), 
the  pipe will  extend  radially  and  contract  in  longitudinal  direction.  If  friction  against  the 
seabed (soil friction) or attachments to fixed objects such as platforms prevents longitudinal 
contraction,  a  longitudinal  tensile  stress  occurs.  This  is  the  Poisson  effect. 





completely  unconstrained,  but  longitudinal  expansion  is  constrained  by  the  seabed  (soil 
friction) and other objects that constrain the pipe. As for the first effect, if axial expansion is 
prevented, a longitudinal compressive stress will occur.  
Bending moments  due  to,  for  example,  free  span  or  bending  under  installation  can  also 
occur and will be included in longitudinal stress. If the pipe is applied with an external axial 
force, this axial force w d in longitudinal  ill also be include  stress.  


















































Expansion  is  due  to  combined  effects  of  temperature,  pressure  and  Poisson’s  effect.  In 
operational pipelines,  the  three  factors will usually occur  in combination, which gives  this 
expansion axial force: 















The  DNV‐OS‐F101  standard  is  used  to  provide  an  internationally  acceptable  standard  of 
safety for submarine pipeline systems. It serves as a guideline for designers, purchaser and 
contractors.  
Two  load  conditions  are  used,  load  controlled  condition  and  displacement  controlled 
condition.  Different  design  checks  apply  for  these  two  conditions.  An  example  of  a 
displacement controlled condition  is a pipeline being  installed;  it  is bent  into the shape of 
another  curved  structure,  such  as  a  reel.  In  this  case,  the  curvature  of  the  pipe  is 
predetermined. But the circumferential bending that  leads to ovalisation  is determined by 
the  interaction between  the  curvature  and  the  internal  forces  induced by  the  curvature. 
Another case is an expansion spool on the seabed. Pipeline expansion due to a temperature 




These  examples  show  that  to  choose which  condition  to  use  is  not  so  easy,  there  is  no 
distinct difference between  the  two  conditions  in  several  cases,  so  the  choice  should be 
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* ݐଵ and ݐଶ are  found  in DNV‐OS‐F101, section 5‐C 300, Characteristic wall  thickness. ݐଵ is 
pipe wall thickness used for calculations of pressure containment resistance, in other words 
in situations  like system pressure testing. Here the  fabrication thickness tolerance, ݐ௙௔௕,  is 
taken  into  consideration.  This  is  because  the  pipe will  crack  at  the  spot where  the wall 
thickness is the thinnest. When designing for the bending moment this is not needed, in this 
case the nominal wall thickness is used (the overall wall thickness). The next step is to know 
if  the  pipe  is  being  designed  for  an  operational  condition,  or  for  the  construction  phase 
(installation  mode).  For  a  pipe  in  operational  condition  tcorr  is  included,  which  is  the 
corrosion allowance. t is the nominal wall  s of the pipe(un‐corroded); thicknes











































































ߛி  ߛா   ߛ஺  ߛ௣
SLS & 
ULS 
a  1,2  0,7  ‐  1,05 
b  1,1  1,3  ‐  1,05 
FLS    1,0  1,0  ‐  1,0 
ALS    1,0  1,0  1,0  1,0 
1) If the functional load effect reduces the combined load effects, ߛி shall be taken as 1/1,1. 
 
To  find    ߛ௖,  DNV‐RP‐F110  section  9  must  be  used,  Condition  Load  Effect  For  Exposed 
Pipelines.  




The  condition  factor,  ߛ௖is  based  on  the  prevailing  uncertainty  in  the  response  bending 
moment given by:  









ܥ݋ܸ൫ܺிሺ݌, ܶ, ܨ்ሻ൯  is  the Coefficient of Variation of  the  resulting bending moment  in  the 







ܥ݋ܸ൫ܺிሺ݌, ܶ, ܨ்ሻ൯ ൌ ටܥ݋ܸ൫ ஺ܺሺ݌, ܶ, ܨ்ሻ൯
ଶ
൅ ܥ݋ܸ൫ܺ௅ሺ݌, ܶ, ܨ்ሻ൯
ଶ
൅ ܥ݋ܸ൫ܺ஻ሺ݌, ܶ, ܨ்ሻ൯
ଶ
൅ ܥ݋ܸ൫ܺ஼ሺ݌, ܶ, ܨ்ሻ൯
ଶ
 
The  CoV(X)  terms  in  the  equation  above  reflects  the  uncertainty  in  the  impact  on  the 
bending moment  response,  this  from  the  uncertainty  in  the  soil  parameters,  choice  of 
stress‐strain curve, and uncertainty in the applied trawl pull‐over load. The condition factor, 






































interpolating  between  them  a  very  curvy  graph  occurs,  a  curve  which  in  reality  is  not 
possible with  the  transport pipeline dimensions used  in  the offshore  industry. So  to get a 
realistic  pipe  lay  picture  as  output,  this  graph  needs  to  be  smoothed.  Smoothing  is  to 
smooth a data set to create an approximating function that attempts to capture important 
patterns  in the data, while  leaving out noise18. (In common use the word noise means any 


















Figure 8  is an example of plotted survey data set  (green points) and  the  (blue) smoothed 
line  (spline). For  the untrained eye  it  looks  like  three possible areas have undergone  local 




between noise and useable measurements? This  is really up  to  the user;  trust  in the data 










magnetometer‐based  sensors  can  be  used.  But  it  is  easily  affected  by  other  forms  of 
magnetism, which  can  cause measurement  errors  (noise).  The  pipetracker  can  also  use 








The  finite element analysis  is a way to simulate the behaviors of an  installed pipeline  in a 
realistic  three‐dimensional  environment  obtained  by  measurements  of  the  seabed 
topography. This allows engineers  to exploit any opportunities  that  the pipeline behavior 
may offer to develop both safe and cost‐effective solutions7. The finite element model may 
be a tool for analyzing the in place behavior of a pipeline.  






The  design  criterion  is  the  allowable  bending  moment,  so  to  find  the  actual  bending 




In most cases a map of  the pipeline  route has  the coordinates easting(x) and northing(y), 
but  at  the  same  time  engineers want  the  different  positions  of  the  pipeline  given  in  KP 
(Kilometric Point  along  the  pipeline).  The  KP  follows  the  pipeline  route  from  KP  0  (zero) 





operational  mode  can  be  determined.  The  survey  data  set  is  a  data  set  of  positional 
measurements, how many measurements that are taken varies, but normally  it  is at every 
meter  following  the KP. But as  said  these measurements differ  from each other, distance 
wise  and  in  accuracy.  Noise  in  data  set  reduces  the  accuracy.  This  noise  needs  to  be 
eliminated/  reduced,  and  this  is  done  by  smoothing  the  data  set  through  some  kind  of 
interpolating  that  takes  this  into  consideration  by  not  interpolating  through  every  point, 





















The polyfit()  function gives a polynomial approximation of  the data set, but  this  is  for  the 
whole  graph,  not  just  for  parts  of  it,  so  for  long  graphs  (data  sets)  this  is  not  a  good 
alternative. The other two functions uses a method of smoothing, fitting a smooth curve to 
a  set of noisy observations17, using a  spline  function, which  is piecewise polynomials with 
continuous  derivatives  to  chosen  degree.    This  allows  an  interpolation with  a  smoothing 
factor that determines how many of the points that should be used (interpolated through). 
This  allows  the  user  to  reduce  the  “noise”  in  the  data  set,  and  it will most  likely  give  a 
smoother/ better picture of the pipeline position.  




in  abondonment  of  the  function.  The  choice  ended  on  the  function  combination: 
interpolate.splrep() and  interpolate.splev(). The  combination  is user  friendly and executes 
excellent  interpolations, and  it has  the  .splev()  function  to calculate  the derivatives of  the 
graph/curve.  
 
The  resulting curvature and bending moment  (according  to  the curvature)  for  the chosen 
alternative is presented as output in the Lateral Buckling Screening Software.  
Calculation  of  the  curvature  of  the  smoothed  curve  multiplied  with  the  pipes  bending 
stiffness gives the bending moment along the pipeline.  
The allowable bending moments for the pipeline will be plotted together with the calculated 
bending moments  for  the  smoothed  line.  (Existing and verified  in‐house  spreadsheets  for 













SIMLA  reads  the  seabed data  from  survey data  to generate  the  three‐dimensional  terrain 
mesh. As the pipeline is laid onto the seabed mesh, the pipeline elements are free to move 
in  all  degrees  of  freedom,  at  both  ends.  The  pipeline  is  therefore  not  restricted  to 



































The polyfit()  function gives a polynomial approximation of  the data set, but  this  is  for  the 
whole  graph,  not  just  for  parts  of  it,  so  for  long  graphs  (data  sets)  this  is  not  a  good 
alternative. It might work for simple curves (short distances), but for  longer distances with 
several curves this function will be too rough when smoothing the survey data. 
The  interpolation.UnivariateSpline()  function  reduces  the  noise  very  well,  however  the 
coefficients for the piecewise polynomial are needed in order to calculate the derivative of 
the curve. According  to a  source on  the  internet22  these coefficients belong  to  the Bézier 
formula  (for  Bézier  curves),  and  after  testing  the  next  function  interpolate.splrep() with 








Importing  easting  and  northing  coordinates  and  KP  values  from  different  data  set  was 
challenging, because some survey data has the data separated with a couple of  lines with 
field  information. This  field  information  is not  required and  is easy  to not  import, but  the 
information can contain numbers which cause problems, for example dates. These numbers 
must be excluded from the import through a separate method. 
The program  SIMLA would never  accept  the  flat  seabed profiles  created.  This was never 









This  was  not  the  only  problem  when  using  the  program  SIMLA;  when  the  material 
parameters were  imported,  SIMLA would not  finalize  the  FE‐analysis when using  a  linear 
material  type  (which  is used  in  the  Lateral Buckling  Screening  Software).  So,  in every  FE‐
analysis run performed in SIMLA an elasto platic material type has been used.  
Both these problems have had their effect on the results given in SIMLA, which have made 






The  effects on  the  stresses  from  an  uneven  seabed  can be  the  next  big  step  for  further 
development of the software. This might be the solution to achieve more accurate results.  
 








very  useful,  the  result will  show  the  effects  from  a  flat  seabed  compared  to  an  uneven 








The  Lateral  Buckling  Screening  Software  (LBSS)  has  shown  to  be  a  good  tool  for  the 
evaluation  of  pipeline  lateral  buckling.  By  using  the  program  Python  as  programming 
software  it has developed  into an easy and effective  tool  for  import of data  (for example 
survey data); with quick  line reading and great memory. LBSS contains a smart smoothing 
function. Why  is  it smart? Every survey data file contains different amount of data;  length 
and frequency wise. So a permanent formula or smoothing factor will not work. LBSS gives 
the user  the opportunity  to choose a smoothing  factor as many  times as  the user  feels  is 
necessary for the outcome/ result to be realistic and sufficient to obtain a good estimate for 
further curvature calculations.  
Currently the LBSS has  its  limitations. Calculations can only be done with a  linear material 
type, and when calculating  the bending moment  it only  takes  the horizontal position  into 
consideration. So any effect  from an uneven seabed or upheaval buckling  is not  included, 






















































of  numbers.  Each  separated  part  of  the  line  contains  certain  information;  this  pattern  is 
followed  through  the whole document.  For  the  Lateral Buckling  Screening  Software, only 
three  of  these  line  elements  are  needed;  KP,  Easting  and Northing.  These  three  tell  the 







Under  this  text  there  is  a  section  from  a  7pt‐file,  it  contains;  the  KP  value,  Easting 
coordinate, Northing coordinate, and then the 7 points shown  in figure A follows. The  last 
points after that tell the offset from the survey centre line. The difference between 7pt‐files 














































Python  is  an  Enthought  developed  software.  It  provides  scientists  and  engineers  a 
comprehensive  set  of  tools  to  perform  rigorous  data  analysis  and  visualization1.  Python, 
well  known  for  its  flexibility  and  ease‐of‐use,  is  becoming  a  more  and  more  popular 
programming language for users worldwide. EPD, Enthought Python Distribution, backs this 
statement up by  its  impressive and powerful collection of Python  libraries,  including SciPy, 
NumPy and matplotlib.  
The choice of selecting EPD as a programming tool is reasoned by its effectiveness; fast line 





















Python was  intended  to be a highly  readable  language.  It  is designed  to have a clear and 






























































































































on NumPy,  it  is  built  to work with NumPy  arrays,  and  provides  user‐friendly  and 
























• The  Input File  is where  the user enters his pipeline and  field data.  It  is  text  string 
based; every input line starts with a string, also called a card in SIMLA. Every card has 
its own function, some is used to enter the pipe dimensions, other cards can be used 






analysis  is  successful  the user  can use XPOST  for  visualization of pipeline  and  the 
buckling effects on it for each time step.  























































To  use  this  software  (LBSS)  the  program  Python  is  required.  Python  is  an  Enthought 





















To  get  a brief overview of  the  software;  it  is divided  in  three phases.  First  is  the  import 
phase where three sorts of data can be imported; the design route, as‐laid data and survey 
data.  The wanted  combination  is  of  the  users  own  choice.  Second  phase  is  an  overview 
(illustration) of selected data. From this a more detailed search can be done to find possible 
lateral buckling, and a wanted section of pipeline  is to be chosen. The  last phase  is to find 
the  curvature,  and  the  related  bending moment  of  the  selected  pipeline  section.  This  is 
done by finding the best suited smoothing factor* through some sort of iteration. When the 
user  feels  satisfied with  the  chosen  smoothing  factor, meaning  it  gives  the most  realistic 
picture of the pipeline lay, the user should be able to find possible lateral bucklings. All this 
is described in detail in the section under. 
 Phase one:   The purpose of the software  is to smooth a data set,  in other words a  list of 
data  (survey) must  be  imported.  The  software  will  then  need  to  know  where  on  your 
computer the file  is  located, for example, C:\Program files\project2011\(file name).txt. The 
software needs a certain  format on  the  imported  file.  It needs  to be a  text  file  (.txt), and 
every column needs to be separated by space, not semi‐colon or any other sign. If original 
data set is separated by such signs this need to be changed. This can easily be performed in 
Excel,  by  using  the  replace  function. When  this  is  in  accordance,  the  next  step  is  to  get 
acquainted with where your wanted data is positioned, in which column. The software will 





















Phase  two:    After  importing  the  necessary  files  the  output will  be  a  figure with  graphs 
corresponding  to  the pipeline position according  to,  for example,  the  survey data.  In  this 
figure  the user can  zoom and explore  the unsmoothed curve(s) and decide which  section 
needs  a  better  look,  a  section  that  might  have  undergone  more  lateral  buckling  than 
wanted. This section  is  from one easting  (x) coordinate  to another easting  (x) coordinate. 








Phase  three:  This  is  the  last  phase;  this  is where  through manual  iteration  a  reasonable 
result appears as output. Before the result, curvature and corresponding bending moment, 







be good but at  some pieces of  the data  set  the ROV Pipetracker  can  collect wrong data, 
thinking  something beside  the pipe  is  the  real pipe,  and  as usual  there  are  always  small 
measuring errors. This is why smoothing is so important.  
if the user feels that the smoothing factor used  is not satisfying, the user enter “no” when 









* A  smoothing condition.  s =  smoothing  factor. The amount of  smoothness  is determined by  satisfying  the 
conditions: sum((w * (y ‐ g))**2,axis=0) <= s where g(x) is the smoothed interpolation of (x,y). The user can use 
s  to  control  the  tradeoff between  closeness  and  smoothness of  fit.  Larger  s means more  smoothing while 
smaller values of s indicate less smoothing. Recommended values of s depend on the weights, w. If the weights 
represent  the  inverse of  the standard‐deviation of y,  then a good s value should be  found  in  the  range  (m‐
sqrt(2*m),m+sqrt(2*m)) where m  is  the  number  of  data  points  in  x,  y,  and w.  default  :  s=m‐sqrt(2*m)  if 
weights are supplied. s = 0.0 (interpolating) if no weights are supplied8. 
 
Converting  geographical  coordinates  to  easting  and  northing 
coordinates 
Geographical coordinate system  is a coordinate system that enables every  location on the 
Earth  to  be  specified  by  a  set  of  numbers.  A  common  choice  of  coordinates  is  latitude, 
longitude  and  elevation9.  Compared  to  easting  and  northing  coordinates  with  the  unit 

































uneven  seabed.  It  is  laid  with  1300m  in  radius.  After  the  pipeline  is  installed  the 
temperature and internal pressure is increased to trigger buckling of the pipeline. These test 
results  are  from  the  last  time  step  in  the  load  history. When  visualized  in  XPOST  (see 


















Results  SIMLA [kNm]  SST [kNm]  Differential (SST/SIMLA) [%] 
KP 500‐600  ≈ 175  ≈ 88  ≈ 50 














is  laid with  1300m  in  radius. After  the  pipeline  is  installed  the  temperature  and  internal 
pressure  is  increased  to  trigger buckling of  the pipeline. These  test  results are  from  time 
step 307 ( of 503) in the load history. The purpose of this test is to compare the results given 
from an earlier time step with the results from test 1.1 (same input data, the only difference 
is  the magnitude  of  the  temperature  and  pressure, which mean  less  curvature).   When 




















Results  SIMLA [kNm]  SST [kNm]  Differential (SST/SIMLA) [%] 
KP 500‐600  ≈ 101  ≈ 56  ≈ 55 













SMR1  is  a  self‐made  route  constructed  in  SIMVIS  (see  Appendix  C)  on  a  pre‐developed 
uneven  seabed.  After  the  pipeline  is  installed  the  temperature  and  internal  pressure  is 
increased to trigger buckling of the pipeline. These test results are from the last time step in 


















Results  SIMLA [kNm]  SST [kNm]  Differential (SST/SIMLA) [%] 













the  pipeline  is  installed  the  temperature  and  internal  pressure  is  increased  to  trigger 
buckling  of  the  pipeline.  These  test  results  are  from  time  step  258  (  of  503)  in  the  load 
history. The purpose of  this  test  is to compare  the results given  from an earlier  time step 
with the results from test 2.1 (same input data, the only difference is the magnitude of the 
temperature  and  pressure, which mean  less  curvature).   When  visualized  in  XPOST,  one 














Comments/  results:  Internal pipe  test parameters at  last  time step; 93.5 Celsius and 100 bar. But 
this is the 258th time step out of 503 time steps. So the internal pipe test parameters are around 50‐




Results  SIMLA [kNm]  SST [kNm]  Differential (SST/SIMLA) [%] 













pipe with a  thinner wall  thickness  is experimented with. After  the pipeline  is  installed  the 
temperature and internal pressure is increased to trigger buckling of the pipeline. These test 





















Results  SIMLA [kNm]  SST [kNm]  Differential (SST/SIMLA) [%] 
KP 600‐700  ≈ 97  ≈ 82  ≈ 85 
KP 1300‐1400  ≈ 110  ≈ 92  ≈ 84 
 
Note! In this test the  last time step  is 356  instead of 503. This  is because SIMLA needs  less time to 
increase the pressure to 60 bar instead of 100 bar.  
 
 Figure L‐ The result from LBSS, test 3.1 
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 Figure M‐ The result from SIMLA, test 3.1 
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Appendix F 
Script of python program 
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import string 
import pylab 
import numpy as np 
import matplotlib.pyplot as plt  
from pylab import linspace 
from scipy import interpolate 
from copy import deepcopy 
import math 
 
x1 = []  
y1 = [] 
x2 = []  
y2 = [] 
x3 = []  
y3 = [] 
SurveyKp = [] 
allowable_BM = input('What is the allowable bending moment? ')   
# What files to be imported 
 
print '1 ‐ Survey data' 
print '2 ‐ Design route and survey data' 
print '3 ‐ As‐laid data and survey data' 
print '4 ‐ Design route, as‐laid data and survey data' 
print '\n' 
 
#While loop, so the numbers 1‐4 have to be chosen 
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def ask_alt(prompt = 'Which of the four alternatives above do you want to look at? In other words, 
what files do you have? ', complaint ='1 to 4, please!'): 
    while True: 
        good = [ '1', '2', '3', '4'] 
        alt = raw_input(prompt) 
        if alt in good: 
            print "Okey, alternative "+alt+" it is." 
            return alt 
        else: 
            print complaint 
 
def test(prompt = 'is this a test? ', complaint ='y for yes, please!'): # A test function  
    while True: 
        good = ['y'] 
        testrun = raw_input(prompt) 
        if testrun in good: 
            print "Okey, test it is." 
            return testrun 
        else: 
            return "no"  
 
             
def main(): 
    alt = ask_alt() 
 
  
    if alt == '1': # Survey data        
################################################################################## 
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        print '\n' 
        testrun = test()   
        if testrun == 'y': 
            filelocation1 = 'c:\\Sivert\\ola.txt' 
            g1 = 2 
            h1 = 3 
            surveyKp = 1 
            f1 = open(str(filelocation1)) 
        else: 
            print '\n' 
            print "To open your text file(s) the location of the file(s) is needed. The file(s) needs to be in 
txt format.\n" 
 
            filelocation1 = raw_input('Where is the "survey" data file located? Example: C:\Program 
Files\example.txt    ') 
            print '\n' 
            g1 = input("Which column from the left contains the Easting(x) coordinates? ") 
            print '\n' 
            h1 = input("Which column from the left contains the Northing(y) coordinates? ")  
            print '\n' 
            surveyKp = input("Which column from the left contains the KP number? ")  
            print '\n' 
            f1 = open(str(filelocation1)) 
        tmp1 = f1.readlines() 
 
        for i in range(len(tmp1)): 
            try: 
                a1 = [] 
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                line = tmp1[i] 
                a1 = string.split(line) 
                try: 
                    if float(a1[g1‐1])>1:    # This number (1), might need to be changed 
                          x1.append(float(a1[g1‐1])) 
                    else: 
                          pass 
                 
                    if float(a1[h1‐1])>2100:         # This number (2100), might need to be changed 
                              y1.append(float(a1[h1‐1])) 
                    else: 
                         pass 
 
                    if float(a1[surveyKp‐1])<12000:   # This number (12000), might need to be changed 
                              SurveyKp.append(float(a1[surveyKp‐1])) 
                    else: 
                         pass 
                except ValueError: 
                     pass 
            except IndexError: 
                pass 
 
        f1.close() 
 
        #try: 
        #    for i in range(len(x1)): 
        #        if x1.count(x1[i])>1: 
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        #            print x1[i], x1.count(x1[i])   # Duplicate check, if needed 
        #        else: 
        #            pass 
        #except IndexError: 
        #    pass 
 
 
        print "Find the interval you want to check through your easting coordinates." 
 
        pylab.plot(x1,y1, 'r') 
        pylab.ylabel('Northing (y)') 
        pylab.xlabel('Easting (x)') 
        pylab.grid(True) 
        pylab.title('Plotted pipeline position')  #finn tittel 
        pylab.legend( ('Survey') , loc = 'upper right') 
        #pylab.savefig('save')   # finn navn for fil 
 
        pylab.show() 
 
        print '\n' 
 
        xx1=[] 
        for i in range(len(x1)):              
            xx1.append(float(int(x1[i]))) 
 
        figo=1 
        start1 = input('What is the start easting coordinate of your check? ') 
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        while figo==1: 
            if start1 in xx1: 
                figo=2 
                print '\n' 
                print str(start1)+" is the start of your interval" 
                print '\n' 
            else: 
                start1=start1+1 
 
        lara=1 
        end1 = input('What is the last easting coordinate of your check? ') 
        while lara==1: 
            if end1 in xx1: 
                lara=2 
                print '\n' 
                print str(end1)+" is the end of your interval" 
            else: 
                end1=end1+1 
 
        slp1 = xx1.index(start1) 
        slp2 = xx1.index(end1) 
 
        if slp1 < slp2: 
            XnewStart = start1 
            XnewEnd = end1 
            print '\n' 
            print 'The interval being checked: KP '+str(SurveyKp[slp1])+' ‐ KP '+str(SurveyKp[slp2]) 
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            print '\n' 
            # EI, Bending stiffness calculation for given pipe interval 
            E = input("Enter the Young's modulus (N/m^2): ") 
            Do= input("Enter the outer diameter of the pipeline (m): ") 
            ts= input("Enter the wall‐thickness of the pipeline( m): ") 
            I= ((math.pi)/64)*(Do**4‐(Do‐2*ts)**4) 
            EI=E*I # (Nm^2) 
            print "Pipeline bending stiffness: "+str(EI)+" Nm^2" 
            print '\n' 
            KpStart = SurveyKp[slp1] 
            KpEnd = SurveyKp[slp2] 
            smoothingfactor = input("Enter a smoothing factor: ") 
            tck = interpolate.splrep(x1[slp1:slp2],y1[slp1:slp2], k=5, s= smoothingfactor)  
            xnew = linspace(XnewStart, XnewEnd, abs(1000*(slp2‐slp1)+1)) 
            ynew = interpolate.splev(xnew,tck,der=0) 
            yder = interpolate.splev(xnew[::1000],tck,der=1) 
            y2der =interpolate.splev(xnew[::1000],tck,der=2) 
            curvature = (y2der)/((1+yder**2)**(3/2))  
            abs_curvature = abs((y2der)/((1+yder**2)**(3/2))) 
            BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
            fig = plt.figure() 
            ax1 = fig.add_subplot(211) 
            ax1.plot(x1[slp1:slp2],y1[slp1:slp2], 'go', xnew,ynew , 'b') 
            pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
            ax1.set_xlabel('Easting (x)') 
            ax1.set_ylabel('Northing (y)', color='b') 
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            for tl in ax1.get_yticklabels(): 
                tl.set_color('b') 
            ax2 = ax1.twinx() 
            ax2.plot(xnew[::1000],curvature,'r')  
            ax2.set_ylabel('curvature, 5th order splines', color='r') 
            for tl in ax2.get_yticklabels(): 
                tl.set_color('r') 
            ax1.set_ylim(y1[slp2],y1[slp1])  
            ax2.set_ylim(min(curvature),max(curvature)) 
            pylab.grid(True) 
            pylab.title('Smoothed plotted pipeline position')  
            pylab.legend( ('curvature') , loc = 'lower right') 
            #pylab.savefig('save')    
 
            aBM = [allowable_BM] 
            a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
            ax3 = fig.add_subplot(212) 
            ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
            ax3.set_ylabel('Bending moment  (Nm)') 
            ax3.set_xlabel('Kp') 
            pylab.xlim(min(SurveyKp[slp1:slp2]),max(SurveyKp[slp1:slp2])) 
            pylab.grid(True) 
            pylab.title('5th order spline')   
            pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
            #pylab.savefig('save')    
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            pylab.show() 
             
            q = raw_input("Are you satisfied? (yes or no) ") 
            kiko=1 
            while kiko ==1: 
                if q=="yes": 
                    kiko =kiko+1 
                else: 
                    smoothingfactor = input("Enter a new smoothing factor: ") 
                    tck = interpolate.splrep(x1[slp1:slp2],y1[slp1:slp2], k=5, s= smoothingfactor)  
                    xnew = linspace(XnewStart, XnewEnd, abs(1000*(slp2‐slp1)+1)) 
                    ynew = interpolate.splev(xnew,tck,der=0) 
                    yder = interpolate.splev(xnew[::1000],tck,der=1) 
                    y2der =interpolate.splev(xnew[::1000],tck,der=2) 
                    curvature = (y2der)/((1+yder**2)**(3/2))  
                    abs_curvature = abs((y2der)/((1+yder**2)**(3/2))) 
                    BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
                    fig = plt.figure() 
                    ax1 = fig.add_subplot(211) 
                    ax1.plot(x1[slp1:slp2],y1[slp1:slp2], 'go', xnew,ynew , 'b') 
                    pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
                    ax1.set_xlabel('Easting (x)') 
                    ax1.set_ylabel('Northing (y)', color='b') 
                    for tl in ax1.get_yticklabels(): 
                        tl.set_color('b') 
                    ax2 = ax1.twinx() 
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                    ax2.plot(xnew[::1000],curvature,'r')  
                    ax2.set_ylabel('curvature, 5th order splines', color='r') 
                    for tl in ax2.get_yticklabels(): 
                        tl.set_color('r') 
                    ax1.set_ylim(y1[slp2],y1[slp1])  
                    ax2.set_ylim(min(curvature),max(curvature)) 
                    pylab.grid(True) 
                    pylab.title('Smoothed plotted pipeline position')  
                    pylab.legend( ('curvature') , loc = 'lower right') 
                    #pylab.savefig('save')    
 
                    aBM = [allowable_BM] 
                    a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
                    ax3 = fig.add_subplot(212) 
                    ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
                    ax3.set_ylabel('Bending moment  (Nm)') 
                    ax3.set_xlabel('Kp') 
                    pylab.xlim(min(SurveyKp[slp1:slp2]),max(SurveyKp[slp1:slp2])) 
                    pylab.grid(True) 
                    pylab.title('5th order spline')   
                    pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
                    #pylab.savefig('save')    
 
                    pylab.show() 
 
                    q = raw_input("Are you satisfied? ") 
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        else: 
            x1.reverse() 
            y1.reverse() 
            SurveyKp.reverse() 
            xx1.reverse() 
            slp1 = xx1.index(start1) 
            slp2 = xx1.index(end1) 
            print '\n' 
            print 'The interval being checked: KP '+str(SurveyKp[slp2])+' ‐ KP '+str(SurveyKp[slp1]) 
            print '\n' 
            # EI, Bending stiffness calculation for given pipe interval 
            E = input("Enter the Young's modulus (N/m^2): ") 
            Do= input("Enter the outer diameter of the pipeline (m): ") 
            ts= input("Enter the wall‐thickness of the pipeline( m): ") 
            I= ((math.pi)/64)*(Do**4‐(Do‐2*ts)**4) 
            EI=E*I # (Nm^2) 
            print "Pipeline bending stiffness: "+str(EI)+" Nm^2" 
            print '\n' 
            KpStart = SurveyKp[slp2] 
            KpEnd = SurveyKp[slp1] 
            XnewStart = start1 # x1[slp1] 
            XnewEnd = end1 #x1[slp2] 
 
            smoothingfactor = input("Enter a smoothing factor: ") 
 
            tck = interpolate.splrep(x1[slp1:slp2],y1[slp1:slp2], k=5, s=smoothingfactor)  
            xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
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            ynew = interpolate.splev(xnew,tck,der=0) 
            yder = interpolate.splev(xnew[::1000],tck,der=1) 
            y2der =interpolate.splev(xnew[::1000],tck,der=2) 
            curvature = (y2der)/((1+yder**2)**(3/2))  
            abs_curvature = abs((y2der)/((1+yder**2)**(3/2))) 
            BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
            fig = plt.figure() 
            ax1 = fig.add_subplot(211) 
            ax1.plot(x1[slp1:slp2],y1[slp1:slp2], 'go', xnew,ynew , 'b') 
            pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
            ax1.set_xlabel('Easting (x)') 
            ax1.set_ylabel('Northing (y)', color='b') 
            pylab.grid(True) 
            for tl in ax1.get_yticklabels(): 
                tl.set_color('b') 
            ax2 = ax1.twinx() 
            ax2.plot(xnew[::1000],curvature,'r')  
            ax2.set_ylabel('curvature, 5th order splines', color='r') 
            for tl in ax2.get_yticklabels(): 
                tl.set_color('r') 
            ax1.set_ylim(y1[slp1],y1[slp2]) 
            ax2.set_ylim(min(curvature),max(curvature)) 
            pylab.grid(True) 
            pylab.title('Smoothed plotted pipeline position')  
            pylab.legend( ('curvature') , loc = 'lower right') 
            #pylab.savefig('save')    
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             aBM = [allowable_BM] 
            a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
            ax3 = fig.add_subplot(212) 
            ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
            ax3.set_ylabel('Bending moment  (Nm)') 
            ax3.set_xlabel('Kp') 
            pylab.xlim(max(SurveyKp[slp1:slp2]),min(SurveyKp[slp1:slp2])) 
            pylab.grid(True) 
            pylab.title('5th order spline')   
            pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
            #pylab.savefig('save')    
   
            pylab.show() 
 
            q = raw_input("Are you satisfied? ") 
            kiko=1 
            while kiko==1: 
                if q== "yes": 
                    kiko = kiko+1 
                else: 
                    smoothingfactor = input("Enter a new smoothing factor: ") 
                    tck = interpolate.splrep(x1[slp1:slp2],y1[slp1:slp2], k=5, s=smoothingfactor)  
                    xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
                    ynew = interpolate.splev(xnew,tck,der=0) 
                    yder = interpolate.splev(xnew[::1000],tck,der=1) 
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                    y2der =interpolate.splev(xnew[::1000],tck,der=2) 
                    curvature = (y2der)/((1+yder**2)**(3/2))  
                    abs_curvature = abs((y2der)/((1+yder**2)**(3/2))) 
                    BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
                    fig = plt.figure() 
                    ax1 = fig.add_subplot(211) 
                    ax1.plot(x1[slp1:slp2],y1[slp1:slp2], 'go', xnew,ynew , 'b') 
                    pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
                    ax1.set_xlabel('Easting (x)') 
                    ax1.set_ylabel('Northing (y)', color='b') 
                    pylab.grid(True) 
                    for tl in ax1.get_yticklabels(): 
                        tl.set_color('b') 
                    ax2 = ax1.twinx() 
                    ax2.plot(xnew[::1000],curvature,'r')  
                    ax2.set_ylabel('curvature, 5th order splines', color='r') 
                    for tl in ax2.get_yticklabels(): 
                        tl.set_color('r') 
                    ax1.set_ylim(y1[slp1],y1[slp2]) 
                    ax2.set_ylim(min(curvature),max(curvature)) 
                    pylab.grid(True) 
                    pylab.title('Smoothed plotted pipeline position')  
                    pylab.legend( ('curvature') , loc = 'lower right') 
                    #pylab.savefig('save')    
 
                    aBM = [allowable_BM] 
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                    a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
                    ax3 = fig.add_subplot(212) 
                    ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
                    ax3.set_ylabel('Bending moment  (Nm)') 
                    ax3.set_xlabel('Kp') 
                    pylab.xlim(max(SurveyKp[slp1:slp2]),min(SurveyKp[slp1:slp2])) 
                    pylab.grid(True) 
                    pylab.title('5th order spline')  #finn tittel 
                    pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
                    #pylab.savefig('save')    
           
                    pylab.show() 
 
                    q = raw_input("Are you satisfied? ") 
         
     
    elif alt == '2':   # Design route and survey data      
########################################################################### 
        print '\n' 
        testrun = test()   
        if testrun == 'y': 
            filelocation1 = 'c:\Sivert\DesignR.txt' 
            g1 = 3 
            h1 = 4 
            f1 = open(str(filelocation1)) 
             
            filelocation3 = 'c:\\Sivert\\new7pt.txt' 
81 
 
            g3 = 2 
            h3 = 3 
            surveyKp = 1 
            f3 = open(str(filelocation3)) 
        else: 
            print '\n' 
            print "To open your text file(s) the location of the file(s) is needed. The file(s) needs to be in 
txt format.\n" 
 
            filelocation1 = raw_input('Where is the "as‐designed" data file located? Example: C:\Program 
Files\example.txt    ') 
            print '\n' 
            g1 = input("Which column from the left contains the Easting(x) coordinates? ") 
            print '\n' 
            h1 = input("Which column from the left contains the Northing(y) coordinates? ")  
            print '\n' 
            f1 = open(str(filelocation1)) 
 
            filelocation3 = raw_input('Where is the "survey data" file located? Example: C:\Program 
Files\example.txt    ') 
            print '\n' 
            g3 = input("Which column from the left contains the Easting(x) coordinates? ") 
            print '\n' 
            h3 = input("Which column from the left contains the Northing(y) coordinates? ")  
            print '\n' 
            surveyKp = input("Which column from the left contains the Kp? ")  
            print '\n' 
            f3 = open(str(filelocation3)) 
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        # For loop, adding elements to the as‐designed array 
        tmp1 = f1.readlines() 
 
        for i in range(len(tmp1)): 
            try: 
                a1 = [] 
                line = tmp1[i] 
                a1 = string.split(line) 
                try: 
                    if float(a1[g1‐1])>3000:    # This number (3000), might need to be changed 
                          x1.append(float(a1[g1‐1])) 
                    else: 
                          pass 
                 
                    if float(a1[h1‐1])>3000: 
                          y1.append(float(a1[h1‐1])) 
                    else: 
                         pass 
                except ValueError: 
                     pass 
            except IndexError: 
                pass 
 
        f1.close() 
 
        # For loop, adding elements to the survey data array 
        tmp3 = f3.readlines() 
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         for i in range(len(tmp3)): 
            try: 
                a3 = [] 
                line = tmp3[i] 
                a3 = string.split(line) 
                try: 
                    if float(a3[g3‐1])>3000:    # This number (3000), might need to be changed 
                          x3.append(float(a3[g3‐1])) 
                    else: 
                          pass 
                 
                    if float(a3[h3‐1])>3000: 
                              y3.append(float(a3[h3‐1])) 
                    else: 
                         pass 
 
                    if float(a3[surveyKp‐1])<49:   # This number (49), might need to be changed 
                              SurveyKp.append(float(a3[surveyKp‐1])) 
                    else: 
                         pass 
                except ValueError: 
                     pass 
            except IndexError: 
                pass 
 
        f3.close() 
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        print "Find the interval you want to check through your easting coordinates." 
 
        pylab.plot(x1,y1, 'r', x3,y3, 'b') 
        pylab.ylabel('Northing (y)') 
        pylab.xlabel('Easting (x)') 
        pylab.grid(True) 
        pylab.title('Plotted pipeline position')   
        pylab.legend( ('As‐designed', 'Survey') , loc = 'upper right') 
        #pylab.savefig('save')    
 
        pylab.show() 
 
        print '\n' 
 
        xx3=[] 
        for i in range(len(x3)):              
            xx3.append(float(int(x3[i]))) 
 
 
        figo=1 
        start1 = input('What is the start easting coordinate of your check? ') 
        while figo==1: 
            if start1 in xx3: 
                figo=2 
                print '\n' 
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                print str(start1)+" is the start of your interval" 
                print '\n' 
            else: 
                start1=start1+1  # this formula should be changed, adding .01 instead of 1. (But no luck so 
far) 
        lara=1 
        end1 = input('What is the last easting coordinate of your check? ') 
        while lara==1: 
            if end1 in xx3: 
                lara=2 
                print '\n' 
                print str(end1)+" is the end of your interval" 
            else: 
                end1=end1+1 
 
        slp1 = xx3.index(start1) 
        slp2 = xx3.index(end1) 
 
        if slp1 < slp2: 
            XnewStart = start1 
            XnewEnd = end1 
            print '\n' 
            print 'The interval being checked: KP '+str(SurveyKp[slp1])+' ‐ KP '+str(SurveyKp[slp2]) 
            print '\n' 
            # EI, Bending stiffness calculation for given pipe interval 
            E = input("Enter the Young's modulus (N/m^2): ") 
            Do= input("Enter the outer diameter of the pipeline (m): ") 
            ts= input("Enter the wall‐thickness of the pipeline( m): ") 
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            I= ((math.pi)/64)*(Do**4‐(Do‐2*ts)**4) 
            EI=E*I # (Nm^2) 
            print "Pipeline bending stiffness: "+str(EI)+" Nm^2" 
            print '\n' 
            KpStart = SurveyKp[slp1] 
            KpEnd = SurveyKp[slp2] 
            smoothingfactor = input("Enter a smoothing factor: ") 
            tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
            xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
            ynew = interpolate.splev(xnew,tck,der=0) 
            yder = interpolate.splev(xnew[::1000],tck,der=1) 
            y2der =interpolate.splev(xnew[::1000],tck,der=2) 
            curvature = (y2der)/((1+yder**2)**(3/2))  
            abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
            BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
            fig = plt.figure() 
            ax1 = fig.add_subplot(211) 
            ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
            pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
            ax1.set_xlabel('Easting (x)') 
            ax1.set_ylabel('Northing (y)', color='b') 
            for tl in ax1.get_yticklabels(): 
                tl.set_color('b') 
            ax2 = ax1.twinx() 
            ax2.plot(xnew[::1000],curvature,'r')  
            ax2.set_ylabel('curvature, 5th order splines', color='r') 
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            for tl in ax2.get_yticklabels(): 
                tl.set_color('r') 
            ax1.set_ylim(y3[slp2],y3[slp1])  
            ax2.set_ylim(min(curvature),max(curvature))  
            pylab.grid(True) 
            pylab.title('Smoothed plotted pipeline position')  
            pylab.legend( ('curvature') , loc = 'lower right') 
            #pylab.savefig('save')    
 
            aBM = [allowable_BM] 
            a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
            ax3 = fig.add_subplot(212) 
            ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
            ax3.set_ylabel('Bending moment  (Nm)') 
            ax3.set_xlabel('Kp') 
            pylab.xlim(min(SurveyKp[slp1:slp2]),max(SurveyKp[slp1:slp2])) 
            pylab.grid(True) 
            pylab.title('5th order spline')   
            pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
            #pylab.savefig('save')    
             
            pylab.show() 
 
            kiko=1 
            q = raw_input("Are you satisfied? (yes or no) ") 
            while kiko==1: 
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                if q== "yes": 
                    kiko=kiko+1 
                else: 
                    smoothingfactor = input("Enter a new smoothing factor: ") 
                    tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
                    xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
                    ynew = interpolate.splev(xnew,tck,der=0) 
                    yder = interpolate.splev(xnew[::1000],tck,der=1) 
                    y2der =interpolate.splev(xnew[::1000],tck,der=2) 
                    curvature = (y2der)/((1+yder**2)**(3/2))  
                    abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
                    BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
                    fig = plt.figure() 
                    ax1 = fig.add_subplot(211) 
                    ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
                    pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
                    ax1.set_xlabel('Easting (x)') 
                    ax1.set_ylabel('Northing (y)', color='b') 
                    for tl in ax1.get_yticklabels(): 
                        tl.set_color('b') 
                    ax2 = ax1.twinx() 
                    ax2.plot(xnew[::1000],curvature,'r')  
                    ax2.set_ylabel('curvature, 5th order splines', color='r') 
                    for tl in ax2.get_yticklabels(): 
                        tl.set_color('r') 
                    ax1.set_ylim(y3[slp2],y3[slp1])  
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                    ax2.set_ylim(min(curvature),max(curvature)) 
                    pylab.grid(True) 
                    pylab.title('Smoothed plotted pipeline position')  
                    pylab.legend( ('curvature') , loc = 'lower right') 
                    #pylab.savefig('save')    
 
                    aBM = [allowable_BM] 
                    a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
                    ax3 = fig.add_subplot(212) 
                    ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
                    ax3.set_ylabel('Bending moment  (Nm)') 
                    ax3.set_xlabel('Kp') 
                    pylab.xlim(min(SurveyKp[slp1:slp2]),max(SurveyKp[slp1:slp2])) 
                    pylab.grid(True) 
                    pylab.title('5th order spline')  #finn tittel 
                    pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
                    #pylab.savefig('save')    
                     
                    pylab.show() 
 
                    q = raw_input("Are you satisfied? ") 
 
             
        else: 
            x3.reverse() 
            y3.reverse() 
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            SurveyKp.reverse() 
            slp1 = x3.index(start1) 
            slp2 = x3.index(end1) 
            XnewStart = start1 
            XnewEnd = end1 
            print '\n' 
            print 'The interval being checked: KP '+str(SurveyKp[slp2])+' ‐ KP '+str(SurveyKp[slp1]) 
            print '\n' 
            # EI, Bending stiffness calculation for given pipe interval 
            E = input("Enter the Young's modulus (N/m^2): ") 
            Do= input("Enter the outer diameter of the pipeline (m): ") 
            ts= input("Enter the wall‐thickness of the pipeline( m): ") 
            I= ((math.pi)/64)*(Do**4‐(Do‐2*ts)**4) 
            EI=E*I # (Nm^2) 
            print "Pipeline bending stiffness: "+str(EI)+" Nm^2" 
            print '\n' 
 
            smoothingfactor = input("Enter a smoothing factor: ") 
 
            tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
            xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
            ynew = interpolate.splev(xnew,tck,der=0) 
            yder = interpolate.splev(xnew[::1000],tck,der=1) 
            y2der =interpolate.splev(xnew[::1000],tck,der=2) 
            curvature = (y2der)/((1+yder**2)**(3/2))  
            abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
            BM = [x*EI for x in curvature]  # EI*curvature = BM 
91 
 
             fig = plt.figure() 
            ax1 = fig.add_subplot(211) 
            ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
            pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
            ax1.set_xlabel('Easting (x)') 
            ax1.set_ylabel('Northing (y)', color='b') 
            for tl in ax1.get_yticklabels(): 
                tl.set_color('b') 
            ax2 = ax1.twinx() 
            ax2.plot(xnew[::1000],curvature,'r')  
            ax2.set_ylabel('curvature, 5th order splines', color='r') 
            for tl in ax2.get_yticklabels(): 
                tl.set_color('r') 
            ax1.set_ylim(y3[slp1],y3[slp2]) 
            ax2.set_ylim(min(curvature),max(curvature)) 
            pylab.grid(True) 
            pylab.title('Smoothed plotted pipeline position')  
            pylab.legend( ('curvature') , loc = 'lower right') 
            #pylab.savefig('save')    
            aBM = [allowable_BM] 
            a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
            ax3 = fig.add_subplot(212) 
            ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
            ax3.set_ylabel('Bending moment  (Nm)') 
            ax3.set_xlabel('Kp') 
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            pylab.xlim(max(SurveyKp[slp1:slp2]),min(SurveyKp[slp1:slp2])) 
            pylab.grid(True) 
            pylab.title('5th order spline')  #finn tittel 
            pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
            #pylab.savefig('save')                
            pylab.show() 
 
            kiko=1 
            q = raw_input("Are you satisfied? ") 
            while kiko==1: 
                if q=="yes": 
                    kiko=kiko+1 
                else: 
                    smoothingfactor = input("Enter a new smoothing factor: ") 
                    tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
                    xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
                    ynew = interpolate.splev(xnew,tck,der=0) 
                    yder = interpolate.splev(xnew[::1000],tck,der=1) 
                    y2der =interpolate.splev(xnew[::1000],tck,der=2) 
                    curvature = (y2der)/((1+yder**2)**(3/2))  
                    abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
                    BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
                    fig = plt.figure() 
                    ax1 = fig.add_subplot(211) 
                    ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
                    pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
93 
 
                    ax1.set_xlabel('Easting (x)') 
                    ax1.set_ylabel('Northing (y)', color='b') 
                    for tl in ax1.get_yticklabels(): 
                        tl.set_color('b') 
                    ax2 = ax1.twinx() 
                    ax2.plot(xnew[::1000],curvature,'r')  
                    ax2.set_ylabel('curvature, 5th order splines', color='r') 
                    for tl in ax2.get_yticklabels(): 
                        tl.set_color('r') 
                    ax1.set_ylim(y3[slp1],y3[slp2]) 
                    ax2.set_ylim(min(curvature),max(curvature)) 
                    pylab.grid(True) 
                    pylab.title('Smoothed plotted pipeline position')  
                    pylab.legend( ('curvature') , loc = 'lower right') 
                    #pylab.savefig('save')    
 
                    aBM = [allowable_BM] 
                    a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
                    ax3 = fig.add_subplot(212) 
                    ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
                    ax3.set_ylabel('Bending moment  (Nm)') 
                    ax3.set_xlabel('Kp') 
                    pylab.xlim(max(SurveyKp[slp1:slp2]),min(SurveyKp[slp1:slp2])) 
                    pylab.grid(True) 
                    pylab.title('5th order spline')  #finn tittel 
                    pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
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                    #pylab.savefig('save')    
                     
                    pylab.show() 
 
                    q = raw_input("Are you satisfied? ") 
 
         
    elif alt == '3':    # as‐laid data and survey data      
############################################################################## 
        print '\n' 
        testrun = test()   
        if testrun == 'y': 
            filelocation2 = 'c:\Sivert\R.txt' 
            g2 = 1 
            h2 = 2 
            f2 = open(str(filelocation2)) 
            filelocation3 = 'c:\\Sivert\\new7pt.txt' 
            g3 = 2 
            h3 = 3 
            surveyKp = 1 
            f3 = open(str(filelocation3)) 
        else: 
            print '\n' 
            print "To open your text file(s) the location of the file(s) is needed. The file(s) needs to be in 
txt format.\n" 
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            filelocation2 = raw_input('Where is the "as‐laid" data file located? Example: C:\Program 
Files\example.txt    ') 
            print '\n' 
            g2 = input("Which column from the left contains the Easting(x) coordinates? ") 
            print '\n' 
            h2 = input("Which column from the left contains the Northing(y) coordinates? ")  
            print '\n' 
            f2 = open(str(filelocation2)) 
 
            filelocation3 = raw_input('Where is the "survey data" file located? Example: C:\Program 
Files\example.txt    ') 
            print '\n' 
            g3 = input("Which column from the left contains the Easting(x) coordinates? ") 
            print '\n' 
            h3 = input("Which column from the left contains the Northing(y) coordinates? ")  
            print '\n' 
            surveyKp = input("Which column from the left contains the Kp? ")  
            print '\n' 
            f3 = open(str(filelocation3)) 
 
 
        # For loop, for å fylle as‐laid vektorene 
        tmp2 = f2.readlines() 
 
        for i in range(len(tmp2)): 
            try: 
                a2 = [] 
                line = tmp2[i] 
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                a2 = string.split(line) 
                try: 
                    if float(a2[g2‐1])>3000:    # This number (3000), might need to be changed 
                          x2.append(float(a2[g2‐1])) 
                    else: 
                          pass 
                 
                    if float(a2[h2‐1])>3000:  # This number (3000), might need to be changed 
                          y2.append(float(a2[h2‐1])) 
                    else: 
                         pass 
                except ValueError: 
                     pass 
            except IndexError: 
                pass 
 
        f2.close() 
 
        tmp3 = f3.readlines() 
 
        for i in range(len(tmp3)): 
            try: 
                a3 = [] 
                line = tmp3[i] 
                a3 = string.split(line) 
                try: 
                    if float(a3[g3‐1])>3000:     # This number (3000), might need to be changed 
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                          x3.append(float(a3[g3‐1])) 
                    else: 
                          pass 
                 
                    if float(a3[h3‐1])>3000:  # This number (3000), might need to be changed 
                              y3.append(float(a3[h3‐1])) 
                    else: 
                         pass 
 
                    if float(a3[surveyKp‐1])<49:   # This number (49), might need to be changed 
                              SurveyKp.append(float(a3[surveyKp‐1])) 
                    else: 
                         pass 
                except ValueError: 
                     pass 
            except IndexError: 
                pass 
 
        f3.close() 
 
 
        print "Find the interval you want to check through your easting coordinates." 
 
        pylab.plot(x2,y2, 'g', x3,y3, 'b') 
        pylab.ylabel('Northing (y)') 
        pylab.xlabel('Easting (x)') 
        pylab.grid(True) 
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        pylab.title('Plotted pipeline position')   
        pylab.legend( ('As‐laid', 'Survey') , loc = 'upper right') 
        #pylab.savefig('save')    
 
        pylab.show() 
 
        print '\n' 
 
        xx3=[] 
        for i in range(len(x3)):              
            xx3.append(float(int(x3[i]))) 
 
 
        figo=1 
        start1 = input('What is the start easting coordinate of your check? ') 
        while figo==1: 
            if start1 in xx3: 
                figo=2 
                print '\n' 
                print str(start1)+" is the start of your interval" 
                print '\n' 
            else: 
                start1=start1+1   
        lara=1 
        end1 = input('What is the last easting coordinate of your check? ') 
        while lara==1: 
            if end1 in xx3: 
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                lara=2 
                print '\n' 
                print str(end1)+" is the end of your interval" 
            else: 
                end1=end1+1 
 
        slp1 = xx3.index(start1) 
        slp2 = xx3.index(end1) 
 
        if slp1 < slp2: 
            XnewStart = start1 
            XnewEnd = end1 
            print '\n' 
            print 'The interval being checked: KP '+str(SurveyKp[slp1])+' ‐ KP '+str(SurveyKp[slp2]) 
            print '\n' 
            # EI, Bending stiffness calculation for given pipe interval 
            E = input("Enter the Young's modulus (N/m^2): ") 
            Do= input("Enter the outer diameter of the pipeline (m): ") 
            ts= input("Enter the wall‐thickness of the pipeline( m): ") 
            I= ((math.pi)/64)*(Do**4‐(Do‐2*ts)**4) 
            EI=E*I # (Nm^2) 
            print "Pipeline bending stiffness: "+str(EI)+" Nm^2" 
            print '\n' 
            KpStart = SurveyKp[slp1] 
            KpEnd = SurveyKp[slp2] 
            smoothingfactor = input("Enter a smoothing factor: ") 
            tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
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            xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
            ynew = interpolate.splev(xnew,tck,der=0) 
            yder = interpolate.splev(xnew[::1000],tck,der=1) 
            y2der =interpolate.splev(xnew[::1000],tck,der=2) 
            curvature = (y2der)/((1+yder**2)**(3/2))  
            abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
            BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
            fig = plt.figure() 
            ax1 = fig.add_subplot(211) 
            ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
            pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
            ax1.set_xlabel('Easting (x)') 
            ax1.set_ylabel('Northing (y)', color='b') 
            for tl in ax1.get_yticklabels(): 
                tl.set_color('b') 
            ax2 = ax1.twinx() 
            ax2.plot(xnew[::1000],curvature,'r')  
            ax2.set_ylabel('curvature, 5th order splines', color='r') 
            for tl in ax2.get_yticklabels(): 
                tl.set_color('r') 
            ax1.set_ylim(y3[slp2],y3[slp1])  
            ax2.set_ylim(min(curvature),max(curvature)) 
            pylab.grid(True) 
            pylab.title('Smoothed plotted pipeline position')  
            pylab.legend( ('curvature') , loc = 'lower right') 
            #pylab.savefig('save')    
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             aBM = [allowable_BM] 
            a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
            ax3 = fig.add_subplot(212) 
            ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
            ax3.set_ylabel('Bending moment  (Nm)') 
            ax3.set_xlabel('Kp') 
            pylab.xlim(min(SurveyKp[slp1:slp2]),max(SurveyKp[slp1:slp2])) 
            pylab.grid(True) 
            pylab.title('5th order spline')  #finn tittel 
            pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
            #pylab.savefig('save')    
             
            pylab.show() 
 
            kiko=1 
            q = raw_input("Are you satisfied? (yes or no) ") 
            while kiko==1: 
                if q== "yes": 
                    kiko=kiko+1 
                else: 
                    smoothingfactor = input("Enter a new smoothing factor: ") 
                    tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
                    xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
                    ynew = interpolate.splev(xnew,tck,der=0) 
                    yder = interpolate.splev(xnew[::1000],tck,der=1) 
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                    y2der =interpolate.splev(xnew[::1000],tck,der=2) 
                    curvature = (y2der)/((1+yder**2)**(3/2))  
                    abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
                    BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
                    fig = plt.figure() 
                    ax1 = fig.add_subplot(211) 
                    ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
                    pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
                    ax1.set_xlabel('Easting (x)') 
                    ax1.set_ylabel('Northing (y)', color='b') 
                    for tl in ax1.get_yticklabels(): 
                        tl.set_color('b') 
                    ax2 = ax1.twinx() 
                    ax2.plot(xnew[::1000],curvature,'r')  
                    ax2.set_ylabel('curvature, 5th order splines', color='r') 
                    for tl in ax2.get_yticklabels(): 
                        tl.set_color('r') 
                    ax1.set_ylim(y3[slp2],y3[slp1])  
                    ax2.set_ylim(min(curvature),max(curvature)) 
                    pylab.grid(True) 
                    pylab.title('Smoothed plotted pipeline position')  
                    pylab.legend( ('curvature') , loc = 'lower right') 
                    #pylab.savefig('save')    
 
                    aBM = [allowable_BM] 
                    a_BM = aBM*len(SurveyKp[slp1:slp2]) 
103 
 
                     ax3 = fig.add_subplot(212) 
                    ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
                    ax3.set_ylabel('Bending moment  (Nm)') 
                    ax3.set_xlabel('Kp') 
                    pylab.xlim(min(SurveyKp[slp1:slp2]),max(SurveyKp[slp1:slp2])) 
                    pylab.grid(True) 
                    pylab.title('5th order spline')   
                    pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
                    #pylab.savefig('save')    
                     
                    pylab.show() 
 
                    q = raw_input("Are you satisfied? ") 
 
             
        else: 
            x3.reverse() 
            y3.reverse() 
            SurveyKp.reverse() 
            slp1 = x3.index(start1) 
            slp2 = x3.index(end1) 
            XnewStart = start1 
            XnewEnd = end1 
            print '\n' 
            print 'The interval being checked: KP '+str(SurveyKp[slp2])+' ‐ KP '+str(SurveyKp[slp1]) 
            print '\n' 
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            # EI, Bending stiffness calculation for given pipe interval 
            E = input("Enter the Young's modulus (N/m^2): ") 
            Do= input("Enter the outer diameter of the pipeline (m): ") 
            ts= input("Enter the wall‐thickness of the pipeline( m): ") 
            I= ((math.pi)/64)*(Do**4‐(Do‐2*ts)**4) 
            EI=E*I # (Nm^2) 
            print "Pipeline bending stiffness: "+str(EI)+" Nm^2" 
            print '\n' 
 
            smoothingfactor = input("Enter a smoothing factor: ") 
 
            tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
            xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
            ynew = interpolate.splev(xnew,tck,der=0) 
            yder = interpolate.splev(xnew[::1000],tck,der=1) 
            y2der =interpolate.splev(xnew[::1000],tck,der=2) 
            curvature = (y2der)/((1+yder**2)**(3/2))  
            abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
            BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
            fig = plt.figure() 
            ax1 = fig.add_subplot(211) 
            ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
            pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
            ax1.set_xlabel('Easting (x)') 
            ax1.set_ylabel('Northing (y)', color='b') 
            for tl in ax1.get_yticklabels(): 
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                tl.set_color('b') 
            ax2 = ax1.twinx() 
            ax2.plot(xnew[::1000],curvature,'r')  
            ax2.set_ylabel('curvature, 5th order splines', color='r') 
            for tl in ax2.get_yticklabels(): 
                tl.set_color('r') 
            ax1.set_ylim(y3[slp1],y3[slp2]) 
            ax2.set_ylim(min(curvature),max(curvature)) 
            pylab.grid(True) 
            pylab.title('Smoothed plotted pipeline position')  
            pylab.legend( ('curvature') , loc = 'lower right') 
            #pylab.savefig('save')    
 
            aBM = [allowable_BM] 
            a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
            ax3 = fig.add_subplot(212) 
            ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
            ax3.set_ylabel('Bending moment  (Nm)') 
            ax3.set_xlabel('Kp') 
            pylab.xlim(max(SurveyKp[slp1:slp2]),min(SurveyKp[slp1:slp2])) 
            pylab.grid(True) 
            pylab.title('5th order spline')  #finn tittel 
            pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
            #pylab.savefig('save')   # finn navn for fil 
             
            pylab.show() 
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             kiko=1 
            q = raw_input("Are you satisfied? ") 
            while kiko==1: 
                if q=="yes": 
                    kiko=kiko+1 
                else: 
                    smoothingfactor = input("Enter a new smoothing factor: ") 
                    tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
                    xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
                    ynew = interpolate.splev(xnew,tck,der=0) 
                    yder = interpolate.splev(xnew[::1000],tck,der=1) 
                    y2der =interpolate.splev(xnew[::1000],tck,der=2) 
                    curvature = (y2der)/((1+yder**2)**(3/2))  
                    abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
                    BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
                    fig = plt.figure() 
                    ax1 = fig.add_subplot(211) 
                    ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
                    pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
                    ax1.set_xlabel('Easting (x)') 
                    ax1.set_ylabel('Northing (y)', color='b') 
                    for tl in ax1.get_yticklabels(): 
                        tl.set_color('b') 
                    ax2 = ax1.twinx() 
                    ax2.plot(xnew[::1000],curvature,'r')  
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                    ax2.set_ylabel('curvature, 5th order splines', color='r') 
                    for tl in ax2.get_yticklabels(): 
                        tl.set_color('r') 
                    ax1.set_ylim(y3[slp1],y3[slp2]) 
                    ax2.set_ylim(min(curvature),max(curvature)) 
                    pylab.grid(True) 
                    pylab.title('Smoothed plotted pipeline position')  
                    pylab.legend( ('curvature') , loc = 'lower right') 
                    #pylab.savefig('save')   # finn navn for fil 
 
                    aBM = [allowable_BM] 
                    a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
                    ax3 = fig.add_subplot(212) 
                    ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
                    ax3.set_ylabel('Bending moment  (Nm)') 
                    ax3.set_xlabel('Kp') 
                    pylab.xlim(max(SurveyKp[slp1:slp2]),min(SurveyKp[slp1:slp2])) 
                    pylab.grid(True) 
                    pylab.title('5th order spline')  # 
                    pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
                    #pylab.savefig('save')    
                     
                    pylab.show() 
 
                    q = raw_input("Are you satisfied? ") 
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     elif alt == '4':    # Design route, as‐laid data and survey data  
###################################################################### 
        print '\n' 
         
        testrun = test()  # dette er kun for å gjøre det lettere å teste programmet 
        if testrun == 'y': 
            filelocation1 = 'c:\Sivert\DesignR.txt' 
            g1 = 3 
            h1 = 4 
            f1 = open(str(filelocation1)) 
            filelocation2 = 'c:\Sivert\R.txt' 
            g2 = 1 
            h2 = 2 
            f2 = open(str(filelocation2)) 
            filelocation3 = 'c:\\Sivert\\new7pt.txt' 
            g3 = 2 
            h3 = 3 
            surveyKp = 1 
            f3 = open(str(filelocation3)) 
        else: 
            print '\n' 
            print "To open your text file(s) the location of the file(s) is needed. The file(s) needs to be in 
txt format.\n" 
 
            filelocation1 = raw_input('Where is the "as‐designed" data file located? Example: C:\Program 
Files\example.txt    ') 
            print '\n' 
            g1 = input("Which column from the left contains the Easting(x) coordinates? ") 
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            print '\n' 
            h1 = input("Which column from the left contains the Northing(y) coordinates? ")  
            print '\n' 
            f1 = open(str(filelocation1)) 
 
            filelocation2 = raw_input('Where is the "as‐laid" data file located? Example: C:\Program 
Files\example.txt    ') 
            print '\n' 
            g2 = input("Which column from the left contains the Easting(x) coordinates? ") 
            print '\n' 
            h2 = input("Which column from the left contains the Northing(y) coordinates? ")  
            print '\n' 
            f2 = open(str(filelocation2)) 
 
            filelocation3 = raw_input('Where is the "survey data" file located? Example: C:\Program 
Files\example.txt    ') 
            print '\n' 
            g3 = input("Which column from the left contains the Easting(x) coordinates? ") 
            print '\n' 
            h3 = input("Which column from the left contains the Northing(y) coordinates? ")  
            print '\n' 
            surveyKp = input("Which column from the left contains the Kp? ")  
            print '\n' 
            f3 = open(str(filelocation3)) 
 
        tmp1 = f1.readlines() 
 
        for i in range(len(tmp1)): 
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            try: 
                a1 = [] 
                line = tmp1[i] 
                a1 = string.split(line) 
                try: 
                    if float(a1[g1‐1])>3000:    # This number (3000), might need to be changed 
                          x1.append(float(a1[g1‐1])) 
                    else: 
                          pass 
                 
                    if float(a1[h1‐1])>3000:   # This number (3000), might need to be changed 
                          y1.append(float(a1[h1‐1])) 
                    else: 
                         pass 
                except ValueError: 
                     pass 
            except IndexError: 
                pass 
 
        f1.close() 
 
        tmp2 = f2.readlines() 
 
        for i in range(len(tmp2)): 
            try: 
                a2 = [] 
                line = tmp2[i] 
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                a2 = string.split(line) 
                try: 
                    if float(a2[g2‐1])>3000:    # This number (3000), might need to be changed 
                          x2.append(float(a2[g2‐1])) 
                    else: 
                          pass 
                 
                    if float(a2[h2‐1])>3000:         # This number (3000), might need to be changed 
                          y2.append(float(a2[h2‐1])) 
                    else: 
                         pass 
                except ValueError: 
                     pass 
            except IndexError: 
                pass 
 
        f2.close() 
 
        tmp3 = f3.readlines() 
 
        for i in range(len(tmp3)): 
            try: 
                a3 = [] 
                line = tmp3[i] 
                a3 = string.split(line) 
                try: 
                    if float(a3[g3‐1])>3000:    # This number (3000), might need to be changed 
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                          x3.append(float(a3[g3‐1])) 
                    else: 
                          pass 
                 
                    if float(a3[h3‐1])>3000:       # This number (3000), might need to be changed 
                              y3.append(float(a3[h3‐1])) 
                    else: 
                         pass 
 
                    if float(a3[surveyKp‐1])<49:   # This number (49), might need to be changed 
                              SurveyKp.append(float(a3[surveyKp‐1])) 
                    else: 
                         pass 
                except ValueError: 
                     pass 
            except IndexError: 
                pass 
 
        f3.close() 
 
 
        print "Find the interval you want to check through your easting coordinates." 
 
        pylab.plot(x1,y1, 'r', x2,y2, 'g', x3,y3, 'b') 
        pylab.ylabel('Northing (y)') 
        pylab.xlabel('Easting (x)') 
        pylab.grid(True) 
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        pylab.title('Plotted pipeline position')  #finn tittel 
        pylab.legend( ('As‐designed', 'As‐laid', 'Survey') , loc = 'upper right') 
        #pylab.savefig('save')    
 
        pylab.show() 
 
        print '\n' 
 
        xx3=[] 
        for i in range(len(x3)):             
            xx3.append(float(int(x3[i]))) 
 
        figo=1 
        start1 = input('What is the start easting coordinate of your check? ') 
        while figo==1: 
            if start1 in xx3: 
                figo=2 
                print '\n' 
                print str(start1)+" is the start of your interval" 
                print '\n' 
            else: 
                start1=start1+1   
 
        lara=1 
        end1 = input('What is the last easting coordinate of your check? ') 
        while lara==1: 
            if end1 in xx3: 
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                lara=2 
                print '\n' 
                print str(end1)+" is the end of your interval" 
            else: 
                end1=end1+1 
 
        slp1 = xx3.index(start1) 
        slp2 = xx3.index(end1) 
 
        if slp1 < slp2: 
            XnewStart = start1 
            XnewEnd = end1 
            print '\n' 
            print 'The interval being checked: KP '+str(SurveyKp[slp1])+' ‐ KP '+str(SurveyKp[slp2]) 
            print '\n' 
            # EI, Bending stiffness calculation for given pipe interval 
            E = input("Enter the Young's modulus (N/m^2): ") 
            Do= input("Enter the outer diameter of the pipeline (m): ") 
            ts= input("Enter the wall‐thickness of the pipeline( m): ") 
            I= ((math.pi)/64)*(Do**4‐(Do‐2*ts)**4) 
            EI=E*I # (Nm^2) 
            print "Pipeline bending stiffness: "+str(EI)+" Nm^2" 
            print '\n' 
            KpStart = SurveyKp[slp1] 
            KpEnd = SurveyKp[slp2] 
            smoothingfactor = input("Enter a smoothing factor: ") 
            tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
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            xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
            ynew = interpolate.splev(xnew,tck,der=0) 
            yder = interpolate.splev(xnew[::1000],tck,der=1) 
            y2der =interpolate.splev(xnew[::1000],tck,der=2) 
            curvature = (y2der)/((1+yder**2)**(3/2))  
            abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
            BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
            fig = plt.figure() 
            ax1 = fig.add_subplot(211) 
            ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
            pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
            ax1.set_xlabel('Easting (x)') 
            ax1.set_ylabel('Northing (y)', color='b') 
            for tl in ax1.get_yticklabels(): 
                tl.set_color('b') 
            ax2 = ax1.twinx() 
            ax2.plot(xnew[::1000],curvature,'r')  
            ax2.set_ylabel('curvature, 5th order splines', color='r') 
            for tl in ax2.get_yticklabels(): 
                tl.set_color('r') 
            ax1.set_ylim(y3[slp2],y3[slp1])  
            ax2.set_ylim(min(curvature),max(curvature)) 
            pylab.grid(True) 
            pylab.title('Smoothed plotted pipeline position')  
            pylab.legend( ('curvature') , loc = 'lower right') 
            #pylab.savefig('save')    
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             aBM = [allowable_BM] 
            a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
            ax3 = fig.add_subplot(212) 
            ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
            ax3.set_ylabel('Bending moment  (Nm)') 
            ax3.set_xlabel('Kp') 
            pylab.xlim(min(SurveyKp[slp1:slp2]),max(SurveyKp[slp1:slp2])) 
            pylab.grid(True) 
            pylab.title('5th order spline')  #finn tittel 
            pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
            #pylab.savefig('save')    
             
            pylab.show() 
 
            kiko=1 
            q = raw_input("Are you satisfied? (yes or no) ") 
            while kiko==1: 
                if q== "yes": 
                    kiko=kiko+1 
                else: 
                    smoothingfactor = input("Enter a new smoothing factor: ") 
                    tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
                    xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
                    ynew = interpolate.splev(xnew,tck,der=0) 
                    yder = interpolate.splev(xnew[::1000],tck,der=1) 
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                    y2der =interpolate.splev(xnew[::1000],tck,der=2) 
                    curvature = (y2der)/((1+yder**2)**(3/2))  
                    abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
                    BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
                    fig = plt.figure() 
                    ax1 = fig.add_subplot(211) 
                    ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
                    pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
                    ax1.set_xlabel('Easting (x)') 
                    ax1.set_ylabel('Northing (y)', color='b') 
                    for tl in ax1.get_yticklabels(): 
                        tl.set_color('b') 
                    ax2 = ax1.twinx() 
                    ax2.plot(xnew[::1000],curvature,'r')  
                    ax2.set_ylabel('curvature, 5th order splines', color='r') 
                    for tl in ax2.get_yticklabels(): 
                        tl.set_color('r') 
                    ax1.set_ylim(y3[slp2],y3[slp1]) 
                    ax2.set_ylim(min(curvature),max(curvature)) 
                    pylab.grid(True) 
                    pylab.title('Smoothed plotted pipeline position')  
                    pylab.legend( ('curvature') , loc = 'lower right') 
                    #pylab.savefig('save')    
 
                    aBM = [allowable_BM] 
                    a_BM = aBM*len(SurveyKp[slp1:slp2]) 
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                     ax3 = fig.add_subplot(212) 
                    ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
                    ax3.set_ylabel('Bending moment  (Nm)') 
                    ax3.set_xlabel('Kp') 
                    pylab.xlim(min(SurveyKp[slp1:slp2]),max(SurveyKp[slp1:slp2])) 
                    pylab.grid(True) 
                    pylab.title('5th order spline')   
                    pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
                    #pylab.savefig('save')    
                     
                    pylab.show() 
 
                    q = raw_input("Are you satisfied? ") 
 
      
        else: 
            x3.reverse() 
            y3.reverse() 
            SurveyKp.reverse() 
            slp1 = x3.index(start1) 
            slp2 = x3.index(end1) 
            XnewStart = start1 
            XnewEnd = end1 
            print '\n' 
            print 'The interval being checked: KP '+str(SurveyKp[slp2])+' ‐ KP '+str(SurveyKp[slp1]) 
            print '\n' 
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            # EI, Bending stiffness calculation for given pipe interval 
            E = input("Enter the Young's modulus (N/m^2): ") 
            Do= input("Enter the outer diameter of the pipeline (m): ") 
            ts= input("Enter the wall‐thickness of the pipeline( m): ") 
            I= ((math.pi)/64)*(Do**4‐(Do‐2*ts)**4) 
            EI=E*I # (Nm^2) 
            print "Pipeline bending stiffness: "+str(EI)+" Nm^2" 
            print '\n' 
 
            smoothingfactor = input("Enter a smoothing factor: ") 
 
            tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
            xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
            ynew = interpolate.splev(xnew,tck,der=0) 
            yder = interpolate.splev(xnew[::1000],tck,der=1) 
            y2der =interpolate.splev(xnew[::1000],tck,der=2) 
            curvature = (y2der)/((1+yder**2)**(3/2))  
            abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
            BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
            fig = plt.figure() 
            ax1 = fig.add_subplot(211) 
            ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
            pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
            ax1.set_xlabel('Easting (x)') 
            ax1.set_ylabel('Northing (y)', color='b') 
            for tl in ax1.get_yticklabels(): 
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                tl.set_color('b') 
            ax2 = ax1.twinx() 
            ax2.plot(xnew[::1000],curvature,'r')  
            ax2.set_ylabel('curvature, 5th order splines', color='r') 
            for tl in ax2.get_yticklabels(): 
                tl.set_color('r') 
            ax1.set_ylim(y3[slp1],y3[slp2]) 
            ax2.set_ylim(min(curvature),max(curvature)) 
            pylab.grid(True) 
            pylab.title('Smoothed plotted pipeline position')  
            pylab.legend( ('curvature') , loc = 'lower right') 
            #pylab.savefig('save')    
 
            aBM = [allowable_BM] 
            a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
            ax3 = fig.add_subplot(212) 
            ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
            ax3.set_ylabel('Bending moment  (Nm)') 
            ax3.set_xlabel('Kp') 
            pylab.xlim(max(SurveyKp[slp1:slp2]),min(SurveyKp[slp1:slp2])) 
            pylab.grid(True) 
            pylab.title('5th order spline')   
            pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
            #pylab.savefig('save')    
             
            pylab.show() 
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             kiko=1 
            q = raw_input("Are you satisfied? ") 
            while kiko==1: 
                if q=="yes": 
                    kiko=kiko+1 
                else: 
                    smoothingfactor = input("Enter a new smoothing factor: ") 
                    tck = interpolate.splrep(x3[slp1:slp2],y3[slp1:slp2], k=5, s=smoothingfactor)  
                    xnew = linspace(XnewStart, XnewEnd, 1000*(slp2‐slp1)+1) 
                    ynew = interpolate.splev(xnew,tck,der=0) 
                    yder = interpolate.splev(xnew[::1000],tck,der=1) 
                    y2der =interpolate.splev(xnew[::1000],tck,der=2) 
                    curvature = (y2der)/((1+yder**2)**(3/2))  
                    abs_curvature = abs(y2der)/((1+yder**2)**(3/2)) 
                    BM = [x*EI for x in curvature]  # EI*curvature = BM 
 
                    fig = plt.figure() 
                    ax1 = fig.add_subplot(211) 
                    ax1.plot(x3[slp1:slp2],y3[slp1:slp2], 'go', xnew,ynew , 'b') 
                    pylab.legend( ('survey data', 'Splines') , loc = 'upper right') 
                    ax1.set_xlabel('Easting (x)') 
                    ax1.set_ylabel('Northing (y)', color='b') 
                    for tl in ax1.get_yticklabels(): 
                        tl.set_color('b') 
                    ax2 = ax1.twinx() 
                    ax2.plot(xnew[::1000],curvature,'r')  
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                    ax2.set_ylabel('curvature, 5th order splines', color='r') 
                    for tl in ax2.get_yticklabels(): 
                        tl.set_color('r') 
                    ax1.set_ylim(y3[slp1],y3[slp2]) 
                    ax2.set_ylim(min(curvature),max(curvature)) 
                    pylab.grid(True) 
                    pylab.title('Smoothed plotted pipeline position')  
                    pylab.legend( ('curvature') , loc = 'lower right') 
                    #pylab.savefig('save')    
 
                    aBM = [allowable_BM] 
                    a_BM = aBM*len(SurveyKp[slp1:slp2]) 
 
                    ax3 = fig.add_subplot(212) 
                    ax3.plot(SurveyKp[slp1:slp2],BM[:slp2‐slp1], 'b', SurveyKp[slp1:slp2], a_BM, 'r' )  
                    ax3.set_ylabel('Bending moment  (Nm)') 
                    ax3.set_xlabel('Kp') 
                    pylab.xlim(max(SurveyKp[slp1:slp2]),min(SurveyKp[slp1:slp2])) 
                    pylab.grid(True) 
                    pylab.title('5th order spline')   
                    pylab.legend( ('Actual','Allowable') , loc = 'upper right') 
                    #pylab.savefig('save')                                               
                     
                    pylab.show() 
 
                    q = raw_input("Are you satisfied? ") 
    else: 
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        print "ERROR" 
if __name__ == '__main__': 
    main() 
