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Resumen 
La nueva generación de microprocesadores de la casa Texas Instruments nos 
permite utilizar no solo la nueva generación de microprocesadores con memoria 
FRAM, sino también las nuevas “Experimenter’s Board”. 
El emulador incorporado nos libra de utilizar elementos externos de depuración,  
a  través de una única conexión USB que nos proporciona la alimentación del 
conjunto y las comunicaciones UART. 
La placa experimental ha sido ampliada con la instalación de un módulo CC3000 
para las comunicaciones inalámbricas.  
Las conexiones entre ordenador, microprocesador y móvil junto con sus 
escenarios habituales, serán el propósito de este trabajo.  
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Overview 
The new generation of microprocessors, property of Texas Instruments, lets us 
use not only the new generation of microprocessors with FRAM memory, but also 
the new Experimenter’s Board. 
The integrated emulator frees us from using external debug elements, through a 
USB connection that provides us with the necessary supply of the UART set and 
communications. 
The experimental plaque has been amplified with the CC3000 module installation 
for the wireless communications.  
The connections between computer, microprocessor and mobile phone along 
their usual scenarios, will be the goal of this project. 
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1. INTRODUCCIÓN 
 
 
El inicio del presente trabajo es el estudio de una placa de experimentación del 
microcontrolador de la casa Texas Instruments, concretamente la MSP-
EXP430FR5739 al cual se le ha añadido un módulo de comunicaciones WIFI 
también de Texas Instruments, denominado CC3000, todo ello sobre una 
“Experimenter’s Board”. 
El sistema por sí mismo no hace nada, necesita unas herramientas de 
desarrollo para que despliegue todo su potencial, pero cuáles son esas 
herramientas, como de accesible es comenzar a trabajar y desarrollar 
productos. 
Nos introduciremos en el mundo de los escenarios que  necesitaremos para 
conectar el mundo del microprocesador con el nuestro, qué requisitos son 
necesarios para que un ordenador interactúe con él.   ¿Son los mismos 
requisitos los que necesitamos para interactuar con un teléfono móvil?, ¿qué 
son los IDE’s? ¿Cuáles utilizaremos? las librerías, los protocolos, todo eso que 
es transparente al trabajo del microprocesador, pero que es tan necesario  
como el mismo. 
Cuando se recibió la nueva “Experimenter’s Board, no se concretó nada sobre 
el proyecto, es un microprocesador de nueva generación con unas 
características que pasaremos a especificar seguidamente, que además se le 
podía instalar un módulo para las comunicaciones inalámbricas del cual 
también desarrollaremos sus características seguidamente. 
La información adjunta dentro del embalaje, te describe una serie de 
características, con frases como “Welcome to the future of embedded memory 
technology” y se nos ocurrió preguntarnos ¿Esto por si solo que hace? 
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El ejercito de herramientas y  servicios que hay detrás de estos productos es 
amplio, y es aquí donde se inicia nuestro trabajo, realizaremos comunicaciones 
con el microprocesador y con las inalámbrica que nos permita el dispositivo e 
interactuaremos con un teléfono móvil, creando una Aplicación para ello en 
Android, detallando los elementos que intervienen en el proceso y cuál es su 
cometido en ese futuro. 
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2. PLACA DE ENTRENAMIENTO 
 
Esta placa experimental es una plataforma para el desarrollo de la familia de 
microprocesadores  MSP430FR57xx, y soporta la nueva generación de 
dispositivos con memoria FRAM  (Ferroelectric Random Access Memory) non-
volatile integrada.  Además esta placa de experimentación es compatible con 
los módulos de Radio Frecuencia vía WIFI, como el modelo CC3000 también 
de Texas Instruments. 
Pensada en un principio para evaluar las características de la nueva familia de 
microprocesadores MSP430FR57xx, que según el fabricante son los que 
menos consumen del mercado y son los más rápidos a la hora de leer/escribir 
en memoria mejorando la capacidad de almacenamiento temporal de los datos 
en la misma. 
El microprocesador está alimentado desde la  placa directamente y cuenta con 
un depurador integrado ezFET, aunque también se puede utilizar la 
herramienta de emulación Flash MSP-FET 430UIT, lo que detallaremos. 
Pero empezaremos por el microprocesador MSP430FR5739, donde MSP430 
(Mixed Signal Processor)  es el nombre genérico de la familia de procesadores 
y  FR (Ferroelectric Random) caracteriza su memoria RAM siendo  57 y 39  
modelos de  la secuencia de fabricación. 
Este microprocesador tiene una memoria RAM, compuesta por 16 KBytes de la 
nueva FRAM, muchísimo más rápida y con gran capacidad de mantener el 
tiempo de almacenamiento de los datos que las utilizadas hasta ahora, también 
posee 1Kbyte de memoria SRAM (Static Random Access Memory), una 
tecnología fabricada sobre CMOS y compuesta en cada celda por 6 
transistores, lo que permite añadir registros que mejoran la velocidad, en 
comparación con  la otra posibilidad de memoria RAM, la denominada DRAM 
(Dynamic Access Memory), que está basada en un solo transistor. 
Posee una Arquitectura RISC (Reduced Instruction Set Computer) de 16 bits 
que permite alcanzar los 8 Mhz de velocidad, esta arquitectura tiene como 
característica  básica una capacidad de procesado  mayor  de 2 a 4 veces que  
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los CICS (Complex Instruction Set Computer), pero ello implica que lo que no 
hace el procesador lo tienen que hacer los periféricos. 
Contamos con 2 bloques Timer A y 3 bloques Timer B, ambos hacen la misma 
función, son temporizadores/contadores con capacidad para capturar/comparar 
múltiples registros y vinculados a la generación de interrupciones;  la diferencia 
básica entre ellos,  es que los A tienen un tamaño fijo de 16 bits y los B  la 
longitud puede varias entre 8,10, 12 y 16 bits. 
En el módulo de comunicaciones contamos con un bloque USCI (Universal al 
Communication Interface), con 32 bits de entrada /salida,  que incorpora un 
UART         (Universal Asynchronous Receiver Transmiter) que se encarga de 
traducir los datos de serie a paralelo y viceversa, un SPI (Serial Peripheral 
Interface) encargado de los datos serie, un IrDA (Infrared Data Association) 
para infrarrojos y I2C (Inter Integrater Circuit) también para datos sobre bus 
serie. 
Además posee un acelerómetro de 3 ejes, un termoresistor NTC (Negative 
Temperature Coefficient), así como una preinstalación para un sensor LDR 
(Light Dependent Resistor), a lo que se añade dos interruptores con el fin de 
interactuar con la Experimenter’s Board, así como un botón para reset. 
Las conexiones consisten en dos bahías paralelas preparadas para la 
interconexión con los periféricos que proporcionan la señal Wireless como es 
nuestro caso, a través del CC3000 y conexiones para incorporar el modelo 
MSP-EXP430F5438, que es una Experimenter’s Board muy similar a la que 
estamos utilizando y que tiene el propósito de interactuar entre ellas si fuera 
necesario. 
También incorpora software preinstalado, que nos permite hacer un estudio de 
las características de esta Experimenter’s Board.     
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Consta de cuatro pruebas, para el test de memoria FRAM las dos primeras y el 
resto para el comportamiento de los elementos referidos que lleva incorporada 
nuestra placa, la cual también contiene ocho leds como interficie de salida. 
• Modo 1, máxima velocidad de escritura 
• Modo 2, emulación de escritura de memoria FLASH 
• Modo 3, Acelerómetro 
• Modo 4, Termo resistor 
 
Se han comprobado el funcionamiento del código preinstalado,  en los 
diferentes modos del programa. 
- El primer modo consiste en cargar datos en la memoria FRAM.  
Apreciamos que al iniciar el proceso, los leds se encienden y apagan 
por orden secuencial de menor a mayor a una determinada 
frecuencia, que se supone que es rápida, puesto que  la memoria 
FRAM tiene la cualidad de acceso mucho más rápido que  una RAM 
ordinaria. 
 
- El segundo modo consiste en escribir un dato en la memoria FRAM y 
calcular el consumo de energía que ello supone, comparando los 
datos con el consumo del mismo dato en una memoria flash. 
 
Tanto para el primer como para el segundo modo, se indica la posibilidad de 
eliminar el encendido de los leds con el fin de bajar el consumo energético del 
procesador. No es posible directamente, no hay forma de realizarlo 
manipulando la placa, para ello debemos entrar en el programa y anular la 
instrucción de puesta en marcha de los leds. 
 
- En el tercer modo entra en funcionamiento el acelerómetro de tres 
ejes. Al ponerlo en marcha debemos esperar un tiempo a que se 
calibre, es decir, toma una referencia y a partir de ese punto los leds 
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cuatro y cinco, que son los centrales, se quedan permanentemente 
encendidos.  Lo que se aprecia es que al mover tanto en  horizontal 
como en vertical la placa, los leds se encienden  y apagan del cuatro 
al uno ó del cinco al ocho, dependiendo del ángulo que adquiera la  
placa, a mayor ángulo mayor cantidad de leds encendidos. 
 
- En el modo cuatro, el termoresistor tiene  la temperatura ambiente 
como punto de referencia en  el momento de iniciar el 
funcionamiento. Como en el caso del acelerómetro, se calibra en el 
momento de la puesta en marcha, los leds cuatro y cinco que son los 
centrales, se quedan fijos y al calentar el dispositivo se encienden los 
leds,  tres, dos y uno al enfriarse después de apagarse el uno, dos y 
tres, se quedan encendidos el led cuatro y el cinco y  se encienden 
los leds número seis, siete y ocho. 
Se he comprobado con diferentes  temperaturas ambiente como  referencia 
(calentando o enfriando la placa), siendo el resultado similar, no se aprecian 
diferencias en el funcionamiento. 
 
2.1 eEZ – FET 
El  eZ-FET es una solución de bajo coste que a través de una  conexión USB 
nos  permite la depuración del software del  microcontrolador MSP430, su 
conexión directa a un PC para una fácil programación  y la evaluación, nos 
proporciona a su vez,  un puente de USB a UART para la conexión serial al 
microcontrolador de destino. 
Este emulador de depuración trabaja  con el apoyo del MSP430 DLL, por lo 
que al no disponer de librerías propias y utilizar las del sistema  permite trabajar  
a toda velocidad con puntos de interrupción de hardware y no aumenta el 
consumo del conjunto, en cualquiera de los diferentes IDE’s para este 
microprocesador, como son  IAR Embedded Workbench ™ para MSP430 o 
Code Composer Studio ™ (CCS) IDE para escribir, descargar y depurar 
aplicaciones. 
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Foto del eEZ-FET 
 
 
La alternativa a la utilización de este depurador pasa por utilizar uno externo: 
 
 
 
 
 
 
 
 
 
Depurador externo 
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2.2 CC3000 
El módulo CC3000 es un procesador de red inalámbrico, lo que libera al 
microprocesador de esas funciones, lo que le hace actuar como un periférico 
más. 
Las características de este dispositivo CC3000 EM (Evaluation Module) son 
principalmente que posee un procesador para las conexiones inalámbricas, que 
cumple con IEEE 802.11b/g. Estas dos bandas pueden  coexistir ya que operan 
en los 2.4 GHz pero sus prestaciones son diferentes. 
El estándar  IEEE 802.11b, que data del año 1999, nos  permite una velocidad 
máxima de 11Mbp, posee  una codificación CSMA/CA  (Carrier Sense Multiple 
Access with Colission Avoidance), que en la práctica  nos permite alcanzar una 
velocidad de 5.9 Mbps sobre TCP. Recordaremos que utiliza subportadoras 
OFDM (Orthogonal Frequency Division Multiplexing). 
Ya en el 2003 apareció el nuevo estándar IEEE802.11g, que nos permite 
alcanzar una velocidad de 54Mbps, ya que opera con tecnología de radio 
frecuencia DSSS (Direct Sequence Spread Spectrum) , también con  OFDM 
(Orthogonal Frequency Division Multiplexing) para hacerla compatible con la 
IEEE802.11b.  Un equipo con estas especificaciones y una potencia de medio 
vatio, permite alcanzar más de 50 kms con antenas parabólicas y equipos 
especializados. 
El CC3000  trabaja exclusivamente con protocolo TCP/IP y con IPv4, no está 
preparada para la IPv6, tiene una potencia de transmisión de +18dBm a una 
velocidad de 11Mbps  utilizando el CCK (Complementary Code Keying) si 
trabaja conjuntamente en DSSS,  este código matemático hace que se pueda 
eliminar las alteraciones producidas por el ruido o por otras interferencias, 
aumentando la velocidad desde los 5.5Mbps a los 11Mbps referidos. 
Posee un rango de trabajo que oscila entre los -20ºC a los 70ºC. 
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Módulo CC3000 
 
 
Utilizaremos el software de prueba que nos proporciona el fabricante, este SDK 
(Software Development Kit) nos permitirá analizar el producto. 
El SDK nos incluye dos ejemplos de funcionamiento: 
• Simple Email Aplication 
• Basic Wifi Aplication 
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3. APLICACIONES 
 
3.1 Simple email application 
Antes de introducirnos en la aplicación Simple email propiamente dicha, se ha 
realizado la preparación de la placa de experimentación, incorporando los 
driver primero y posteriormente el Firmware, lo que nos garantiza la 
incorporación de los ultimas características del modelo en la optimización de 
los recursos que vamos a utilizar, todo ello realizado a través de un programa 
específico, propietario de la TI, denominado Patch Programmer Installer para 
FRAM –MSP430FR5739. 
Una vez la placa  incorpora las últimas actualizaciones, pasamos a introducir el 
SDK específico para la aplicación de correo.  No debemos olvidar que nos hace 
falta un punto de Acceso WIFI, lo que incorporamos a través de un router, que 
nos permite la conexión a la red y que hemos habilitado para que su señal no 
este protegida con un código de seguridad, tal y como se especifica para la 
simplificación. 
Para la consola de control del sistema se habilitan las comunicaciones por el 
puerto serie a través de un ordenador  en que cual hemos instalado un 
programa de Hypertexto denominado PuTTY.  Este programa tiene la función 
de permitirnos interactuar con el sistema y utilizar la pantalla del ordenador 
como interface de salida del sistema, a la vez que podremos introducir las 
órdenes al mismo por esta vía, que es el puerto USB 
 
 
 
 
 
 
Consola de Hypertext 
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Tal y como apreciamos en la imagen anterior nos comunicamos con unas 
características determinadas: 
Bits por segundo : 9600 
Data Bits : 8 
Stop bits. 1 
Paridad: sin paridad 
Control de Flujo: sin control de flujo 
 
La comunicación  ha sido exitosa, puesto que nos aparecen datos en pantalla 
después de realizar un Reset. 
 
 
 
 
 
 
La única posibilidad de vincular el Sistema a nuestra red LAN, pasa por utilizar 
la opción 1, que nos permite  a través de una aplicación móvil vincular el 
dispositivo a nuestra red. 
 
 
3.1.1 Smart Config 
La aplicación Smart Config podríamos definirla como una pasarela que recoge 
los datos relacionados con la configuración inalámbrica del terminal donde se 
ejecuta la aplicación y hace una copia de los mismos y la pasa al terminal que 
nosotros le indicamos. 
Es una forma más rápida y por supuesto menos engorrosa que introducir todos 
los datos manualmente en cada terminal, todo pasa por poner los datos en el 
terminal destinatario que queremos configurar. 
 
Email App Version 1.2.7.13 
01,to start Smartconfig 
02,<server>,<port>,<user> 
03,<to>,<subject> 
04,<message> 
05 to send message 
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Esta aplicación se encuentra disponible para las principales plataforma, 
Android y Applet para móviles, así como Linux y Windows y MAC para 
ordenadores. 
Nosotros utilizaremos la versión para Android, reseñando que en esta 
modalidad se debe tener un terminal que corra como mínimo en  Froyo, la 
versión 2.2 del sistema operativo Android. 
Lo instalamos en un terminal con versión 4.2.2  
 
 
 
 
 
 
 
 
 
 
 
 
 
      Ubicación del SmartConfig en el móvil                                     Carátula de SmartConfig 
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Iniciamos la aplicación, siendo el resultado el cuadro de dialogo que nos 
aparece a continuación, donde se nos confirma que se ha realizado con éxito la 
configuración 
 
 
 
 
 
 
 
 
 
 
Debemos tener la precaución a la hora de hacer funcionar esta aplicación, 
porque puede haber solapamiento de servicios dentro de la misma banda que 
estamos utilizando, por ello debemos de asegurarnos de utilizar solo una banda 
únicamente en ese momento, una sola Wireless conectada, en el terminal, ya 
que los dispositivos no pueden discriminar entre conexiones porque esa banda 
de frecuencias tiene varias utilizaciones diferenciadas.  
 Bluetooth Wifi 
 
3G 
Frequency 
Band 
2.4 GHz 2.4, 3.6, 5 
GHz 
1.8 – 2.5 
GHz 
 
 
Ya tenemos nuestro CC3000 en la misma LAN, compuesta ésta por el router, el 
terminal móvil que hemos utilizado para conectar el CC3000, el propio CC3000 
y el ordenador, que también posee una interficie Wireless. 
Podemos comprobar la correcta conectividad del sistema desde la consola del 
pc, haciendo un ping a cada IP.   La información sobre IP’s las consultaremos 
en la consola del router. 
 
Email App Version 1.2.7.13 
01,to start Smartconfig 
02,<server>,<port>,<user> 
03,<to>,<subject> 
04,<message> 
05 to send message 
1 
Smart config DONE 
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Solo podemos utilizar el servicio de correo que soporte el protocolo SMTP 
(Simple Mail Transfer Protocol ) y con un  MTU de 1500 como tamaño máximo.  
Esto nos dice que los paquetes por debajo de 1500 bytes (tamaño máximo de 
paquete que puede transmitir sin que se tenga que fragmentar), es el tamaño 
máximo de paquete que  admite el CC3000.  
Para utilizar este servicio, necesitamos de un servidor de correo, que corra bajo 
este protocolo, lo encontramos en la página web:  
http://www.stmpcorp.com/signup, donde podemos crear una cuenta para 
comprobar el funcionamiento de los dispositivos,  que nos permite utilizar el 
protocolo SMTP. 
Ejemplo del envío: 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
                                                
 
Email App Version 1.2.7.13 
01,to start Smartconfig 
02,<server>,<port>,<user> 
03,<to>,<subject> 
04,<message> 
05 to send message 
IP:192.168.0.200 
02,smtpcorp.com,2525,sender@cc3000.com 
OK 
03,mymenda@gmail.com, Hello 2 from cc3000 
OK 
04, Espero leerlo, esta vez si. 
OK 
05 
Message sent! 
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Comprobación del envío 
 
 
 
 
 
 
 
 
 
 
 
Comprobación de la recepción 
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3.2 Basic Wi-Fi application 
Realizamos un proceso idéntico al realizado con el anterior SDK, con la 
excepción de tener configurada la placa de entrenamiento. El entorno de 
trabajo es el mismo, y lo único que cambia son las funciones que realiza este 
nuevo programa  y esta son: 
Instrucciones de la aplicación 
 
 
Las opciones para esta configuración son más amplias que en la anterior , aquí 
podemos introducir los datos de configuración manualmente, sin necesidad de 
utilizar la aplicación  en el caso anterior, pero en definitiva estamos delante de 
un socket para enviar y recibir datos. 
Entendemos por socket un concepto abstrato, por el cual dos programas, 
situados en ordenadores distintos ( no tiene porque, pueden estar en el mismo 
ordenador), pueden intercambiar cualquier tipo de flujo de datos, generalmente 
de manera fiable y ordenada. 
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El término socket es usado como nombre de una intefaz de programación de 
aplicaciones (API) para la familia de protocolos de internetr TCP/IP, que nos 
proporciona usualmente el sistema operativo. 
Los socket de internet constituyen el mecanismo para la entrega de paquetes 
de datos provenientes de la tarjeta de red. Un socket queda definido por un par 
de direcciones IP, una local y otra remota, un protocolo de transporte y un par 
de números de puerto, local y remoto. 
 
 
 
 
 
 
 
 
 
 
 
 
 
Consola con datos de configuración para Basic Wifi 
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Hostname MAC Address IP Address Expires In 
pc-bj 00:60:b3:f4:65:60 192.168.1.128 
2 days, 23 hours, 39 
minutes, 55 seconds 
android_2882f48f557a30d2 7c:61:93:14:d4:41 192.168.1.129 
2 days, 23 hours, 40 
minutes, 25 seconds 
android-
c045496ccc54902a 
b4:52:7d:a0:d1:4b 192.168.1.130 
2 days, 23 hours, 42 
minutes, 13 seconds 
 08:00:28:57:60:9f 192.168.1.131 
3 hours, 58 minutes, 
31 seconds 
 
Consola del router con información de elementos conectados 
 
Conseguimos enviar paquetes hacia una dirección IP, que está en nuestra 
LAN, sabemos que hay conectividad, podemos entrar en la consola del 
Sistema y enviar ping, estos se reciben y sabemos que enviamos datos sobre 
protocolo TCP/IP, ya que tiene un socket implementado. 
¿Pero cómo entramos dentro del programa para modificarlo y qué hace falta al 
otro lado, para recibir nuestros envíos? 
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4. HERRAMIENTAS DE DESARROLLO 
 
Las herramientas de desarrollo, son similares, ya que se trata de software , 
pero no es lo mismo hacer un programa Servidor  en Java, que programar el 
microprocesador en C, que hacer una aplicación para Android o una simulación 
en LabVIEW, todo ello vinculado inicialmente al proyecto. 
 
4.1 Entorno de programación IAR 
Para programar el microprocesador en C, se ha utilizado la aplicación “IAR 
Embedded Workbench”, un IDE compuesto por un ensamblador/compilador, un 
linkador y un depurador, todo ello integrado, esta aplicación puede desarrollar 
tanto código ensamblador como en C y posteriormente se puede depurar para 
controlar todo el ciclo de desarrollo del programa. 
IDE de Iar 
 
Como se puede apreciar en la imagen superior, es un formato cotidiano con 
diferentes zonas de trabajo, una ordenación tipo carpetas al estilo Windows, 
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con menús desplegables y los ficheros organizados en árbol y organizado por 
workspaces. 
Es importante establecer las opciones una vez hemos creado nuestro 
wokspace, ya que de ellas dependerá el funcionamiento, dependiendo de la 
familia de microprocesadores con los que trabajemos. 
El entorno está pensado para escribir el código que correrá en la aplicación a 
partir el fichero “main.c”; compilarlo, depurarlo, ejecutarlo paso a paso, poner 
puntos de ruptura (breakpoint), comprobar registros, ver variables y todo lo que 
nos pueda hacer falta. 
 
4.1.1 Programación del µC 
Hemos programado en lenguaje C,  lo estructuramos sobre rutinas, y la forma 
de vincularlas al programa principal es incluirlas  (#includes), por ello  no existe 
un gran programa principal, el microprocesador es un elemento con recursos 
limitados que tiene como principal función controlar un temporizador encargado 
de reiniciar el proceso en caso de fallo o anomalía de software, así como  
controlar las interrupciones. 
Las interrupciones son  “llamadas” al programa principal para que haga una 
determinada acción  o se preste un servicio.   Estas pueden ser admitidas o 
reusadas, según un protocolo establecido previamente en la subrutina. 
Las interrupciones son suspensiones temporales del proceso que llaman a la 
subrutina específica que no forma parte del programa porque  ya está en la 
memoria del microprocesador. 
Se utilizan principalmente para comunicar los periféricos con el procesador, 
para ello envían una IRQ (Interrupt Request). No todos los periféricos tienen  la 
posibilidad de realizar estos avisos, ya que se necesita una línea especial 
dedicada a las interrupciones, que se controlan a través de hardware, aunque 
estén integrados en el microprocesador. 
Este controlador de interrupciones tiene habilitado una lista de prioridades y 
dependiendo de ellas, reusará o no a  las candidatas. 
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Estas candidatas pueden ser mascarables( MI) o no mascarables (NMI),  es 
decir las verdaderamente prioritarias y esas serán atendidas por el procesador, 
el resto las MI  dependerá del trabajo del procesador. 
Uno de los fundamentos de C es que los parámetros (variables de entrada) se 
pasan a las funciones (subrutinas) en la pila, y los resultados se devuelven 
también en la pila. Así las funciones pueden ser llamadas desde las 
interrupciones y desde el programa principal sin temor a que las variables 
locales sean sobre escritas. 
 
4.2 Eclipse 
Eclipse es un programa informático compuesto por un conjunto de 
herramientas de programación de código abierto multiplataforma para 
desarrollar aplicacions informaticas. Esta plataforma, típicamente ha sido usada 
para desarrollar entornos de desarrollo integrados (IDE), como el IDE 
de Java llamado Java Development Toolkit (JDT) y el compilador (ECJ) que se 
entrega como parte de Eclipse (y que son usados también para desarrollar el 
mismo Eclipse). Sin embargo, también se puede usar para otros tipos de 
aplicaciones cliente, como CCS para  programación de microprocesadores. 
Esta plataforma la hemos utilizado doblemente, por un lado para trabajar en 
Java, lo que nos ha permitido realizar un servidor, que es el encargado de 
recibir nuestros paquetes, provenientes del msp430.  
Para poder trabajar con este servidor, se ha instalado una máquina virtual Java 
(JVM). 
La  máquina virtual Java interpreta  el código en que los programas se ejecutan 
en el ordenador, ya que están escritos en un código binario especial, que es un 
verdadero código máquina de bajo nivel (bytecode Java).   Podríamos ver la 
JVM como un diccionario entre el sistema operativo de nuestro ordenador y el 
programa escrito en  bytecode, lo que implica que podemos interpretar en 
cualquier máquina el mismo código, solo hay que tener el diccionario 
apropiado. “Write once, run anywhere”. 
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Es importante utilizar un navegador específico  para realizar este proceso. 
Concretamente se recomienda no utilizar Chone, para realizar la instalación de 
la máquina virtual de Java, el motivo es que Oracle, titular de Java, utiliza 
NPAPI (Programación Netscape Plugin Aplicación Interface) y Chone ha dejado 
de utilizarlo en su última versión del navegador,  alegando razones de 
seguridad. 
NPAPI, es una tecnología necesaria para los applets de Java y consiste en 
permitir al navegador, que si no puede interpretar un  dato, primero se baje un 
sencillo  programa para interpretarlo correctamente y luego se baja el dato 
solicitado y todo ello simultáneamente. 
  
4.2.1 Programación del Servidor 
A partir de este punto se ha utilizado el Eclipse para desarrollar un servicio de 
servidor propio que utiliza la pila  TCP/IP a través de un socket, que pasaremos 
a explicar. 
Servidor en funcionamiento, esperando una conexión cliente creado por mi. 
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En la captura de pantalla se aprecia como está funcionando, a la espera de que 
un cliente haga una petición de conexión contra su puerto, que es el 51000. 
 
4.2.1.1 Funcionamiento del socket servidor  
Lo primero que apreciamos son las librerías  que utilizaremos, tengamos en 
cuenta que estamos hablando de un lenguaje orientado a objeto, donde lo que 
toma importancia no es la totalidad del programa, sino cada objeto que 
podríamos definir como un  elemento con características propias, que 
pertenece al conjunto, pero es independiente y por lo tanto realiza funciones 
distintas.  Para realizar esas operaciones,  tenemos las bibliotecas que  
engloban  funciones y operaciones, en nuestro caso operaciones de entrada y 
salida, java.io y también operaciones del ámbito de la red, java.net.  El 
asterisco que encontramos detrás de alguna de estas librerías expresa que 
incluimos todo el paquete, sin discriminar funciones. 
Necesitamos expresar el concepto de Clase y Objeto, y lo expresaremos 
diciendo que un Objeto es un elemento y la Clase es el conjunto de elementos 
Por lo tanto creamos una clase ServidorSimple, que tiene la función de abrir un 
puerto y quedarse a la escucha, skServidor = new ServerSocket(PUERTO), 
que es nuestro objeto. 
Cuando alguien intenta conectarse por ese puerto, el servidor lo acepta, 
creando otro objeto denominado cliente que realizará de forma independiente 
las funciones encomendadas (esta vez  la clase cliente  se define 
automáticamente por las librerías). 
 Nuestro cliente solo puede interactuar con nosotros enviando datos y 
recibiéndolos, así que recogemos su IP, y la sacamos por pantalla con el fin de 
comprobar que estamos conectados y con quien.  
Ahora tenemos que procesar la información, para ello hemos creado una 
Clase, que la utilizamos a modo de plantilla, crearemos Objetos: 
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Dentro de estas tres variables, action nos permitirá decirle al microprocesador 
lo que deseamos que haga, al contener  -1  indica que enviamos un texto, que 
está en la variable string  y last_msg envía un  boolean.   
 
Incorporamos la  librería: java.io serializable porque la librería tiene la función 
de traducir lo que enviamos por la red a una secuencia de  bits, luego en el 
destino se reconstruye con la misma librería, obteniendo el paquete original. 
Pero en nuestro caso no es así, nosotros enviamos tres tipos de datos 
diferentes (int, string y booleano), formando el mensaje data. Para que no haya 
errores de interpretación utilizamos una clase (objeto serializable) que tiene un 
atributo privado de esta forma:  
 
Como este número es distinto en cada versión del compilador, es  la forma que 
tiene java de detectar que son versiones del mismo objeto serializable 
pudiendo obtener también el paquete original aunque en otra versión distinta 
del compilador original. 
 
 
import java.io.Serializable; 
public class Mensaje_data implements Serializable{private static final long serialVersionUID = 
9178463713495654837L; 
public int Action; 
public String texto; 
public boolean last_msg=false; 
          } 
 
 
private static final long serialVersionUID = 9178463713495654837L; 
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Ya tenemos el fichero en nuestra máquina, la información de last.msg es true, 
finalizamos y cerramos el socket. 
 El servidor funciona, si falla utiizamos excepciones para saberlo. El main del 
programa es solo una línea: 
 
 
 
 
 
 
Llamamos a la clase ServidorSimple, (contiene todo el servicio del servidor) por 
lo que podemos dar servicios a varios socket a la vez.  
 
4.3 Programación en Android 
Hemos realizado una aplicación para el teléfono móvil y para ello se ha 
utilizado la plataforma Eclipse, debidamente acondicionada para el evento. 
Nos hace falta incorporar un fichero SDK, que  lo conseguiremos en la  página 
oficial de google:  http://developer.android.com/. 
SDK responde a las siglas Software Development Kit, este nos aporta el 
software específico para realizar las aplicaciones en Android con la posibilidad 
de   ejecutar un emulador del sistema Android.  
Las aplicaciones de Android  tienen dos conceptos; el layout y el activity que 
uniremos al final mediante el manifest. 
Android actualmente no se basa en Linux.  Linux y Android se basaron  en el 
Kernel 2.3, pero a partir de este punto se separaron. Ahora  Android utiliza este 
procesador al cual le adjunta una serie de  librerías y una máquina virtual de 
Java. 
Por ello podemos hablar de dos partes bien  diferenciadas, el layout .xml y el 
Activity.java, luego el manifest.xml se encargara de aglutinar ambas partes.  
 
public static void main(String[] args) { 
  new ServidorSimple(); 
 } 
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Manifest.xml, que no deja de ser una lista donde se relaciona las actividades 
y los layout que juntos hacen la aplicación o programa apk. 
 
 
 
 
 
 
 
 
 
 
 
Estructura de Android 
 
 
4.3.1  Layout 
El layout, no deja de ser una representación gráfica de la pantalla, que 
nosotros utilizamos, no tiene funcionalidad, eso está reservado para el 
programa en java. 
Describimos si los botones están en un determinado sitio, como son sus 
dimensiones,  que texto tienen impreso, el tipo de letra, si le ponemos 
sombra o no.  No solo ponemos botones, sino TexView, que son cuadros de 
dialogo donde aparecerá el texto cuando lo escribamos, etc., tenemos una 
paleta extensa de herramientas para dibujar como queremos que sea 
nuestra aplicación.  También podemos importar elementos externos con el 
fin de agregarlos a nuestra vista. 
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Defino esta parte como programación g, con g de gráfica, pero en minúscula, 
ya que no tiene funcionalidad, solo es “atrezo”, pero el tener que pinchar y 
arrastrar es una gran ventaja frente  a la de picar texto línea a línea. 
 
4.3.2 Activity. java 
Lo primero que se aprecia es la Clase Socket extends Activity, que como se  
desprender de su significado es la que realizara la actividad de socket, 
inmediatamente después realizamos un onCreate que es la clase que crea 
una actividad (una pantalla en el móvil), seguidamente relacionamos todo lo 
que hay dentro, cada elemento, ya sea un botón, una imagen, un texview, 
etc y le asignamos su función y donde lo encontramos, por ejemplo: 
Tenemos un texView, donde escribiremos el puerto  y lo hemos “dibujado” 
en el layout, nos referimos a este elemento como a una variable, que 
primero definimos y luego asignamos: 
Private EditText Portinput;  seria de definición y su asignación es del tipo: 
Portinput = (EditText) findViewById(R.id.portinput). Si fuera un botón, lo 
definimos como Private Button botón, y su asignación podría  ser  Botón 
=(Button)findViewById(R.id.Boton), así que le damos funcionalidad  de la 
siguiente manera: 
 
 
 
 
 
                                        Botón.setOnClickListener(){ 
 Public void onClick(view v){ 
 V = conect()} 
                                          } 
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Cuando se presiona el Botón hace el  onClik,y se activa la función conect(). 
La función conec() es una Clase del tipo:  
 
Esta función recoger los datos del campo IP  y del campo PORT, que 
previamente habíamos introducido. 
 
4.3.3 Manifest 
En este punto  tenemos que relacionar lo que se había dibujado en el 
layout.xml, con la funcionalidad de las actividades que proporciona el 
Activity.java.  Para unirlo todo está el Manifest.xml, que no deja de ser una 
relación de las actividades que contiene nodos descriptivos y los permisos 
necesarios para ejecutar servicios. 
 
<?xml version="1.0" encoding="utf-8"?> 
<manifest xmlns:android="http://schemas.android.com/apk/res/android" 
    package="com.TUPAQUETE.test" > 
 
    <application 
        android:allowBackup="true" 
        android:icon="@drawable/ic_launcher" 
        android:label="@string/app_name" 
        android:theme="@style/AppTheme" > 
        <activity 
            android:name=".MyActivity" 
                                Public boolean Connect(){ 
                               String Ip = ipinput.getText().toString(); 
                               Int PORT = Integer.valueOf(portinput.getText().toString()); 
                               miCliente =newSocket (IP,PORT)} 
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            android:label="@string/app_name" > 
            <intent-filter> 
                <action android:name="android.intent.action.MAIN" /> 
 
                <category android:name="android.intent.category.LAUNCHER" /> 
            </intent-filter> 
        </activity> 
    </application> 
                                                                                                                       Ejemplo de Manifest 
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5. PROBLEMÁTICA MEDIO AMBIENTALES 
 
El desarrollo de dispositivos informáticos y no informáticos conectados a las 
redes, basados en tecnología de radiofrecuencia es imparable. La tecnología 
WIFI (Wireless Fidelity) ofrece conexiones rápidas a través de señales de radio, 
sin cables ni enchufes. 
Esta tecnología está reemplazando a los cables de conexión, puesto que da 
una calidad más que aceptable y nos permite simplificar mucho toda la 
infraestructura necesaria para el buen funcionamiento de las instalaciones. 
Existe una cierta polémica sobre el impacto ambiental y sanitario derivado de la 
utilización de las redes inalámbricas por sus ondas electromagnéticas o 
hercianas. 
Este tipo de ondas están reguladas por el protocolo IEEE 802.11, que es el 
estándar de comunicaciones para las señales inalámbricas. Este protocolo 
pertenece al IEEE (Institute of Electical and Electronics Engineers)  que es una 
asociación profesional a nivel mundial, que entre otras cosas se encarga de 
establecer las normas de funcionamiento de los sistemas de comunicaciones 
inalámbricos. 
Las autoridades sanitarias tienen sus reservas y el mundo científico 
recomienda no hacer un uso excesivo de esta tecnología.  La Comisión 
Internacional para la Seguridad Electromagnética (ICEMS) en su conferencia 
internacional sobre “ La aproximación al principio de precaución y los campos 
electromagnéticos”, que se llevó a cabo en la ciudad de Beneto Italia en 2006, 
propuso alternativas a los sistemas inalámbricos, como es la fibra óptica, 
solicitando una revisión publica de las exposiciones potenciales a los campos 
electromagnéticos. 
Como no era de extrañar hay posturas encontradas. Se hacen estudios y las 
grandes agencias medioambientes y socio sanitarias dan su parecer; los más 
duros las califican como dañinas y todos están de acuerdo en limitar los valores 
por seguridad. 
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La normativa española sobre exposición a la radiación se basa en las 
recomendaciones de la Comisión Internacional de Protección contra la 
Radiación No Ionizante (ICNIRP) y a las recomendaciones del Consejo de la 
Unión Europea. Esta organización no gubernamental reconocida formalmente 
por la OMS evalúa los resultados científicos en todo el mundo, y basándose en 
los análisis realizados en todas las publicaciones científicas, recomienda unas 
directrices a seguir. 
La principal, “que el limite destacable para el público más restrictivo dentro del 
rango frecuencias, que corresponde a una frecuencia de  950 MHz es de 
4.5W/m2”, equivalente a 4.5000.000 μW/m2, que coincide con el límite legal 
Español. 
Algunas comunidades autónomas han reducido el limite a 2W/m2, entre ellas 
Catalunya y Navarra, haciendo un uso restrictivo en zonas sensibles, como 
hospitales, escuelas, etc. 
No obstante no debemos  olvidar que Radiansa Consulting S.A, una consultaría 
de renombre internacional, en estos temas recomienda 1000 μW/m2. 
Se puede apreciar que los extremos están muy alejados todavía, pero 
tengamos en cuenta un dato objetivo;  un router wifi emite a lo sumo 100mW. 
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6. CONCLUSIONES DEL TRABAJO 
 
 
  Resultado del trabajo 
 
Se ha probado el funcionamiento de la placa Msp-Exp430FR5739, en tres 
aplicaciones diferentes: Funcionamiento de los sensores de abordo (Termo 
resistor, Acelerómetro), Simple e-mail  y Basic Wifi. 
En la puesta en marcha de los sensores se ha conseguido comprobar el 
funcionamiento de los mismos así como sus prestaciones al realizar cambios 
en el punto de referencia, consiguiendo  los resultados esperados. 
 
Para la puesta en marcha de la configuración del WIFI de la placa 
experimental, se ha utilizado una aplicación móvil que nos permite a partir de 
unos requisitos establecidos (estar en la mima red wifi y eliminar posibles 
interferencias) configurar nuestro equipo de una forma remota. Consiguiendo la 
configuración satisfactoriamente. 
 
En la puesta en marcha del Simple e-mail, utilizando el protocolo SMTP, sobre 
TCP/IP, exclusivamente sobre IPv4, no admite IPv6., donde el puerto utilizado 
es el 25 (puerto estándar del servicio SMTP). Recordemos que este servicio  
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solo admite código ASCII (American Standard Code for Information 
Interchange). Todo ello a través de las conexiones inalámbricas. 
 
En el funcionamiento del Basic Wifi, hemos establecidos una conexión vía 
WIFI, con un router inalámbrico  preparado para tal fin, donde se ha podido 
hacer una conexión vía socket. 
 
Tanto en el ordenador personal, como en un dispositivo móvil Android se han 
desarrollado aplicaciones, con el fin de intercambiar datos con nuestro 
dispositivo.  Lamentablemente nuestro dispositivo ha dejado de funcionar.  Se 
volvieron a cargar los programas de prueba, se aplicaron las mismas 
soluciones que anteriormente funcionaron pero no han dado resultado.  Las 
especificaciones han cambiado, se ha modificado los drivers y firmware a una 
nueva versión y se recomiendo desde TI que se utilicen otros producto para 
soluciones wifi; los nuevos CC3100 y CC3200, este último premiado en el 
2014, como mejor producto electrónico del año). 
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7. ANEXOS 
 
7.1 LabView 
Necesitamos una interficie que nos proporcione datos y estos datos deben ser 
útiles a nuestras necesidades, para saber si estos datos son los que cumplen 
las expectativas, hemos utilizado el LabView (Laboratory Virtual 
Instrumentation Engineering Workbench), que  es una plataforma o  entorno de 
desarrollo para diseñar sistemas, con un lenguaje de programación gráfica. 
Lo hemos utilizado para diseñar, controlar y probar el hardware y  el software 
en un entorno simulado. 
El lenguaje que usa se llama lenguaje G, donde la G simboliza que es lenguaje 
Gráfico. 
Este programa fue creado por Nacional Instruments en 1976 y  está disponible 
para las plataformas. 
Los programas desarrollados con LabVIEW se llaman Instrumentos Virtuales, o 
VIs, y en  su origen se encargaba  del control de instrumentos, actualmente 
podemos controlar todo tipo de electrónica, así como programación embebida y  
comunicaciones. 
El  lema tradicional de LabVIEW   dice:”La potencia está en el Software”, este 
tipo herramienta nos ha  permitido  jugar con la adquisición de datos y pasar 
estos al Hardware que creamos conveniente, tanto en el ámbito de control y 
diseño como en el de pruebas, cuando ha sido necesario.  
LabVIEW es una herramienta gráfica, así que no hemos escrito nada, sino que 
lo hemos dibujado, mejor dicho lo hemos seleccionado, ya que tiene pre-
diseñados una gran cantidad de bloques, que nos facilita la creación del 
proyecto.  Este proyecto es un  VI (instrumento Virtual) y consta de dos partes 
diferenciadas: 
• Panel Frontal: El Panel Frontal es la interfaz con el usuario, la 
utilizamos para interactuar con el programa que se está ejecutando. 
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Los usuarios podemos observar los datos del programa actualizados 
en tiempo real (el fluir de los datos, un ejemplo sería una calculadora, 
donde al poner las entradas,  vemos el resultado en la salida). En 
esta interfaz se definen los controles (los usamos como entradas, 
pueden ser botones, marcadores etc.) e indicadores (los usamos 
como salidas, pueden ser gráficas, displays, etc). 
En el panel frontal, encontramos todo tipos de controles o indicadores, donde 
cada uno de estos elementos tiene asignado en el diagrama de bloques un 
terminal, es decir el usuario puede diseñar un proyecto en el panel frontal con 
controles e indicadores, donde estos elementos serán las entradas y salidas 
que interactuaran con el terminal del VI. Podemos observar en el diagrama de 
bloques, todos los valores de los controles e indicadores, como van fluyendo 
entre ellos cuando se está ejecutando un programa VI. 
 
 
 
 
 
 
 
       Ejemplo Diagrama Panel Frontal 
 
• Diagrama de Bloques: es el programa propiamente dicho, donde se 
define su funcionalidad, cada icono colocado en el panel frontal tiene 
asignado un icono con su funcionalidad, ordenar esa funcionalidad y su 
interconexión  entre iconos, darán como resultado el código que controla 
el programa. 
 
No es secuencial, todo el diagrama de bloques se ejecuta a la vez. 
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Ejemplo Diagrama de Bloques 
 
7.2 Corrección del linkado 
//************************************************ 
// 
 
 
 
 
// XLINK configuration file for MSP430FR5739 
// 
// Copyright 1996-2014 IAR Systems AB. 
// 
// See the file 430/doc/licenses/IARSourceLicense.txt for detailed 
// license information. 
// 
// $Revision: 11940 $ 
// 
// ************************************************ 
 
// --------------------------------------------------------- 
// Description 
// 
 
// 
// Usage: 
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// 
//   xlink [file file ...] -f lnk430fr5739.xcl 
// 
// ----------------------------------------------- 
// Device summary 
// 
 
// 
// Core:                           MSP430X 
// 
// Interrupt vectors:              56 
// 
// Signature memory:               16 Bytes 
// 
// Peripheral units:                   0-00FFF 
// 
// Information memory (FRAM):      01800-018FF 
// 
// Read/write memory (RAM):        01C00-01FFF 
// 
// Persistent memory (FRAM):       0C200-0FFFF 
// 
 
 
// ----------------------------------------------- 
// Segments 
// 
 
// ------------------------------------- 
// Data read/write segments 
// 
 
// 
// The following segments are available for both 
// the DATA16 and DATA20 segment groups. 
// 
// segment         Usage 
// -------         -------------------------- 
// DATA<nn>_Z      Data initialized to zero 
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// DATA<nn>_I      Data initialized by copying from DATA<nn>_ID 
// DATA<nn>_N      Data defined using __no_init 
// DATA<nn>_P      Data defined using __persistent 
// DATA<nn>_HEAP   The heap used by 'malloc' and 'free' 
// 
// segment         Usage 
// -------         -------------------------- 
// CSTACK          Runtime stack 
// TLS16_I         Thread-local storage for main thread 
// 
 
 
// ------------------------------------- 
// Program and data read-only segments 
// 
 
// 
// The following segments are available for both 
// the DATA16 and DATA20 segment groups. 
// 
// segment         Usage 
// -------         -------------------------- 
// DATA<nn>_C      Constant data, including string literals 
// DATA<nn>_ID     Initializers for DATA<nn>_I 
// 
// segment         Usage 
// -------         -------------------------- 
// INFO            Information memory 
// INFOA           Information memory, bank A 
// INFOB           Information memory, bank B 
// CSTART          Program startup code 
// CODE            Program code 
// ISR_CODE        Program code for interrupt service routines 
// DIFUNCT         Dynamic initialization vector used by C++ 
// CHECKSUM        Checksum byte(s) generated by the -J option 
// SIGNATURE       Signature memory 
// INTVEC          Interrupt vectors 
// RESET           The reset vector 
// TLS16_ID        Thread-local initializers for main thread 
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// MPU_B<N>        Memory Protection Unit border 
// 
// Notes: 
// 
// * The segments CSTART, ISR_CODE, and DIFUNCT, as well as the segments in 
//   the DATA16 and TLS16 segment groups must be placed in in the range 
//   0000-FFFD. 
// 
// * The INFOx and INFO segments overlap, this allows data either to be 
//   placed in a specific bank or anywhere in the info memory. 
// 
// * The INTVEC and RESET segments overlap. This allows an application to 
//   either use the reset vector provided by the runtime library, or 
//   provide a reset function by defining an interrupt function associated 
//   with the reset vector. 
// 
// * To use the Memory Protection Unit, the symbol ?mpu1_16k_init should be 
//   included in the application. The symbol '__iar_430_MPU_base' should be 
//   defined to the location of the MPU peripheral registers, and the 
//   registers '__iar_430_MPUSAM_value' and '__iar_430_MPUCTL0_value' to 
//   the value the registers MPUSAM and MPUCTL0 should be initialized to, 
//   respectively. 
// 
 
 
// --------------------------------------------------------- 
// Configuation 
// 
 
// ----------------------------------------------- 
// Stack and heap sizes 
// 
 
// Uncomment for command line use 
//-D_STACK_SIZE=160 
//-D_DATA16_HEAP_SIZE=160 
//-D_DATA20_HEAP_SIZE=80 
//-g?mpu1_16k_init 
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// ----------------------------------------------- 
// Define cpu 
// 
 
-cmsp430 
 
 
// ----------------------------------------------- 
// Support for placing functions in read/write memory 
// 
 
-QCODE_I=CODE_ID 
 
 
// ----------------------------------------------- 
// Support for thread local storage 
// 
 
-QTLS16_I=TLS16_ID 
 
 
// ----------------------------------------------- 
// Hardware multiplier location 
// 
 
-D__iar_HWMUL=4C0 
 
 
// --------------------------------------------------------- 
// Placement directives 
// 
 
// ----------------------------------------------- 
// Information memory 
// 
 
-Z(CONST)INFO=1800-18FF 
-Z(CONST)INFOA=1880-18FF 
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-Z(CONST)INFOB=1800-187F 
 
 
// ----------------------------------------------- 
// RAM memory 
// 
 
-Z(DATA)DATA16_I,DATA16_Z,DATA16_N,TLS16_I=1C00-1FFF 
-Z(DATA)CODE_I 
-Z(DATA)DATA20_I,DATA20_Z,DATA20_N 
-Z(DATA)CSTACK+_STACK_SIZE# 
 
 
// ----------------------------------------------- 
// FRAM memory 
// 
 
-Z(DATA)FRAM_DATA=C200-FF7F 
 
// ------------------------------------- 
// Read/write data in FRAM 
// 
 
-Z(CONST)DATA16_P,DATA20_P=C200-FF7F 
-Z(DATA)DATA16_HEAP+_DATA16_HEAP_SIZE,DATA20_HEAP+_DATA20_HEAP_SIZE 
 
// ------------------------------------- 
// Memory Protection Unit (MPU) border 
// 
 
-Z(CONST)MPU_B1 
 
// ------------------------------------- 
// Constant data 
// 
 
-Z(CONST)DATA16_C,DATA16_ID,TLS16_ID,DIFUNCT,CHECKSUM=C200-FF7F 
-Z(CONST)DATA20_C,DATA20_ID 
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// ------------------------------------- 
// Memory Protection Unit (MPU) border 
// 
 
-Z(CONST)MPU_B2 
 
// ------------------------------------- 
// Code 
// 
 
-Z(CODE)CSTART,ISR_CODE,CODE_ID=C200-FF7F 
-P(CODE)CODE,CODE16=C200-FF7F 
-Z(CODE)CODE_PAD 
 
// ------------------------------------- 
// Signature memory and interrupt vectors 
// 
 
-Z(CONST)SIGNATURE=FF80-FF8F 
-Z(CODE)INTVEC=FF90-FFFF 
-Z(CODE)RESET=FFFE-FFFF 
 
 
7.3 Programación del servidor 
Este es la Clase que utilizamos para enviar/recibir paquetes al /del servidor: 
 
package upc; 
 
 import java.io.Serializable; 
 
 public class Mensaje_data implements Serializable{ 
  private static final long serialVersionUID = 9178463713495654837L; 
 
     public int Action; 
     public String texto; 
     public boolean last_msg=false; 
          
 } 
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Programa servidor que utiliza la Clase mensaje_data, que acabo de exponer: 
 
package mMyserverProyect; 
 
import java.io.ObjectInputStream; 
import java.io.ObjectOutputStream; 
import java.net.ServerSocket; 
import java.net.Socket; 
import java.net.;; 
 
public class Server { 
 Socket skCliente; 
 ServerSocket skServidor; 
 String datareceived, substring1, substring2, IP_client, TimeStamp; 
 final int PUERTO = 51000; // mismo en el cliente 
  
 Mensaje_data mdata = null; 
 ObjectOutputStream oos = null; 
  
  
 Server() { 
 
  try { 
   System.out.println("************ SERVER ****************"); 
   // creamos server socket 
   skServidor = new ServerSocket(PUERTO); 
   
   
   System.out.println("Escuchando el puerto " + PUERTO );// + "IP:" + 
this.skServidor.getLocalSocketAddress()); 
      
   System.out.println("En Espera...."); 
 
   TimeStamp = new java.util.Date().toString(); 
 
   try { 
    // Creamos socket para manejar conexion con cliente 
    skCliente = skServidor.accept(); // esperamos al cliente 
    // una vez q se conecto obtenemos la ip 
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    IP_client = skCliente.getInetAddress().toString(); 
    System.out.println("[" + TimeStamp + "] Conectado al cliente " 
      + "IP:" + IP_client); 
 
    while (true) { 
     // Manejamos flujo de Entrada 
     ObjectInputStream ois = new ObjectInputStream( 
       skCliente.getInputStream()); 
     // Cremos un Objeto con lo recibido del cliente 
     Object aux = ois.readObject();// leemos objeto 
 
     // si el objeto es una instancia de Mensaje_data 
     if (aux instanceof Mensaje_data) { 
      // casteamos el objeto 
      mdata = (Mensaje_data) aux; 
 
      // Analizamos el mensaje recibido 
      // si no es el mensaje FINAL 
      if (!mdata.last_msg) { 
 
       // Es un mensaje de Accion 
       if (mdata.Action != -1) { 
        // exec accion 
        Exec(mdata.Action); 
        System.out.println("[" + 
TimeStamp + "] " 
          + "Ejecutar 
Accion " + mdata.Action 
          + " [" + IP_client 
+ "]"); 
       } else { 
        // No es un mensaje de accion 
entonces es de 
        // texto 
        System.out.println("[" + 
TimeStamp + "] " 
          + "Mensaje de 
[" + IP_client + "]--> " 
          + mdata.texto); 
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       } 
      } else {// cerramos socket 
       skCliente.close(); 
       ois.close(); 
       System.out 
         .println("[" 
           + 
TimeStamp 
           + "] 
Last_msg detected Conexion cerrada, gracias vuelva pronto"); 
       break; 
      } 
     } else { 
      // Si no es del tipo esperado, se marca error 
      System.err.println("Mensaje no esperado "); 
     } 
    } 
   } catch (Exception e) { 
    e.printStackTrace(); 
    System.out.println("[" + TimeStamp + "] Error "); 
   } 
  } catch (Exception e) { 
   e.printStackTrace(); 
   System.out.println("[" + TimeStamp + "] Error "); 
  } 
 } 
 
 // en base al codigo de accion recibido realizaremos una accion 
 public void Exec(int action_num) { 
  String ACTNUM = null; 
  String ACT1 = null; 
  String ACT2 = "(Accion 2:NULL)"; 
  String ACT3 = null;// terminal 
  String ACT4 = null; 
 
  try { 
   switch (action_num) { 
   case 1: { 
    ACTNUM = ACT1; 
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    break; 
   } 
   case 2: { 
    ACTNUM = ACT2; 
    break; 
   } 
   case 3: { 
    ACTNUM = ACT3; 
    break; 
   } 
   case 4: { 
      ACTNUM =ACT4; 
      break; 
     } 
     default:{ 
      System.out.println("EXEC Error invalid 
parameter:"+ACTNUM); 
      ACTNUM=null; 
 
      break; 
     } 
     } 
     //Realizamos la accion 
      // Process p = Runtime.getRuntime().exec (ACTNUM);  
    }  
    catch (Exception e)  
    {  
     /* Se lanza una excepción si no se encuentra en ejecutable o el 
fichero no es ejecutable. */ 
     System.out.println("EXEC Error "+e);       
    }     
   } 
 public static void main(String[] args) { 
  new Server(); 
 } 
} 
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7.4 Programación en Android 
 
Layaout 
 
<?xml version="1.0" encoding="utf-8"?> 
<!-- asockettester/res/layout/testsocket.xml --> 
<RelativeLayout xmlns:android="http://schemas.android.com/apk/res/android" 
    android:id="@+id/RelativeLayout1" 
    android:layout_width="fill_parent" 
    android:layout_height="fill_parent" 
    android:orientation="vertical" > 
 
    <TextView 
        android:id="@+id/TextView_IP" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignParentLeft="true" 
        android:layout_alignParentTop="true" 
        android:text="IP:" /> 
 
    <EditText 
        android:id="@+id/EditText_IP" 
        android:layout_width="fill_parent" 
        android:layout_height="wrap_content" 
        android:layout_toRightOf="@id/TextView_IP" 
        android:hint="0.0.0.0" /> 
 
    <TextView 
        android:id="@+id/TextView_Port" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignParentLeft="true" 
        android:layout_below="@id/EditText_IP" 
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        android:text="@string/puerto_text" /> 
 
    <EditText 
        android:id="@+id/EditText_Port" 
        android:layout_width="fill_parent" 
        android:layout_height="wrap_content" 
        android:layout_alignTop="@+id/TextView_Port" 
        android:layout_toRightOf="@+id/TextView_Port" 
        android:hint="7" /> 
 
    <Button 
        android:id="@+id/Button_Connect" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignParentLeft="true" 
        android:layout_below="@+id/EditText_Port" 
        android:onClick="clicboton" 
        android:tag="Connect" 
        android:text="@string/conecta_text" /> 
 
    <Button 
        android:id="@+id/Button_Close" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignTop="@+id/Button_Connect" 
        android:layout_toRightOf="@+id/Button_Connect" 
        android:onClick="clicboton" 
        android:tag="Close" 
        android:text="@string/cierra_text" /> 
 
    <LinearLayout 
        android:id="@+id/linearLayout1" 
        android:layout_width="fill_parent" 
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        android:layout_height="wrap_content" 
        android:layout_alignParentLeft="true" 
        android:layout_below="@+id/Button_Connect" > 
 
        <Button 
            android:id="@+id/Button_SEND" 
            android:layout_width="wrap_content" 
            android:layout_height="wrap_content" 
            android:onClick="clicboton" 
            android:tag="SEND" 
            android:text="@string/send_text" /> 
 
        <EditText 
            android:id="@+id/EditText_SEND" 
            android:layout_width="fill_parent" 
            android:layout_height="wrap_content" 
            android:hint="@string/prefcat_com_def" /> 
    </LinearLayout> 
 
    <LinearLayout 
        android:id="@+id/linearLayout2" 
        android:layout_width="fill_parent" 
        android:layout_height="wrap_content" 
        android:layout_alignParentLeft="true" 
        android:layout_below="@+id/linearLayout1" 
        android:orientation="vertical" > 
 
        <ScrollView 
            android:layout_width="fill_parent" 
            android:layout_height="fill_parent" > 
 
            <TextView 
                android:id="@+id/TextView_LOG" 
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                android:layout_width="fill_parent" 
                android:layout_height="wrap_content" 
                android:text="LOG:" /> 
        </ScrollView> 
    </LinearLayout> 
 
    <Button 
        android:id="@+id/Button_Clear" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_alignParentRight="true" 
        android:layout_below="@id/EditText_Port" 
        android:onClick="clicboton" 
        android:tag="Clear" 
        android:text="@string/clear_text" /> 
 
    <Button 
        android:id="@+id/Button_RL" 
        android:layout_width="wrap_content" 
        android:layout_height="wrap_content" 
        android:layout_above="@+id/linearLayout1" 
        android:layout_marginRight="50dp" 
        android:layout_toLeftOf="@+id/Button_Clear" 
        android:onClick="clicboton" 
        android:tag="RL" 
        android:text="1L" /> 
 
</RelativeLayout> 
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Manifest del android 
 
 
<?xml version="1.0" encoding="UTF-8"?> 
<!-- asockettester/AndroidManifest.xml --> 
<manifest android:versionName="1.0" android:versionCode="1" 
package="upc.asockettester" 
xmlns:android="http://schemas.android.com/apk/res/android"><uses-sdk 
android:minSdkVersion="4"/><uses-permission 
android:name="android.permission.INTERNET"/><application 
android:label="@string/app_name" 
android:icon="@drawable/ic_launcher"><activity 
android:name=".ASocketTesterActivity" 
android:label="@string/app_name"><intent-filter><action 
android:name="android.intent.action.MAIN"/><category 
android:name="android.intent.category.LAUNCHER"/></intent-
filter></activity><activity android:name="PreferenciasPreferenceActivity"> 
</activity><activity android:name="TestSocketActivity"> </activity><activity 
android:name="AcercaDeActivity" android:label="@string/about_label" 
android:theme="@android:style/Theme.Dialog"> 
</activity></application></manifest> 
 
 
Activity.Java android 
 
package upc.asockettester; 
 
import java.util.ArrayList; 
 
import android.app.Activity; 
import android.app.TabActivity; 
import android.content.Intent; 
import android.content.SharedPreferences; 
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import android.content.res.Resources; 
import android.gesture.Gesture; 
import android.gesture.GestureLibraries; 
import android.gesture.GestureLibrary; 
import android.gesture.GestureOverlayView; 
import android.gesture.Prediction; 
import android.gesture.GestureOverlayView.OnGesturePerformedListener; 
import android.os.Bundle; 
import android.view.Menu; 
import android.view.MenuInflater; 
import android.view.MenuItem; 
import android.view.View; 
import android.widget.TabHost; 
 
public class ASocketTesterActivity extends TabActivity implements 
OnGesturePerformedListener { 
  
 private static final String pckgname = "com.riusjm.asockettester"; 
 private static final String classid = "ASocketTesterActivity"; 
 private static int objectcounter = 0; 
 private final int objectid; 
 
 private GestureLibrary libreria; 
 private TabHost tabHost; 
 
 private Resources res; 
 private TabHost.TabSpec spec; 
 private Intent intent; 
 
 private ArrayList<String> pestanas = new ArrayList<String>(); 
 private ArrayList<Activity> pestanasref = new ArrayList<Activity>(); 
 private ArrayList<Boolean> pestanasv = new ArrayList<Boolean>(); 
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 public ASocketTesterActivity() { 
  super(); 
  objectcounter++; 
  objectid=objectcounter; 
 } 
 
 private String nuevapestana() { 
  int auxint = pestanas.size(); 
  auxint++; 
  String auxstring = "Client "+auxint; 
  pestanas.add(auxstring); 
  pestanasv.add(true); 
 
  intent = new Intent().setClass(this, TestSocketActivity.class); 
  intent.putExtra("clave01", auxstring); 
 
  spec = 
tabHost.newTabSpec(auxstring).setIndicator(auxstring).setContent(intent); 
  tabHost.addTab(spec); 
 
  auxint = tabHost.getTabWidget().getChildCount(); 
  setpestana(auxint-1); 
 
  return auxstring; 
 } 
 public void nuevapestanaref(Activity actividadhija) { 
  pestanasref.add(actividadhija); 
 } 
 
 public void setpestana(int n) { 
  tabHost.setCurrentTab(n); 
 } 
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 private void tabhostdeletecurrenttab () { 
 
  int newcurrenttab = 0; 
  int currenttab = tabHost.getCurrentTab(); 
  int childcount = tabHost.getTabWidget().getChildCount(); 
  int npestanas = pestanas.size(); 
  int npestanasref = pestanasref.size(); 
  int npestanasv = pestanasv.size(); 
  int npestanasvtrue = 0; 
  ArrayList<Integer> pestanasvtruearray = new ArrayList<Integer>(); 
  int auxint = 0; 
  for (Boolean pestanasvelem : pestanasv) { 
   if (pestanasvelem) { 
    npestanasvtrue++; 
    pestanasvtruearray.add(auxint); 
   } 
   auxint++; 
  } 
  auxint = pestanasvtruearray.size(); 
 
 
  if (npestanasvtrue > 1) { 
   tabHost.getCurrentTabView().setVisibility(View.GONE); 
   pestanasv.set(currenttab, false); 
   npestanasvtrue--; 
 
   boolean fin = false; 
   auxint = 0; 
   while (!fin && auxint<=(npestanasv-1)) { 
    if (pestanasv.get(auxint) && auxint<currenttab) 
newcurrenttab = auxint; 
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    if (pestanasv.get(auxint) && auxint>currenttab) 
{newcurrenttab = auxint; fin=true;} 
    auxint++; 
   } 
 
   setpestana(newcurrenttab); 
  } 
 
  currenttab = tabHost.getCurrentTab(); 
  childcount = tabHost.getTabWidget().getChildCount(); 
  npestanas = pestanas.size(); 
  npestanasref = pestanasref.size(); 
  npestanasv = pestanasv.size(); 
  npestanasvtrue = 0; 
  pestanasvtruearray = new ArrayList<Integer>(); 
  auxint = 0; 
  for (Boolean pestanasvelem : pestanasv) { 
   if (pestanasvelem) { 
    npestanasvtrue++; 
    pestanasvtruearray.add(auxint); 
    } 
   auxint++; 
  } 
  auxint = pestanasvtruearray.size(); 
 
 } 
  
 /** Called when the activity is first created. */ 
 @Override 
 public void onCreate(Bundle savedInstanceState) { 
  final String methodname = "onCreate"; 
 
  super.onCreate(savedInstanceState); 
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  setContentView(R.layout.main); 
 
  SharedPreferences pref = 
getSharedPreferences(pckgname+"_preferences",MODE_PRIVATE); 
 
  String ip = pref.getString("ip", "158.42.146.127"); 
 
  int puerto = Integer.valueOf(pref.getString("puerto", "13")); 
 
  String comando = pref.getString("comando", "command"); 
 
  int numtabs = Integer.valueOf(pref.getString("numtabs", "1")); 
 
  boolean pasopaso = pref.getBoolean("prefcat_otros_pasopaso", 
false); 
   
  libreria = GestureLibraries.fromRawResource(this, 
R.raw.gestures); 
  if (!libreria.load()) { 
   finish(); 
  } 
  GestureOverlayView gesturesView = (GestureOverlayView) 
findViewById(R.id.gestureoverlayvista); 
  gesturesView.addOnGesturePerformedListener(this); 
 
  tabHost = getTabHost(); 
 
  res = getResources(); 
 
  int auxint = 1; 
  if (1<=numtabs && numtabs <= 10) auxint = numtabs; 
  else if (10<numtabs) auxint = 10; 
  else auxint = 1; 
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  for (int i = 1; i<=auxint; i++) { 
   nuevapestana();    
  } 
   
 } 
 
 
 @Override 
 public void onGesturePerformed(GestureOverlayView overlay, Gesture 
gesture) { 
 
  String textlog = ""; 
  ArrayList<Prediction> predictions = libreria.recognize(gesture); 
  for (Prediction prediction : predictions) { 
   textlog = textlog.concat(prediction.name + " " + 
prediction.score + "\n"); 
  } 
 
  if (predictions.size() > 0) { 
   String comando = predictions.get(0).name; 
   if (comando.equals("plus")) { 
    String auxstring = nuevapestana(); 
 
   } else if (comando.equals("circ")) { 
     lanzarPreferencias(); 
 
   } else if (comando.equals("A")) { 
     lanzarAcercaDe(); 
 
   } else if (comando.equals("equis")) { 
    tabhostdeletecurrenttab(); 
   } else { 
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   } 
  } 
 } 
  
 
 @Override public boolean onCreateOptionsMenu (Menu menu){ 
  super.onCreateOptionsMenu(menu); 
  MenuInflater inflater = getMenuInflater(); 
  inflater.inflate(R.menu.menu, menu); 
  return true; 
 } 
  
 
 @Override 
 public boolean onOptionsItemSelected(MenuItem item) { 
  switch (item.getItemId()) { 
 
  case R.id.menuplus: 
   String auxstring = nuevapestana(); 
   break; 
  case R.id.menuminus: 
   tabhostdeletecurrenttab(); 
   break; 
  case R.id.menuconfig: 
    lanzarPreferencias(); 
   break; 
  case R.id.menuabout: 
    lanzarAcercaDe(); 
   break; 
  } 
  return true; 
 } 
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 public void lanzarPreferencias(){ 
  Intent i = new Intent(this,PreferenciasPreferenceActivity.class); 
  startActivity(i); 
 } 
  
 public void lanzarAcercaDe(){ 
  Intent i = new Intent(this, AcercaDeActivity.class); 
  startActivity(i); 
 } 
  
 @Override 
 protected void onDestroy() { 
  final String methodname = "onDestroy"; 
  super.onDestroy(); 
 } 
 
 @Override 
 protected void onPause() { 
  final String methodname = "onPause"; 
  super.onPause(); 
 } 
 
 @Override 
 protected void onRestart() { 
  final String methodname = "onRestart"; 
  super.onRestart(); 
 } 
 
 @Override 
 protected void onResume() { 
  final String methodname = "onResume"; 
  super.onResume(); 
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 } 
 
 @Override 
 protected void onStart() { 
  final String methodname = "onStart"; 
  super.onStart(); 
 } 
 
 @Override 
 protected void onStop() { 
  final String methodname = "onStop"; 
  super.onStop(); 
 } 
} 
 
 
7.5 Foro 
Texas Instruments, empresa norteamericana con sede en Dallas (Texas,EEUU) 
que desarrolla y comercializa semiconductores y tecnología para ordenadores y 
es el mayor suministrador de circuitos integrados para teléfonos móviles tiene 
en su página web un foro, el TI E2E Commnunity. Este foro pone en contacto a 
ingenieros de todo el mundo para  intercambiar opiniones y resolver dudas en 
los proyectos de desarrollo de productos relacionados con  Texas Instruments. 
La inclusión en el mismo para poder participar se realiza mediante una petición.   
La mía fue aceptada después de rellenar un amplio formulario donde quedó 
claro mi vinculación a la UPC y el desarrollo de este TFC. A través de ellos, 
entre otras cosas, di solución a uno    de mis problemas, en concreto, el que  
producía un error de linkado. En el foro hice una descripción del mismo y los 
diferentes  participantes  fueron aportando distintas visiones  que me 
permitieron llegar  a la resolución de este problema.  La interacción con el foro 
durante tantas horas fue una herramienta más para el desarrollo de este TFC. 
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Interrelación en el foro 
 
 
 
 
 
 
 
 
 
 
 
Reconocimiento en el foro 
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