





















































































































































































































































































































































































































































1  7.9  7.9  https://www.amazon.com/gp/product/B00
XDTEA7Y/ref=oh_aui_detailpage_o06_s0
0?ie=UTF8&psc=1 















1  12.95  12.95  https://www.sparkfun.com/products/11883 





2  4.25  8.5  https://www.pololu.com/product/2458 
L­Bracket 
Pair 
1  7.95  7.95  https://www.pololu.com/product/1084 
90x10mm 
Wheel pair 









3  0.99  2.97  https://www.pololu.com/product/1962 
https://www.pololu.com/product/1068 
https://www.pololu.com/product/1961 
RoboShield  1  30  30  Contact John Seng Cal Poly Computer 
Science Department 
Motor  3  20  60  Contact John Seng Cal Poly Computer 
Science Department 
Total  342.46*   
Table 2: Cost breakdown with links of all supplies except shipping,  batteries, and wood 
 
*Shipping, batteries, and Wood not included 
 
 
 
 
 
 
 
 
Lessons Learned/improvements 
 
Learning 
I learned some new things. I learned how to use motors, servos, and shields. I learned 
how to use a plethora of tools in the machine shop. I drilled holes, cut wood, and even cut metal. 
I also reinforced/practiced some things I already learned. I got practice designing, 
developing, and testing to a spec with a deadline. I also practiced chasing bugs in a complex 
system. The most memorable bug in this process was when my servo moving the claw would 
twitch. I was testing at home and trying to get the robot to follow the course and do a mock 
pickUp/dropOff (moving the arm and closing the claw at the correct times with no actual rings 
present) when I noticed the bug. I was overwhelmed at first; Is it the battery? Is it the servo? Is it 
the shield? So I narrowed it down. I tested with a different servo and found the same problem. I 
put in new batteries and found the same problem. I moved the claw without the motors plugged in 
to see if there wasn’t enough power in the system to do it all at once. The problem persisted. Then 
I drove the car straight and turned off the IR sensor/emitters. The claw stopped twitching. I was 
able to narrow the problem down to the IR sensor/emitters causing the twitch. With this 
knowledge, I could efficiently ask for help because I knew exactly where the problem was. I got 
the answer quickly after asking for help because I could shrink the problem down to a few lines of 
code. The library function that came with the IR sensor/emitters was not compatible with the 
RoboShield, and the solution was to use the readAnalog() function supplied with the RoboShield 
library. This was great practice in debugging and communicating problems with busy people. 
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Improvements 
 
I would use commercial RC car batteries as opposed to AA batteries. The AA batteries led to 
multiple problems.  
● The robot was slow 
● The robot’s behavior was inconsistent throughout the life of the battery 
○ The motors/arm moved differently at full battery life vs halfway vs almost dead 
● (Hypothesis) The encoder was inconsistent. I had trouble getting the arm to rise and fall to 
the exact same spot, but there were other groups who thought it was incredibly accurate. I 
think it’s possibly my poor battery choice at fault. This hypothesis is not tested 
I know the first two bullet points are true because I plugged in someone else's RC car battery to 
see what would happen, and the robot went faster than it ever had. It couldn’t follow the line well 
with this new battery because it was like a new robot. All the little tweaks I made under the AA 
batteries were obsolete and it would have taken a lot of work to port over to the new battery. I 
discovered this ~10 hours before the competition, so I didn’t have time to fix it, but I wish I had 
used a nice battery from the start. 
 
I would have liked to use more IR sensor/emitters. I started with 3, moved to 4 a day before the 
competition, and wish I had had more. The robot’s consistency broke down after the second lap 
because there was only one rear point visible to the robot. As a result, it was possible the robot 
thought it was ready to pickUp/dropOff when crooked. This is because the robot moves to 
pickUp/dropOff when the rear sensor sees black. With two rear sensors, I can move the robot on 
only when both see black, and this would allow the robot to consistently square itself with the pegs 
after multiple laps. 
 
 
Conclusion 
This project was fun, successful, and rewarding. I achieved my goal of making a relatively 
consistent robot. It always got the first 4 rings, and almost always got the next 4 rings. However, 
by the third trip, it rarely got 4 rings. As mentioned in the improvements section, there were some 
things I could have done to improve its consistency past the second round trip, but it performed 
very well overall. 
I finished around 5th place( 1 rank). I don’t know for sure because only places 1­3 were±  
officially announced. The robots consistency carried it to the top of the field where it was beaten 
by robots that were more consistent and also scored more points. 
Consistency was incredibly important. My robot beat impressive robots going for high risk, 
high reward maneuvers (such as crossing the barrier to the Scoring Pegs #2), because their 
robots would fail to accomplish anything and get reset multiple times.  
Finally, I learned a ton. I knew how to use an Arduino, but beyond that I knew nothing 
about robotics. Now I feel comfortable with motors, servos, shields, and linear motion. And if i’m 
ever doing side projects using all these new toys acquired from this project i’ll make sure to use a 
high quality battery.  
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Appendix 
 
Code: 
 
#include <Wire.h> 
#include <RoboShield.h> 
 
RoboShield roboShield(0); 
boolean offTrack = false, startup = true; 
unsigned int time_m; 
int state = 2, ring_encdr, turn_encdr; 
/* 
 * state = 0: driving to center from dropoff pegs 
 * state = 1: driving to pickup pegs from center 
 * state = 2: picking up at pickup pegs 
 * state = 3: driving to center from pickup pegs 
 * state = 4: driving to dropoff pegs from center 
 * state = 5: dropping off at dropoff pegs 
 */ 
 
 
#define NUM_SENSORS             4  // number of sensors used 
#define NUM_SAMPLES_PER_SENSOR  4  // average 4 analog samples per sensor reading 
#define EMITTER_PIN             2  // emitter is controlled by digital pin 2 
#define REFLECT_SENS_TURN       0 
#define REFLECT_SENS_LEFT       1 
#define REFLECT_SENS_RIGHT      2 
#define REFLECT_SENS_BACK       3 
#define ARM_DIST                860 
#define RING_DIST               220 
#define CLAW_OPEN               74 
#define CLAW_CLOSE              124 
#define WHITE                   570 
#define ARM_MOTOR               2 
#define ARM_SPEED               35 
#define LEFT_MOTOR              1 
#define LEFT_FOR_SPEED          25 
#define RIGHT_MOTOR             3 
#define RIGHT_FOR_SPEED         ­20 
#define LEFT_TURN_LEFT          ­20 
#define RIGHT_TURN_LEFT         ­20 
#define LEFT_TURN_RIGHT         20 
#define RIGHT_TURN_RIGHT        20 
#define TURN_RADIUS             625 
#define BEFORE_TURN_DIST        300 
 
unsigned int sensorValues[NUM_SENSORS]; 
 
void pickUpRings() { 
  int prevEncoderVal; 
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  //pick up the rings 
  roboShield.resetEncoder(0); 
  roboShield.setMotor(ARM_MOTOR, ARM_SPEED); 
  while(roboShield.readEncoder(0) < ARM_DIST) 
    ; 
  roboShield.setMotor(ARM_MOTOR, 0); 
 
  roboShield.setServo(7, CLAW_CLOSE); 
 
  roboShield.resetEncoder(0); 
  roboShield.setMotor(ARM_MOTOR, ­1* ARM_SPEED); 
 
  time_m = millis(); 
  while(roboShield.readEncoder(0) < ARM_DIST + 555 && millis() ­ time_m < 4000) 
    ; 
  roboShield.setMotor(ARM_MOTOR, 0); 
 
  prevEncoderVal = roboShield.readEncoder(1); 
  roboShield.setMotor(LEFT_MOTOR, LEFT_TURN_LEFT); 
  roboShield.setMotor(RIGHT_MOTOR, RIGHT_TURN_LEFT); 
  while(roboShield.readEncoder(1) ­ prevEncoderVal < TURN_RADIUS*3/2) 
    ; 
  sens_read(sensorValues); 
  //while 1 sensor is on the white 
  while(sensorValues[REFLECT_SENS_LEFT] < WHITE || sensorValues[REFLECT_SENS_RIGHT] < 
WHITE) { 
    sens_read(sensorValues); 
  }   
  roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
  roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
  state = 3; 
} 
 
void sens_read(unsigned int *vals) { 
  vals[0] = roboShield.getAnalog(0); 
  vals[1] = roboShield.getAnalog(1); 
  vals[2] = roboShield.getAnalog(2); 
  vals[3] = roboShield.getAnalog(3); 
} 
 
void dropOffRings() { 
  int prevEncoderVal; 
   
  roboShield.setServo(7, CLAW_OPEN); 
 
  roboShield.lcdPrintf("start motors"); 
  //move car into state 0 
  prevEncoderVal = roboShield.readEncoder(1); 
  roboShield.setMotor(LEFT_MOTOR, LEFT_TURN_LEFT); 
  roboShield.setMotor(RIGHT_MOTOR, RIGHT_TURN_LEFT); 
  while(roboShield.readEncoder(1) ­ prevEncoderVal < TURN_RADIUS) 
    ; 
  sens_read(sensorValues); 
  //while 1 sensor is on the white 
  while(sensorValues[REFLECT_SENS_LEFT] < WHITE || sensorValues[REFLECT_SENS_RIGHT] < 
WHITE) { 
    sens_read(sensorValues); 
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  }   
  roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
  roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
  state = 0;   
} 
void drive() { 
    // read raw sensor values 
    sens_read(sensorValues); 
 
    if (!checkTurn()) { 
      if (sensorValues[REFLECT_SENS_LEFT] < WHITE) { 
        //off track too far to the left 
        offTrack = true; 
   
        //stop motors 
        roboShield.setMotor(LEFT_MOTOR, 0); 
        roboShield.setMotor(RIGHT_MOTOR, 0); 
 
        //turn_encdr = roboShield.readEncoder(1); 
   
        roboShield.setMotor(LEFT_MOTOR, LEFT_TURN_RIGHT); 
        roboShield.setMotor(RIGHT_MOTOR, RIGHT_TURN_RIGHT); //N 
   
        while(offTrack) { 
          sens_read(sensorValues); 
   
          if(sensorValues[REFLECT_SENS_LEFT] > WHITE) { 
            //We are on track again 
            offTrack = false; 
   
           // ring_encdr ­= roboShield.readEncoder(1) ­ turn_encdr; 
            //set left motor to original speed 
            roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
   
            //start the right motor up 
            roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
          } 
        }  
      } 
      if (sensorValues[REFLECT_SENS_RIGHT] < WHITE) { 
        //off track too far to the right 
        offTrack = true; 
   
        //stop motors 
        roboShield.setMotor(LEFT_MOTOR, 0); 
        roboShield.setMotor(RIGHT_MOTOR, 0); 
 
       // turn_encdr = roboShield.readEncoder(1); 
   
        roboShield.setMotor(LEFT_MOTOR, LEFT_TURN_LEFT); 
        roboShield.setMotor(RIGHT_MOTOR, RIGHT_TURN_LEFT); 
   
        while(offTrack) { 
          sens_read(sensorValues); 
   
          if(sensorValues[REFLECT_SENS_RIGHT] > WHITE) { 
            //We are on track again 
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            offTrack = false; 
 
           // ring_encdr ­= roboShield.readEncoder(1) ­ turn_encdr; 
   
            //set right motor to original speed 
            roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
            //start the left motor up 
            roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
          } 
        }   
      } 
    } 
} 
 
/* 
 * state = 0: driving to center from dropoff pegs 
 * state = 1: driving to pickup pegs from center 
 * state = 2: picking up at pickup pegs 
 * state = 3: driving to center from pickup pegs 
 * state = 4: driving to dropoff pegs from center 
 * state = 5: dropping off at dropoff pegs 
 */ 
int ring_drive() { 
  // read raw sensor values 
   
  sens_read(sensorValues); 
 
  while(sensorValues[3] < WHITE) { 
    sens_read(sensorValues); 
 
  if (sensorValues[REFLECT_SENS_LEFT] < WHITE) { 
    //off track too far to the left 
    offTrack = true; 
 
    //stop motors 
    roboShield.setMotor(LEFT_MOTOR, 0); 
    roboShield.setMotor(RIGHT_MOTOR, 0); 
 
    turn_encdr = roboShield.readEncoder(1); 
 
    roboShield.setMotor(LEFT_MOTOR, LEFT_TURN_RIGHT); 
    roboShield.setMotor(RIGHT_MOTOR, RIGHT_TURN_RIGHT); //N 
 
    while(offTrack) { 
      sens_read(sensorValues); 
      roboShield.lcdClear(); 
  roboShield.lcdPrintf("%d", sensorValues[3]); 
      if(sensorValues[3] > WHITE) 
        return 0; 
   
      if(sensorValues[REFLECT_SENS_LEFT] > WHITE) { 
        //We are on track again 
        offTrack = false; 
 
        //set left motor to original speed 
        roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
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        //start the right motor up 
        roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
      } 
    }  
  } 
  if (sensorValues[REFLECT_SENS_RIGHT] < WHITE) { 
    //off track too far to the right 
    offTrack = true; 
 
    //stop motors 
    roboShield.setMotor(LEFT_MOTOR, 0); 
    roboShield.setMotor(RIGHT_MOTOR, 0); 
 
    turn_encdr = roboShield.readEncoder(1); 
   
    roboShield.setMotor(LEFT_MOTOR, LEFT_TURN_LEFT); 
    roboShield.setMotor(RIGHT_MOTOR, RIGHT_TURN_LEFT); 
 
    while(offTrack) { 
      sens_read(sensorValues); 
      roboShield.lcdClear(); 
  roboShield.lcdPrintf("%d", sensorValues[3]); 
      if(sensorValues[3] > WHITE) 
        return 0;  
 
      if(sensorValues[REFLECT_SENS_RIGHT] > WHITE) { 
        //We are on track again 
        offTrack = false; 
   
        //set right motor to original speed 
        roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
        //start the left motor up 
        roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
      } 
    }   
  } 
  } 
  return 0; 
} 
  
boolean checkTurn() { 
  int prevEncoderVal; 
  boolean returnVal = false; 
   
  if (sensorValues[REFLECT_SENS_TURN] > WHITE ) { 
    roboShield.lcdClear(); 
    roboShield.lcdPrintf("state: %d", state); 
    if(state == 1) { 
      roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
      roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED);  
      state = 2; 
    } 
    if(state == 4) { 
      roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
      roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED);  
      state = 5; 
    } 
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    if (state == 0 || state == 3) { 
      //move past turn because turn sensor is not parallel with drive sensors 
      prevEncoderVal = roboShield.readEncoder(1); 
      while(roboShield.readEncoder(1) ­ prevEncoderVal < BEFORE_TURN_DIST) 
        ; 
 
      //turn off motors 
      roboShield.setMotor(LEFT_MOTOR, 0); 
      roboShield.setMotor(RIGHT_MOTOR, 0);   
      prevEncoderVal = roboShield.readEncoder(1); 
    } 
 
    //Turn the car  
    if (state == 0) { 
      //turn left 
      roboShield.setMotor(LEFT_MOTOR, LEFT_TURN_LEFT); 
      roboShield.setMotor(RIGHT_MOTOR, RIGHT_TURN_LEFT); 
      while(roboShield.readEncoder(1) ­ prevEncoderVal < TURN_RADIUS/2 + 70) 
        ; 
      sens_read(sensorValues); 
      //while 1 sensor is on the white 
      while(sensorValues[REFLECT_SENS_LEFT] < WHITE || sensorValues[REFLECT_SENS_RIGHT] < 
WHITE) { 
        sens_read(sensorValues); 
      } 
    } 
    else if (state == 3){ 
      //turn right 
      roboShield.setMotor(LEFT_MOTOR, LEFT_TURN_RIGHT); 
      roboShield.setMotor(RIGHT_MOTOR, RIGHT_TURN_RIGHT);  
      while(roboShield.readEncoder(1) ­ prevEncoderVal < TURN_RADIUS/2 + 70) 
        ; 
      sens_read(sensorValues); 
      //while 1 sensor is on the white 
      while(sensorValues[REFLECT_SENS_LEFT] < WHITE || sensorValues[REFLECT_SENS_RIGHT] < 
WHITE) { 
        sens_read(sensorValues); 
      } 
    } 
 
    if (state == 0) { 
      roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
      roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
      state = 1; 
    } 
    if (state == 3) { 
      roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
      roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
      state = 4; 
    } 
   
   
    returnVal = true; 
  } 
  return returnVal; 
} 
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void setup() 
{ 
  delay(500); 
  Serial.begin(9600); // set the data rate in bits per second for serial data 
transmission 
  delay(1000); 
  if (roboShield.buttonPressed()) 
    roboShield.debuggingMode(); 
} 
 
void loop() 
{ 
   
  if(startup) { 
    roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
    roboShield.setMotor(RIGHT_MOTOR ,RIGHT_FOR_SPEED); 
    startup = false; 
  } 
   
  switch(state) { 
 
    case 0: 
      drive(); 
      break; 
    case 1: 
      drive(); 
      break; 
    case 2: 
      ring_drive(); 
      roboShield.setMotor(RIGHT_MOTOR, 0); 
      roboShield.setMotor(LEFT_MOTOR, 0); 
      pickUpRings(); 
      break; 
    case 3: 
      drive(); 
      break; 
    case 4: 
      drive(); 
      break; 
    case 5: 
      ring_drive(); 
      roboShield.setMotor(RIGHT_MOTOR, 0); 
      roboShield.setMotor(LEFT_MOTOR, 0); 
 
      //move forward a little to drop off 
      roboShield.resetEncoder(1); 
      roboShield.setMotor(RIGHT_MOTOR, RIGHT_FOR_SPEED); 
      roboShield.setMotor(LEFT_MOTOR, LEFT_FOR_SPEED); 
      while(roboShield.readEncoder(1) < 80); 
      dropOffRings(); 
      break; 
 
    default: 
      roboShield.lcdClear(); 
      roboShield.lcdPrintf("In default switch, BAADDDDD"); 
28 
      delay(300000); 
   
  } 
 
 
} 
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