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タについて，Linked Data と呼ばれる実践的方法によって行う Linked Open Data と呼ば
れる公開方式が W3C によって推奨されており，様々な機関や団体が自らの Linked Data




てしまうことが予想される．そこで本研究では，Web 上で公開されている Linked Data リ
ポジトリを自動的に収集する手法を提案する． 
 本論文においては，まず第 2 章で Linked Data リポジトリにおける背景と現状の問題に
ついて述べる．第 3 章では Web ページとしての類似性を利用した Linked Data リポジトリ
の自動収集というアイデアの概要を説明し，第 4 章ではそれを実現するための手法につい
てより詳細に述べる．第 5 章では実際の Linked Data リポジトリと検索エンジンを使用し







2.1 RDF と Linked Open Data 
 RDF（Resource Description Framework） [1]とはウェブ上のリソースに関する情報を
論理的に表現するデータモデルであり，それを記述するための言語体系である [2]．RDF
では主に主語，述語，目的語から成るトリプルを用いて，記述対象を表現する．図 1 は，
ある URI によって示される概念が“瀬尾 崇一郎”というラベルを持っていることを，URI
を主語，ラベル関係を表現する語彙である rdfs:label を述語，“瀬尾 崇一郎”という文字






 この RDF によって構造化されたデータ同士を Web 上でリンクして，相互に利用性を高
めようとする実践的方法が Linked Data である．Linked Data では他所の RDF で定義さ
れた概念を主に目的語として参照することで，参照先の RDF データと結合させて利用する
ことを可能にしている．この Linked Data は政府や自治体で自らの収集したデータを公開
するオープンデータの活動において頻繁に利用されており，そのようなオープンデータは
特に Linked Open Data（以下，LOD）と呼ばれている． 
 
 
2.2 Linked Data リポジトリと SPARQL Endpoint 
一般的に Linked Data は広く一般の利用者に利用されることを目的とし，Web を通じて
世界中に公開されるものである．ここで公開者が Linked Data を利用者に提供するために
用意する Linked Data 公開用の Web サイトを，本研究では Linked Data リポジトリと呼
ぶ．Linked DataリポジトリがLinked Dataを提供する方法には，Linked Dataである RDF
データを，xml 形式や n-triple 形式で表現したデータファイルとしてユーザがダウンロード
可能な状態にして置くほか，自らが扱う Linked Data を RDF データ用のデータベース（以
下，RDF ストア）に格納した上で Web API を用意し，ユーザのクエリを直接受け付け，該
当する Linked Data を提供する方法がある．このような Web API としては RDF データ用
のクエリ記述言語 SPARQL によって記述した検索クエリを受け付けるための Web API が
存在しており，Linked Data を利用する際にはこれを用いることが主流となっている．こ
のような Web API サービスは，SPARQL Endpoint と呼ばれている． 
SPARQL クエリは SPARQL Endpoint の URL に基づいて HTTP リクエストによって送
信され，指定した形式によって結果を取得できる．また，Web ブラウザから SPARQL 
Endpoint の URL にアクセスすると，SPARQL クエリの入力フォームを備えた Web ペー
http://klis.tsukuba.ac.jp/Seo_Soichiro 瀬尾 崇一郎 
rdfs:label 





ストアに RDF データを格納させると，Web UI を備えた SPARQL Endpoint として容易に
運用できるようになる．このことから，多くの Linked Data リポジトリがこれら RDF スト
アを利用した SPARQL Endpoint を公開している． 
一般に Linked Data の利用者は，RDF データをダウンロードして自らの RDF ストアに
格納するか，Linked Data リポジトリで公開されている SPARQL Endpoint に SPARQL ク
エリを送り結果を取得することで Linked Data を利用することになる．利用者から見た
SPARQL Endpoint のメリットとしては，利用する LOD のファイルをダウンロードするこ




 ある Linked Data リポジトリの SPARQL Endpoint を利用するには，当然ながらその
Linked Data リポジトリの存在を知った上で，その Linked Data リポジトリに用意された
SPARQL Endpoint が設置されている URL を把握する必要があるが，そのどちらも知らな
いユーザがそれらを知ることは容易ではない． 
ユーザが既存の Linked Data リポジトリを発見する方法には，オープンデータ公開のた
めのポータルサイトを利用することがある．このようなポータルサイトを，本研究ではデ
ータカタログサイトと呼称する．このデータカタログサイトとしては the Datahub [5]や，
Data for Japan [6]などが該当し，オープンデータの内容に関する説明や，公開 URL など
が集められ公開されている．これらは CKAN [6]というオープンソースのデータカタログサ
イト構築用ソフトウェアを使用しており，登録されたオープンデータに関するメタデータ
は CKAN API によって比較的容易に取得できる．the Datahub ではオープンデータの登録
内容として SPARQL Endpoint の URL を登録でき，提供フォーマットの種類として明記す
ることができる．これを条件として検索することによりオープンデータの利用者は
SPARQL Endpoint を持つ LOD を発見できる． 
ただし，これらデータカタログサイトを利用してユーザが Linked Data リポジトリを発
見するためには，リポジトリの公開者が自身で情報を登録する必要があり，更に登録内容
に変更があった場合には自ら更新を行う必要があり，これを怠るとユーザはリポジトリお
よび SPARQL Endpoint にアクセスできなくなってしまう．実際に the Datahub には，登
録情報の未更新やサービス終了等の理由からもはや有効ではなくなってしまった SPARQL 
Endpoint の URL が，数多く登録されている． 
また，データカタログサイトは世界中に複数存在しており，CKAN を使用し構築された
サイトの数は，CKAN を開発している The Open Knowledge Foundation が把握している 







Endpoint の URL を取得する方法も考えられる．この場合は最新の情報を取得できる可能
性が高いが，そもそも要求に合致する Linked Data と，それを公開しているリポジトリの
存在をユーザが発見することが困難である．また，例えユーザが何らかの情報源により発
見できるとしても，リポジトリが公開されているサイトを発見し，サイト内からリポジト











また Paulheim らは，LOD の RDF データ中に存在する URI から，その URI に責任を持
って公開している LOD の SPARQL Endpoint を発見するシステムを研究している [9]．こ
れによって，RDF データ中に既知でない URI を使用したリソースが出現したとしても，そ
の URI に関する有効な問い合わせが可能な SPARQL Endpoint を発見できる．Paulheim
らは 2 種類のアプローチを取っており，1 つは URI の文字列から LOD のメタデータであ
る VoID データ [10]が保管されている URL を推定し，これによって取得した VoID データ
に記述されている SPARQL Endpoint の URL を取得するアプローチである．しかしこれに
は該当 SPARQL Endpoint に VoID データが用意されていることが前提条件となる他，
Paulheim らが想定するようなルールに沿った URL に公開者が VoID データを設置すると
は限らないという問題があるため，確実性に欠ける．もう 1 つのアプローチは，その URI
を扱っている SPARQL Endpoint をカタログデータの中から探し出すものであるが，この
カタログには the Datahub のデータを使用しているため，先述したデータ公開者の情報登
録と更新の必要性や，有効ではなくなった登録情報などといった問題が付きまとう． 
 また，クローラが収集した Web ページについて WebAPI であるか否かを判別する
Steinmetz らの研究がある [11]．この研究では，取得した Web ページ内の出現語を利用し







 Web 上で公開されている Linked Data をクローリングするためのツールとして，
LDSpider [13]がある．Tim Berners-Lee が提唱した Linked Data の基本原則の第 3 原則に
は，“URI を参照したときには標準の技術（RDF や SPARQL 等）を使用して関係する有用
な情報を利用できるようにすること” [14]とある．これは即ち，Linked Data 中の URI に
アクセスすると，その URI 自身に関する RDF データを返す，もしくはその URI に関する
情報を問い合わせる SPARQL 文を RDF データベースに送信した結果を返すようにするべ
きといった意味であるが，LDSpider はこの原則を利用した Linked Data の自動収集を行
っている．探索元となる URI を LDSpider に与えると，LDSpider はその URI にアクセス
しRDFデータを取得し，さらにそのURIから別のURIへと貼られたリンクを辿ることで，
次々と URI 及び RDF データを収集していく．この LDSpider の実際の活用事例としては，
State of the LOD Cloud 2014 [14]において 56 万件の URI を探索元とした Linked Data の
自動収集に使われている． 
 この LDSpider による自動収集の欠点としては，探索元として与える URI によって探索
範囲が決定してしまうことが挙げられる．Linked Data のリンク関係においては，ある 2
つの URI A と URI B との間に常に双方向のリンクが貼られているとは限らない．利便性の
面では双方向のリンクの方が優れているものの，データの意味としては一方向のリンクで
も十分表現できるため，A から B へのみ貼られた一方向的なリンク関係によって繋がって
いるケースが Linked Data においては多く存在する．そしてこのような場合，URI B を参
照しても B から A へのリンクは存在しないため，URI B を探索元として LDSpider を使用
した場合には URI A を収集することができない． 
 この欠点は，Web 上で新しく公開される Linked Data を持続的に収集し続けたい場合に
おいて，特に問題になるものと考えられる．一般的に考えて，新たに公開される Linked Data
から既存の Linked Data へとリンクを貼ることは比較的容易だが，その逆を行うことには
多くの障害がある．まず既存の Linked Data 側にとっては，新たに公開された Linked Data
の存在を知ることが困難である．次に，新たに公開された Linked Data が自らの Linked 
Data とリンクし得るかどうかを判断することが難しい．更には仮にリンクし得ると判断で
きたとしても，自分の Linked Data 中のどの URI が，相手の Linked Data 中のどの URI
とどのようなプロパティによってリンクするのかを判断することには大きなコストがかか
る．これらの障害から，新たに公開された Linked Data に対し既存の Linked Data からの
リンクが貼られる可能性は決して高くなく，また貼られるとしてもその作業には長い時間
が必要とされる．従って LDSpider は，新たに公開される Linked Data を収集することに
不向きであると考えられる． 
 なおこの問題は、通常の Web ページとそれを収集する Web クローラの場合においても起






て，新たに公開された Web ページへのユーザの誘導は，一般に既存の Web サイトや Web
ページから新しい Web ページへのリンクを貼ることで行われる場合が多く，そのリンクを





3. Linked Data リポジトリの自動収集 
 
3.1 Linked Data リポジトリの自動収集の必要性 




要技術の一つとしても位置付けられている Linked Data と SPARQL Endpoint はこれから
も増加するものと考えられるため，現状のデータカタログサイトによる発見支援には限界
が訪れることが予測される． 
 同様の問題は過去に，増加し続ける Web ページとユーザが目的の Web ページを発見する
際にも生じていた．Web の普及当初に有力であったのは，人手を用いて Web ページを収集
し構築するディレクトリ型の発見システムであり，1994 年に開発された当時の Yahoo が特
に有名であった．しかし人手の作業では世界中で増加し続ける Web ページに対応できなく







サイトに SPARQL Endpoint を設置しリンクを張るだけで発見が可能になる．第二に，
SPARQL Endpoint の URL 等に変更があった場合，データ公開者が登録内容の変更を行わ





3.2 Linked Data リポジトリに紐づいた Web UI の利用 
3.2.1 クローラ型検索エンジンによる WebUI の自動取得 
クローラ型 Web 検索エンジンとは，Web ページのリンク関係を辿ることで Web ページ
を自動的に収集する Web 検索エンジンのことであり，Google や Bing などがこの方式を用
いている．一般的に，Linked Data リポジトリ公開者によって Web 上のある URL に設置
された SPARQL Endpoint は，利用者への告知のために何らかの形で他の Web ページから
参照される．特に Web UI を持つタイプの SPARQL Endpoint においては，Web ブラウザ
からのアクセスおよび SPARQL クエリの構築・送信と結果の取得が可能であるため，告知
用の Web ページから直接リンクを張られることが多い．従って，Web 検索エンジンのクロ
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ーラは SPARQL Endpoint の Web UI も収集していると考えられる 
 これらの事から，既存のクローラ型検索エンジンを利用することで，その時点において
世界中で公開されている Linked Data リポジトリの Web UI を収集することが可能である
と考えられる． 
 
3.2.2 特徴的なフレーズを利用した Web UI の抽出  
Virtuoso 等の RDF ストアを使用して構築した SPARQL Endpoint の場合，同じ RDF ス
トアを使用した SPARQL Endpointの間でWeb UIの文書構造が類似する．図 2はDBpedia
（http://dbpedia.org/sparql）と Linked Geo Data（http://linkedgeodata.org/sparql）にそ
れぞれ用意された Web UI であり，構築にはどちらも Virtuoso が利用されている． 
 
図 2  DBpedia（左）と Linked Geo Data（右）に用意された WebUI 
 
この 2 つの Web UI においては，”Virtuoso SPARQL Query Editor”や”Default Data Set 
Name（Graph IRI）”などといったように共通して出現する文字列が存在しており，これら
は他の Virtuoso を利用した Web UI においても同様に出現するものと考えられる．このよ
うな特徴的な文字列を抽出し，これを検索クエリとして Web 検索エンジンで検索すること
によって，類似した Web UI を持つ SPARQL Endpoint を，公開者の自発的な登録に依存
せずに発見できると考えられる． 
 
3.3 収集した Linked Data リポジトリの検索 
3.3.1 Linked Data リポジトリの検索における課題 
一般的にロボット型検索エンジンを利用した場合の Web ページの検索には，その Web
ページ中に出現する単語が手がかりとして用いられることが多い．しかしながら Linked 
DataというRDFデータを扱うためのWebサイトであるLinked Dataリポジトリは一種の
Hidden Web であるため，その内容に対する検索は困難である． 
まず Linked Data リポジトリが持つ Web UI は，ソフトウェアによる自動生成で構築さ




の Linked Data リポジトリと類似することが多いという性質から，出現単語を利用した一
般的な索引付け手法では他の Linked Data リポジトリとの違いが表現できない場合が多く，
ユーザにとって効果的な検索を提供することができない． 
次に，Linked Data リポジトリにおける主要なコンテンツはそのリポジトリにおいて扱
われている Linked Data であると考えられるが，これを効果的にサンプリングすることは
難しい． 
たとえばある Linked Data リポジトリが持っている RDF データの中から，単語の出現頻
度解析などを目的として文字列データを抽出することを考えるとき，SPARQL における
RAND()演算子を利用し 
SELECT * WHERE  { ?s ?p ?o. 
FILTER( isLiteral(?o) ) 
} ORDER BY RAND() LIMIT 10  
 といった SPARQL 式を書いて SPARQL Endpoint に送信すると，その Linked Data リ
ポジトリが扱っている RDF データの中から，目的語がリテラル（文字列）であるトリプル
をランダムで 10 件取り出すことができる．このような SPARQL 式を活用することで
Linked Data リポジトリで扱われている Linked Data のサンプリングを行うことそのもの
は，必ずしも不可能とは言い切れない． 
しかしながら上記の SPARQL 式を Virtuoso に対して送信した場合，エラーこそ起こら
ずに結果が返されるものの，結果にアルファベット順の並びが見られるほか，数回の試行
において同じ結果が返されるなどといった挙動が見られ，想定通りのランダムな抽出がで
きているとは言い難い．更に RAND()は SPARQL の最新版である SPARQL 1.1 の構文で
あるため，全ての SPARQL Endpoint が SPARQL 1.1 に対応しているとは限らない現状に
おいて一律に適用することには問題がある．また，RDF によって記述される Linked Data








SPARQL Endpoint はあくまでも HTTP リクエストとそれに対する HTTP レスポンスの形
で処理を行う Web API であり，膨大なデータ量を一度に扱うことをそれほど得意としてい








前節で述べたように Linked Data リポジトリの Web UI は自らについての記述を持たな
い場合が多く，これを公開するだけでは利用者にはそれがどのような Linked Data リポジ




ここで，http://www.opmw.org/sparql という URL に設置されている SPARQL Endpoint
を例に挙げて説明する．この SPARQL Endpoint は Virtuoso を利用して構築されており，
この URL にアクセスしても図 3 左のような Web UI しか表示されず，利用者にはこの
Linked Data リポジトリでどのような RDF データが提供されているのか見当が付かない．
しかしこの Web UI を説明するようなドキュメントが図 3 右のような Web ページとして用
意されており，これを読むことによって利用者はこの Linked Data リポジトリで扱われて




図 3  Web UI（http://opmw.org/sparql）と，それを説明する関連ドキュメント
（http://rohub.linkeddata.es/WORKS14-WfEcosystems/index.html） 
 





メントを利用することによって Linked Data リポジトリの効果的な検索が実現できると考
えられる． 
また，同じく Web ページである Web UI に対して文書中でハイパーリンクを張る，もし











4.1 Web UI のサンプル取得 
 Web UI に特徴的な文字列を抽出するためには，Web UI のサンプルを用意する必要があ
る．現在 SPARQL Endpoint の収集が最も容易であるのは，the Datahub を利用すること
である． 
 データカタログサイトである the Datahub には LOD が多く登録されているが，同時に
LOD ではないオープンデータや，ダウンロードによる利用を前提とし SPARQL Endpoint
を持たない LOD もまた多く登録されている．そのため，the Datahub の機能として各デー




図 4 the Datahub におけるデータセットと検索用タグ 
the Datahub では Linked Data リポジトリ公開者が登録したデータセットに対する利用
者の検索を円滑にするため様々な検索用タグが付与されるが，データセットを提供するた
めのフォーマットとして SPARQL Endpoint が用意され登録されていることを示すための
タグとして，”api/sparql”タグが存在する．CKAN API を通じて the Datahub に検索クエ
リを送信し，”api/sparql”タグを付与されているデータセットを取得することで，SPARQL 
Endpoint である URL を収集することができる． 
 ただし，the Datahub に登録されているデータには既に URL へのアクセスができなくな
っているデータも多く存在し，また有効ではあっても Web UI を持たない SPARQL 
Endpoint も存在する．従って取得した URL に対しては，取得時点で未だ有効であるか否
か，Web UI を持っているか否かの 2 点について調査する必要がある． 
 
4.2 Web UI サンプルのクラスタリング 
 Web UI を収集する目的は共通して出現する文字列を抽出するためであるが，この共通文
字列は構築に利用されたソフトウェアや，SPARQL Endpoint 構築のプロジェクトなどとい
った背景から，構築された Web UI が類似することによって出現する．従って抽出すべき共
通文字列は Web UI 全てに共通して現れることはなく，基本的には幾つかの類似 Web UI










て与えると，アウトプットは 2 次元や 3 次元といった人が認識しやすい低次元空間上に，
距離が近い変数は近い位置に，距離が遠い変数は遠い位置にプロットされた点の集合とし
て出力される．すなわち，Web UI を変数，Web UI 間の類似度を距離として MDS を利用
すれば，類似した Web UI ごとにある位置に集められてベクトル空間にプロットされた，各
Web UI に対応する点ベクトルの集合が取得できる．このベクトルの集合を，非階層的クラ
スタリング手法の一つである K-means（K 平均法）を使用してグループ分けを行い，これ
を類似 Web UI 群として取得する． 
 ある 2 つの Web ページについて類似性を測る際の尺度には大別して，Content 
Similarity と Structural Similarity の 2 種類が存在する．Content Similarity とは対象と




 Web ページ間の Content Similarity の計算方式はいくつか存在する．単語を次元とした




 Structural Similarity についても多くの計算方式が提案されているが，本研究では木編






図 5 木編集距離における削除，追加，置換の操作 
(http://www.inf.unibz.it/dis/projects/tree-edit-distance/tree-edit-distance.php より) 
 
 これら 2 種類の類似性を考慮するための最も容易な手法としては，Content Similarity
による類似度と Structural Similarity による類似度のそれぞれに重み付けをした上で足し
合わせたものを類似度とするものがある． 
Simሺa, bሻ  ൌ  ContentSimilarityሺa, bሻ ൈ α െ StructuralSimilarityሺa, bሻ ൈ ሺ1 െ αሻ 
しかしながら本研究で目的としているのは，あくまでも類似する Web UI ごとのクラスタ
リングである．Web UI の類似の理由の第一は同じ構築ソフトウェアによる自動構築だが，
この際 Web UI 構築者の必要に応じて，ソフトウェアが自動構築した Web UI にカスタマイ
ズが加えられることがある．この際のカスタマイズがどの程度まで及ぶかは，使用ソフト
ウェアと構築者の要求に依存するが，一般に Web ページの編集においては，HTML 構造を
そのままに構造内の文章のみを変更する方が容易であり，また HTML 構造まで踏み込むよ
うなカスタマイズの場合にも，元の構造をある程度流用する可能性が高い．従って，本研
究の類似 Web UI 群の判別の用途においては，Structural Similarity の方がより有効であ
ると考えられる． 
 しかしながら，Structural Similarity のみで目的が達成できるわけではない．Web UI で




ループ分けが困難である．かといって先述した Content Similarity による類似性との合成
を安易に採用しては，Content Similarity の影響が Structural Similarity で適切にグルー
プ分けができるケースにまで及んでしまう危険性がある． 
 そこで本研究では Structural Similarity を用いた分類を行った後，その分類結果の各ク
ラスタに対して Content Similarity による分類を行う 2 段階の分類によって，Structural 
Similarity による分類能力と，Content Similarity による細かい分類とを両立している．図 
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6 はこの 2 段階の分類アルゴリズムを擬似コードで表したものである． 
 
図 6 Structural Similarity と Content Similarity を利用した 2 段階分類 
 
4.3 n-gram に基づく類似 Web UI 群からの特徴フレーズ抽出 








 そこで本研究では，単語単位の n-gram を利用して連続した単語からなるフレーズを抽出
し，それらフレーズについて類似 Web UI 群における出現頻度をカウントする．この単語単
位の n-gram について n=3 の場合を例にすると，図 7 のような 3 語からなるフレーズごと
のカウントとなる． 
WebUIClustering(SampleWebUIs) # SampleWebUIs are all samples of Web UI 
X = StructuralSimilarityClustering(SampleWebUIs) 
result = Array.new 
 for each x in X   # X is a set of StructuralSimilarity Clusters 
  if x.size > n  #n is a threshold 
   Y = ContentSimilarityClustering(x) 
   for each y in Y 
    result << y 
   end 
  else 
   result << x 
  end 
 end 





図 7 単語単位の n-gram の例 
一般にこの n の値が大きいほど，よりフレーズとしての特定性が高く有用である．しか
し n が大きすぎると逆に類似 Web UI 群中での出現数が少なくなる可能性もあるため，本
研究では n=5 を採用した 5-gram によって出現頻度を取り，類似 Web UI 群中において頻
度が高かったフレーズを抽出する． 
 なお，Web UI である Web ページにおいては，SPARQL クエリ入力のためのテキスト入
力フォームの初期値をフレーズ抽出の対象から除外している．SPARQL クエリ記述におい
ては使用する URI の接頭辞を PREFIX 句で指定しそれ以降の SPARQL クエリの一部を省
略する工夫がされることが多いが，この PREFIX 句を Web UI ではユーザの SPARQL クエ
リ入力支援のために入力フォームの初期値として予め記述しておく場合がある．従ってこ
の PREFIX 句が含まれるフレーズは Web UI において頻出することが予想されるが，これ
は同時に SPARQL クエリ一般においても頻出するフレーズであるため，4.4 節で扱う検索
サービスを利用した Web UI の取得におけるノイズとなってしまうので除外した． 
 
4.4 既存の検索サービスを利用した SPARQL Endpoint の取得 
4.4.1 既存の検索サービス選定とその利用方法 
 4.3 節で取得したフレーズをクエリとして，既存の検索サービスを利用した検索を行い，










究の手法において着目している類似 Web UI 群は，Web ページ単体として見た場合はコピ






行うことができる．また Google 検索はコピーコンテンツの対策として類似 Web ページを
検索結果から除外する機能を備えているが，filter=0 のパラメータ設定を送信する URL に
おいて付与することによって，この除外機能を停止させて利用することが可能である．実
例を示すと，“strict checking of void variables”というフレーズ検索によって Web UI を
取得したい場合，以下のような URL によって検索を行う． 
 http://www.google.co.jp/search?q=”strict+checking+of+void+variables”&filter=0 
 
4.4.2 SPARQL Endpoint の判定 
4.4.1 節で述べたフレーズ検索によって取得する検索結果の中には，Web UI ではない
Web ページが含まれている可能性が常に存在する．従ってフレーズ検索により取得してき
た Web ページ群について，それが SPARQL Endpoint の URL であるか，または SPARQL 
Endpoint に紐付いた Web UI であるかを判定する必要がある． 
まず，SPARQL Endpoint であるかどうかの判定については，検索によって取得した URL
を SPARQL Endpoint と見なした上で，単純な SPARQL 式を送信することによって判別が
可能である．たとえば，次のような SPARQL 式を考えてみる． 
ASK WHERE { ?s ?p ?o } 
これは SPARQLのクエリ形式の中の一つであるASK形式を利用した SPARQL式であり，
WHERE 句以降に記述されたブロックパターンが対象の RDF データの中に存在している
か否かを返させるためのクエリ形式である．SPARQL Endpoint はブロックパターンが存在
していた場合には true を，存在しない場合には false を返してくる．上記の SPARQL 式は
ブロックパターンを全て変数にしており，これはどのようなトリプルであってもマッチす
るようなパターン条件となっている．従って，ある URL にこの SPARQL 式を送信した際
の反応は，(A)true が返される，(B)false が返される，(C)エラーが返される，の 3 種類であ
る．この中で B の場合は SPARQL Endpoint として機能はしているが DB には RDF デー
タが全く格納されていない，といったケースであると考えられるため，Linked Data リポ
ジトリの SPARQL Endpoint であると判定するべきは A の場合のみである． 
しかしながら稀に ASK 形式の SPARQL 式をサポートしていない SPARQL Endpoint も
存在しており，The British National Bibliography が公開している Linked Data リポジト
リの SPARQL Endpoint（http://bnb.data.bl.uk/sparql）などはそれに該当している．この
ようなケースへの対応のため，SPARQL Endpoint の利用においてより普遍的に使われる
SELECT 形式を用いた SPARQL 式による判別方法を考える必要がある． 
SELECT * WHERE { ?s ?p ?o } LIMIT 1 
この SPARQL 式を送信した際の反応は，(A)なんらかのトリプルが 1 件返される，(B)ト
リプルが 1 件も返されないがエラーも返されない，(C)エラーが返ってくる，の 3 種類であ
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り，ここで A に該当する反応を返した URL については SPARQL Endpoint であると判定
することができる． 
 
4.4.3 Web UI からの SPARQL Endpoint 抽出 
次に，SPARQL EndpointのURLではないがSPARQL Endpointに紐付いているWeb UI
について述べる．Web UI とは SPARQL 式の入力と SPARQL Endpoint への送信の手続き
をブラウザ上で行うための Web ページであり，それが設置される URL は利便性や構築ソ
フトウェアの仕様から SPARQL Endpoint の URL と一致させていることが多い．しかしな
がら Linked Data リポジトリの構築と Web UI の構築とをそれぞれ別のツールによって行
い，それぞれを別の URL に設置した上で，Web UI から SPARQL Endpoint の URL へと
送信しているケースが存在する．例として“STW Thesaurus for Economics”の Linked 
Data リポジトリでは，SPARQL Endpoint の URL（http://zbw.eu/beta/sparql/stw/query）
と Web UI の URL（http://zbw.eu/beta/sparql/stwv.html）とが異なっている．この例にお
いては Web UI の HTML 構造における form タグ中の action 属性によって SPARQL 式の
送信先が記述されており，従って同様のケースについては取得した Web UI 中の action 属
性を参照することによって Web UI に紐付いている SPARQL Endpoint を取得することが
可能である． 
ただし任意の URL に SPARQL クエリを送信すること自体は，HTML の form タグ以外
の方法によっても容易に実現できるため，action 属性を参照する本研究の手法のみによっ
て Web UI と SPARQL Endpoint の紐付き方のパターン全てに対応することは困難だと考
えられる．この点においては新たに発見されるパターンへの継続的な対応が必要である． 
 
4.5 関連ドキュメントを利用した Linked Data リポジトリ検索 
4.4 節の手法で取得できる SPARQL Endpoint の URL を手がかりとして，その Linked 
Data リポジトリを説明するような関連ドキュメントを取得する．この関連ドキュメント収
集における URL の利用法として本研究では，（A）URL に対するバックリンクを調べる，
（B）URL を文字列クエリとして検索を行う，（C）URL のドメイン部を URL としてアク
セスする，の 3 種類の手法を提案する． 
 
（A）URL に対するバックリンクを調べる 
Web UI は Web ページであるため，それを説明する関連ドキュメントである Web ページ
からリンクを張ることができる．従って Web UI に対するバックリンクを調べることによっ
て取得できる Web ページの中には，関連ドキュメントが含まれているものと考えられる． 
ある URL に対するバックリンクを調べる方法としては，Google 検索において link:演算
子を利用したクエリを構築することでGoogleが自らのクローラで調査したバックリンクを





本 研 究 で は ， Moz （ http://moz.com ） が 提 供 し て い る Open Site Explorer
（https://moz.com/researchtools/ose/）というサービスを利用する．Moz は専用の Web ク
ローラを稼働することで Web ページに関する情報を収集し，ユーザが要求した URL に対
する様々な分析を提供する SEO サービスであるが，そこで提供される情報の中にはバック
リンクが含まれている．これは Web UI の収集時に利用する Web クローラとは別のクロー




 SPARQL Endpoint は Web API であるため，ユーザが利用するためには URL を把握し
ている必要がある．従ってユーザのために SPARQL Endpoint について記述しているよう
な関連ドキュメントにおいては，少なくともドキュメント中に SPARQL Endpoint の URL
を記述している可能性が高いと考えられる．従って SPARQL Endpoint の URL を文字列と
した検索を行うことによって，目的とする SPARQL Endpoint の関連ドキュメントを取得
できると考えられる． 
（C）URL のドメイン部を URL としてアクセスする 
 Linked Data リポジトリおよび SPARQL Endpoint を公開者が公開する際は，公開者が
運営する Web サイトの一部として URL を用意することが多い．この際，公開している








 以上の 3 種類の手法によって収集した関連ドキュメントを利用して，SPARQL Endpoint
の URL に対するユーザの検索を支援する方法を考える．単純な発想としては，取得した関
連ドキュメントから Linked Data リポジトリに関する記述の部分を抽出し，SPARQL 
Endpoint を検索するためのメタデータとして付与したうえで検索システムを構築するよう
な方向性が考えられるが，ここには多くの困難が存在する． 
関連ドキュメントは Linked Data リポジトリ運用の必要条件というわけではなく，関連
ドキュメント記述のためのフォーマットなども特に定められていないため，関連ドキュメ
ントは Linked Data リポジトリ公開者それぞれのスタイルによって記述される．このこと
から，関連ドキュメントにはメタデータ付与に必要とする情報全てが常に記述されるとは






外の方向による SPARQL Endpoint の検索の実現を目指す． 
 SPARQL Endpoint に対する検索が困難であることは今までに述べている通りであるが，
その関連ドキュメントに関してはあくまでも Web ページ，もしくは手法 B で利用した検索
エンジンによって取得できる PDF 等であり，こちらに対する検索は既に確立された技術で
あり容易に実現可能である．そこで本研究の SPARQL Endpoint に対する検索は，関連ド
キュメントに対する既存の全文検索システムと，関連ドキュメントの取得段階で構築した
SPARQL Endpoint と関連ドキュメントの紐付きによって実現させる．図 8 は本研究で実
現させる Linked Data リポジトリ検索システムとユーザの関係を図で表したものである． 
 
図 8 Linked Data リポジトリ検索システムの模式図 





 本研究における検索手法の利点として，Linked Data リポジトリの関連ドキュメントの
集合を文書集合とした検索が行えることがある．一般的な Web 検索エンジンで同等の検索
を行うためには，検索集合を Linked Data リポジトリと関連する Web ページに限定するよ
うな検索語と併せた検索を行う必要があるが，ユーザがそのような検索語を考案するため
には Linked Data リポジトリに一般的な傾向について熟知している必要があり，加えてそ
の検索語によってユーザが検索したいキーワードの表現能力が干渉される恐れがある．こ














5.1 Web UI サンプルの取得・類似 Web UI クラスタリング・特徴フレーズ抽出 
 本研究の根幹であるクローラ型検索エンジンを利用した Linked Data リポジトリの発見
能力について，実際に評価実験を行う． 
 2014 年 11 月 16 日に the Datahub より取得したデータセットには，表 1 のような内訳
で Web UI のサンプルが含まれていた． 
表 1 2014 年 11 月 16 日に the Datahub から取得したサンプルの内訳 
取得データセット情報 有効 SPARQL Endpoint 数 Web UI 数 
499 312 254
 
 この Web UI サンプルを 4.2 節の手法に基づいてクラスタリングを行ったところ，5 件以
上の Web UI を含むクラスタは 10 個構成された．本実験はその中で，人手による正解 Web 
UI の判別が容易であり正確に行えた 3 個のクラスタを用いて検証する． 
この 3 個のクラスタはそれぞれ，主に Virtuoso を使用した Web UI によって構成される
クラスタ，SPARQLer [17]を使用した Web UI によるクラスタ，The RKB Explorer [18]
を利用した Web UI によるクラスタであり，以降はこれらを ”Virtuoso クラス
タ”，”SPARQLer クラスタ”，“RKB クラスタ”と呼称する．これらクラスタにおける構成
Web UI 数と，その中で正しく分類されたと判断できる正解 Web UI 数を表 2 に示す． 
表 2 3 個のクラスタにおける Web UI の内訳 
 構成 Web UI 数 正解 Web UI 数 
Virtuoso クラスタ 101 101
SPARQLer クラスタ 12 11
RKB クラスタ 48 48
 
 表 2 において構成 Web UI 数と正解 Web UI 数がほぼ同じ値となっていることから，少
なくとも今回注目する 3 個のクラスタそれぞれについては，正しく類似 Web UI を集めた
クラスタリングが実現できていると言える． 
 次に表 2 で示した 3 個の類似 Web UI クラスタについて，4.3 節で述べた手法を用いて特
徴的なフレーズを抽出する．この処理によって抽出されるフレーズは多数存在するが，そ
の中で各クラスタごとに最も頻度が高かったフレーズの中の 1 つを例として，4.4 節で述べ
たクローラ型検索エンジンによる SPARQL Endpoint 取得の実験を行う．なお 5.3 節にお
いて後述するが，検索エンジンから取得できる SPARQL Endpoint の内容は使用するフレ
ーズごとに少しずつ異なる．そのため 1 種類のフレーズのみを使用して SPARQL Endpoint









表 3 実験に使用する特徴的フレーズ 
 特徴的フレーズ 出現頻度 
Virtuoso クラスタ “back to browser not saved” 94
SPARQLer クラスタ “xslt style sheet blank for” 11
RKB クラスタ “above form is currently configured” 48
 
 表 3 に示した 3 種の特徴的フレーズのいずれにおける出現頻度も，表 2 で示した構成
Web UI 数の 9 割以上に達している．これはすなわち各類似 Web UI クラスタにおける 9 割
以上の Web UI に共通して出現するフレーズを抽出できているということであり，期待した
通りの特徴的フレーズ抽出が実現できていると言える． 
 
5.2 提案手法における SPARQL Endpoint 収集能力 
 本研究が提案する Linked Data リポジトリの自動収集手法の SPARQL Endpoint 取得能
力について，表 3 に挙げたフレーズを用いて 2 つの観点から評価する． 
まず網羅性の観点から，検索エンジンから取得した SPARQL Endpoint によって，the 
Datahub に登録されている既知の SPARQL Endpoint をどの程度再現できるかを見る．表 
4 は各クラスタの特徴的フレーズを用いて取得できた the Datahub に登録のある SPARQL 
Endpoint 数と，the Datahub に登録のある SPARQL Endpoint の中で各クラスタの分類に
該当する SPARQL Endpoint 数，及び取得 Endpoint 数を検索ドキュメント数とし該当
Endpoint 数を全適合ドキュメント数としたときの再現率を表したものである． 
表 4 既知の SPARQL Endpoint に対する再現率（無効 Endpoint を含む） 
 取得により再現できた
Endpoint 数 
the Datahub 中 の
Endpoint 数 
再現率 
Virtuoso クラスタ 21 111 0.19
SPARQLer クラスタ 12 15 0.80
RKB クラスタ 34 48 0.71
 
 表 4 の結果からは SPARQLer クラスタと RKB クラスタで 0.7 以上と高い再現率を出し
ている一方で，the Datahub 中の件数が多い Virtuoso クラスタにおいては 0.2 未満と低い
値を示している． 
 次に the Datahub に登録されていない，未知の SPARQL Endpoint に関する収集能力を
調べる．表 5 は，各クラスタの特徴的フレーズを用いた Google 検索でのフレーズ検索によ
って取得できた SPARQL Endpoint 数と，その中に含まれていた the Datahub 未登録の
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SPARQL Endpoint 数を表したものである． 
表 5 取得 SPARQL Endpoint 数と，the Datahub 未登録 Endpoint 数の内訳 
 取得 SPARQL Endpoint 数 the Datahub 未登録
SPARQL Endpoint 数 
Virtuoso クラスタ 59 38
SPARQLer クラスタ 22 10
RKB クラスタ 41 7
 
 表 5 の結果から，Virtuoso クラスタの特徴的フレーズを利用した場合に，the Datahub
未登録の SPARQL Endpoint を最も多く取得できていることがわかる．このことから表 4
における Virtuoso クラスタの再現率の低さについては，Virtuoso クラスタに該当する Web 
UI について本研究の手法が機能しない，といった問題であるとは考え難い． 
 ここで Virtuoso クラスタに属し，the Datahub に登録がされており，かつ本研究の発見
手法において収集できていない SPARQL Endpoint の例として，生命情報学に関する




る．この Bio2RDF をユーザが利用する方法として，データセットごとに Virtuoso を利用
し構築した SPARQL Endpoint が用意され，Bio2RDF のトップページ(http://bio2rdf.org/)
からデータセットそれぞれの SPARQL Endpoint へとアクセスできるようになっている．
本研究で the Datahubから取得したサンプルの中には，このBio2RDFが提供するSPARQL 
Endpoint が 39 件含まれていたが，表 4 の実験において取得できたのはその内の 2 件のみ
であった． 







ちらか 1 つの Web ページのみを登録するとしている． 
 本研究でリポジトリ収集の手がかりとする類似 Web UI 群は，すなわち非常によく似た
Web ページの集まりとも言えるため，Google 検索から重複コンテンツと見なされる可能性
が高いものと考えられる．今回収集できなかった Bio2RDF の SPARQL Endpoint について




そのページから SPARQL Endpoint の URL へとリンクが貼られているにも関わらず，
SPARQL Endpoint の URL にはインデックスが作られておらず，人手によるキーワード検
索によっても発見することができなかった．このことから，今回の実験で取得できなかっ
た Bio2RDF の SPARQL Endpoint については，Google 検索の重複コンテンツに対するル
ールの影響によって，提案手法での取得が適わなかったものと考えられる． 
ただし，表 4 の実験においては Virtuoso クラスタ以外ではある程度高い再現率を出して
おり，また表 5 の実験では Virtuoso クラスタについても the Datahub 未登録の SPARQL 
Endpoint を確かに発見できていることから，少なくとも類似 Web UI が複数ドメインにま
たがって存在する場合には重複コンテンツとは見なされていない，もしくは見なされたと
しても登録そのものを削除される程の対応はされていないと推測される．よってこの重複
コンテンツへのルールによる問題は，Bio2RDF のような同一ドメイン上に複数の SPARQL 
Endpoint を用意しているケースにおける問題であり，本研究の収集対象全てが影響を受け
るわけではないものと考えられる． 
 また，他に提案手法において取得できない SPARQL Endpoint の例として，Linked Geo 
Data（http://linkedgeodata.org/sparql）がある．Linked Geo Data は Virtuoso を使用し
構築された SPARQL Endpoint であり，the Datahub への登録・更新も行われているが，
robots.txt によりクローラの巡回を拒否している．つまり Linked Geo Data は，クローラ
が収集した Linked Data リポジトリを取得する本研究の手法においてそもそも取得するこ
とができない Linked Data リポジトリであったと言える．このような robots.txt の影響に
より取得できない SPARQL Endpoint は，the Datahub から取得した Virtuoso クラスタの
SPARQL Endpoint において 4 件見られており，このこともまた表 4 において Virtuoso ク
ラスタの再現率が低くなった一因と考えられる． 
 また表 5 における SPARQLer クラスタと RKB クラスタの結果についても，Virtuoso ク
ラスタの取得数にこそ及ばないものの，the Datahub 未登録の SPARQL Endpoint を発見
することができている．このことから，本研究の Linked Data リポジトリ発見手法は，サ












表 6 Virtuoso クラスタの特徴的フレーズにおける取得 SPARQL Endpoint 数の違い 
Virtuoso クラスタの特徴的フレーズ 取得 SPARQL Endpoint 数 
“back to browser not saved” 59 
“result can only be sent” 37 
“allow you to retrieve remote” 43 
“strict checking of void variables” 68 
 
 以上の通り，同じ単語数で同じ出現頻度のフレーズであっても，取得できる SPARQL 
Endpoint 数にはバラつきが生じる．また，取得 Endpoint 数のみを見た場合には最大値を
示す”strict checking of void variables”を選出することが合理的であるように見えるが，実
際には特徴的フレーズごとに取得できる SPARQL Endpoint が少しずつ異なっている． 
そこで，3 つの類似 Web UI クラスタの特徴的フレーズから使用するフレーズをそれぞれ
4 種類まで増やし，それら特徴的フレーズをそれぞれ利用したフレーズ検索によって取得で
きる SPARQL Endpoint をマージすることによって，Linked Data リポジトリの収集性能
がどのように変化するかを調べた． 
表 7 は，3 種類の類似 Web UI クラスタについて，それぞれから抽出した 4 種類の類似
フレーズを表している．また表 8 では，4 種類のフレーズ検索により取得した SPARQL 
Endpoint をマージした場合の取得 SPARQL Endpoint 数および，the Datahub 未登録の
SPARQL Endpoint 数について表している． 
表 7 クラスタごとの特徴的フレーズ 
 特徴的フレーズ 
Virtuoso クラスタ “back to browser not saved” 
“result can only be sent” 
“allow you to retrieve remote” 
“strict checking of void variables” 
SPARQLer クラスタ “xslt style sheet blank for” 
“xml text csv xslt style” 
“set any options and press” 
“or use from in the” 
RKB クラスタ “above form is currently configured” 
“be made over the information” 
“information held within the repository” 




表 8 複数の特徴的フレーズを用いた SPARQL Endpoint 取得 
 取得 SPARQL Endpoint 数 the Datahub 未登録
SPARQL Endpoint 数 
Virtuoso クラスタ 75 54
SPARQLer クラスタ 29 16
RKB クラスタ 42 8
 
 表 5 と表 8 を比較すると，3 つのクラスタ全てにおいてより多くの SPARQL Endpoint
を取得することができている．このことから，あるクラスタから複数の特徴的フレーズが
抽出できる場合においては，複数の特徴的フレーズをそれぞれ個別に使用した SPARQL 
Endpoint 取得を行った上でその結果をマージすることで，より Linked Data リポジトリの
収集能力を向上させることができると言える． 
 従って完全な自動収集システムとする上では，抽出できた特徴的フレーズを全て使用し




Web ページが含まれる可能性が常に存在する．しかし 4.4.2 節で述べたように，ある Web
ページが SPARQL Endpint であるかどうかは，簡単な SPARQL 式を送信し応答を調べる
ことによって判定することが可能である．従って，提案手法が収集した SPARQL Endpoint







 本研究では Linked Data リポジトリの自動収集を実現させることを目的として，既存の
クローラ型検索エンジンを利用した自動収集手法を提案した．提案手法においては Linked 
DataリポジトリのWeb UIが他のリポジトリのWeb UIとWebページとして類似するとい
う性質に着目し，Structural Similarity および Content Similarity という 2 種類の類似性
を用いた MDS による類似 Web UI 群の判別を行い，この類似 Web UI 群ごとに単語単位の
5-gram に基づいたフレーズの出現頻度測定を行うことによって，類似 Web UI 群ごとに共
通して出現するような特徴的フレーズを抽出する．そしてこの特徴的フレーズを使用した
フレーズ検索を既存のクローラ型検索エンジンにおいて行い，検索エンジンのクローラが
収集した Linked Data リポジトリを取得するといった形で，本研究では Linked Data リポ
ジトリの自動収集を実現させた． 






 加えて本研究においては，収集した Linked Data リポジトリに対する利用者の発見を支
援するために，個々の Linked Data リポジトリを説明するような Web ページを関連ドキュ
メントとして収集し，この関連ドキュメントに対する全文検索とそれらに紐付けられた
Linked Data リポジトリの提示による検索システムを提案した．この関連ドキュメントを
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