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Abstract. The application of methodologies for building ontologies has im-
proved the ontology quality. However, such a quality is not totally guaranteed 
because of the difficulties involved in ontology modelling. These difficulties are 
related to the inclusion of anomalies or worst practices in the modelling. Sev-
eral authors have provided lists of typical anomalies detected in ontologies dur-
ing the last decade. In this context, our aim in this technical report is to describe 
OOPS! (OntOlogy Pitfalls Scanner!), a tool for pitfalls detection in ontology 
developments.  
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1  Introduction 
The 1990s and the first years of this new millennium have witnessed the growing 
interest of many practitioners in methodologies that support the creation of ontolo-
gies. All these approaches have supposed a step forward since they have transformed 
the art of building ontologies into an engineering activity. The correct application of 
such methodologies benefits the ontology quality. However, such a quality is not 
totally guaranteed because developers must tackle a wide range of difficulties and 
handicaps when modelling ontologies [ X21, 2X, X4 X, X6 X]. These difficulties can imply the 
appearance of anomalies or worst practices in ontologies. Therefore, it is important to 
evaluate the ontologies before using or reusing them in other ontologies and/or se-
mantic applications. 
One of the crucial issues in ontology evaluation is the identification of anomalies 
or worst practices in the ontologies. In this regard, it is worth mentioning that in [ X6 X] 
the authors describe a set of common errors made by developers during the ontology 
modelling. Moreover, in [3] a classification of errors identified during the evaluation 
of consistency, completeness, and conciseness of ontology taxonomies is provided. 
Finally, in [5] authors identify an initial catalogue of common pitfalls
1
.  
In this context, our main goal is to provide an automated tool to help the ontology 
practitioners detecting common pitfalls during the ontology development. It is worth 
to note that OOPS!
2
 can detect some of the pitfalls in a automated way and others 
must be checked manually as they are detected in a semi-automated fashion. . 
                                                          
1 http://www.oeg-upm.net/oops/catalogue.jsp 
2 http://www.oeg-upm.net/oops/ 
The remainder of this report is structured as follows: Section 2 presents the cata-
logue of pitfalls which detection is (semi)-automated in OOPS! while Section 3 de-
scribes main OOPS! implemented features up to the moment of writing this docu-
ment. Finally, Section 4 describes OOPS! architecture. 
2 Catalogue of Common Pitfalls 
In this section the catalogue of pitfalls that OOPS! proposed in [5] as well as some 
extensions to such catalogue are presented. This catalogue consists of 29 pitfalls and 
includes the pitfall definitions, that is, what is the anomaly, as well as some related 
examples when possible.  
P1. Creating polysemous elements: an ontology element whose name has different 
meanings is included in the ontology to represent more than one conceptual idea. 
For example, the class “Theatre” is used to represent both the artistic discipline 
and the place in which a play is performed.  
P2. Creating synonyms as classes: several classes whose identifiers are synonyms 
are created and defined as equivalent. As an example we could define “Car”, 
“Motorcar” and “Automobile” as equivalent classes. Another example is to de-
fine the classes “Waterfall” and “Cascade” as equivalents. This pitfall is related 
to the guidelines presented in [4] which explain that synonyms for the same con-
cept do not represent different classes.  
P3. Creating the relationship “is” instead of using “subclassOf”, “instanceOf” 
or “sameIndividual”: the “is” relationship is created in the ontology instead of 
using OWL primitives for representing the subclass relationship (“subclassOf”), 
the membership to a class (“instanceOf”), or the equality between instances 
(“sameAs”). An example of this type of pitfall is to define the class “Actor” in 
the following way „Actor ≡ Person ⨅ interprets.Actuation ⨅ is.Man‟. This pit-
fall is related to the guidelines for understanding the “is-a” relation provided in 
[4]. 
P4. Creating unconnected ontology elements: ontology elements (classes, rela-
tionships or attributes) are created with no relation to the rest of the ontology. 
An example of this type of pitfall is to create the relationship “memberOfTeam” 
and to miss the class representing teams; thus, the relationship created is isolated 
in the ontology.  
P5. Defining wrong inverse relationships: two relationships are defined as inverse 
relations when actually they are not. For example, something is sold or some-
thing is bought; in this case, the relationships “isSoldIn” and “isBoughtIn” are 
not inverse. 
P6. Including cycles in the hierarchy [3, 4]: a cycle between two classes in the 
hierarchy is included in the ontology, although it is not intended to have such 
classes as equivalent. That is, some class A has a subclass B and at the same 
time B is a superclass of A. An example of this type of pitfall is represented by 
the class “Professor” as subclass of “Person”, and the class “Person” as subclass 
of “Professor”. 
P7. Merging different concepts in the same class: a class is created whose identi-
fier is referring to two or more different concepts. An example of this type of 
pitfall is to create the class “StyleAndPeriod”, or “ProductOrService”. 
P8. Missing annotations: ontology terms lack annotations properties. This kind of 
properties improves the ontology understanding and usability from a user point 
of view. 
P9. Missing basic information: needed information is not included in the ontology. 
Sometimes this pitfall is related with the requirements in the ORSD [7, 8] that 
are not covered by the ontology. Other times it is related with knowledge that 
could be added to the ontology in order to make it more complete. An example 
of this type of pitfall is to create the relationship “startsIn” to represent that the 
routes have a starting point in a particular location; and to miss the relationship 
“endsIn” to show that a route has an end point. Another example is to create the 
relationship “follows” when modelling order relations; and do not create its in-
verse relationship “precedes”. 
P10. Missing disjointness [3, 4, 6]: the ontology lacks disjoint axioms between 
classes or between properties that should be defined as disjoint. For example, we 
can create the classes “Odd” and “Even” (or the classes “Prime” and “Compos-
ite”) without being disjoint; such representation is not correct based on the defi-
nition of these types of numbers. 
P11. Missing domain or range in properties: relationships and/or attributes without 
domain or range (or none of them) are included in the ontology. There are situa-
tions in which the relation is very general and the range should be the most gen-
eral concept “Thing”. However, in other cases, the relations are more specific 
and it could be a good practice to specify its domain and/or range. An example 
of this type of pitfall is to create the relationship “hasWritten” in an ontology 
about art in which the relationship domain should be “Writer” and the relation-
ship range should be “LiteraryWork”. This pitfall is related to the common error 
when defining ranges and domains described in [6]. 
P12. Missing equivalent properties: when an ontology is imported into another, 
classes that are duplicated in both ontologies are normally defined as equivalent 
classes. However, the ontology developer misses the definition of equivalent 
properties in those cases of duplicated relationships and attributes. For example, 
the classes “CITY” and “City” in two different ontologies are defined as equiva-
lent classes; however, relationships “hasMember” and “has-Member” in two dif-
ferent ontologies are not defined as equivalent relations. 
P13. Missing inverse relationships: there are two relationships in the ontology that 
should be defined as inverse relations. For example, the case in which the ontol-
ogy developer omits the inverse definition between the relations “hasLanguage-
Code” and “isCodeOf”, or between “hasReferee” and “isRefereeOf”.  
P14. Misusing “allValuesFrom” [6]: this pitfall can appear in two different ways. In 
the first, the anomaly is to use the universal restriction (“allValuesFrom”) as the 
default qualifier instead of using the existential restriction (“someValuesFrom”). 
This means that the developer thinks that “allValuesFrom” implies “someVal-
uesFrom”. In the second, the mistake is to include “allValuesFrom” to close off 
the possibility of further additions for a given property. An example of this type 
of pitfall is to define the class “Book” in the following way „Book ≡ pro-
ducedBy.Writer ⨅ uses.Paper‟ and closing the possibility of adding “Ink” as 
an element used in the writing.  
P15. Misusing “not some” and “some not” [6]: to mistake the representation of 
“some not” for “not some”, or the other way round. An example of this type of 
pitfall is to define a vegetarian pizza as any pizza which both has some topping 
which is not meat and also has some topping which is not fish. This example is 
explained in more detail in [6]. 
P16. Misusing primitive and defined classes [6]: to fail to make the definition 
„complete‟ rather than „partial‟ (or „necessary and sufficient‟ rather than just 
„necessary). It is critical to understand that, in general, nothing will be inferred 
to be subsumed under a primitive class by the classifier. This pitfall implies that 
the developer does not understand the open world assumption. A more detailed 
explanation and examples can be found in [6]. 
P17. Specializing too much a hierarchy: the hierarchy in the ontology is specialized 
in such a way that the final leaves cannot have instances, because they are actu-
ally instances and should have been created in this way instead of being created 
as classes. Authors in [4] provide guidelines for distinguishing between a class 
and an instance when modelling hierarchies. An example of this type of pitfall is 
to create the class “RatingOfRestaurants” and the classes “1fork”, “2forks”, and 
so on, as subclasses instead of as instances. Another example is to create the 
classes “Madrid”, “Barcelona”, “Sevilla”, and so on as subclasses of “Place”. 
This pitfall could be also named “Individuals are not Classes”. 
P18. Specifying too much the domain or the range [X4 X, 6]: not to find a domain or a 
range that is general enough. An example of this type of pitfall is to restrict the 
domain of the relationship “isOfficialLanguage” to the class “City”, instead of 
allowing also the class “Country” to have official language or a more general 
concept such as “GeopoliticalObject”. 
P19. Swapping intersection and union: the ranges and/or domains of the properties 
(relationships and attributes) are defined by intersecting several classes in cases 
in which the ranges and/or domains should be the union of such classes. An ex-
ample of this type of pitfall is to create the relationship “takesPlaceIn” with do-
main “OlympicGames” and with range the intersection of the classes “City” and 
“Nation”. Another example can be to create the attribute “Name” for the classes 
“City” and “Drink” and to define its domain as the intersection of both classes. 
This pitfall is related to the common error that appears when defining ranges and 
domains described in [6] and also related to the guidelines for defining these 
elements provided in [4].  
P20. Swapping Label and Comment: the contents of the Label and Comment anno-
tation properties are swapped. An example of this type of pitfall is to include in 
the Label annotation of the class “Crossroads” the following sentence ‟the place 
of intersection of two or more roads‟; and to include in the Comment annotation 
the word „Crossroads‟. 
P21. Using a miscellaneous class: to create in a hierarchy a class that contains the 
instances that do not belong to the sibling classes instead of classifying such in-
stances as instances of the class in the upper level of the hierarchy. This class is 
normally named “Other” or “Miscellaneous”. An example of this type of pitfall 
is to create the class “HydrographicalResource”, and the subclasses “Stream”, 
“Waterfall”, etc., and also the subclass “OtherRiverElement”. 
P22. Using different naming criteria in the ontology: no naming convention is used 
in the identifiers of the ontology elements. Some notions about naming conven-
tions are provided in [4]. For example, we can name a class by starting with up-
per case, e.g. “Ingredient”, and its subclasses by starting with lower case, e.g. 
“animalorigin”, “drink”, etc.  
P23. Using incorrectly ontology elements: an ontology element (class, relationship 
or attribute) is used to model a part of the ontology that should be modelled with 
a different element. A particular case of this pitfall regarding to the misuse of 
classes and property values is addressed in [4]. An example of this type of pitfall 
is to create the relationship “isEcological” between an instance of “Car” and the 
instance “Yes” or “No”, instead of creating the attribute “isEcological” whose 
range is Boolean.  
P24. Using recursive definition: an ontology element is used in its own definition. 
For example, it is used to create the relationship “hasFork” and to establish as its 
range the following ‟the set of restaurants that have at least one value for the re-
lationship “hasFork”. 
P25. Defining a relationship inverse to itself: an object property is defined as its 
own inverse object property. In this case, this property could have been defined 
as “owl:SymmetricProperty” instead. An example of this type of pitfall is to cre-
ate the relationship “hasBorderWith” and to state that “hasBorderWith” is its in-
verse relationship. 
P26. Defining inverse relationships for a symmetric one: an object property is 
defined as “owl:SymmetricProperty” and there is also an object property (it 
could be itself or another relationship) defined as its inverse. For example, the 
symmetric relationship “farFrom” has an inverse relationships defined, e.g. it-
self, “farFrom”. 
P27. Defining wrong equivalent relationships: two relationships are defined as 
equivalent relations when they are not necessarily. For example, we can mix up 
common relationships that could hold between several types of entities, as "has-
Part" defined between human body parts and the same relationship relating re-
search plans as part of research projects. 
P28. Defining symmetric relationships that do not have same domain and range: 
the domain defined for a symmetric relationship is different from its range. This 
could happen because the relationship might not be symmetric, for example de-
fining the relation "pastProject" between the concepts "Agent" and "Project". 
This situation can also appear due to the domain and range are too specified, for 
example, if we define the symmetric relationship "hasSpouse" between the con-
cepts "Man" and "Woman" instead of using the concept "Person" both as domain 
and range of such a relationship. 
P29. Defining transitive relationships that do not have same domain and range: 
the domain defined for a transitive relationship is different from its range. An 
example of this type of error is to create the relationship "participatesIn", which 
domain is the union of the concepts "Team" and "Individual" and which range is 
the concept "Event", defining the relationship as transitive. 
 
It is worth mentioning that we are working on the extension of the pitfall catalogue 
by means of including 1) new pitfalls, 2) methodological guidelines to avoid the pit-
falls, that is, the solution to these ontology anomalies and 3) examples of the advan-
tages of avoiding or correcting the pitfalls. In addition, the pitfalls have been grouped 
by two different evaluation approaches [5] and the ongoing work aims to classify 
them according to the different kind of consequences that could entail their appear-
ance.  
 
3 OOPS! features 
OOPS! is a tool that scans ontologies looking for potential pitfalls that could led to 
modeling errors. OOPS! is very useful for ontology developers during the ontology 
validation activity, concretely during the diagnosis phase. Its main functionality is to 
analyze ontologies via URL or RDF coding and to inform developers about which 
elements of the ontology are possibly affected by pitfalls or syntax errors. It also pro-
vides modelling suggestions for some relationships. Up to the moment of writing this 
document OOPS! helps to automatically detect the following pitfalls from the cata-
logue (see Section 2): P2, P3, P4, P5, P6, P7, P8, P10, P11, P12, P13, P19, P20, P21, 
P22, P24, P25, P26, P27, P28, and P29. 
Figure 1 shows OOPS! home page
3
 where a user can enter an ontology to be ana-
lyzed via URL or RDF coding. It also presents a brief description of OOPS!. 
URI
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Source
code
 
Figure 1. OOPS! home page  
                                                          
3 http://www.oeg-upm.net/oops 
 After entering an ontology OOPS! generates, as it is shown in Figure 2, a new web 
page listing the appearing pitfalls in the ontology, how many times do they appear and 
which concrete ontology elements are affected. The same information is shown for 
warnings and suggestions proposed by OOPS! for some ontology elements. 
Appearing pitfall name
Pitfall frequency
Pitfall description
Ontology elements
affected by the pitfall
 
Figure 2. Example of evaluation results web page generated by OOPS! 
4 OOPS! architecture 
In this section OOPS! underlying architecture is presented (see Figure 3) as well as 
some technical details. Basically, OOPS! is a web application based on JAVA EE
4
, 
                                                          
4 http://www.oracle.com/technetwork/java/javaee/overview/index.html 
HTML
5
, jQuery
6
, JSP
7
 and CSS
8
 technologies. The web user interface consists on a 
simple view where the user enters the URL pointing to or the RDF document describ-
ing the ontology to be analyzed. Once the ontology is parsed using the JENA API
9
 the 
model is scanned. During this phase, the ontology elements involved in potential er-
rors are detected as well as warnings regarding RDF syntax and some modeling sug-
gestions are generated. Finally, the evaluation results are displayed by means of the 
web user interface showing the list of appearing pitfalls, if any, and the ontology ele-
ments affected as well as explanations describing each appearing pitfall. 
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Figure 3. OOPS! architecture 
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