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Abstract 
The Lehigh University IBM 360 Assembler (LUIAS) is 
a batch mode program which enables a user to assemble 
an IBM 360 assembly language program on a Control Data 
6^-00 Computer System.  LUIAS assembles all but seven of 
the instructions in the IBM System/360 standard instruc- 
tion set, 18 extended mnemonics, and 10 pseudo-instruc- 
tions . 
The assembler will generate the appropriate machine 
object code (up to 25,000 bytes), a symbol table (up to 
100 symbols), a literal table (up to 50 literals), and 
a base table. 
The assembler will attempt to assemble any source 
card input but will abort the assembly under h  conditions, 
(core overflow, symbol table overflow, literal table 
overflow, or no end card encountered).  Under such a 
condition the program will print an appropriate error 
and exit.  If an abort condition does not occur, the 
assembler will print the source card images, appropriate 
machine code, and syntax errors encountered.  Following 
the assembly, the assembler will print the meaning of 
errors encountered, the symbol table, the base table and 
the literal table.  The generated object code is passed 
to a random access file for later use. 
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I   Introduction 
1.1  Background 
This thesis describes an IBM System/360 assembler 
written for a Control Data 6*1-00 Computer System.  Using 
this program it is possible to obtain IBM System/360 _ 
machine code output outside of an IBM computing envi- 
ronment . 
At the present time, Lehigh University offers a 
senior level elective in systems programming, E.E.315- 
The text used for this course is Systems Programming 
by John J. Donovan.  The examples in this book concerned 
with assembly language programming are written for an 
IBM System/360 system.  It would be desirable for the 
students at Lehigh University to be able to verify these 
examples, and also write programs in IBM Systems/360 
Basic Assembly Language and have them executed.  A set 
of programs would accomplish this end.  The first of 
these programs would assemble the students program on 
a CDC 6*1-00 Computer, the only large scale computer 
system presently available at Lehigh University.  A 
second program would take the machine language assembled 
output and execute it.  This second program The Lehigh 
University JEBM^Simulator ^ (LUIS) is available at the 
Lehigh University Computer Center. 
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This thesis describes the first program, the 
Lehigh University IBM 360 Assembler (LUIAS).  LUIAS is 
a batch mode program which assembles all but seven of 
the instructions in the IBM System/360 standard instruc- 
(2) tion set,   ' 18 mnemonics, and 10 pseudo- 
instructions.  The program is available through the 
Lehigh University Computing Center. 
LUIAS can assemble up to ten thousand bytes of 
machine code which is stored in the common block "INFO" 
(Fig. 1.1).  LUIAS also creates a symbol table of up 
to 100 symbols which is stored in the common block 
"SYMINFO" (Fig. 1.2).  In addition LUIAS creates a 
literal table of maximum length fifty stored in the 
common block "LITINFO" (Fig. 1.3) and a base table 
stored in the common block "BASINFO" (Fig. 1.^). 
LUIAS was written to be compatible with a second 
program which will execute the assembled machine code. 
This second program must execute the assembled code 
within the constraints of a CDC 6^-00 Computer System. 
Thus, the normal methods of machine control including 
i/o and interrupts cannot be used.  For this reason, the 
seven control instructions (Diagnose, Set System Mask, 
Load PSW, Halt I/O, Supervisor Call, Test Channel, and 
Test I/O) has been omitted from the standard instruction 
set.  A modified form of the SI0 instruction has been 
-3- 
included which is compatible with the program v/hich will 
execute the machine code. 
LUIAS is a basic two pass assembler.  The main 
purpose of pass 1 is to create a symbol table and a 
literal table for use in symbolic referencing.  This 
pass must constantly calculate the instruction location 
counter (ILC) so that the proper values for the symbols 
and literals can be generated.  Pass 2 is concerned with 
generating the actual machine code using the symbol and 
literal tables extensively to generate the instruction 
fields.  Details of the decisions made in the two passes 
are contained in Chapter IV. 
LUIAS is powerful enough to generate machine code 
to perform any logical function.  However, to duplicate 
every feature available on a real IBM System/360 
Assembler would have been a tremendous task.  Certain 
simplifying assumptions were made to make the machine 
code output (byte oriented) compatible with the word 
length of the CDC 6^00 computer (60 bits).  These 
assumptions restrict the programmer in the use of 
evaluating arithmetic expressions and in declaring 
arbitrary character lengths.  Still, within these con- 
straints, the programmer has lost no basic tool 
necessary to write an assembly language program.  The 
constraints imposed on the programmer are explained in 
Section 2.3.  Suggestions for improving the constraints 
are contained in Chapter VI 
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1.2  Contents of the Thesis 
The remaining portion of this thesis is divided into 
five chapters and three appendices.  Chapter II is a 
user's guide for using the Lehigh University IBM 360 
Assembler.  Chapter III gives a short description of 
each of the five routines which comprise the assembler. 
Chapter IV gives a more detailed description of the sub- 
routine ASSEMBL which actually assembles the machine code, 
The last chapter, Chapter VI, describes how additional 
capabilities can be added to LUIAS. 
Appendix A contains material (reproduced from 
the manual, IBM System/360 Principles of Operation) 
which should be of value to those who are unfamiliar 
with the instructions of the IBM System/360 Appendix B 
contains a typical output from LUIAS which contains 
no assembly errors.  Appendix C contains an output 
from LUIAS which contains all possible (16) assembly 
error s. 
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ICON1? 2500 WORDS I  The assembled machine code 
















I OS HI FT 
ISTART 
mhe syntax error number on the bard 
(1-16) 
The current location counter 
The previous location counter 
The assembled code for the current out- 
put line 
If equal to a 1, signifies an end card 
has been encountered 
If not equal to a zero, signifies 
there is more processing on the 
current card 
Determines type of listing printing 
card (1-6) 
If equal to a 1, signifies pass 2 
Spare 
If equal to a 1, signifies there is 
a label on the card 
Pointer to current character being 
analyzed (0-71) 
Spare 
Pointer to active word within ICONT 
(0-2^99) 
Pointer to active word within ICODE 
(0-1) 
Pointer to active bit within ICONT 
active word (5^-12) 
Pointer to active bit within active 
word of ICODE (5^-0) 
Contains program starting byte address 
Fig. 1.1 The "INFO" Common Block 
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IA30Rr 
ISYMTAB  100 WORDS 








If not equal to zero, an abort 
condition was found in pass 1 
'he symbol table 
Current pointer into ISYMTAB to ex- 
tract an entry for printing (0-99) 
If equal to a 1, the end of the table 
has been encountered during printing 
Current symbol for printing 
If equal 1, the current symbol is 
duplicated 
Current symbol value, right 
justified 
Contains symbol length in bytes (1-6) 
If equal 1, current symbol is re- 
locatable 
A. If equal 1, entry is in use (1 bit) 
B. If equal 1, entry is duplicated (1 bit) 
C. If equal 1, entry is absolute (1 bit) 
D. Spare (^ bits) 
E. Symbol length in bytes (3 bits) 
F. Symbol value in binary (20 bits) 
G. The symbol in display code (30 bits) 
Fig. 1.2 The "SYMINF0" Common Block 
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ILIT 150 VJords 
3 words -per entrv 
A 3 G D E G 
H 
L 
I J K 
ILITPNT 
ILEND 







Pointer to entry in ILIT to be 
removed for printing 
If equal to a 1, end of table 
found 
Current literal in display code 
Current literal core address 
Contents of literal core 
address in binary 
If equal 0, contents of literal 
core address are not known 
Length of literal in bytes 
A. If equal 1, entry is in use (1 bit) 
B. If equal 1, entry in previous litorg block (1 bit) 
C. If equal 1, end of this litorg block (1 bit) 
D. If equal 1, this entry has been printed and cannot 
be used for backward references (1 bit) 
E. The core contents of the literal are known if equal 
to 1 (1 bit) 
F. Spare (1 bit) 
G. The literal in display code (5^ bits) 
H.  Spare (36 bits) 
I.  Literal boundary 0=byte, l=halfword, 2=fullword, 
3=doubleword (2 bits) 
J.  The length of the literal in bytes (4 bits) 
K.  The core address of the literal (20 bits) 
L.  Suare (12 bits) 
17!.  Core contents of the literal location (^8 bits) 
Fig. 1.3 The "LITINFO" Common Block 
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The base table 
If equal to a 1, a base 
register assignment has been 
made 
Number of base register just 
assigned 
Contents of base register 
just assigned 
A. If equal to a 1, this base register is available 
(1 bit) 
B. Contents of base register (59 bits) 
Relative position in table (0-15) determines base register 
number. 
Fig. l.k  The "BASINFO" Common Block 
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II       User's   Guide  to LUIAS 
2.1  Introduction 
LUIAS takes a program written in IBM System/360 
assembly language and converts it into IBM System/360 
machine language with appropriate listings.  LUIAS 
assembles all but seven of the instructions in IBM 
System/360 standard instruction set (Diagnose, Set 
System Mask, Load PSW, Halt I/O, Supervisor Call, Test 
Channel and Test I/O are omitted), 18 extended mnemonics, 
and 10 pseudo-ops.  LUIAS outputs the assembled machine 
language to the file PGM.  LUIAS will also output to 
the line printer an assembly listing which includes 
the card source image, current location counter, machine 
code, an error code, and the source card number.  At the 
end of the listing the total number of errors is printed 
followed by the meaning of each error.  Next is printed 
the program first word address, next available address 
and program length.  Following are printed the actual 
object code passed to the file.  PGM, the symbol table, 
the literal table, and the base table, Appendices B and C 
contain typical outputs of LUIAS. 
This chapter describes the features and use of LUIAS. 
Section 2 describes the abort conditions.  Section 3 
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describes the general format for source card input to 
LUIAS.  Section L\-  discusses the instruction set, Section 
5, the extended mnemonics and Section 6, the pseudo- 
instructions.  Section 7 states the job control language 
necessary to execute LUIAS on the CDC 6^00. 
2.2 Abort Conditions 
LUIAS will attempt to assemble whatever source 
cards are presented.  However, h  conditions will cause 
LUIAS to abort during pass 1 and produce no output: 
1. No END card is encountered. 
2. Greater than 10,000 bytes of object code are 
to be generated. 
3. More than 100 symbols are defined. 
k.     More than 50 literals are defined. 
In all cases, an abort message will be printed. 
2.3 General Format 
1. LUIAS accepts source statements in a free 
format. 
2. A comment card must have an asterick in column 1. 
3. A label must begin in column 1 and must begin 
with an alpha character.  The rest of the label 
can be alpha numeric and can be up to 5 
characters long.  If it is more than 5 characters 
long, only the first five are used. 
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h.     A comment can apnear on any card providing it is 
preceded by at least one blank following the 
operand field. 
5. Card columns 73-80 are ignored and used for 
sequencing or identification only. 
6. A constant, whether defined as a literal or in 
a DC statement can be at maximum 6 characters 
long. e.g. X(OOO^) is valid, X(01^5?6*0 is 
invalid. 
7. The length parameter in a DC statement is not 
implemented. 
8. A label multiplier in any statement is not 
permitted; e.g., DC ALPHA P(l). 
9. Left and right parentheses replace the quotes 
when defining a constant, e.g. F(l) instead 
of F'l'.  The quote does not exist in the CDC 
6^00 character set. 
10. The maximum length of any constant or literal 
is 6.  Therefore, in a storage to storage 
instruction, explicit declarations must be used 
if the implied length is greater than 6. 
11. In any operand field, an expression to be 
evaluated can contain fixed point numbers 
only.  e.g. LABEL+3 is valid while LABEL+X(3) 
is invalid. 
12. Imbedded blanks in any operand are invalid. 
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2 A    The Instruction Set 
Eighty (80) instructions are implemented and all 
follow the standard IBM assembly language format (except 
for the SIO instruction) with the exceptions as noted 
in Section 2.3.  The SIO instruction has the format: 
R.LABEL2 
R,D1(B1) for a read operation 
W.LABEL2 
W,D1(B1) for a write operation. 




and LABEL1 SIO 
LABEL1 SIO 
9_j ^ 
code  Bl     Dl 
Where the code is 01 for writing and 00 for reading. 
The address specified by Bl and Dl is a fullword.  This 
fullword contains the count of the number of words to be 
read into memory or output from memory and the starting 
address of the user's buffer area according to the 
following formats 
X 
word count  B      D 
Where B and D specify the starting address (See Section 
2.6).  This form of the SIO instruction is necessary for 
the companion program, LUIS which will execute the 
assembled code. 
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2.5 The Extended Mnemonics 
All 18 extended mnemonics are implemented and all 
follow the standard IBM assembly language format with 
the exceptions as noted in Section 2.3. 
2.6 The Pseudo Instructions 
The assembler will process 10 pseudo-ops.  Nine (9) 
are standard IBM pseudo-ops.  The 10th is a new pseudo-op 
created for ease in doing I/O. 
1. START  The operand field may be blank or a 
fixed point number. 
2. ORG    The operand field may be blank or a 
fixed point number. 
3. USING  Any number of registers can be defined 
in one statement. 





8. DC Only one type of constant can be defined 
per statement.  Multiple different 
constants of the same type can be defined 
by one statement.  If a multiplier is 
used, it must be a fixed point number 
and then only one constant can be de- 
fined by that statement, 
e.g.  DC F(l,2,56) 
DC 23F(126) 
9>  DC     Only one type of constant can be defined 
per statement.  A fixed point multiplier 
is optional, 
e.g.  DS F 
DS 100F 
10.  10     This is a new pseudo-op created for ease 
in doing I/O.  It has the formats 
LABEL2  10  N,LABEL3 
or LABEL2  10 N,D1(B1) 
where N is a fixed point number, the 
word count to be used in the 1/0 opera- 
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tion, and LABKL3 points to the user's 
buffer address to "be used in the I/O 
operation.  The 10 pseudo-op aliens 
itself on a full word boundary (a 
requirement of the 310 instruction). 
However, it is the users' responsibility 
to insure that LABEL3 points to a full 
word boundary (another requirement of 
the SIO Instruction). 
2.7  Instructions Necessary to Execute LUIAS 
The following; minimum job control language is 








*XXXX and YYY are any alpha characters as determined 
by the user which identify the file which contains the 
object code output for later use by the program LUIS. 
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Ill   The Routines of LUIAS 
3-1  Introduction 
The Lehigh University IBM 360  Assembler is written 
in Compass    assembly language and Fortran.  The 
program consists of a main routine written in Fortran 
and four subroutines written in Compass.  The Corrroass 
subroutines assume that the main routine is compiled 
using the RUN compiler.  Approximately 27.1 CP seconds 
are needed to compile and assemble the program.  32^-62 
octal words of central memory are required by the program 
and the various system routines which it calls.  Additional 
central memory is needed for the loader and the loader 
tables.  Section 2 gives a general description of each 
of the routines of LUIAS. 
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3.2  Description of the Routines 
3.2.1 The Main Routine ASSMB 
The main routine is written in Fortran.  All I/O 
communications are handled by this routine.  During pass 1, 
this routine is responsible for reading cards from the 
card reader, passing the source code to the subroutine 
ASSMBL for analysis, saving the source on mass storage 
for pass 2, and printing any abort conditions.  During 
pass 2, this routine will again pass the source code 
to the subroutine ASSMBL for further analysis, print 
the assembled machine code, and pass the final output 
code to mass storage for later use.  At the conclusion 
of the assembly, this routine is also responsible for 
printing the symbol table, the base table and the 
literal table.  (See flowchart pp. 27-31). 
3.2.2 Subroutine ASSMBL 
Subroutine ASSMBL is written in COMPASS.  This 
subroutine is the routine which actually assembles the 
source statements.  This routine is responsible for 
generating symbols and literals during pass 1, and for 
updating the location counter.  When an END statement 
is encountered this routine will pass a flag to the 
routine ASSMB to signify the end of pass 1.  Abort 
conditions are also determined by this routine during 
pass 1.  During pass 2, ASSMBL is responsible for forming 
-18- 
the base table and generating the actual machine code. 
As each line of code is generated, it is passed along 
with any error conditions encountered to the routine 
ASSMBL for printing.  When the END statement is 
encountered during pass 2, ASSEMBL will generate any 
literals necessary and pass them to ASSEMB for printing. 
This signifies the end of the assembly.  (See flow- 
chart pp. 32-9*0 . 
3.2.3  Subroutine CONVERT 
Subroutine CONVERT is written in COMPASS.  This 
subroutine will convert one word passed to it to the 
equivalent display code representation.  The passed 
word contains ten right justified hex digits.  The 
converted word contains ten display code digits, the 
CDC 6k00  representation of the hex digits pass (See 
flowchart pp. 9/4.) . 
3.2.^ Subroutine GETSYM 
Subroutine GETSYM is written in COMPASS.  This 
subroutine is responsible for removin'g an entry from 
the symbol table and formating it for printing.  All 
parameters are passed via the common block "SYMINFO" 
(Fig. 1.2).  Everytime this routine is called it will 
remove and format the next entry.  A flag is set to 
signify the end of table has been encountered.  (See 
flowchart pp. 95), 
-19- 
3.2.5  Subroutine LITPRIN 
Subroutine LITPRIT1 is written in COMPASS.  This 
subroutine is responsible for removing an entry from 
the literal table and formating it for printing.  All 
parameters are passed via the common block "LITINFO" 
(Fig. 1.3).  Everytime this routine is called it will 
remove and format the next entry.  A flag is set to 
signify the end of table has been encountered.  (See 
flowchart pp, 96). 
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IV   ASSEMBL 
^.1  Introduction 
Subroutine ASSEMBL is the heart of the Lehigh 
University IBM 360 Assembler.  ASSEMBL is the routine 
which actually assembles the source statements, gen- 
erates machine code, determines abort and syntax 
errors, and creates all tables necessary for the assembly. 
Section 2 describes the action taken by ASSEMBL during 
pass 1 of the assembly.  Section 3 describes how the 
actual machine code is generated during pass 2. 
-21- 
k.2     Pass 1 
During pass 1, the main task of ASSEM3L is to 
create the symbol and literal tables.  A number of 
secondary functions are performed while accomplishing 
this end. 
As each source card is passed to ASSEMBL, a check 
is made for an asterick in card column 1.  If it is 
found, no further action is taken since the card is a 
comment card.  Otherwise, ASSEMBL looks for a valid 
label.  If one is found, it is saved for possible 
later insertion into the symbol table. 
Next, a check is made for a valid pseudo-op.  If 
one is found, a branch is taken to the proper processor. 
Some pseudo-ops require no processing at this time (DROP, 
USING), while others require updating the location 
counter only (START.ORG).  Other types (DC.DS.IO) 
require evaluating the operand expression, while another 
group (LT0RG,END) require resolving addresses for 
the literal table.  The EQU pseudo-op requires evaluation 
of the operand and making an entry in the symbol table. 
At this point, if a label had been found, an entry is 
made into the symbol table. 
It is during this pass that a check is made for a 
table overflow (machine code output, literal, or symbol 
table).  If an overflow occurs, a flag is set and a 
return is made to the main program (ASSEMB) to abort 
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the assembly. 
If a pseudo-op had not been found, a valid machine 
operation or extended mnemonic is searched for.  If 
one is found, it is only necessary to update the 
instruction location counter (ILC) at this time. 
If no valid operation had been found on the card, 
no  action is taken since the card will be flagged to 
be in error during pass 2. 
When the end card is encountered, a flag is set 
for the main program to signify the end of pass 1. 
-23- 
4.3  Pass 2 
As each card image is received, a check is made 
for an asterick in card column 1.  If one is found, 
return is made to the main program to print the card. 
If no asterick is found, the label field is analyzed. 
If an invalid is found, an error flag is set.  However, 
if a valid label is found, a search is made of the 
symbol table to see if the label is duplicated.  If it 
is duplicated an error flag is set. 
Next, the operation field is checked.  If a valid 
pseudo-op is found, a branch is made to the proper 
processor.  The DROP and USING statements require 
making entries in the base table, while the START and 
ORG cards require updating the location counter.  The 
pseudo-ops DC.DS.IO require evaluating the operand 
field and generating the appropriate machine code. 
LTORG and END cards require generating code for any 
existing literals, while the EQU statement requires 
no action.  If any error had been found while evaluating 
the operand field of the pseudo-op card, an error flag 
is set accordingly. 
If no valid pseudo-op has been found a search is 
made for a valid instruction type or extended mnemonic. 
If one  is found, a branch is made to the appropriate in- 
struction processor.  This processor will evaluate the 
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operand field and insert the proper fields into the 
instruction machine code.  If an error is found during 
evaluation, an error flag is set accordingly. 
If no valid operation field is found, an error 
flag is set and return is made to the main program. 
For each call made to ASSEMBI,, return is made to 
the main program with 5 variables set in the "INFO" 
common block (Fig. 1.1).  IPRINT contains a number (1-6) 
which tells the main program how to print the assembled 
line (e.g.  a START card does not require printing any 
assembled machine code).  IERR contains a number (0-l6) 
which defines the error type encountered.  ICODE contains 
the assembled machine code.  If the variable IPROG is not 
equal to a zero, then ASSEMBL has more processing on the 
same card image, (e.g.  a DC statement could generate 
more than one line to be printed).  IEND is set to a 
1 to signify the end of the assembly. 
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V.  The Flowchart of LUIAS 
5.1 Notation 






Closed subroutine where 




Off page connector, which 
signifies the page where 
the branch is made to 
On page connector 
Arithmetic sum 
Arithmetic difference 
C  XXXX ) 
C RETURN ) 
Entry point of subroutine 
XXXX 
Ending point of subroutine 
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5«2    Flowchart (ftss erne) 
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VI.   Improving LUIAS 
6.1  Introduction 
LUIAS contains certain restrictions which were 
imposed because of the differences between the byte 
oriented IBM System/360 and the word oriented CDC 6^-00. 
Other restrictions were imposed to decrease the length 
of the program LUIAS.  This chapter discusses how to 
remove or lessen the impact of these restrictions. 
Section 2,3 and 4 discuss how the increase the 
table lengths contained within LUIAS.  Section 5 discusses 
increasing the length of a valid character string. 
Section 6 discusses how to increase LUIAS's ability to 
evaluate expressions.  Section 7 describes how to add 
additional pseudo-instructions, while Section 8 describes 
how to add more machine instructions. 
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6.2' Increasing the Length of Assembled Machine Code 
At the present time, LUIAS can assemble up to 
25,000 bytes of machine code.  mhis code is stored 10 
bytes per word (display code) in the array ICONT. 
The maximum number of bytes of assembled machine code 
can be increased (10 bytes at a time) by increasing 
ICONT (1 word at a time), which is contained in the 
"INFO" common block (Pig. 1.1).  This change must be 
made in the main program ASSMB and in the subroutine 
ASSMBL.  A constant within ASSMBL which defines the 
length of the table must be changed accordingly. 
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6.3  Increasing the Length of the Symbol Table 
LUIAS can presently store up to 100 symbols. 
These symbols are stored in the array ISYMTAB, one word 
per entry, within the common block "SYMINFO" (Fig. 1.2). 
For every additional symbol desired, one word must be 
added to ISYMTAB.  This change must be made in the 
main routine ASSMB, the subroutine ASSMBL, and the 
subroutine GETSYM.  A constant within ASSMBL and a 
constant within GETSYM which define the length of the 
table must be changed accordingly. 
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6.h     Increasing the Length of the Literal ^able 
LUIAS can generate up to 50 literals and store 
them in the literal table.  rnhese literals are stored 
in the array ILIT, 3 words per entry, within the common 
block "LITINFO" (Fig. 1.3).  To increase the length of 
the literal table, the array ILIT must be increased 
3 words for each additional entry.  This change must 
be made within the main routine ASSMB, the subroutine 
ASSMBL, and the subroutine LITPRIN.  A constant within 
ASSMBL and a constant within LITPRIN which define the 
length of the table must be increased by 3 for each 
additional entry. 
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6.5  Increasing the Length of a Character String 
LUIAS will accept a character string of maximum 
length 6.  ^his restriction was imposed so that the 
entire string could be stored in 1 GDC 6^4-00 computer 
word.  If this restriction had not been imposed, a 
literal character string could not be stored in one 
word of the literal table.  An elaborate scheme would 
then have to be developed to keep track of the length 
of literals and their position within the literal table. 
This restriction does not exist within the IBM System/360 
since every character occupies one byte and every 
byte in an IBM/360 can be addressed. 
The logic necessary to keep track of the position 
of a character within a GDC 6*4-00 word seemed not be 
justify the limited improvement to be gained. 
A programmer using LUIAS must merely use explicit 
declarations in a storage to storage instruction if he 
wishes to use data that is longer than 6 characters. 
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rp 
6.6     Increasing the Ability to Evaluate Expressions 
At the present time, LUIAS will evaluate any 
expression that contains fixed point numbers only, 
his restriction is imposed becaus<6 the evaluation 
routines cannot distinguish between a symbol and a 
constant other than fixed point. 
The CDC 6*4-00 computer system does not support 
the single quote character (*)•  To enclose a declared 
constant, the left and right parenthesis were chosen 
to replace the single quote.  The general purpose 
evaluation routines can now no longer distinguish 
between a symbol followed by a left parenthesis and a 
character declaration. 
This problem can be overcome by using symbols 
other than parenthesis for character declarations, or 
by writing more specific evaluation routines.  The 
closed subroutine EVAL within the subroutine ASSEMBL 
could then be easily expanded to accept constant 
declarations that are not fixed point numbers. 
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6.7    Adding Iiore Pseudo-Instructions 
To add any additional Dseudo-instructions, it is 
necessary to add an entry into the pseudo-operation 
table and to change a constant within ASSEMBL which 
defines the length of the table.  This entry has the 
following format: 
A B 
A. Unused (30 bits) 
B. Pseudo-op mnemonic (30 bits display code) 
It is also necessary to make an entry into a table 
which parallels the pseudo-op table.  This table entry 
would be a branch to the proper pseudo-op processor. 
The logic to process the new pseudo-op can be inserted 
at the end of subroutine ASSEMBL. 
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6.8  Adding More Machine Instructions 
To add any additional instruction it is necessary 
to add an entry into the machine operation table and to 
change a constant within ASSEMBL which defines the length 
of the table.  This entry has the following format: 
A B C D E 
A. Hexidecimal op-code (12 bits display code) 
B. Unused (12 bits) 
C. Instruction type (9 bits) 
0 RR Format 
1 RX Format 
2 RS Format (no shift instructions) 
3 RS Format (all shift instructions) 
h  SI Format (SIO instruction only) 
5 SI Format (without an 12 field) 
6 SI Format (with an 12 field) 
7 SS Format (L field only) 
8 SS Format (LI and L2 fields) 
D. Instruction length in bytes (6 bits) 
E. Instruction mnemonic (2*1- bits display code) 
Appendix A lists all IBM System/360 instructions. 
■10*1.- 
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Appendix A 
STANDARD INSTRUCTION SET 
NAME MNEMONIC TYPE CODE OPERAND 
Add AR RR IA R1.R2 
Add A RX 5A RI.D2(X2.B2) 
Add Halfword AH RX 4A Rl.D2t.X2. B2) 
Add Logical ALR RR IE RI.R2 
Add Logical AL RX SE R1.D2(X2. B2) 
AND NR RR 14 RI.R2 
AND N RX 54 RI.D2(X2. B2) 
AND Nl SI 94 Dl(BI). 12 
AND NC SS D4 Dl (L, Bl). D2(B2) 
Branch and Link BALR RR 05 R1.R2 
Branch and Link BAL RX 45 R1.D2(X2.B2) 
Branch on Condition BCR RR 07 M1.R2 
Branch on Condition BC RX 47 Ml.D2(X2. B2) 
Branch on Count BCTR RR 06 R1.R2 
Branch on Count BCT RX .46 RI.D2(X2. B2) 
Branch on Index High BXH RS 86 RI.R3.D2(B2) 
Branch on Index 
Low or Equal BXLE RS 87 R1.R3. D2(B2) 
Compare CR RR 19 RT.R2 
Compare C RX 59 RI.D2(X2. B2) 
Compare Halfword CH RX 49 R1.D2 (X2.B2) 
Compare Logical CLR RR 15 RI.R2 
Compare Logical CL RX 55 R1,D2(X2. B2) 
Compare Logical CLC SS D5 Dl (L.BI).D2(B2) 
Compare Logical CLI SI 95 Dl (B1).I2 
Convert to Binary CVB RX 4F R1.D2(X2. B2) 
Convert to Decimal CVD RX 4E RI.D2CX2, E2) 
Diagnose SI 83 
Divide DR RR ID RI.R2 
Divide D RX 5D R1.D2(X2. B?) 
Exclusive OR XR RR 17 R1.R2 
Exclusive OR X RX 57 R1.D2(X2. B2) 
Exclusive OR XI SI 97 Dl (Bl). 12 
Exclusive OR XC SS D7 Dl (L.BI).  D2(B2) 
Execute EX RX 44 R1.D2(X2. B2) 
Hall I/O HIO SI 9E Dl (Bl) 
Insert Character   ( 1C RX 43 R1.D2(X2, 82) 
Load LR RR 18 R1.R2 
Load L RX 58 R1.D2(X2. B2) 
Load Address LA RX 41 R1.D2(X2.B2) 
Load and Test LTR RR 12 R1.R2 
Load Complement LCR RR 13 R1.R2 
Load Halfword Lll RX 48 R1.D2(X2. B2) 
Load Multiple LM RS 98 Rl. R3.D2(B2) 
Load Negative LNR RR 11 R1.R2 
Load Positive LPR RR 10 R1.R2 
Load PSW LPSW SI 82 Dl (Bl) 
Move MVI SI 92 Dl (BD.I2 
Move MVC SS D2 Dl (L. Bl), D2(B2) 
Move Numerics MVN SS Dl Dl (L. Bl). D2(B2) 
Move with Offset MVO SS Fl Dl (LI.BD.D2lL2.B2) 
Move Zones MVZ SS D3 ai (L. Bl), D2(B2) 
Multiply MR RR 1C R1.R2 
Multiply M RX 5C RI.D2(X2. B2) 
Multiply Halfword Mil RX 4C R1.D2(X2.B2) 
OR OR RR 16 RI.R2 
OR O RX 56 RI.D2(X2. B2) 
OR Ol SI 96 Dl (Bl). 12 
OR oc SS D6 Dl (L. BII.D2(B2) 
Pack PACK SS E2 Dl (L1.B1).D2(L2.B2) 
Set Program Mask SPM RR 04 Rl 
Set System Mask SSM SI 80 Dl (Bl) 
Shirt Left Double SLDA RS 8K R1.D2(B2) 
Shift Left Single SLA RS 8B R1.D2(B2) 
Shift left Double 
logical SLDL RS 8D R1.D2 1B2) 
Shift Left Single 
Logical SLL RS 89 RI.D2IB2) 
Shift Right Double SRDA RS it RI.D2IR2)      ' 
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STANDARD INSTRUCTION SET   (Continued) 0 
Shift Right Singjc 
Shift Right Double 
Logical 













Test and Set 
Test Channel 
Test I/O 
Test Under Mask 
Translate 

































































DECIMAL FEATURE INSTRUCTIONS 
Add Decimal AP SS FA 
Compare Decimal CP SS F9 
Divide Decimal DP SS FD 
Edit ED SS DE 
Edit and Mark EDMK SS DF 
Multiply Decimal MP SS FC 
Subtract Decimal SP SS FB 
Zero and Add ZAP SS F8 
DIRECT CONTROL FEATURE INSTRUCTIONS 
Read Direct RDD SI 85 
Write Direct NVRD SI 84 
PROTECTION FEATURE INSTRUCTIONS 
Insert Storage Key ISK RR 09 
Set Storage Key SSK RR 08 


















Dl (Bl). 12 
Dl (L. Bl). D2(B2) 
Dl (L. Bl). D2(B2) 
Dl(LI.BI).D2(L2.B2) 
Dl (L1.B1).D2(L2.B2) 
Dl (LI.BD.D2 (L2.B2) 
Dl (L1.BD.D2IL2 







D! (LI.B1). D2IL2.B2) 







RR FORMAT     I 
SECOND HALFWORD 
OP CODE R, 
)l      11 II 
REGISTER 
OPERAND 
RX FORMAT    1 
STORAGE 
OPERAND 
OPCODE Rl X2 B2 °
2
                       1 
?•       11 12 IS.16 19 20 
REGISTER 
OPERANDS 
RS FORMAT     I 3 
STORAGE 
OPERAND 
OPCODE Rl RJ     |      °2 D2 
THIRD HALFWORD 
OP CODE h L_, Bl D. BJ Dl 
7 ■        111? IS 16 19 afO 
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BR      R2 









0,   D2(X2,B2) 
0,   R2 




























































AFTER TEST UNDER MASK INSTRUCTIONS 
BO     D2(X2,B2) BC 1.      D2(X2,B2) 
BM D2(X2,B2) 
BZ D2(X2,B2) 
BNO   D2(X232) 
BC 4, D2(X2,B2) 
BC 8, D2(X2,B2) 





No Operation (RR) 
Branch on A High 
Branch on A Low 
Branch on A Equal B 
Branch on A Not High 
Branch on A Not Low 
Branch on A Not Equal B 
Branch on Overflow 
Branch on Plus 
Branch on Minus 
Branch on Zero 
Branch on Not Plus 
Branch on Not Minus 
Branch on Not Zero 
Branch if Ones 
Branch it'Mixed 
Branch if Zeros 
Branch if Not Ones 
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RR FORMAT INSTRUCTIONS (I) 
" 
Kcxi- Guphic A Con* (2) Punched Syitcm/360 
D«ci- dt^-i- Mncmoiuc Itol S>mt>oli 7-Trtck Tirx Cud 8-Bil 
•«l nti BCUIC     EBCDIC BCDIC Code Code 
0 00 NUL 12-0-1-8-9 OOOO 0000 
1 01 SOH 121-9 0000 0001 
} 02 STX 12-2 9 001K> 0010 
1 0) ETX 12 3-9 00*) "01 1 
4 
5 
04 srK PF 12-1-9 0000 0100 
OS BALR Hr 12-5-9 0000 0 1UI 
t 06 BCTR LC 12-6-9 OOCO0II0 
7 07 BCR DEL 12-7-9 0)00 0111 
t OS SSK 12-8-9 OOOO 1000 
'   9 
10. 
09 ISK 12-1-89 ooou looi 
OA SVC . SMM 12-2-89 0000 1010 
■ 1 on -      ' VT 12-3 8-9 oooa loll 
12 oc (EBCDIC ♦) FF 12-4-8-9 0000 1100 
13 ' OD (EBCDIC -> CR 12-5-8 9 0000 1101 
IS 
OE SO 12-6-8-9 0000 1110 
OF SI 12-7-8-9 0O00 1111 
16 10 LfR DLE 12-111-8-9 0001 0000 
17 II LNR DO 11-1-9 0001 0001 
1! 12 LTR DC2 11-2-9 0001 0010 
19 
20 
13 ICR TM 11-3-9 0001 0011 
14 NR RES 11-4-9 0001 0100 
21 IS CLR NL 11-5-9 0001 0101 
22 16 OR BS 11-6-9 0001 0110 
23 17 XR IL 11-7-9 0001 0111 
24 
25 
18 LR CAN 11-8-9 0001 1000 
19 CR EM 11-1-8-9 0001 1001 
26 IA AR CC 11-2-8-9 0001 1010 
27 IB SR CU1 11-3-8-9 0001 1011 
28 IC MR 1FS 11-4-8-9 0001 1100 
29 
JO 
ID DR ICS 11-5-8-9 0001 1101 
IE ALR IRS 11-6-8-9 0001 1110 
)l IF SLR IL'S 11-7-8-9 oooi mi 
32 20 LPDR DS 11-0-1-8-9 0010 0000 
33 21 LNDR SOS O-i-9 0010 0001 
34 
35 
22 LTDR FS 0-29 00IO0010 
23 LCDR 0-3-9 OOIOOOU 
36 24 HDR BYP 0-4-9 00100100 
37 25 LRDR LF 0-5-9 OOIOO'OI 
38 26 HXR F.TB 0-6-9 00iO 0110 
39 
40 
27 MXDR ESC 0-79 0010 0111 
n LOR O-S-9 0010 1000 
41 29 CDR 01-8-9 0010 1001 
42 2A ADR SM 0-2-8-9 0010 1010 
43 2B SDR CU2 0-3-8-9 0010 1011 
44 
45 
2C MDR 0-4 8-9 0010 1100 
2D DDR ENQ 0-5-89 0010 HOI 
46 2E A»R ACK, 04-8-9 0010 1110 
47 2F SWR BEL 0-7-8-9 0010 1111 
48 30 LPER 12-11-0-1-8-9 0011 0000 
49 
30 
31 LNLR 19 0011 OOOI 
32 LTER SYN 2-9 0011 0010 
51 33 LCER 3-9 0011 0011 
32 34 HER PN 4-9 0011 0100 
53 35 LRER RS 5-9 0011 0101 
54 
55 
36 AXR UC 6-9 0011 0110 
37 S>.R EOT 7-9 0011 0111 
56 38 LER 8-9 0011 1000 
57 39 CER 1-8-9 0011 1001 
58 3A AER 2-8-9 0011 1010 
59 
60 
3B SFR CV) 3-8-9 0011 1011 
JC MLR DC4 4-8-9 0011 1100 
61 3D DER NAK 5-8-9 0011 1101 
62 3E AIR 6-8-9 0011 1110 
63 3F SLR SIB 7-8-9 0011 lilt 
(2) Add C (check bit) fot odd or even parity as needed, except for even parity. 
decimal 64 is CA, the same as decirml 122. 
(3) Decimal i-'eatuie instructions. (-H SyMem J60 assembler programs require 
these codes. 
RR FORMAT     | Op Code K,.M| 
II 
R2     |    Rl. R2 - meaningful for all RR 
12      15 instructions except SPM. SVC 
BASE AND 
INDEX X^yyy/y/. 
REGISTERS 0 7 
Base Address or Index 
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/ 
RX FORMAT INSTRUCTIONS O 
- 
H<1» Ci^>K c tCoti- ill ISiftchni Sr.um/MO 
<kc» Mnemonic aoi Symbol 7 Trick Tape Cud IBM |4| 
•ul mil BCDIC EBCDIC BCDIC Cod. Coot 
M 40 sni S» (1) no punchcf 0100 0000 
») 41 IA I14M-1 0100 0001 
64 42 src 12-OI9 0100 0010 
«7 4) IC 12-0-)-9 0100 0011 
tl 
• 1 
44 EX 11-0-49 oinooioo 
4) HAL 12-0-5 9 01000101 
JO 4t BCT 12-04-9 0100 OHO 
II 47 BC 12-0-79 0100 0111 
II 41 LH 12-0-19 0100 1000 
7) 
74 
49 CH 12-1-8 OIOO 1001 
4A AH 4 12-1-1 0100 1010 
»s 4B 511 • • 3AI     2 1 11)1 oioo IOIi 
71 4C MH "I < B A 14 11-4-1 0100 1100 
71 4D 1 1 B A 14     1 12-5-8. 0100 1101 I 
71 
71 
4E CVD < ♦ B A 14 1 12-6-J OIOO 1110 • 
4F CVB t 1 BA 14 2 1 12-71 oioo mi 
10 SO ST * ♦ 4 BA 12 0101 oooo 
II SI 12 II 1-9 OIOI oooi 
II >   J2 111 1-2-9 0101 0010 
1) 
M 
S> 1211 )-9 OIOI 0011 
54 N v 11 11-4 9 OIOI OIOO 
IS 35 CL 12 11-5-9 0101 OIOI 
14 St 0 12-11-6 9 OIOI 0110 
17 57 X 12-11-7-9 OIOI0111 
II 
19 
51 L U;l 1-1-9 OIOI 1000 
59 C ll-l-t OIOI loot 
to 5A A I 11-2-8 OIOI 1010 
11 5B S t 1 B     1     2 I 11-3 8 OIOI ion 
12 5C M • • B     14 11-4-8 OIOI 1100 
13 
94 
5D D 1 ) B     84     1 11-5-8 OIOI 1101 1 
JE AL B     14 1 114 8 OIOI mo 
IS 5K SI. A -I B      14 2 1 11-7-8 OIOI mi 
16 to STO - - B II 0110 0000 
17 tl / / A           1 0-1 OIIOOOOI 
91 
99 
tl 11-0-2-9 oiio ooio 
t) 11-0-3-9 0110 0011 
100 64 11-0-4-9 0110 OIOO 
101 t5 1 l-O-S-9 0110 OIOI 
101 66 11-04-9 0110 0110 
10) 
104 
67 MXD IU>7-9 0110 011 1 
6< LD 11-0-8-9 01101000 
105 69 CD 01-8 0110 1001 
106 6A AD 12-11 0110 1010 
107 6B SD At     2 1 0)8 0110 1011 
109 
109 
tc MD *( % A 14 OJ-8 0110 1100 
tD DD Y AI4     1 OS 8 olio not 
110 tE AW \ > A 14 1 04 8 0110 1110 
III 6F SW w » AI42 1 0-7-8 0110 111) 
111 70 STE 12-11-0 01 II 0000 
II) 
IH 
71 12-11-0-1-9 0111 0001 
72 12 11-0-2-9 0111 OOIO 
IIS 7) IM 1-0-3 9 0111 0011 
lit 74 12-11-0-4-9 0111 OIOO 
117 75 12-11-0-5-9 0111 OIOI 
III 
119 
76 12-IH34 9 0111 0110 
77 12-11-0-7-9 0111 0111 
110 78 LE 12-11-0-8 9 0111 1000 
111 79 CE 1-8 oin ;ooi 
111 7A AE b A 2-8 0111 1010 
11) 
114 
7B SE #" # 1     1 1 )-! oin ion 
7C ME .2 «? 14 4-8 0111 I10O 
11) 7D DE 14     1 5-8 0111 1101 
lit 7E AU > ■ ■ 4] 68 0111 1110 - 
III 7F SU V 142 1 7-8 oin mi 
RX FORMAT     R1,D2(X2,H2)     R!,S2(X2)     R1.L)2<0,B2)     RI.S2 
[ OP Ci ode R,,M, U, 
7 8 II   12      IS   16 19  20 31 
SHORT FLOATING POINT NUMBER 
pi   Characteristic 
0T~ 7   8 
Fraction 
31 
lONC FLOATING POINT NUMBER - same as short floating point number except 
fraction is longer - bits 8 through 63 
EXTENDED PRECISION FLOATING POINT NUMBER 
01 63 64 71   72 
M   Characteristic       High-order Fract.   X^//'/'/ 
127 
63 0 
"i Low-order Fraction) 
7'8 63 
-110- 
RS. SI FORMAT INSTRUCTIONS O 
H<«» Ct«phK- A Coit- 12) flinched Srtlem/)60 
Deci deci- 
mal 





Code tK.DK."      EBCDIC 
128 to SSM 12*11 1000 0000 
12) 81 » 12-0-1 1000 0001 
no 82 in*- b 12-0-2 IOW 0010 
1)1 1) (Dufnoir) c 12-0) 1000 0011 
1)2 
I)) 
84 »RD d 12-0-4 1OOO0I0O 
85 ROD r 12-OS i ox) OIOI 
1)4 86 BXH r 12-04 10000110 
US 87 8XLE i 12-0-7 1000 0111 
1)6 88 SRL k 12-0-8 1000 1000 
1)7 
l)i 
89 SLL i 12-0-9 1000 1001 
»A SRA 12-0-2-8 IOOO IOIO 
1)9 SB SLA 12-00-8 1000 1011 
MO SC SRDL I2-0-4 8 1000 MOO 
141 8D SLDL 12-0-3-8 1000 1 101 
142 
14) 
8E SRDA 11-0-6 8 1000 1110 
81 SLDA 12-0-7-8 loco mi 
144 90 STM I2-MI-8 1001 0000 
145 91 TM i 12-11-1 1001 0001 
146 92 HVI t 12-11-2 1001 0010 
147 
148 
9) TS I 12-11-3 1001 0011 
94 Nl m 12-1 M 1001 0100 
149 95 CU « 12-11-5 1001 OIOI 
150 96 01 o 12-11-6 1001 0110 
151 97 XJ f 12-11-7 1001 0111 
152 
IS) 
98 LM 9 12-11-8 1001 1000 
99 r 12-11-9 1001 1001 
154 9A IJ-11-2-8 1001 IOIO 
155 9B 12-11-3-8 1001 1011 
156 9C SIO 12-11-4-8 1001 1100 
157 
151 
9D no 12-11-5-8 1001 1101 
9E wo 12-11-6-8 1001 1110 
159 9F TCH 12-11-7-8 1001 llll 
160 AO 11 -0-1 -8 10100000 
161 Al 11-0-1 1010 0001 
162 
16) 
A2 11-0-2 10100010 
A3 11-0-3 1010 0011 
164 A4 11-0-4 10I0OI0O 
165 A5 11-0-5 10100101 
166 A6 w 11-0* IOIO 0110 
167 
I6S 
A7 11-0-7 1010 0111 
A8 11-0-8 IOIO 1000 
169 A9 11-0-9 IOIO 1001 
170 AA H-O-2-8 1010 IOIO 
171 AB 11-0-3-8 IOIO 1011 
172 
173 
AC 11-0-4-8 IOIO 1100 
AD 11-0-5-8 IOIO 1101 
174 AE 11-06-8 IOIO 1110 
175 AF 11-0-7-8 1010 llll 
176 BO 12-lt-OI-S ion oooo 
177 
178 
Bl 1211-0-1 1011 0001 
B2 12-11-0-2 ■ Oil 0010 
179 B) 12-11-0-3 1011 0011 
180 B4 I2-II-0-4 1011 0100 
181 85 12-11-0-5 1011 OIOI 
182 
18) 
B6 I2II-M ion oiio 
B7 I 12-11-0-7 1011 0111 
184 B8 12-11-0-8 1011 1000 
185 B9 12-11-0-9 ■Oil 1001 
186 BA 12-11-0-2-8 1011 1010 
187 
188 
BB 11-11-0-3-8 1011 1011 
BC 12-11-0-4 8 1011 1100 
189 BD 1211-0-5-8 1011 HOI 
190 BE 12-11-0-6 8 ■Oil 1110 
191 BF 12-11-0-7-8 1011 llll 
RS FORMAT RI.R3,D2(B2)i"   BXH. BJ 
R1.R3.S2 f LM.ST.V 
XLE Rl'.D2(B2))    Shift 
STM RI.S2 (   instruction- 
[ Op Code R Ki B-, »2 
SI FORMAT 
7 8 11'12        15 16        19 20 Jl 
Dl(Bl))   LPSW.SSM. HI0.S10 Ot(Bl).12t   All other SI 
SI '} TIO, TCH. TS 
| Op Code | 
DU O.m U i 
51.12 |  instiucln lions 
■ •> B '1 
7'« IS   16       19 20 
-111- 
Jl 
tS FORMAT INSTRUCTIONS Qs) 
Hua- Gr»phic t Con- (7) Punched Syitcm/360 
Deci- dccl- Mnemonic trolS) mboti '•Track Tip* Cud B-Bil 
mal mal BCDIC EBCDIC BCDIC Code Code 
19} CO , B A8    2 12-0 1100 0000 
I*) Cl A A B A            1 111 1100 0001 
194 C2 B B B A        2 12-2 1100 0010 
195 C) C C B A        2 1 12) 1100 0011 
I9< 
197 
C4 D D B A     4 12-4 II0O010O 
C5 E E BA     4     1 125 1100 0101 
191 C6 F f BA     4 2 12-6 1100 0110 
199 C7 C ■ C B A    4 2 1 12-7 1100 Oil 1 
200 CB H H BA8 12-8 iioo looo 
101 C9 ! 1 B A 8        1 12-9 1100 loot 
202 CA 12-0-2-8-9 IIOO 1010 
20) CB 12 0-18 9 IIOO 1011 
204 CC 12-04-8-9 noo itoo 
205 CD 12-0-5-8 9 1100 1 101 
206 
207 
CE 12-04-8-9 IIOO ■110 
CK 12*7-89 IIOO llll 
20* DO t B     8    2 11-0 1101 0000 
209 Dl MVN 1 J B              1 111 1101 0001 
210 D2 MVC K K B           2 11-2 1101 0010 
211 
212 
03 MVZ L L B           21 113 1101 0011 
D4 NC M M B        4 11-4 noi oioo 
21) D5 CLC N N B        4    1 11-3 11,11 0101 
214 D6 OC O O B        4 7 11-6 not ono 
21) D7 XC r t B         4 2 1 11-7 1101 0111 
2I« 
217 
D8 Q Q B     8 118 1101 1000 
D9 R R B     8       1 11-9 1101 1001 
218 DA 12-11-2-8-9 1101 1010 
219 DB 12-11-3 8-9 not ion 
720 DC TR 12-11-4-8-9 noi iioo 
221 
222 
DD TRT 12-11-5-8-9 1101 I 101 
DE ED       ()) 12-11-6 8 9 1101 1110 
22) DF EDMKO) 12-11-7-8-9 1101 llll 
224 EO * A8    2 0-2-8 1110 0000 
225 El 11-0-1-9 11100001 
226 
227 
E2 S S A        2 02 11100010 
E3 T T A        21 0) II 100011 
228 E4 U U A     4 0-4 11100100 
229 E5 V V A     4     1 0-5 11 in oioi 
2)0 E6 w w A     42 0-6 1110 0110 
2)1 
2)2 
E7 X X A     4 2 1 0-7 11100111 
E8 Y Y A 8 0-8 1110 1000 
2)) E9 Z z A8         1 0-9 1110 1001 
2)4 EA 11-0-2 8-9 1110 1010 
2)5 EB 1 l-O-J-8-9 1110 1011 
2)6 
237 
EC 11-0-4-8 9 mo IIOO 
ED 11-0-5 8-9 1110 1101 
2)8 EE 11-0-6 8 9 1110 1110 
2)9 EF 11-0-7-8-9 1110 llll 
240 FO 0 0 8    2 0 llll 0000 
241 
242 
Fl MVO 1 1 1 1 llll 0001 
F2 PACK 2 2 11110010 
24) F) UNPK 21 ) llll 0011 
244 F4 4 4 lilt OIOO 
245 F) 4     1 5 llll 0101 
246 
247 
F6 4 2 6 llll 0110 
FJ 4 2 1 7 till 0111 
248 F8 ZAP    13) 8 8 mi looo 
249 F9 CP       ()) 8        1 9 llll 1001 
250 FA AP      ()) 12-11-0 2-8-9 till 1010 
251 
252 
FB SP       (3) 12-11-0-3 8 9 llll 1011 
IC MP      (3) 12-11-0-1-8 9 llll IIOO 
25) FD DP      (3) 12-11-05 8 9 llll 1101 
254 FE l2-fl-0-6 8-9 llll 1110 
255 FF 12-11-0-7-8-9 llll llll 
SS FORMAT 
f Op Code I 7"S L, 11 "12 U D Bi 15^16       19   20       J I' 32       35' J6 ^  
DI(L.BI),D2(B2)   ) NC. OC. XC, CLC 
SI(L),S2 ) MVC. MVN. MVZ 
TR.TRT. ED.EDMK 
■17 
DI(LI.Bl).D2(L2.B2) ) PACK. UNPK 
SI(L1).S2(L2) JMVO. AP.CP 
DP. MP. SP. ZAP 
PACKED DECIMAL NUMBER      |dipl|digil| 
ZONED DECIMAL NUMBER jzonc |tiigil| 
 |dig't [digit jdigilj MOT | 
 |zonc[digilj signj digilj 
-112- 
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• H   <t 
i ** 
lil     z 
a-    d 
13     X 
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>      - -III 
oiiiddrv 
a        o 
»—dujijj 






























COO ' X   I 
HO. UlUJO   I 
—id Oiur/H 
l-LU COX   ! 
arar i—f-o 
dQ •■OCtdCDddClOLOi/lOOS   --Oto</> 
imn »»»»»»--r, • »ir\ - -/irvuuuli  «■ ► 
I 
»-   o     I 
arti'z     ! 
d —Iv-lO   ! 
f—d C/)»-      JOO 






I I    • 
JOO    I-HOJO   ototocoooooz 
icjcccn_n/)c-)cooca    CDGCQDHHIJJ 
i      i s !      L 
I i I ; H<O 
XliJ X i              ton 
oar o H_l 
HO H "                         -"- ii- X .   i           oar 











UJ   | 
vDi£idJJ-dLtlcCa-'LiJf\jdOUJoc><OJ- 
L\J JI"^.J-J^  (VJ-biU'C   JCVCSJOJ 
c- c oocrccoc oc nnooco 
UaULLU L U.L.UL UL.U ULULL 
C^d-C>C3C~»C-'C"'C-T~,Cr>CZ/*-ICMI3Cr>CO 
c ^-f<Ht\ja.'^-<-.-i<\jtr.*HTH*JU. ▼HC\ja-u_ 
CcrirvM>»irir.Nh oro(_"r^ir>^ t^N. 
CTLiMf>-* J UMi ■ J- J UMTlCr>^L>\-*'-? -* 






ijoooc-c:'.'.-(.,L.to-..t'-c C3t--ci coL'tjaoQ 
o^orooC't'Ocoononooorjcoco 
t.-OI-.<JOUuOOOwlJ.JOOO(_lOUOIJQU 
i    -i 
! I 
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3 CD CD CM 
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CDCOCO      EOCOQ 
»«*0    ulo.? 
C=>00       OOO 




_IUI   • 
-»_l 






z_i      ! 
UI  •        1 
or .      I 
UI •   • 
u. • 
UI • 
<*      ! • 













UI     1- 
XOJUI 
«xm_i 
X     UI   1 
• l-O   , 
'   «C/l                               ►- 
oz :            z 
•XUI   '                ui 
•    UI   !               z 
JT5   ■                   UI 
• IU                               H- 
OCOC/1   1                   -* 
U<4                          H» 
HJI    .                     £/> 
UI             } 
JkJQ   ;                   O 
u/xor i           a 
Q>-<   I 
o !            z 
3»U                                M 
UJOUJ 
U'      X                          UI 
rni-i-                 a 
M  •                          >- 
cnui •                ►- 
«rar  •                   1- 
X     •   .          z< 
ui •  ;          ujv* 
ox                  x«* 
O'l—  •                   ujO 
to                 t- 
o .z             <ta 
arra              ww 
UJUJO_l»-H      (/l-l 
It-U.«7ZV-      < 
V-CJ    o.ujturo> 
4ZUJI XUJO 
•aOh U.LUX      o 
0<X»-4»-tt— ►-UJLSZ 
or X ►-_)<I «r I-Z1-1 
<IU«I      h-HCHl     h- 
o    awwnv-co    z 
<3UJl/l            l/JUJ—*      UI 
WlCajWil     UJ-I     X 
HaCTCDlflUO     UI 
X-J 1 O           OUJU-     h- 
i—<tooora'   ar      «* 
D«JooaraH   i— 
UJZ3                o      ZOU1 
o N1UJOOU     UJ<Z 
UJ >-      HHCOUKhlllJ 
OT —ixa.           oi-'i/iorH- 
UJ CK      UjZZ      l-ZUJ<I 
*— ZHKJMHZZOQ-D 
z <SXO„»          HUJUOO 
3 ^cor             UJ 
o o»-z :>T"UIUJUJUJUJ 
o *-co    Dwat-Kt-z 
z <IHZOJ>-<lC<M 
UI vi-i-ckii-: ;^r> 
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<3lo<ri-' « _1_I_)QUJXZ_|3 
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ui t/» o. «T »■-« n 13 • ij u_- u* o .j o* u nu ! 
jno   mtc u   «io-   a 
CPX      COT, OOO     UiUOOZ 
i-<    a»— UJO'O'I— t— ►— ii—        t~^ 
tn_jt-(     ^'t.iuj ul<Jh-Q     Of 
tni.i_jiija o CUJUJUJCCO(V»-*UJUI 
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