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Tato práce se zameˇrˇuje na návrh a tvorbu nástroje pro automatizovaný prˇeklad funkcí napsaných
v podmnožineˇ jazyka PHP do C++. Vygenerovaný zdrojový kód je možno zkompilovat jako roz-
šírˇení PHP a zavést stejným zpu˚sobem jako naprˇíklad MySQL, PDO, GD apod. Ve výsledku je
tedy možno zavolat tyto funkce z PHP, jako by se jednalo o pu˚vodní interpretovanou funkci. Prˇed-
pokladem je však rozdíl v rychlosti vykonávání, protože odpadá analýza zdrojových kódu˚, jejich
interpretace, cˇi režie zpu˚sobená správou pameˇti. Vytvorˇený nástroj provádí prˇevod zdrojového kódu
do abstraktního syntaktického stromu, staticky jej analyzuje pro urcˇení datových typu˚ promeˇnných,
a následneˇ provádí generování C++ kódu. Výsledné zrychlení pak záleží na charakteristice prˇeklá-
daného kódu a praktické použití je prozatím komplikované kvu˚li implementaci podmnožiny PHP.
Abstract
My work is focused on design and execution of an automated translation for functions written in
PHP into C++. Generated code may be compiled as a PHP extension and loaded the same way
MySQL, PDO, GD or so. As a result these functions may be called from PHP as if they were the
initial interpreted functions. Since there is no need for source code analysis, interpretation, nor sta-
ging by Garbage Collector general assumption would be a significant speed difference. Created tool
executes source code transfer into abstract syntactic tree which is followed up by a static analysis
of variable types and consequently generates C++ code. Final speed increase then depends on the
particular code being translated and its practical use is slightly elaborate at the moment - owing to
the implementation of PHP subset.
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Skriptovací jazyk PHP je velmi oblíbeným prostrˇedkem pro tvorbu dynamických webových sys-
tému˚ i pro ru˚zné skripty. Z pu˚vodneˇ jednoduchého jazyka pro tvorbu stránek s dynamickým obsa-
hem vznikl jazyk se stovkami funkcí umožnˇující rychlou implementaci témeˇrˇ jakékoliv úlohy.
V du˚sledku prˇesouvání mnoha služeb do prostrˇedí webového prohlížecˇe výrazneˇ naru˚stá po-
cˇet a nárocˇnost provádeˇných operací v PHP. Od generování PDF souboru˚1, prˇes podepisování2 a
komprimování souboru˚ až po nárocˇné operace jako je naprˇíklad detekování osob v fotografiích3
a podobneˇ. Práveˇ takové knihovny jsou cˇasto psané v PHP pro jednoduchost vývoje. PHP však
umožnˇuje zavádeˇt rozšírˇení s funkcemi v nativním kódu, jejichž vykonávání je výrazneˇ rychlejší.
Cílem této práce je rˇevod knihoven v PHP na ekvivalent v jazyce C++ prˇipravený pro zkompi-
lování jako rozšírˇení PHP. Zadání vychází ze skutecˇnosti, že cˇastým zpu˚sobem vývoje aplikace je
použití jedné konkrétní verze knihovny, v které není trˇeba provádeˇt úpravy. V du˚sledku pak výhody
plynoucí z interpretace nejsou trˇeba, a naopak nevýhody znamenají propad výkonu.
1.1 Motivace
Modelový prˇípad použití je pak tvorba PHP aplikace. Vývojárˇ chce použít knihovnu naprˇíklad pro
detekci oblicˇeje ve fotografii. Jelikož takovou knihovnu nechce upravovat, ale pouze použít neˇkteré
funkce z ní, tak mu˚že provést kompilaci pro její zrychlení. Knihovní funkce je pak vykonána rych-
leji a není narušena možnost rychlého a pohodlného vývoje aplikace. Tento koncept rˇeší nedostatky,
na které naráželo podobné rˇešení HPHPc navržené spolecˇností Facebook, o kterém se zminˇuji v ka-
pitole 2.2.
1.2 Funkcionalita
Zamýšlenou funkcionalitou je nástroj generující z adresárˇe se zdrojovými kódy v jazyce PHP vý-
stup v jazyce C++. Výsledný kód by meˇl implementovat stejnou funkcionalitu a zachovat alesponˇ
podobnou souborovou strukturu. Po zkompilování výstupu vznikne dynamická knihovna (.so, cˇi
.dll), kterou je možné nastavit v konfiguraci php prostrˇednictvím direktivy extension, cˇi nacˇíst
beˇhem interpretace vestaveˇnou funkcí dl().
Takto transformované nacˇtené funkce a trˇídy bude možné v interpretovaném PHP používat zcela






Cílem práce je navrhnout a implementovat prˇekladacˇ funkcí zapsaných v podmnožineˇ jazyka PHP,
jehož výstupem bude C++ kód doplneˇný o potrˇebné konstrukce umožnˇující integraci do interpretru
PHP.
Podmnožina jazyka PHP byla vybrána po konzultaci s vedoucím práce a zameˇrˇuje se primárneˇ
na podporu výrazu˚ a operací s promeˇnnými. Dále jsou podporovány základní konstrukce jako výpis
hodnot, podmínky, cykly, funkce. Podrobneˇji jsou tyto konstrukce rozebrány v kapitole 3.
Po implementaci prˇekladacˇe pro požadovaný rozsah se zameˇrˇím na jeho testování a hledání





Provedl jsem analýzu soucˇasných konkurencˇních rˇešení a nepodarˇilo se mi nalézt nástroj implemen-
tující takovouto funkcionalitu. Funkcionalitou podobný je nástroj phc1, který slouží primárneˇ pro
kompilaci PHP kódu do spustitelných binárních souboru˚, které nepotrˇebují interpret. Dalším po-
dobným a z technického hlediska zajímavým rˇešením je HPHPc od spolecˇnosti Facebook, kterým
se budu zabývat v následující podkapitole a poslouží i jako zajímavá inspirace rˇešení.
2.1 phc
Phc je kompilátor podmnožiny jazyka PHP do spustitelných binárních souboru˚. Odstranˇuje závis-
lost na interpretru PHP a tak umožnˇuje pohodlnou distribuci CLI skriptu˚. Vývoj tohoto nástroje
zapocˇali v roce 2005 vývojárˇi Edsko de Vries a John Gilbert. Postupneˇ se do vývoje zapojilo na 21
vývojárˇu˚, poslední verze byla vydána v roce 2011[1]. Od té doby se pouze množí chybové reporty
a projekt není udržován[2].
Nástroj podporoval také funkcionalitu, která je cílem této bakalárˇské práce, a bylo tedy možné
transformovat PHP knihovny do rozšírˇení pro následné použití v PHP. Dle dokumentace na webu
projektu nebyla však podpora pro objektové programování a chybeˇla implementace noveˇjších jazy-
kových konstrukcí[1].
S nejstarší v soucˇasné dobeˇ podporovanou verzí PHP již není možné aplikaci ani prˇeložit, i prˇes
mnohé pokusy o úpravy zdrojových kódu˚ pro zajišteˇní kompatibility.
2.1.1 Dotazy
Prˇi analýze tohoto rˇešení jsem se rozhodl kontaktovat vývojárˇe a provést s nimi krátký rozhovor,
v kterém bych rád zjistil odpoveˇdi na neˇkolik otázek. Zamýšlel jsem zjistit v jakém stavu se tento
projekt nachází, jaké byly plány do budoucna a procˇ došlo k jeho pozastavení. Dále mne zajímalo,
zda i dnes považuje zainteresovaná osoba tento koncept za prakticky použitelný. Od rˇíjna roku
2015 jsem se pokoušel kontaktoval postupneˇ 5 bývalývh vývojárˇu˚ tohoto projektu, ale bohužel se
mi nepodarˇilo získat odpoveˇdi. Až v kveˇtnu 2016 se mi podarˇilo navázat prostrˇednictvím Twit-
teru kontakt s Edsko de Vries, který prˇislíbil odpoveˇdeˇt na dotazy. Odpoveˇd jsem bohužel obdržel
pouhých neˇkolik dní, prˇed dokoncˇením této práce a tak jsem nemohl du˚kladneˇ prozkoumat.
V odpoveˇdi mi zaslal mimo jiné odkaz na dizertacˇní práci dalšího vývojárˇe phc, která obsahuje





I started work on phc a long time ago, together with a friend of mine, John Gilbert. We were
both PhD students at the time working on compiler related topics. Later Paul Biggar joined the
team and he made phc into the main topic of his PhD research, so his thesis contains a lot of
detail:
https://paulbiggar.com/research/thesis.pdf
You’ll find other resources on his website as well (https://paulbiggar.com/research)
but I suspect most of that information is also in the thesis.
To answer your specific questions:
> 1) What was the planes for future?
We didn’t really have much of a plan.. It seemed like an interesting research topic and so
we started work on it :)
> 2) Why is not project in active development?
I guess all of us got busy with other things. Also, the premise of phc was to compile all of
PHP, accurately, and that turns out to be a very difficult task indeed (Paul’s thesis goes into
detail on these problems).
> 3) Do you think, that this is good concept?
> 4) What do you thinks are main problems for using this techniques in real environments?
I think you’ll find answers to both of these questions in Paul’s thesis. My personal take on
this right now is that if you want to compile PHP, you have a choice between either limiting the
subset of PHP that you support (this is what Hiphop did – https://en.wikipedia.org/
wiki/HipHop_for_PHP), or else accept that you’re not going to get much better perfor-
mance than interpreting because the PHP semantics is so convoluted that it’s very difficult to
do any kind of static analysis. (Perhaps this is also the reason why Facebook moved to a JIT
compiler instead, https://en.wikipedia.org/wiki/HipHop_Virtual_Machine





Tento projekt od spolecˇnosti Facebook byl zapocˇat v roce 2008 a meˇl za cíl snížit výkonnostní
nároky aplikací psaných v PHP. To se také vývojárˇskému týmu podarˇilo a dosáhli snížení vytížení
procesoru na polovinu[35]. V roce 2010 došlo k uvolneˇní zdrojových kódu˚ projektu pod licencí PHP
License a umožneˇní zapojení komunity do vývoje. V ruce 2013 došlo k ukoncˇení tohoto projektu a
nahrazení nástupcem Hip Hop Virtual Machine (HHVM).
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Obrázek 2.1: Drupal 7.0 na PHP 5.3, APC a
Hip Hop[23]
Testy provedené v dubnu 2011 ukazují na velký
potenciál prˇekladu PHP do nativního kódu[22]. Na-
prˇíklad práce s binárními stromy do hloubky 20
úrovní byla dle meˇrˇení 4x rychlejší. Zajímaveˇjší byl
ovšem test Hip Hop na prˇekladu redakcˇního systému
Drupal 7. Tento test ukázal na reálné aplikaci peˇtiná-
sobné zrychlení oproti PHP 5.3.3[23]. Graf porovná-
vající Drupal 7 pod PHP 5.3.3, použití opcode cache
APC a Hip HOP revize 806ee06 mu˚žeme videˇt na
obrázku 2.1. Na grafu je zobrazeno procentuální vy-
tížení procesoru a doba zpracování 300 požadavku˚
s konkurencí 4.
HPHPc provádeˇlo kompilaci celých PHP apli-
kací do jednoho velkého spustitelného binárního souboru. Nasazování nových verzí tak bylo zpo-
maleno o kompilaci a distribuci až neˇkolik GB velkých souboru˚ na produkcˇní servery. Jedná se tedy
o jiné cílové použití, než na jaké se zameˇrˇuje tato práce. Nebylo možné využít výhod verzovacích
systému˚, kdy jsou distribuovány jen malé rozdíly v souborech, a v neposlední rˇadeˇ nebyla podpora
pro neˇkteré dynamické konstrukce, jako naprˇíklad eval(). Hlavní nevýhodou tohoto rˇešení byl
problémový vývoj aplikace. Vývojárˇ by byl nucen po každé zmeˇneˇ provádeˇt kompilaci, což by bylo
cˇasoveˇ nárocˇné u takto rozsáhlé aplikace. V du˚sledku této komplikace vznikla implementace vlast-
ního interpretru používajícího stejné implementace funkcí HPHPi, ale i tak docházelo k výskytu
chyb na produkcˇních serverech, které se u vývojárˇu˚ neobjevovaly. Du˚vodem bylo rozdílné pro-
strˇedí. V du˚sledku teˇchto nevýhod bylo rozhodnuto, že se projekt vydá cestou JIT (Just in time)
virtuálního stroje[29], který využívá bytecode generovaný ze zdrojových kódu˚ PHP, jako mu˚žeme
znát trˇeba z jazyka Java.
Obrázek 2.2: Srovnání rychlosti
HPHPc a HHVM v cˇase[29]
Po sedmi meˇsících vývoje dosáhla implementace HHVM
(Hip Hop Virtual Machine) lepší výsledku˚, než HPHPc a 19.
února 2013 byla commitem odebrána ze zdrojových kódu˚ pod-
pora pro kompilování HPHPc[21]. Na grafu 2.2 mu˚žeme videˇt
srovnání výkonu obou implementací v pru˚beˇhu cˇasu.
Rˇešení, které je navrženo a implementováno v této práci
ponechává možnost pohodlné zmeˇny aplikace a cílí na prˇe-
klad jednotlivých knihoven/funkcí. Klasický vývojový cyklus
zahrnuje použití knihovny, z které jsou pouze volány funkce
a není trˇeba provádeˇt její úpravy. Mé rˇešení odstranˇuje potíže





Vkládání prostrˇednictvím konstrukcí include, require a jejich variant pro unikátní vložení
bude z du˚vodu komplexnosti implementováno jen v omezené mírˇe. Prvním logickým omezením
vycházejícím z návrhu tohoto nástroje je schopnost provést vložení pouze souboru˚, které jsou do-
stupné v momenteˇ prˇekladu a jejichž cesta je známá. Nebude tedy možná transformace funkce
includeNe uvedené v kódu 3.1, ani funkce includeNe2 i v prˇípadeˇ existence souboru˚ prv-
ni.php a druhy.php.
Druhým omezením vkládání souboru˚ je pouze cˇástecˇná implementace varianty include_on-
ce a require_once, kdy nebude možné zcela zajistit neopakované vložení v dobeˇ beˇhu aplikace.
V dobeˇ transformace PHP do C++ bude toto chování kontrolováno a dojde pouze k prvnímu vložení.
V dobeˇ vykonávání zkompilované funkce v prostrˇedí interpretru PHP však nebude možné zamezit












Kód 3.1: Vložení souboru
Další implementovanou cˇástí je podpora konstrukcí echo, exit a další uvedené v tabulce 3.1.
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Typ Token Zápis
Komentárˇ T_COMMENT //, #, /* ... */







Ukoncˇení T_EXIT exit(), die()
Názvy T_STRING funkce, konstanty...
Promeˇnné T_VARIABLE $a
Tabulka 3.1: Tabulka tokenu˚ konstrukcí
PHP umožnuje prˇistoupit k promeˇnné, jejíž název je uložen v jiné promeˇnné prostrˇednictvím
konstrukce $$promenna, nebo ${$promenna}. Tento zápis v soucˇasné implementaci nebude
podporován, jelikož je trˇeba omezit implementovaný rozsah, a jedná se o potencionálneˇ nebezpecˇ-
nou konstrukci, stejneˇ jako konstrukce extract()[13].
Prˇi transformaci je podporován zápis konstant ve zdrojových souborech. Podporovaný je zápis
cˇísel v celocˇíselném i desetinném formátu. Na základeˇ teˇchto typu˚ je prˇihlédnuto k volbeˇ datových
typu˚ ve výstupním kódu. Dále je pak podporován zápis rˇeteˇzcu˚ i s možností použití promeˇnných.
Podporované tokeny pak podrobneˇji ukazuje tabulka 3.2
Rˇeteˇzce je možné konkatenovat s cˇísly, poli a dalšími hodnotami. Tato funkcionalita prostrˇed-
nictvím operátoru . je implementována. Dále se v rˇeteˇzcích uvozených prostrˇednictvím znaku
" mohou vyskytovat vložené promeˇnné, s prˇípadným prˇístupem k indexu pole. Tento zápis (to-
keny T_ENCAPSED_AND_WHITESPACE a T_NUM_STRING) již nejsou podporovány z du˚-
vodu volby podmnožiny jazyka.
Typ Token Zápis
Desetinné cˇíslo T_DNUMBER 1.2345
Celé cˇíslo T_LNUMBER 93, 0xC0FFEE
Rˇeteˇzec T_CONSTANT_ENCAPSED_STRING "retezec"
Promenná v rˇeteˇzci T_ENCAPSED_AND_WHITESPACE "$a"
Pole v rˇeteˇzci T_NUM_STRING "$a[0]"
Tabulka 3.2: Tabulka tokenu˚ konstant
Steˇžejní cˇástí aplikace je vyhodnocování výrazu˚. Pro implementaci byly zvoleny všechny to-



























Bitové posuvy T_SL »
T_SR «






T_DOUBLE_CAST (real), (float), (double)
T_OBJECT_CAST (object)
T_STRING_CAST (string)
Tabulka 3.3: Tabulka tokenu˚ výrazu˚
Další podstatnou cˇástí podmnožiny je podpora rˇídících konstrukcí. Podporovanými výrazy je
zápis podmínek i cyklu˚. Z cyklu˚ je podporovaný for, while, do while i foreach, který

















Tabulka 3.4: Tabulka tokenu˚ rˇídících konstrukcí
3.1 Funkce





V du˚sledku udržení rozumného rozsahu podmnožiny byla vypušteˇna objektoveˇ orientovaná cˇást
konstrukcí jazyka. Není tedy možné v prˇekládaném kódu definovat ani vytvárˇet instance trˇíd, deˇdit,
implementovat interface. Nejsou podporovány logicky ani jmenné prostory, modifikátory viditel-
nosti a statické metody. Pro úplnost uvádím tabulku nepodporovaných tokenu˚ 3.5. Podpora OOP


















Tabulka 3.5: Tabulka tokenu˚ trˇíd
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Kapitola 4
Rozdíly PHP a C++
I prˇes velkou podobnost je rozdílu˚ mezi obeˇma jazyky celá rˇada a je trˇeba se s nimi vyporˇádat.
4.1 Výrazy
Tabulka 4.1 na straneˇ 14 obsahuje operátory jazyka PHP s jejich asociativitou serˇazené dle priority
– priorita se snižuje shora dolu˚. Druhou podstatnou tabulkou je 4.2 na straneˇ 15, která obsahuje
priority a asociativitu operátoru˚ jazyka C++. Priorita je opeˇt serˇazena od nejvyšší po nejnižší. Prˇi
podrobneˇjším prozkoumání tabulky narazíme na neˇkolik rozdílu˚, se kterými se je trˇeba vyporˇádat.
Prvním je absence operátoru konkatenace . ze zdrojového jazyka PHP ve výsledném C++. Dále
chybí operátor mocniny **.
Dalším chybeˇjícím operátorem je @, který slouží pro potlacˇení prˇípadného chybového výstupu.
Jeho použití je v kódu PHP nedoporucˇované,[19] [30] [34] [24] i prˇesto je možné provést imple-
mentaci tohoto chování, cˇímž se zabývám v kapitole 6.2.9 na straneˇ 23.
Logické operátory OR, AND, XOR v PHP a ||, &&, ^^ v C++ mají rozdílnou prioritu. Proto
byla v kapitole 6.2.1 navržena transformace s explicitním závorkováním.
4.1.1 Porovnávání
Rozdíl v porovnávání promeˇnných v jazycích, kterými se zabývá tato práce, je pomeˇrneˇ zásadní.
Zdrojový jazyk obsahuje dva typy porovnání, kdy je možné porovnávat odlišné datové typy. Kon-
strukce "5"== 5 pak bude v PHP pravdivá, kdežto v C++ nikoliv. Pro porovnání i s prˇihlédnutím
k typu je v PHP operátor === [7].
Problematickým chováním mu˚že být prˇetypovávání prˇi porovnání. Nejen, že v prˇípadeˇ, že jeden
z operandu˚ porovnání je cˇíslo, mu˚že dojít k prˇetypování druhého operandu typu rˇeteˇzec na cˇíslo, ale
i v prˇípadeˇ porovnávání dvou rˇeteˇzcu˚, které mohou mít význam cˇísla. Naprˇíklad v PHP je pravdivé
toto porovnání ’1e3’ == ’1000’ [28] [25].
Porovnávání instancí trˇíd prostrˇednictvím operátoru == je pravdivé, pokud jsou instancemi stej-
ných trˇíd a všechny jejich vlastnosti mají stejnou hodnotu. Prˇi porovnání === je porovnání pravdivé
jen v prˇípadeˇ totožných instancí [6].
[9]
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Asociativita Operátor Další informace
neasociativní clone, new clone a new
levá [ Pole
pravá ** Výpocˇet
pravá ++, –, (int), (float), (string), (in/de)krementace, typy,
(array), (object), (bool), @ utišení chyby
neasociativní instanceof Typy
pravá ! Logické výrazy
levá *, /, % Výpocˇet
levá +, -, . Výpocˇty a rˇeteˇzec
levá «, » Bitové operace
neasociativní <, <=, >, >= Porovnání
neasociativní ==, !=, ===, !==, <>, <=> Porovnání
levá & Bitové operace a reference
levá ^ Bitové operace
levá | Bitové operace
levá && Logické výrazy
levá || Logické výrazy
pravá ?? Porovnání
levá ?: Porovnání
pravá =, +=, -=, *=, **=, /=, .=, Prˇirˇazení
%=, |=, ^=, «=, »=, =>
levá and Logické výrazy
levá xor Logické výrazy
levá or Logické výrazy
levá , Mnoho významu˚
Tabulka 4.1: Tabulka priority výrazu˚ PHP[20]
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Asociativita Operátor Další informace
levá :: Scope resolution
pravá ++, – Prefix inkrementace a dekrementace
+, - Unární plus a mínus
!, ˜ Logická negace a binární negace






levá ., -> Ukazatel na cˇlena
levá *, /, % Násobení, deˇlení, zbytek po celocˇíselném deˇlení
levá +, - Scˇitání a odcˇítání
levá «, » Bitový posuv vlevo a vpravo
levá <, <= Porovnání - menší, menší nebo rovno
>, >= Porovnání - veˇtší, veˇtšíší nebo rovno
levá ==, != Porovnání - rovno, nerovno
levá & Bitový AND
levá ^ Bitový XOR (exkluzivní OR)
levá | Bitový OR
levá && Logický AND
levá || Logický OR
pravá ?: Ternární operátor
throw Operátor výjimky
= Prˇímé prˇirˇazení
+=, -= prˇirˇazení soucˇtem/odecˇtem
*=, /=, %= Prˇirˇazení násobku, deˇlení, zbytku po celocˇíselném deˇlení
«=, »= Prˇirˇazení výsledku bitového posuvu vlevo/vpravo
&=, ^=, |= Prˇirˇazení bitového AND, XOR, OR
Levá , Cˇárka - mnoho významu˚
Tabulka 4.2: Tabulka priority výrazu˚ C++[32]
4.2 Promeˇnné
Promeˇnné v PHP musejí dle dokumentace zacˇínat znakem z rozsahu {a-z,A-Z,_, 0x7f-0xff}
a další znaky mohou obsahovat také cˇíslice[15]. I prˇesto existují zpu˚soby, jak je možné definovat
promeˇnnou nesplnˇující tuto podmínku. Naprˇíklad $a = 5; $$a = 1; umožní definovat pro-
meˇnnou s názvem „5“ a hodnotou 1. Jazyk C++ vyžaduje, aby název promeˇnné zacˇínal znakem
z množiny { a-z, A-Z, _}, další znak mu˚že být také cˇíslo. Název nesmí být klícˇové slovo
(uvedeny v specifikaci C++11 kapitola 6.3.3.1). Oba jazyky rozlišují velikost písmen promeˇnných[32].
Z teˇchto specifikací názvu˚ promeˇnných vyplývá neˇkolik omezení, které je trˇeba vyrˇešit. Použití
znaku˚ z rozsahu s kódem 0x7f - 0xff není v kódu PHP prˇíliš cˇasté, a mu˚žeme tedy pro úcˇely
nástroje zobrazit uživateli upozorneˇní, že tento název není podporován. Název promeˇnné PHP, který
je v jazyce C++ klícˇovým slovem, cˇi zacˇíná cˇíslicí, je možno upravit prefixem. Tím dojde i k zprˇe-
hledneˇní kódu, kdy bude jasneˇ rozlišitelné, které promeˇnné jsou ekvivalentem promeˇnných z PHP
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a které byly prˇidány v rámci transformace. Pro tyto úcˇely byl zvolen prefix phpVar_.
Další cˇástí, kterou je trˇeba vyrˇešit, je rozdílný obor platnosti promeˇnných. Specifikace jazyka
C++ definuje tzv. Lokální obor, který má rozsah bloku uvnitrˇ { a }. Tedy promeˇnná definovaná
v teˇle funkce je dostupná uvnitrˇ dalších vnorˇených bloku˚ až do konce teˇla funkce. V prˇípadeˇ teˇla
cyklu nebo podmínky je pak promeˇnná definovaná v tomto teˇle dostupná do jeho konce. Dále je
v C++ rozsah výrazu (Statement scope), kdy promeˇnná definovaná uvnitrˇ ( a ) u konstrukcí for,
while, if a switch je platná do konce teˇla[32]. Jazyk PHP obsahuje lokální obor funkce, kdy
všechny promeˇnné, které jsou definovány uvnitrˇ bloku, nebo by v C++ meˇly platnost pouze v roz-
sahu výrazu, jsou od daného místa dostupny dále i v nadrˇazených blocích[15].
Tento rozdílný obor platností promeˇnných je trˇeba rˇešit prˇesunem deklarace promeˇnných do
lokálního oboru funkce. Proto na zacˇátku teˇla funkce bude generován blok se všemi promeˇnnými




Interpret PHP umožnˇuje zavádeˇt dynamické knihovny tzv. moduly, které rozširˇují dostupné funkce
a trˇídy v interpretovaném prostrˇedí. Nacˇtení je možné prostrˇednictvím konfiguracˇní direktivy ex-
ten-sion=nazev.so v konfiguracˇním souboru php.ini, cˇi v dobeˇ beˇhu funkcí dl("na-
zev.so"). Rozšírˇení obsahují tzv. entry point, tedy adresu, kam v momenteˇ požadavku na nacˇtení
modulu skocˇí tok interpretru a ocˇekává se vrácení datové struktury, která obsahuje informace o do-
stupných funkcích a trˇídách. Zend Engine1, jádro PHP, je napsáno primárneˇ v jazyce C, takže je
trˇeba dodržet kompatibilní zpu˚sob volání a navrácení výsledku. V prˇípadeˇ této práce bude z du˚vodu
jazyka C++ nutno použít konstrukci extern "C"[31][10] [11].
Po inicializaci PHP jsou zavolány inicializacˇní funkce rozšírˇení, které umožnˇují provést alokaci
pameˇti, otevrˇení deskriptoru˚ k souboru˚m apod. V tomto kroku je naprˇíklad vhodné, aby rozšírˇení
pro logování otevrˇelo soubor, do kterého bude zapisovat, jelikož bude pro všechny požadavky stejný
a je zbytecˇné jej otevírat a zavírat prˇi každém požadavku.
PHP proces cˇeká na prˇíchozí požadavek k odbavení. Prˇi jeho prˇijetí nastaví potrˇebné promeˇnné
a spustí interpretaci skriptu. Spolu s nastavením promeˇnných je zavolán další callback z rozšírˇení,
který mu˚že prˇipravit k nacˇtení již konkrétní hodnoty pro daný požadavek - mu˚že tím být naprˇíklad
vlastní implementace session.
Následneˇ dochází k prˇípadným voláním funkcí prˇi vykonávání skriptu obsluhujícího požada-
vek. Po dokoncˇení požadavku je zavolán další callback, který umožnˇuje provést uvolneˇní pameˇti
a další operace pro funkcionalitu rozšírˇení. Z du˚vodu optimalizace nedochází po obsloužení poža-
davku k ukoncˇení procesu PHP, ale proces cˇeká na další prˇíchozí požadavek. Pokud dojde k vypnutí
webového serveru, tak je zavolán další callback, který by meˇl provést úklid zbylých zdroju˚ - proti-
klad k prvneˇ volanému callbacku. Celý tento proces znázornˇuje diagram na obrázku cˇ. 5.1.
5.1 Zend engine
Datová struktura zend_module_entry obsahuje následující hodnoty [10]:
• Verze Zend API, pro kterou je modul zkompilován.
• Seznam závislostí modulu na jiných modulech.
• Název modulu.
• Ukazatel na pole struktur se seznamem funkcí (zend_function_entry).
1http://www.zend.com/en/community/php
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Obrázek 5.1: Životní cyklus rozšírˇení od startu PHP s obsluhou N požadavku˚ po ukoncˇení
• Ukazatel na funkci volanou prˇi zavedení modulu.
• Ukazatel na funkci volanou prˇi rušení modulu.
• Ukazatel na funkci volanou prˇi každém prˇíchozím požadavku na stránku (prˇi použití PHP
jako SAPI modul webového serveru Apache).
• Ukazatel na funkci volanou prˇi konci požadavku na stránku.
• Funkce vracející informace prˇi volání phpinfo().
• Verze modulu.
• Globální promeˇnné modulu.
Struktura zend_function_entry pak obsahuje [5]:
• Jméno, pod jakým bude funkce dostupná v PHP.
• Ukazatel na funkci.
• Argumenty funkce - zda mají být prˇedány referencí.
Tyto hodnoty je trˇeba nastavit v každém rozšírˇení, aby interpret mohl exponovat funkce do in-
terpretovaného prostrˇedí.
zval
Tato struktura je využívána Zend enginem pro data promeˇnné. Vytvorˇení instance struktury je
zjednodušeno makrem MAKE_STD_ZVAL a následné prˇirˇazení hodnoty urcˇitého typu je možno po-
mocí ru˚zných maker – naprˇíklad ZVAL_DOUBLE. Tyto struktury obsahují neˇkolik prvku˚ - C union
prvku˚ pro uložení ru˚zných datových typu˚ (long, double, char*, HashTable, zend_ob-
ject_value), dále pocˇet refencí na hodnotu (PHP implementuje z du˚vodu zlepšení rychlosti tzv.
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líné kopírování), další položkou je typ hodnoty a posledním cˇlenem struktury jsou prˇíznaky pro
správu pameˇti.[26] [16] [17]. Podrobneˇji zkoumat tyo struktury naplneˇné daty je možné pomocí
funkce xdebug_debug_zval z rozšírˇení xdebug.
5.2 PHP-CPP
Tato knihovna prˇidává abstrakci pro definici rozšírˇení a práci s hodnotami z Zend Engine. Prˇináší
trˇídu s prˇetíženými operátory, které ulehcˇují vývoj, ale interneˇ jsou stále použity zval struktury, takže
dochází k zpomalení zpu˚sobenému zpomalením prˇístupu k hodnoteˇ. Prˇi nacˇítání hodnot do registru
musí procesor nacˇíst položku znacˇící datový typ. V prˇípadeˇ rozdílného datového typu, než jaký je
požadován, je nucen provést konverzi. Poté mu˚že prˇistoupit k položce union struktury a provést
zmeˇnu hodnoty. Tento popsaný postup má za následek výpadek hodnot z registru procesoru, a proto
se ukázal propad výkonu u výpocˇtu faktoriálu o neˇkolik rˇádu˚.
V prˇípadeˇ použití nativních datových typu˚ jazyka C byl výsledek výrazneˇ lepší. Pro faktoriál
z 100 000 000 000 byl pru˚meˇrný cˇas na PHP 5.6.15 73s a 0.35s C++. Testovaný pocˇítacˇ byl vyba-
ven procesorem Intel(R) Core(TM) i7-4702MQ CPU @ 2.20GHz, 16 GB RAM 1 600 MHz, SSD
s cˇtením 540 MB/s. Pro prˇeklad bylo použito GCC 4.9.2 zkompilovaný Red Hatem s optimalizací
-O2. Linuxové jádro 4.1.13-100 x64 na distribuci Fedora 21.




Prˇi prˇevodu abstraktního syntaktického stromu na C++ zdrojový kód je trˇeba navrhnout pravidla
a šablony, podle kterých bude transformace a generování kódu probíhat. Prˇi tvorbeˇ teˇchto pravi-
del bylo trˇeba podrobneˇ prozkoumat dokumentaci a specifikaci obou jazyku˚ a chybeˇjící informace
získat a oveˇrˇit experimentálneˇ.
6.1 Jazykové konstrukce
6.1.1 Foreach
Tato konstrukce umožnˇuje v PHP iterování nad prvky pole. Php::Value implementuje iterátor,
takže je možné pole projít pomocí nové vlastnosti z C++11 – for( auto item : array )
{ ... }.
6.1.2 Konstanty
Jazyk PHP umožnˇuje definovat konstanty pomocí konstrukce define. Ty jsou pak dostupné po
celý zbytek kódu pod zvoleným jménem a není možno meˇnit jejich hodnoty. Knihovna PHP-
CPP opeˇt prˇidává abstrakci a umožnˇuje tyto operace. Pro definování konstanty se tedy používá
Php::define("nazev", hodnota) a pro získání (token T_STRING) volání Php::con-
stant(nazev).
6.1.3 Nepovinné argumenty
Funkce v PHP mohou mít nepovinné argumenty. Ty mají v zápise prˇirˇazenou výchozí hodnotu
a pokud není hodnota argumentu prˇi volání specifikována, tak je použita tato výchozí. Knihovna
PHP-CPP prˇedává všechny argumenty jako ukazatel na instanci trˇídy Php::Parameters, což
je objekt implementující prˇístup polem. Nepovinné argumenty jsou tedy rˇešeny pomocí ternárního
operátoru. Použitá šablona pro generování takové promeˇnné je zde uvedena.
1 phpVar_<argName> = (args.size() >= <argPosition> ? args[ <argPosition> ] : <
defaultValue>;
Kód 6.1: Šablona pro generování nepovinných argument funkce
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6.1.4 Podmínky
V PHP je možno zapsat u podmínek elseif veˇtev, jejíž chování je stejné jako else if v C++.
Transformace tohoto výrazu je tedy prˇímá.
6.1.5 Návrat hodnoty z funkce
V PHP není povinnost, aby funkce vracela hodnotu z funkce. Dokonce je možné, aby hodnotu
vrátila jen v jedné z podmíneˇných veˇtví. Prˇi prˇekladu do C++ to je problém, protože pokud je
definováno, že funkce vrací urcˇitý datový typ, tak ho musí opravdu vracet. Pro rˇešení problému
nám nahrává chování PHP, kdy pokud funkce nevrací výsledek, ale i prˇesto je výsledek volání
prˇirˇazen do promeˇnné, tak je „vrácenou“ hodnotou NULL. Postacˇí tedy na konec každé funkce
doplnit return nullptr; a není trˇeba analyzovat veˇtvení funkce a návratové hodnoty v nich.
6.2 Operátory
I prˇes podobnost operátoru˚ v obou jazycích je trˇeba prˇi prˇekladu rˇešit konverzi datových typu˚ ve
výrazech a je tedy trˇeba definovat pravidla transformace.
6.2.1 Logické operátory
Jak je uvedeno v tabulce 4.1 priorit výrazu˚ PHP na straneˇ 14, tak jazyk PHP obsahuje pro logické
operace dveˇ možnosti zápisu operací. Prvním zpu˚sobem zápisu s vyšší prioritou je zápis prostrˇed-
nictvím operátoru˚ &&, || a ^. Tento zápis má vyšší prioritu než prˇirˇazení. Prˇi zápisu v kódu 6.2
na první rˇádce tedy bude výsledná hodnota v promeˇnné $a nepravdivá. Opakem je však zápis na
rˇádku 2, kdy bude hodnota promeˇnné pravdivá, jelikož se s vyšší prioritou provede prˇirˇazení a až
s výsledkem prˇirˇazení se provede AND, jehož výsledek se zahodí.
1 $a = TRUE && FALSE; // $a = (TRUE AND FALSE) -> $a == FALSE
2 $a = TRUE AND FALSE; // ($a = TRUE) AND FALSE -> $a == TRUE
Kód 6.2: PHP ukázka rozdílných priorit operátoru˚
Jazyk C++ však obsahuje pouze operátory s vyšší prioritou než prˇirˇazení. Kromeˇ priority ope-
rátoru˚ se chování neliší[12]. Je tedy trˇeba kromeˇ nahrazení zápisu ve formeˇ slova za funkcˇneˇ odpo-
vídající zápis z jazyka C++ také provést uzavrˇení levé a pravé strany do závorek.
Výsledná transformace tedy bude < op1 > OR < op2 >→ (< op1 >)||(< op2 >)
6.2.2 Matematické operátory
Matematické operátory jako +, -, * a další jsou rˇešeny bez nutnosti výrazné úpravy kódu. Pouze
je doplneˇna prˇípadná konverze datových typu˚ na základeˇ výsledku˚ analýzy. Výjimkou je deˇlení a
mocnina, které jsou popsány v následujících oddílech.
6.2.3 Deˇlení
V prˇípadeˇ deˇlení cˇísel v PHP se neprovádí celocˇíselné, ale i pro výraz 5/4 je výsledkem desetinné
cˇíslo. Prˇi transformaci operátoru˚ deˇlení bude tedy trˇeba provést zmeˇnu typu na float/double. V ja-
zyce C++ je rozdíl mezi výrazy 5/4 a 5.0/4.0, kdy v prvním prˇípadeˇ je výsledkem 1 a v druhém
1.2. Prˇi transformaci tedy bude trˇeba oba operandy deˇlení prˇetypovat na desetinné cˇíslo. K tomu
je použita funkce php2cpp:to_float, která je popsána v kapitole 7.4.
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6.2.4 Mocnina
Pro výpocˇet mocniny cˇísla je možné nahradit operátor ** za volání funkce pow ze standardní
knihovny math.h[3]. Opeˇt je trˇeba rozhodnout o prˇípadném doplneˇní prˇevodu na cˇíslo na základeˇ
analýzy typu˚.
Konverze tedy bude dle pravidla < op1 > ∗∗ < op2 >→ pow(< op1 >,< op2 >).
6.2.5 Porovnání
Jazyk PHP obsahuje dva rozdílné zpu˚soby porovnání hodnot. Jednodušší je porovnání prostrˇednic-
tvím operátoru˚ === a !==, kdy je prvneˇ porovnán datový typ, a pokud se shoduje, tak hodnota.
Složiteˇjší je porovnání pomocí operátoru˚ ==, !=, >, <, >= a <=, které provádeˇjí automatickou
typovou konverzi. Je tedy možné porovnat naprˇíklad rˇeteˇzec "4.5" s cˇíslem 0x05.
PHP pro porovnání zval struktur s konverzí používá funkci compare_function(result,
a, b TSRMLS_CC);. Ta naprˇed provede sjednocení datových typu˚ hodnot. Pokud se jedná o rˇe-
teˇzec, tak je použita funkce zend_is_numeric, která detekuje v rˇeteˇzci prˇípadné celé cˇíslo,
nebo desetinné a vrátí výsledek. Tato funkce je navržena jako konecˇný automat prˇecházející mezi
stavy. Následneˇ jsou v závislosti na typu provedeny konverze na spolecˇný datový typ a provedeno
porovnání. Informace o fungování a návrhu porovnávání byla zjišteˇna analýzou zdrojových kódu˚
interpretru PHP.
Jak již bylo zmíneˇno, tak pro úcˇely této implementace byla použita knihovna PHP-CPP, která
obsahuje trˇídu Php::Value s prˇetíženými operátory. Mezi nimi je i prˇetížení operátoru ==, a je
tedy možné provádeˇt porovnávání s konverzí typu˚ klasickým zpu˚sobem. Pro porovnání bez kon-
verze je pak trˇeba zkontrolovat datové typy obou operandu˚, a pokud jsou shodné, tak porovnat
hodnoty.
6.2.6 Konkatenace
std::string obsahuje metodu append[4]. Je tedy možné transformovat kód 6.3 na 6.4.
1 $a = "a";
2 $b = "b";
3 $a .= $b;
Kód 6.3: PHP ukázka konkatenace
1 std::string a = "a";
2 std::string b = "b";
3 a.apend(b);
Kód 6.4: Transformace konkatenace
6.2.7 Pole
Pro práci s poli je použita instance trˇídy Php::Value z knihovny PHP-CPP, která umožnˇuje práci
s poli jako v PHP. Interneˇ je tato funkcionalita implementována prˇetíženými operátory a hodnoty
jsou ukládány do zval struktur. Prˇi prˇístupu k prvku pole (v PHP je pole hashovací tabulka) je
vrácena instance trˇídy Php::HashMember, která drží referenci na prvek v poli, a prˇirˇazení do
této trˇídy provede pomocí prˇetíženého operátoru = zmeˇnu její hodnoty. Pokud je zamýšleno použití
pro další operace, tak je trˇeba metodou value získat instanci Php::Value, která je kopií dat.
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Z výše popsaných du˚vodu˚ je transformace takového výrazu pak složiteˇjší. Prˇi generování je
trˇeba zohlednit kontext a podle toho použít dva zpu˚soby zápisu.
Výraz $a[0] = $a[1] = $a[”a”] + 5 pak ukazuje transformaci. Pravidlo pro prˇepis je < var >
[< index >] <= expr >→ (< var > [< index >] <= expr >).value(). Výsledek pro cˇást
$a[”a”]+ 5 je (a[”a”]).value()+ 5. Pro cˇást $a[1] = $a[”a”]+ 5 pak (a[1] = (a[”a”]).value()+
5).value() a obdobneˇ pro zbytek výrazu.
6.2.8 Volání funkce
Volání funkce vestaveˇné v PHP i uživatelem definované (interpretované) je pomeˇrneˇ jednoduché
pomocí Php::call, kdy prvním argumentem je název a další argumenty jsou argumenty funkce.
Argumenty mohou být typu Php::Value cˇi jakýkoliv jiný, který je na neˇj možno prˇevést. Tato
funkce umožnˇuje provázání nejen smeˇrem z interpretovaného skriptu do zkompilovaného (volání
prˇeložených funkcí), ale i opacˇneˇ – prˇeložený a zkompilovaný kód mu˚že volat funkci, která je
definována v interpretovaném skriptu. V prˇípadeˇ, že je volána nedefinovaná funkce, tak je zobrazena
zcela stejná chyba, jako by byla volána z interpretovaného kódu. To umožnˇuje prˇekládat jen urcˇité
cˇásti knihoven, které jsou nárocˇné, cˇi je není trˇeba upravovat.
Transformace takového kódu je tedy jednoduché pravidlo: < name > (< args >) → Php ::
Call(< name ><, args >)
6.2.9 Potlacˇení chyby
Pro potlacˇení chyby je trˇeba cˇást ovlivneˇnou potlacˇením vyjmout do vlastní cˇásti kódu, prˇirˇadit
výsledek do pomocné promeˇnné a obalit voláním funkcí z jádra PHP viz kód 6.5. Z du˚vodu, že
takové potlacˇení by ovlivnilo pouze volání vestaveˇných funkcí (prˇekládaný kód nevyvolává PHP
chyby) a jeho použití je silneˇ nedoporucˇováno, jak již bylo zdu˚vodneˇno v prˇedchozí cˇásti, tak tento
operátor není prozatím podporován.
1 void zend_do_begin_silence(znode *strudel_token TSRMLS_DC);
2 // volaný kód
3 void zend_do_end_silence(const znode *strudel_token TSRMLS_DC);




Pro implementaci byl zvolen jazyk PHP, v kterém je možné provádeˇt rychle implementaci, a posky-
tuje potrˇebné funkce. Velkou výhodu pro implementaci je token_get_all(), která umožnˇuje
naparsovat zdrojový kód a prˇevést jej na tokeny. Po získání tokenu˚ je provedena analýza rekurziv-
ním sestupem shora dolu. Prˇi analýze je generován abstraktní syntaktický strom pro generátor kódu.
Parser využívá volání precedencˇní analýzy, která provádí kontrolu výrazu˚ a provádí také tvorbu de-
rivacˇního stromu, kterého je následneˇ využito pro tvorbu abstraktního syntaktického stromu výrazu˚.
Po získání všech potrˇebných informací ze zdrojového kódu je prˇistoupeno k analýze výrazu˚ pro de-
tekci datových typu˚ a následneˇ provedeno generování C++ kódu.
Prvneˇ jsem provedl analýzu neˇkolika hotových rˇešení parsování zdrojových kódu˚, ale zjistil
jsem, že rychlejším a pohodlneˇjším pro další vývoj bude tvorba vlastního rˇešení. Prozkoumaná rˇe-
šení byla cˇasto velmi obecná pro pokrytí co nejveˇtší cˇásti jazyka PHP a nedetekovala pak neˇkteré
chybné konstrukce. Dále pak jejich výstup neobsahoval dostatek potrˇebných informací pro urcˇování
datových typu˚ a vhodné sestavování C++ kódu. Mezi zkoumanými rˇešeními bylo i PHP-Parser1, je-
hož autorem je Nikita Popov, který také prˇispívá do PHP interpretru a je jedním z autoru˚ knihy
„PHP Internals Book“, zabývající se tvorbou PHP rozšírˇení. Zajímavým a vhodným rˇešením s dob-
rým výstupem se ukázal PHP Analyzer2 od spolecˇnosti Scrutinizer, který provádí velmi podrobnou
analýzu. Problémem však byla vysoká cena, komplikující zámeˇr poskytnout výsledné rˇešení jako
open source produkt dostupný zdarma.
7.1 Knihovny
Prˇi implementaci jsem se rozhodl použít open source knihovny poskytující neˇkteré potrˇebné funkce,
než aby docházelo k jejich opakované tvorbeˇ.
7.1.1 PHP-CPP
PHP-CPP3 je knihovna od spolecˇnosti Copernica, která umožnˇuje tvorbu rozšírˇení PHP v jazyce
C++ a prˇidává abstrakci nad interními Zend strukturami. Knihovna je šírˇena pod licencí Apache 2.0
a je ji tedy možno použít pro komercˇní úcˇely a distribuovat i s prˇípadnými zmeˇnami.
Použitím trˇídy odpadá nutnost používat struktury rozšírˇení Zend enginu, které popisuji v kapi-





pretru, a není tedy potrˇeba jejich reimplementace. Volané funkce jsou v interpretru PHP implemen-
továny v jazyce C s cˇastým použitím inline assembleru pro vysokou optimalizaci. Jejich voláním
tedy nedochází k zpomalení. Další, podstatneˇjší výhodou je možnost použít trˇídu Php::Value,
která implementuje prˇetížený konstruktor a prˇetížené operátory pro veˇtšinu datových typu˚ a operací
vcˇetneˇ porovnání s automatickou konverzí a implementuje i funkcionalitu polí.
Nevýhodou tohoto rˇešení je však jeho pomalost. Trˇída Php::Value je interneˇ velmi pro-
vázána s Zend enginem a pro vnitrˇní uložení dat jsou použity tzv. zval struktury, které vnitrˇneˇ
používá i PHP interpret.[27] Ty obsahují mimo jiné i informace pro fungování garbage collectoru
a tak, i když nejsou tyto informace v kompilovaném kódu použity pro správu pameˇti, konzumuje
jejich generování procesorový cˇas.[26] Z tohoto du˚vodu, pokud je to možné, není tato trˇída použita
pro promeˇnné a jsou použity primitivní datové typy bool, long, double a std::string.
7.2 Analýza zdrojových kódu˚ PHP
Pro analýzu je trˇeba provést parsování zdrojových kódu˚ do abstraktní struktury. Pro tento krok je
možné použít funkce, které PHP nabízí. Konkrétneˇ se jedná o funkci token_get() vracející
tokeny uvedené v dokumentaci na adrese http://php.net/manual/en/tokens.php.
Prˇi programování se však ukázalo, že tato funkce není dostatecˇneˇ konkrétní pro zamýšlené
potrˇeby implementace. Cˇastým problémem bylo oznacˇení velkého množství konstrukcí tokenem
T_STRING. Naprˇíklad v tabulce tokenu˚ 3.3 na straneˇ 10 nejsou uvedeny operátory +, -, /, * a další.
To není z du˚vodu jejich absence ve zvolené podmnožineˇ, ale absencí konkrétních tokenu˚. V tabulce
priority operátoru˚ 4.1 jsou uvedeny a jsou dle ní prˇekládány. Jelikož výrazy jsou du˚ležitou cˇástí,
tak byla doplneˇna další úrovenˇ abstrakce, která tyto tokeny prˇeznacˇí z T_STRING na odpovídající
vlastní tokeny - T_PLUS, T_MUL apod. Obdobný postup byl zvolen u dalších chybeˇjících typu˚
tokenu˚ pro strˇedník, složené závorky a další.
Po získání teˇchto tokenu˚ ze zdrojového kódu se pokracˇuje jejich analýzou. V pru˚beˇhu analýzy
mu˚že být nalezena jedna z konstrukcí include, include_once, require, require_once.
Pokud je možné v dobeˇ prˇekladu získat cestu k souboru (tedy neobsahuje naprˇíklad promeˇnné), tak
je provedeno jejich vložení - získání tokenu˚ a vložení na odpovídající místo již známých tokenu˚.
V prˇípadeˇ, že není možné provést vložení, je druh vyvolané chyby obdobný jako v dobeˇ interpretace.
Konstrukce include a include_once vedou pouze k vypsání chyby na standartní chybový
výstup a pokracˇuje se v prˇikladu, kdežto u require a require_once je kromeˇ výstupu také
ukoncˇen prˇeklad[14].
Vlastní parser využívá metody rekurzivního sestupu shora dolu˚. Prˇi pru˚chodu sestavuje abs-
traktní syntaktický strom. Když narazí na výraz, tak je použita zásobníková precedencˇní analýza.
Její derivacˇní strom, který je výstupem, je pak opeˇt prˇeveden na abstraktní syntaktický strom a
zacˇleneˇn do stromu vzniklého v parseru.
Pro uložení informací o promeˇnných - datové typy, použití apod. jsou použity instance trˇídy
Variable uložené v kontejneru, který tvorˇí instance trˇídy Scope. Informace jsou získávány z vý-
stupu precedencˇní analýzy, jelikož v PHP mu˚že být použita promeˇnná ve výrazu i bez definice. Pak
dojde, v závislosti na konfiguraci, k vypsání varování a hodnota takové promeˇnné je rovna NULL.
Po dokoncˇení parsování tokenu˚ zdrojového kódu je prˇedáno rˇízení analyzátoru, který provádí
detekci datových typu˚. Této detekci se podrobneˇji veˇnuji v následující podkapitole 7.3.
Postup této cˇásti analýzy zdrojových kódu˚ je znázorneˇn na diagramu 7.1 na straneˇ 26, který
zacˇíná nacˇtením obsahu prˇekládaného souboru a koncˇí prˇechodem k analýze abstraktního syntak-





















Obrázek 7.1: Analýza vstupního souboru
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7.3 Detekce datových typu˚
Detekce datových typu˚ je založena na statické analýze výrazu˚ a jejím výsledkem je uložení 2 hodnot
k položce stromu. Operuje se zde s vstupním datovým typem - tedy jakého typu je zdrojová hodnota,
a druhým je výstupní typ – ten je výsledkem analýzy výrazu a použit pro konverzi a datové typy.
Analýza je provedena dveˇmi pru˚chody stromem.
Prˇi prvním pru˚chodu metodou Inorder je analyzován strom výrazu a jsou doplneˇny vstupní









Obrázek 7.2: Detekce dato-
vých typu˚ – krok 1
Pokud se jedná o cˇíselnou konstantu, tak je doplneˇn typ Int.
Obdobné je to s typem Float pro desetinná cˇísla, Bool pro logic-
kou hodnotu (True, False), nebo typ NULL.
Prˇi nalezení rˇeteˇzce je postup složiteˇjší. Hodnota rˇeteˇzce je na-
cˇtena do promeˇnné v jazyce PHP a provedeno porovnání pomocí
výrazu $varValue == (int)$varValue, cˇímž je provedena
detekce, zda je hodnota v rˇeteˇzci celým cˇíslem. Pokud porovnání
uspeˇje, tak je nastaven vstupní typ na Int, obdobná detekce se pro-
vede pro Float porovnáním zapsané hodnoty s hodnotou prˇetypo-
vanou na float. Pokud není tato detekce úspeˇšná, tak je nastaven
datový typ na String. Tato detekce vstupních hodnot v rˇeteˇzcích
je z du˚vodu optimalizace, aby se prˇípadneˇ eliminovala potrˇeba prˇe-
vádeˇt rˇeteˇzec na cˇíslo, jelikož to mu˚že být du˚vodem zpomalení výsledného kódu.
Pokud se jedná o promeˇnnou, tak je datový typ oznacˇen automaticky za Mixed, jelikož její
vstupní datový typ mu˚že být odvozen pouze z prˇedchozí práce s touto promeˇnnou (prˇirˇazení), a
není tedy možno s informacemi z tohoto jednoho výrazu detekovat typ. Výsledek prvního pru˚chodu
stromem výrazu 4 + $a * "7" s oznacˇenými vstupními datovými typy je diagram 7.2.
Druhý pru˚chod již operuje s informacemi z první iterace a je proveden metodou Postorder. Prˇi
tomto pru˚chodu se analýza zameˇrˇuje na operátory, které spojují jednotlivé veˇtve stromu. Je zde











Obrázek 7.3: Detekce dato-
vých typu˚ – krok 2
Pro detekci datových typu˚ výrazu˚ jsou použita tato pravidla. Po-
kud není možné aplikovat žádné z pravidel, tak je typ nastaven na
Mixed. Na diagramu 7.3 je znázorneˇna vnitrˇní struktura po apli-
kaci teˇchto pravidel na operátory. Tato pravidla byla sestavena na
základeˇ dokumentace PHP, experimentu˚ s interpretrem PHP 5.6.15
a PHP 7.0.1 a dalších knih [33][20][8].
Porovnání
Výstupní typ: Bool
Operátor: { !, ==, ===, !=, !==, <=, >=, <, >, OR, AND,
XOR, ||, &&, ^^, ||=, &&=, ^^=}
Operandy: Libovolný typ
Matematické operace - celocˇíselné
Výstupní typ: Int
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Operátor: { +, -, *, **, +=, -=, *=, **=, ++, - }
Operandy: {NULL, Bool, Int, String}
Matematické operace - desetinné
Výstupní typ: Float
Operátor: { +, -, *, **, +=, -=, *=, **=, ++, - }
Operandy: Alesponˇ jeden {Float, Mixed}
Matematické operace
Výstupní typ: Float








Operátor: { ., .= }
Operandy: Libovolný typ
Prˇirˇazení
Operátor: { = }












Obrázek 7.4: Detekce dato-
vých typu˚ – krok 3
Soucˇástí nástroje je seznam neˇkterých vestaveˇných funkcí PHP
s datovými typy jejich návratových hodnot. Pokud je vracen pouze
jeden datový typ, tak je nastaven jako výstupní. V opacˇném prˇípadeˇ
je použit Mixed.
7.3.2 Propagace výsledku druhéh kroku
Prˇi získání typu˚ operandu˚ je jejich výsledek propagován listu˚m, po-
kud je typem Int, Float, nebo String. Tím je docíleno kon-
verze generovaného kódu na potrˇebné datové typy. Výsledek pro-
pagace mu˚žeme videˇt na diagramu 7.4, kde cˇernou barvou jsou
zapsány výstupní typy a šedou barvou vstupní. Detekovaný typ
Float u promeˇnné $a je uložen k informacím o promeˇnné spolu
s cestou v abstraktním syntaktickém stromu. Tyto hodnoty jsou ná-
sledneˇ zohledneˇny prˇi generování kódu.
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7.4 Konverze datových typu˚
Jelikož mu˚že být použit naprˇíklad výraz 5 . (4*6), kdy se prvneˇ provede konkatenace dvou
rˇeteˇzcu˚, a následneˇ se provádí matematické operace, tak bylo trˇeba implementovat funkce pro kon-
verzi mezi datovými typy. Prˇi návrhu konverze na rˇeteˇzec se zdálo jako vhodné rˇešení std::to_string.
Následneˇ se však ukázalo, že absence podpory konverze instance trˇídy Php::Value není ele-
gantneˇ rˇešitelný problém. Specifikace jazyka C++ v kapitole 17.6.4.2.1 zakazuje prˇidávat funkce
do jmenného prostoru std [32]. Vznikla tedy nutnost vytvorˇit tuto funkci ve vlastném jmen-
ném prostoru, kdy pro veˇtšinu datových typu˚ bude pouze volat originální funkci. Prˇi testování
se ukázalo, že je také trˇeba prˇedefinovat prˇevod typu double na rˇeteˇzec, jelikož PHP interpre-
tru odpovídá printf formátovací rˇeteˇzec %G, místo pu˚vodního %f[18]. Výsledkem je soubor
cpp/PhpValString.cpp implementující funkci to_string v jmenném prostoru php2cpp.
Druhou konverzí je pak prˇevod na desetinné cˇíslo – naprˇíklad pro výraz 5 * ("4.".6).
Implementace opeˇt probeˇhla v jmenném prostoru php2cpp a pro zachování konvence byla po-
jmenována to_float. Opeˇt se jedná o prˇetíženou funkci, aby bylo možné prˇevádeˇt ru˚zné datové
typy. Veˇtšina konverze je rˇešena C++ operátorem prˇetypování (double) a u rˇeteˇzcu˚ pak funkcí
std::stod. Tím je dosaženo rozumné rychlosti.
7.5 Generování kódu
Generování kódu z abstraktního syntaktického stromu doplneˇného o výsledky analýzy datových
typu˚ a informací o promeˇnných je provádeˇno prostrˇednictvím neˇkolika trˇíd. Každá trˇída implemen-
tuje cˇást generování.
FileGenerator je použit pro generování výstupního C++ souboru. Na zacˇátek souboru do-
plnˇuje potrˇebné konstrukce pro vložení hlavicˇkových souboru˚ a dalších C++ funkcí a trˇíd vytvorˇe-
ných pro potrˇeby prˇekladu. Dále volá generování kódu funkcí a následneˇ ve funkci get_module
exponuje jednotlivé prˇeložené funkce interpretovanému prostrˇedí.
FunctionGenerator generuje kód funkce. Obsahuje informace o názvu funkce, argumen-
tech a lokálních promeˇnných. V strukturˇe abstraktního syntaktického stromu generovaného kódu
je jednou z veˇtví FileGenerator a obsahuje jednu instanci trˇídy CodeGenerator. Úkolem
této trˇídy je vygenerování C++ kódu funkce s argumenty, vygenerování kódu pro definici a inici-
alizaci lokálních promeˇnných s hodnotami argumentu˚. Pro generování promeˇnných se správnými
datovými typy použit VariableGenerator.
CodeGenerator je reprezentací jednoho bloku kódu. Mu˚že reprezentovat funkci, podmí-
neˇnou cˇást kódu cˇi teˇlo cyklu. Obsahuje posloupnost konstrukcí s operandy, které mohou být
ExprGenerator pro generování výrazu, nebo CodeGenerator pro další blok kódu. Ukázka
použité struktury je uvedena pseudokódem 7.1. Položka command rozlišuje, o jakou konstrukci se
jedná a jak budou zpracovány argumenty. V tomto prˇípadeˇ se jedná o reprezentaci cyklu for. In-
stance trˇídy CodeGenerator provede vygenerování zacˇátku zápisu for( a zavolá metodu na
prvním argumentu typu ExprGenerator pro získání kódu inicializátoru. Následneˇ doplní strˇed-
ník a prˇedá generování kódu další instanci generátoru výrazu pro podmínku a poté pro inkrement.
Dalším krokem je zavolání metody pro generování kódu teˇla cyklu posledním argumentem – in-
stancí trˇídy CodeGenerator, která mu˚že obsahovat obdobné zanorˇení.
1 [
2 ’command’ => ’for’,








Kód 7.1: Struktura interní reprezentace konstrukce zdrojového jazyka PHP
ExprGenerator generuje výraz na základeˇ výsledku z precedencˇní analýzy a sady pravidel
zmíneˇných v kapitole 6. Rekurzivneˇ projde strom výrazu a vrátí kód.
7.6 Testování
Prˇi implementaci jsem se rozhodl pro programování rˇízené testy (Test-driven development). Tedy
tvorba testu˚ pro prˇeklad, které naprˇed nejsou úspeˇšné, ale postupneˇ se s prací na projektu stav
zlepšuje. Výhodou takového postupu je kontrola provádeˇných zmeˇn v komplexním rˇešení, kterým
prˇekladacˇ bezesporu je. Automatizované testování takto integrovaného rˇešení bylo pomeˇrneˇ kom-
plikované a proto jsem se nakonec rozhodl pro manuální spoušteˇní testu˚ a vyhodnocování.
Testy jsou umísteˇny u zdrojových kódu˚ v adresárˇi „tests“ a rozcˇleneˇny podle specifické cˇásti,
kterou testují. Testy pokrývají základní konstrukce – výstup, komentárˇe, konstanty, funkce, vklá-
dání, výrazy, argumenty. Dále jsou testy zameˇrˇené na pole, cykl for, foreach, while, funkce, pod-
mínky, precedencˇní analýzu nebo práci s rˇeteˇzci. Mezi další testy testy v jazyce C++ pro oveˇrˇení
funkcˇnosti cˇásti implementované v C++ a testy algoritmu˚ – soubory s algoritmem implementova-
ným v PHP pro testování výkonu a komplexneˇjšího bloku kódu.
7.7 Experimentování
Po dokoncˇení zamýšleného rozsahu jsem se zameˇrˇil na testování prˇekladu na prˇipravených algo-
ritmech i cˇástech používaných knihoven, nebo cˇástech samotného rˇešení. Najít však knihovnu, cˇi
aplikací, jejíž cˇást by bylo možné prˇeložit, se ukázalo jako velmi obtížné. Prˇícˇinou byl objektový
návrh veˇtšiny knihoven, cˇi cˇasté používání referencí, anonymních funkcí a globálních promeˇnných,
které nejsou v soucˇasné implementaci prˇekladacˇe podporovány.
Veškeré experimenty byly provádeˇny na pocˇítacˇi vybaveným procesorem Intel(R) Core(TM) i7-
4702MQ CPU @ 2.20GHz, 16 GB RAM 1 600 MHz, SSD s zápisem 480 MB/s a cˇtením 540 MB/s.
Operacˇním systémem je Fedora 21 s jádrem verze 4.1.13-100.fc21.x86_64. Verze PHP interpretru
je 5.6.15 s Zend Engine v2.6.0 a Xdebug v2.3.3. Jako kompilátor prˇeložených C++ zdrojových
kódu˚ bylo použito GCC 4.9.2 20150212 (Red Hat 4.9.2-6). Pro kompiler byly použity prˇepínacˇe
-Wall -c -O2 -std=c++11 -fpic -o.
Bohužel se ukázalo, že podmnožina jazyka PHP nebyla vybrána zcela optimálneˇ a absence kon-
strukce isset a unset znemožnila prˇeklad veˇtšiny knihoven. Pro experimenty a testování jsem
proto použil neˇkteré algoritmy a vzorce, které zastupují knihovní funkce.
Faktoriál
Pro výpocˇet faktoriálu byla použita implementace s cyklem typu for provádeˇjící násobení s ulo-
žením mezivýsledku do promeˇnné. Pro výpocˇet byl zvolen faktoriál cˇísla 5 000 000. Kód pro meˇrˇení
byl použit 7.2.
Cˇas prvních 3 testu˚ zkompilované verze je: 50.831 s, 51.555 s, 50.380 s. Interpretovaná verze:
52.301 s, 49.888 s, 50.123 s. Po úpraveˇ datových typu˚ (zmeˇna Php::Value za double) byly vý-
sledky testu 2.149 s, 2.144 s, 2.139 s. Výsledek tohoto testu ukázal zpomalení 0.3% zkompilované
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verze. Zajímaveˇjší je ovšem výsledek verze upravené o správné datové typy, který potrˇeboval pro
svu˚j beˇh pouze 4.2% cˇasu interpretované verze. Tato verze ušetrˇí 95.7% pu˚vodneˇ potrˇebného cˇasu
a bylo trˇeba provést jednoduchou zmeˇnu na 2 rˇádcích vygenerovaného kódu.
1 $start = microtime(TRUE);





Kód 7.2: Test pro meˇrˇení rychlosti výpocˇtu faktoriálu
Fibonacciho cˇíslo
Algoritmus pro výpocˇet n-tého cˇísla Fibonacciho rˇady byl zvolen zámeˇrneˇ neefektivní formou
rekurzivního algoritmu vycházejícícho z definice 7.1
F (x) =

0 , pro n = 0 ;
1, pro n = 1;
F (n− 1) + F (n− 2) jinak.
(7.1)
Pro test byl zvolen výpocˇet 27. prvku rˇady. Provedeno 100 výpocˇtu˚ a zmeˇrˇen cˇas kódem 7.3. Cˇas
zkompilované verze: 84.709 s, 84.177 s, 84.243 s. Intepretovaná verze: 54.155 s, 53.285 s, 53.332 s.
V tomto prˇípadeˇ zafungovala detekce datových typu˚ správneˇ a nebyla tedy vytvorˇena verze obsahu-
jící rucˇneˇ zoptimalizované datové typy. V prˇípadeˇ takto cˇasté rekurze by ovšem mohlo být vhodné
zoptimalizovat volání funkce – nevolat funkci prostrˇednictvím konstrukce Php::Call, ale volat
prˇímo její C++ implementaci. Proto vznikla optimalizovaná verze tímto postupem a byla zmeˇrˇena.
Cˇasy této implementace jsou: 84.702 s, 83.288 s, 83.765 s.
Prˇeložená verze dosáhla zpomalení o 57.4% oproti interpretované verzi. Ukázalo se, že prˇelo-
žené funkce s velkým množstvím rekurze jsou pomalejší, než interpretované. Do optimalizace, kdy
bude z volání funkce vynechána knihovna PHP-CPP, resp. Zend engine, jsem vkládal nadeˇje na
zrychlení. Ukázalo se, že tato implementace je stále výrazneˇ pomalejší, než interpretovaná i když
bylo dosaženo zrychlení o 0.6% oproti pouze prˇeložené verzi.
1 $start = microtime(TRUE);





Kód 7.3: Test pro meˇrˇení rychlosti výpocˇtu fibonacciho cˇísla
Arcus sinus
Algoritmus pro výpocˇet byl použit tayloru˚v polynom s vzorcem 7.2, který zejména pro hodnoty













1 ∗ 3 ∗ 5












), |z| < 1 (7.2)
Pro meˇrˇení byl použit kód 7.4, který provedl 100 výpocˇtu˚ hodnoty arcus sinus pro cˇíslo 0,99999.
Potrˇebný cˇas pro teˇchto 100 výpocˇtu˚ zmeˇrˇí s dostatecˇnou prˇesností. Výsledky pro 3 meˇrˇení zkom-
pilované verze jsou: 133.469 s, 128.166 s, 133.269 s a pro interpretovanou verzi 126.870 s, 126.772
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s, 126.957 s. Po úpraveˇ vygenerovaného zdrojového kódu, která spocˇívala v zmeˇneˇ datových typu˚
(zmeˇna Php::Value za double) byly výsledky testu 113.505 s, 114.399 s, 114.408 s.
V prˇípadeˇ zlepšení detekce datových typu˚ je tedy možnost u tohoto algoritmu dosáhnout zkrá-
cení výpocˇetního cˇasu na 89.94 % pu˚vodního cˇasu. Soucˇasná implementace prˇekladacˇe se ukázala
jako nejpomalejší a naopak prˇidává zpomalení ve výši 3.75 %.
1 $start = microtime(TRUE);





Kód 7.4: Test pro meˇrˇení rychlosti výpocˇtu Arcus sinus
7.8 Návrhy na zlepšení
Ukázalo se, že prˇedpokládané úzké hrdlo ve formeˇ trˇídy Php::Value využívající interneˇ zval
struktury a funkce interpretru je reálným problémem. Proto jsem zapocˇal implementaci vlastní trˇídy
s prˇetíženými operátory využívající cachování výsledku˚ prˇi konverzi typu˚ a detekci celých a de-
setinných cˇísel v rˇeteˇzcích. Cˇástecˇneˇ implementovaná trˇída je již dostupná v zdrojových kódech
projektu v souboru cpp/PhpValue.cpp. Bohužel kód není natolik kompletní, aby bylo možné
zmeˇrˇit dopad na rychlost.
Dalším problémem byla neprˇesná detekce datových typu˚. V prˇípadeˇ zprˇesneˇní výsledku˚ by
došlo k generování optimálneˇšího kódu a zlepšení výsledku˚, což ukázal experiment. Pro zlepšení
detekce datových typu˚ se nabízí neˇkolik neˇkolik rˇešení. Prvním je rozšírˇení pravidel o další pravi-
dla, pro zprˇesneˇní detekce. Tento postup bude vyžadovat další podrobné zkoumání zdrojových kódu˚
PHP, pro zjišteˇní prˇesného chování operátoru˚ i v okrajových situacích. Další možností je zavedení
fuzzy logiky do detekce datových typu˚ a následné generování neˇkolika variant kódu – pro prav-
deˇpodobneˇjší kombinaci datových typu˚ by byl vygenerován optimalizovaný kód s datovými typy a
pro méneˇ pravdeˇpodobný pak obecý kód s použitím Php::Value. Obdobné rˇešení jsem z pocˇátku
zavrhl pro vysoký pocˇet možných kombinací, ale v prˇípadeˇ generování jen pro více pravdeˇpodobné
kombinace by tato optimalizace mohla mít smysl.
Zajímavým zpu˚sobem, jak detekovat datové typy v kódu by mohlo být vytvorˇení vlastního
analytického rozšírˇení PHP, které by sledovalo vykonávání interpretované aplikace. Tento nástroj
by se zameˇrˇil na hodnoty uložené v zval strukturách interpretru PHP prˇi beˇžném provozu PHP
aplikace. Po nasbírání dostatecˇneˇ relevantního vzorku by byla provedena analýza typu˚ a výsledek
využit pro generování kódu. S prˇihldénutím k pravdeˇpodobnosti, že ojde k zavolání neˇkteré funkce
s argumentem jiného datového typu, než jaký byl v analyzovaných datech by byla opeˇt generována
i verze využívající Php::Value.
Navržené, a v sekci experimentování otestované, rˇešení zamýšlející vynechat PHP-CPP z pro-
cesu volání funkce, v prˇípadeˇ volání prˇeložené funkce z prˇeloženého kódu, se ukázalo jako neopod-




Výsledkem této práce je prˇekladacˇ, který je schopen prˇeložit podmnožinu jazyka PHP do C++. Neˇ-
které prˇeložené konstrukce jsou rychlejší, ale bohužel práce s poli a volání funkcí je stále pomalejší.
Prˇi práci na projektu byla vytvorˇena sada pravidel pro detekci datových typu˚ na základeˇ výrazu˚ a
navrženo neˇkolik dalších zpu˚sobu˚ detekce datových typu˚ pu˚vodneˇ slabeˇ typovaných promeˇnných.
Dalším výsledkem práce je navržení a odzkoušení pravidel pro transformaci kódu rˇešící rozdíly
obou jazyku˚.
Praktické použití projektu v soucˇasném rozsahu je komplikované, jelikož výsledný kód není
vždy rychlejší a není podporována dostatecˇneˇ velká množina jazyka, která je zastoupena v reálných
aplikacích. Ukázalo se, že i když se prˇi výbeˇru podmnožiny zdál výbeˇr dostatecˇneˇ široký, tak pro
reálné aplikace je znacˇneˇ nedostacˇující.
Soucˇasný stav ovšem plánuji zmeˇnit, jelikož nástroj vzniklý v rámci této práce hodlám zve-
rˇejnit zdarma jako open source projekt pod licencí Apache 2.0 s placenou technickou podporou.
V dobeˇ dokoncˇování této práce je již na adrese www.php2cpp.net rozpracovaný web pro prezen-
taci rˇešení. Zájem o tento nástroj projevilo hned neˇkolik zástupcu˚ firem na studentské konferenci
Excel@FIT, na které jsem demonstroval své rˇešení. Výsledek má tedy, v prˇípadeˇ pokracˇujícího vý-
voje, komercˇní potenciál. V blízké dobeˇ mám v úmyslu zlepšit detekci datových typu˚ za použití
postupu˚ navržených v této práci a dokoncˇit novou implementaci trˇídy pro dynamické datové typy.
Zamýšlím také prezentovat toto rˇešení na dalších konferencích zameˇrˇených na PHP vývojárˇe. Jed-
nou z takových akcí, na níž je úcˇast již v jednání, je PoSobota, na které se neformálneˇ scházejí
vývojárˇi, nejen používající Nette Framework, a prˇednášejí o zajímavých technických rˇešeních.
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