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1 MEMORIA 
1.1 Objeto 
El objetivo de este proyecto es el diseño y desarrollo de un sistema de adquisición de señales capaz de 
leer y monitorizar, a tiempo real, diferentes magnitudes tales como temperaturas, tensiones y corrientes 
con el fin de incorporarlo al prototipo de central de cogeneración basada en pila de combustible que se 
está desarrollando en la Universidad CEU Cardenal Herrera.  
 
 
Ilustración 1: Logo de la Universidad CEU Cardenal Herrera. 
 
El desarrollo de dicho sistema responde a la necesidad de substituir los actuales sistemas de captación 
de datos que se están utilizando en dicho proyecto de investigación, por un sistema personalizado y más 




El ámbito de aplicación de este proyecto es principalmente, el campo de la investigación de nuevas 
fuentes de energía, en concreto, en el proyecto de investigación que se realiza en la universidad CEU-
UCH a cerca de las pilas de combustible de alta temperatura alimentadas por hidrógeno.  
El dispositivo que se va a desarrollar pretende satisfacer la monitorización integral de dicho sistema, 
aunque, dado su carácter general, podría utilizarse en cualquier ámbito que requiera de un dispositivo 
de monitorización de magnitudes eléctricas y térmicas. 
A pesar de ello, el presente proyecto no contempla los algoritmos necesarios para el control de la pila 
de combustible, siendo puramente, un dispositivo de adquisición de datos. 
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1.3 Antecedentes 
Las fuentes de energía convencionales han sido una pieza clave del desarrollo tecnológico durante 
muchísimas décadas dado que han abastecido de energía eléctrica a, prácticamente, cualquier lugar del 
mundo. Dichas fuentes poseen el inconveniente común de ser limitadas, dado que el consumo de la 
materia prima necesaria se realiza a un ritmo muy superior al de producción de las mismas.  
A esto hay que sumar los problemas medioambientales derivados de su uso. En un escenario en el que 
cada vez es más evidente el cambio climático que está sufriendo el planeta, estas fuentes de energía 
suponen un problema dada la gran cantidad de emisiones de gases que expulsan a la atmosfera, 
derivados de la quema de energías fósiles, o los residuos peligrosos que producen, como en el caso de 
la energía de fisión nuclear. 
Por todo lo anteriormente mencionado, el desarrollo energético de los últimos años está centrando sus 
esfuerzos en encontrar nuevas fuentes de energía que sean limpias e ilimitadas, como la energía solar, 
la eólica o, en este caso, el hidrógeno. 
 
 
Ilustración 2: Pila de combustible de alta temperatura utilizada en el prototipo del CEU-UCH 
 
En la Universidad CEU Cardenal Herrera, en concreto en el campus de Moncada, se está llevando a cabo 
un proyecto de investigación el cual pretende diseñar y construir un modelo de planta de cogeneración 
basado en pila de combustible de hidrógeno de alta temperatura. 
Dicho modelo se desarrolla para implementarlo, entre otros, en modelos de viviendas eléctricamente 
autónomas y prototipos de vehículos no tripulados alimentados con hidrogeno, tales como aviones o 
barcos. 
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Ilustración 3: Ápeiron, el avión no tripulado alimentado por hidrógeno. 
 
Este prototipo requiere una monitorización constante de las magnitudes de control de la pila para su 
correcto funcionamiento. Por ello, el proyecto aquí descrito tiene como objetivo cubrir dicha necesidad, 
mediante el diseño del hardware y software necesario para ello. 
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1.4 Normas y referencias 
1.4.1 Disposiciones legales y normas aplicadas 
Para la realización de este proyecto se ha seguido la normativa que se enumera a continuación: 
• UNE-EN-157001: Criterios generales para la elaboración de proyectos. 
• UNE-EN ISO 9000: Sistemas de gestión de la calidad. Fundamentos y vocabulario. 
• UNE 1032:1982: Dibujos técnicos. Principios de representación. 
• UNE 1-027-95: Dibujos técnicos. Plegado de planos. 
• UNE 1039:1994: Dibujos técnicos. Acotación, Principios generales, métodos de ejecución e 
indicaciones especiales. 
• UNE 1-035-95: Dibujos técnicos. Cuadros de rotulación. 
1.4.2 Programas de desarrollo 
Para el desarrollo de este proyecto en todas sus etapas han sido utilizados el siguiente software 
informático: 
• Eagle: Este potente software de diseño electrónico propiedad de Autodesk permite realizar todo 
el desarrollo de cualquier placa PCB al completo, desde el diseño de su esquema eléctrico hasta 
la disposición y conexión de los componentes en la placa, permitiendo además exportar los 
archivos GERBERS de la misma para su posterior producción.  
 
 
Ilustración 4: Captura de pantalla de Eagle 
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• Visual Studio Code: Software libre de desarrollo de código compatible con prácticamente 
cualquier lenguaje y plataforma. Su intuitiva interfaz visual lo convierte en una herramienta 
perfecta para gestionar códigos extensos.  
 
 
Ilustración 5: Captura de pantalla de Visual Studio Code 
 
• Spyder: Entorno de desarrollo de código abierto para Python integrado en Anaconda orientado 




Ilustración 6: Captura de pantalla de Spyder (Anaconda) 
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• Apuntes de la asignatura EE1018 – Electrónica 
• Apuntes de la asignatura EE1034 – Programación de sistemas 
• Apuntes de la asignatura EE1035 – Instrumentación, Medida i Tratamiento de Señal 
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1.5 Definiciones y abreviaturas 
1.5.1 Definiciones 
• Arduino: Es una plataforma de código libre que desarrolla hardware y software conocida por 
sus microcontroladores. 
• Diodo Zener: Diodo de silicio diseñado para trabajar en la zona de ruptura donde, al superar una 
tensión máxima, el diodo abre el paso a la corriente. 
• Gerbers: Archivos generados por los programas de diseño de PCBs que contienen la información 
por capas de su composición, necesarios para la fabricación de las mismas. 
• Hardware: Nombre que recibe el conjunto de componentes físicos de un dispositivo electrónico. 
• I2C: Bus de comunicación serie diseñado para la comunicación entre máquinas. 
• Jumpers: Componente electrónico con dos o más terminales que permite abrir o cerrar un 
circuito eléctrico, bien sea mediante un puente de un material conductor, como por medio de 
soldadura de estaño.  
• Matlab: Programa informático de cálculo matemático muy utilizado en el campo de la ciencia y 
la tecnología. 
• Microcontrolador: Es un circuito integrado programable que incluye en su interior memoria, 
cpu y periféricos. 
• Modbus: Es un protocolo de comunicación industrial de arquitectura maestro/esclavo que 
permite una sencilla comunicación entre máquinas. 
• Pila de combustible: Es un dispositivo en el cual se produce una reacción química controlada 
para producir energía eléctrica mediante un flujo continuo de los reactivos que la alimentan. 
• Python: Lenguaje de programación interpretado de código abierto multiplataforma. 
• Shield: Tarjeta electrónica que complementa a un microcontrolador encajando sobre los pines 
de este. 
• Shunt: Resistencia de valor mínimo que permite el paso de electricidad produciendo una caída 
de tensión reducida entre sus bornes. Midiendo dicha tensión se puede calcular la intensidad 
que la atraviesa. 
• Software: Conjunto de procesos instalados en una computadora que le permiten realizar 
determinadas tareas. 
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1.5.2 Abreviaturas 
• CEU-UCH: CEU – Universidad Cardenal Herrera. 
• CPU: Unidad central de proceso (del inglés Central Process Unit). 
• COM: Puerto de comunicación del pc. 
• PC: Ordenador personal (del inglés Personal Computer). 
• PCB: Placa de circuito impreso (del inglés Printed Circuit Board). 
• RTC: Reloj de tiempo real (del inglés Real Time Clock). 
• SD: Secure Digital. Nombre que reciben las targetas de memoria de este tipo. 
• SPI: Interfaz de periféricos síncrona (del inglés Syncronous Peripheral Interface). 
• USB: Bus serie universal (del inglés Universal Serial Bus). 
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1.6 Requisitos de diseño 
El prototipo de central eléctrica de cogeneración basada en pila de combustible que se está 
desarrollando en la UCH-CEU necesita, para su correcto funcionamiento, un dispositivo capaz de obtener 
las magnitudes necesarias para definir su estado en diferentes zonas de dicha instalación. Dicho 
dispositivo debe ser capaz de mostrar a tiempo real la evolución de las mismas y almacenarlas para su 
posterior análisis.  
Según su carácter, podemos clasificar y definir los requisitos necesarios para dicho dispositivo en los 
siguientes subgrupos: 
1.6.1 Adquisición de datos 
• Es necesario contar, como mínimo, con entradas preparadas para leer: 
o 3 señales de tensión que podrán oscilar entre 0 y 25 voltios 
o 3 señales de corriente que pueden oscilar entre 0 y 20 amperios 
o 3 señales de temperatura que pueden oscilar entre 0 y 150ºC 
o 1 señal de temperatura ambiente 
• Dichas entradas deben poder leerse de forma simultánea e independiente. 
• El usuario debe ser capaz de calibrar dichas entradas antes de cada uso para asegurar su correcto 
funcionamiento. 
1.6.2 Comunicaciones 
• El dispositivo debe ser capaz de mostrar a tiempo real los datos obtenidos en un PC, por lo que 
deberá establecerse un método de conexión con este. 
• El sistema de comunicación debe basarse en el protocolo de comunicación industrial MODBUS 
para permitir una mayor versatilidad a la hora de interaccionar con otros dispositivos 
industriales, si fuera necesario. 
1.6.3 Almacenamiento 
• El dispositivo debe ser capaz de funcionar de forma autónoma sin la necesidad de estar 
conectado a un PC o a cualquier otro dispositivo vía MODBUS. Para ello, deberá contar con una 
ranura SD para almacenar la captura de datos. 
• Dicho almacenamiento de datos debe realizarse en un archivo de texto plano en formato .csv y 
con una marca temporal que permita identificar el momento de la medición. 
• El dispositivo debe contar también con la capacidad de almacenar los parámetros de 
configuración cuando este se encuentre apagado, recuperando dichos valores cuando vuelva a 
iniciarse. 
1.6.4 Interfaz de usuario 
• El sistema deberá contar con una interfaz de monitorización compatible con Windows donde 
visualizar las señales capturadas a tiempo real, pudiendo activar/desactivar las señales que en 
un momento dado se encuentren desconectadas o no sean de utilidad. 
• Debe poseer una pantalla de calibración donde, para cada señal, el usuario sea capaz de ajustar 
el sensor para su correcto funcionamiento. 
• Dicha interfaz debe comunicar con el dispositivo vía USB, usando el protocolo MODBUS. 
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1.7 Análisis de soluciones 
1.7.1 Configuración general del dispositivo 
Para cumplir con los requisitos de diseño, se necesita, básicamente, una unidad central de proceso y una 
serie de circuitos electrónicos que adapten las señales provenientes de los sensores a las entradas de 
dicha CPU.  
En un primer momento, se planteó la opción de integrar las dos partes en la misma placa. Esto reduciría 
notablemente los costes de producción para grandes lotes y dotaría al dispositivo de un tamaño más 
reducido, a costa de incrementar los costes de diseño.  
Dado que no se contempla la producción en masa y el tamaño del dispositivo no es un problema a tener 
en cuenta, se ha optado por utilizar un microcontrolador comercial como unidad de proceso y diseñar 
un Shield que contenga todos los elementos necesarios para la conexión directa de los sensores a este.  
 
1.7.2 Unidad central de proceso 
Se necesita una unidad central de procesos que sea capaz de leer tantas entradas simultáneas como se 
definen en los requisitos de diseño, además de contar con suficientes puertos de comunicación para 
intercambiar datos con el resto de hardware.  
De entre todo el abanico de opciones posibles, se focalizó principalmente en los productos de la familia 
Arduino, dado que cuentan con una excelente relación calidad-precio y, gracias a su popularidad, 
cuentan con infinidad de documentación en la red que facilita su programación. La mayoría de estas 
tarjetas no poseen grandes procesadores, ni procesador gráfico, ni conexión de red, como el caso de las 
Raspberry Pi pero, tampoco son características necesarias para este proyecto dado que la CPU solo debe 
leer datos, procesarlos y enviarlos al dispositivo que se encargará de la monitorización. 
 
Ilustración 7: Arduino Due 
Solo dos productos de la familia Arduino poseen suficientes entradas analógicas para satisfacer los 
requisitos de diseño: Arduino Mega y Arduino Due. Se toma la decisión de utilizar este último, puesto 
que posee conversores AD de 12 bits frente a los 8 bits de Arduino Mega. Característica que dotará al 
dispositivo de mayor precisión a la hora de adquirir datos. 
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1.7.3 Lectura de temperaturas 
La lectura de temperaturas se realiza con sensores PT100/PT1000. Dichos sensores producen cambios 
muy pequeños de su resistencia interna al variar su temperatura, por lo que se necesita un circuito 
amplificador que eleve sus salidas a los valores de entrada de Arduino.  
En un primer momento se estudió la posibilidad de realizar dicho circuito mediante operacionales pero, 
si se desea una compatibilidad con PT100 y PT1000 tanto de 2, 3 y 4 hilos, el circuito se complica y 
aumenta su tamaño en placa.  
 
Ilustración 8: Sonda de temperatura PT100 de 3 hilos 
Por ello, finalmente se optó por recurrir al circuito integrado MAX31865. Este integrado permite la 
lectura de resistencias PT100/PT1000 de 2, 3 y 4 hilos con una resolución de 15 bits, además de contar 
con salida SPI para comunicar bidireccionalmente con la CPU. 
 
1.7.4 Lectura de corrientes 
En cuanto a la lectura de corrientes, se focalizó en las sondas de efecto Hall puesto que no son invasivas, 
pero sí suficientemente precisas. A pesar de ello, estos sensores poseían el problema de captar mucho 
ruido electromagnético a causa de su principio de funcionamiento, por lo que fueron descartados y 
substituidos por resistencias Shunt. Resistencias que, a pesar de ser mínimamente invasivas alterando 
la resistencia total del circuito, permiten una lectura mucho más limpia en cualquier entorno, puesto 
que no son vulnerables a las ondas electromagnéticas. 
 
Ilustración 9: Resistencias Shunt de diferentes tamaños y sensibilidades 
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1.7.5 Protocolo de comunicación 
El dispositivo necesita comunicarse con el pc para transmitirle los datos leídos. Si el número de señales 
hubiera sido menor, se habría optado por una transmisión mediante cadenas de caracteres a través del 
puerto COM, conectado por USB. Pero, puesto que el número de señales es elevado, se desea una 
comunicación bidireccional maestro-esclavo y se busca la versatilidad del dispositivo, se decide 
finalmente implementar un protocolo MODBUS, permitiendo, además, la comunicación con otros 
dispositivos industriales que también lo posean. 
 
1.7.6 Software 
La interfaz visual de usuario se planteó inicialmente en Matlab dada la facilidad de programación y 
cálculo que permite con sus múltiples herramientas, pero dado que no es un programa gratuito, se 
decidió utilizar Python, por ser un lenguaje multiplataforma, de licencia abierta, y que no requiere la 
instalación de ningún programa para la ejecución de sus códigos, tan solo poseer el intérprete de Python, 
que en dispositivos Linux ya viene de serie. 
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1.8 Resultados finales 
Definidas las soluciones adoptadas para el diseño del dispositivo, pueden definirse las características 
generales de este. 
 
Ilustración 10: Esquema de funcionamiento general del dispositivo 
 
En términos generales, se ha diseñado un dispositivo que posee cuatro entradas para la lectura de 
tensiones, cuatro entradas para la lectura de corrientes, cuatro entradas para la lectura de temperaturas 
y cuatro entradas analógicas para uso de carácter general. A todo esto, se le suma un RTC que 
proporciona la marca temporal a dichas lecturas. Para su control, el dispositivo incorpora un pulsador y 
un led que permite al usuario activar y desactivar el guardado de datos y visualizar su estado 
respectivamente.  
La tarjeta SD permite el almacenamiento de los datos obtenidos, así como la lectura y escritura de las 
variables de configuración. Finalmente, el dispositivo incorpora conexión con protocolo MODBUS tanto 
USB como RS-485 para la visualización de las lecturas. 
A continuación, se exponen con detalle las características de cada uno de los elementos que lo 
conforman. 
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1.8.1 Hardware general 
 
Ilustración 11: Montaje completo del dispositivo 
El dispositivo está formado por una shield que se acopla a un Arduino Due a través de los pines. En ella 
se encuentran todos los circuitos electrónicos que se describirán a continuación y que permiten la 
conexión de los sensores con Arduino Due. El conexionado de estos sensores se realiza mediante 40 
bornes a tornillo tal y como se indica en el siguiente esquema. 
 
 
IZQUIERDA  DERECHA 
1. T1_FORCE+ 11. T1_RTDIN+  20. V4_IN 10. GND 
2. T1_FORCE- 12. T1_RTDIN-  19. V3_IN 9. GND 
3. T2_FORCE+ 13. T2_RTDIN+  18. V2_IN 8. GND 
4. T2_FORCE- 14. T2_RTDIN-  17. V1_IN 7. GND 
5. T3_FORCE+ 15. T3_RTDIN+  16. SHUNT4_V+ 6. SHUNT4_V- 
6. T3_FORCE- 16. T3_RTDIN-  15. SHUNT3_V+ 5. SHUNT3_V- 
7. T4_FORCE+ 17. T4_RTDIN+  14. SHUNT4_V+ 4. SHUNT2_V- 
8. T4_FORCE- 18. T4_RTDIN-  13. SHUNT4_V+ 3. SHUNT1_V- 
9. GND 19. RS485_A  12. ANALOG_IN_9 2. ANALOG_IN_8 
10. VIN 20. RS485_B  11. ANALOG_IN_11 1. ANALOG_IN_10 
Tabla 1: Esquema de conexiones del dispositivo. 
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1.8.2 RTC 
Los datos deben almacenarse con una marca temporal, dado que Arduino Due no posee reloj y el 
dispositivo tiene la posibilidad de funcionar desconectado del PC, se necesita un elemento que 
proporcione la fecha y hora al sistema y pueda mantenerla cuando este se desconecte. Para ello se ha 
añadido a la shield el RTC DS3231MZ+, un circuito integrado que cuenta con reloj, calendario y 
comunicación I2C, alimentado a través de un condensador de 0.22F que le permite mantenerse 
despierto, aunque se corte la alimentación de la placa. 
 
1.8.3 Lectura de tensiones 
El dispositivo cuenta con cuatro entradas para leer tensión. Cada una de estas, cuenta con un divisor 
resistivo de 3 escalas, permitiendo la lectura en tres rangos de tensión diferentes. La selección de las 
escalas se realiza mediante un jumper colocado en el lado derecho de la placa (junto a la entrada) y su 
configuración es la siguiente: 
 
Esquema Conexión Rango de tensión 
 
Desconectado 0v <= Vin <= 50v 
 
Terminales central y derecho 0v <= Vin <= 25v 
 
Terminales central e izquierdo 0v <= Vin <= 12v 
Tabla 2: Configuración de los jumpers para las entradas de tensión. 
 
1.8.4 Lectura de corrientes 
El dispositivo tiene preparadas cuatro entradas para leer corriente mediante resistencias shunt. La 
conexión de estas debe realizarse de acuerdo al esquema de conexiones respetando en todo momento 
la polaridad de estas. El circuito amplificador cuenta con una ganancia de 51, lo que quiere decir que si, 
por ejemplo, se conecta una resistencia Shunt de 10A/60mV, se obtienen 3.06v a la entrada del 
dispositivo. Dado que una selección o conexión incorrecta de la Shunt pueden provocar tensiones 
negativas o superiores a las máximas de entrada de Arduino, se han protegido estas con un Diodo Zener.  
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1.8.5 Lectura de temperaturas 
El dispositivo cuenta con cuatro entradas para leer temperaturas mediante sondas RTD PT100 de 2, 3 y 
4 hilos. Esta lectura se realiza mediante el circuito integrado MAX31865, que permite la lectura de dichos 
sensores con una resolución de 15 bits y comunica con la CPU por medio de SPI.  
En la parte trasera de la shield, se encuentran 4 grupos de jumpers soldables encargados de la 
configuración de las entradas. Según el número de hilos que disponga el sensor, se deberán 
soldar/desoldar de acuerdo con la siguiente tabla: 
 
Esquema Configuración Jumpers Configuración hilos 
 
Jumper superior conectado a la izquierda 
Jumpers de abajo conectados 
2 hilos 
Conectados a RTDIN+ y RTDIN- 
 
 
Jumper superior conectado a la derecha 
Jumper izquierdo conectado 
Jumper derecho desconectado 
3 hilos 
Conectar a RTDIN+ el lado con un hilo 




Jumper superior conectado a la izquierda 
Jumpers inferiores desconectados 
4 hilos 
Conectar los hilos de un lado a 
RTDIN+ y FORCE+ y los del otro a 
RTDIN- y FORCE- 
Tabla 3: Configuración de los jumpers para las entradas de temperatura. 
 
Si se deseara utilizar sensores PT1000, en lugar de PT100, se debería substituir la resistencia 
R5/R7/R9/R11 (según el circuito que se desee modificar, ver esquemático) por una resistencia de 4.3K. 
 
1.8.6 Entradas analógicas 
El dispositivo cuenta con 4 entradas analógicas conectadas a los pines 1, 2, 11 y 12 del bornero derecho. 
Estas entradas no están asignadas a ninguna magnitud en concreto, pero pueden usarse en cualquier 
momento si fueran necesarias. Cuentan con un rango de trabajo de 0 a 3,3v y una resolución de 12 bits. 
 
1.8.7 Pulsador y led de estado 
En la parte superior derecha, se ha incorporado a la shield un pulsador que permite activar y desactivar 
la grabación de lecturas en la SD. Para ello, basta con pulsarlo una vez para cambiar de un modo a otro. 
El led azul que se encuentra a su lado, parpadeará si se encuentra adquiriendo datos. En caso contrario, 
este led permanecerá apagado. 
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1.8.8 Tarjeta SD 
El dispositivo cuenta con una ranura push-pull para tarjeta SD. En esta tarjeta se almacenarán los datos 
adquiridos en un archivo de texto plano llamado “data.txt” para su posterior consulta.  
La tarjeta SD además contiene un archivo llamado “config.txt”. En él se almacenan las variables de 
configuración que han cambiado su valor por defecto. Al inicio de cada sesión, el dispositivo carga desde 
este archivo su configuración y, cada vez que una de estas variables es modificada, se vuelve a guardar 
en el archivo. 
Este archivo puede ser creado/modificado de forma manual por el usuario para establecer su propia 
configuración, siempre que se mantenga el formato correcto. 
 
1.8.9 Salida MODBUS e interfaz de usuario 
Finalmente, el dispositivo cuenta con salida MODBUS para comunicar con la interfaz de usuario o con 
otros dispositivos industriales. 
Por un lado, se ha incorporado el circuito integrado SN65176D para adaptar uno de los puertos serie de 
Arduino Due al estándar RS-485. Por otro lado, el dispositivo puede comunicar mediante MODBUS 
directamente sobre la conexión USB. Por defecto viene configurada la salida a través de USB, en caso 
cambiar a la salida RS-485, bastaría con añadir en el archivo de configuración “config.txt” una línea con 
el texto “rs485=1” 
La interfaz de usuario para diseñada para pc permite visualizar las variables capturadas por el dispositivo. 
Para ello, se deben seguir los siguientes pasos: 
1- Comprobar que el pc tiene el intérprete de Python instalado. 
2- Conectar el dispositivo al pc via USB (programming port) asegurándose de no tener el parámetro 
de configuración “rs485=1” en la SD. 
3- Comprobar que el pc ha inicializado el dispositivo correctamente y en que puerto COM lo ha 
hecho. 
4- Abrir el archivo “dataviewer.py” 
5- Aparecerá una pantalla donde se debe indicar el puerto COM en el que se encuentra conectado 
el dispositivo. Una vez escrito el nombre del puerto, hacer clic en “conectar” 
 
 
Ilustración 12: Interfaz de usuario. Selección de puerto. 
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6- Si el puerto se encuentra disponible y no hay ningún error de comunicación, aparecerá una 
nueva ventana donde aparecen las magnitudes disponibles para su visualización a tiempo real. 
 
 
Ilustración 13: Interfaz de usuario. Menú general. 
 
 
7- Al hacer clic sobre cualquiera de ellas, se abrirá una gráfica donde se mostrarán a tiempo real la 
evolución de todos los cuatro canales de esa magnitud. 
 
 
Ilustración 14: Interfaz de usuario. Gráfica de tensiones. 
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1.9 Planificación 
La realización de este proyecto se ha dividido en las siguientes etapas: 
 
1. Planteamiento del problema 
2. Recopilación de información 
3. Planteamiento de las diferentes soluciones 
4. Análisis de soluciones 
5. Selección de componentes 
6. Diseño del esquema eléctrico 
7. Disposición de los elementos en la placa y ruteado de señales 
8. Fabricación de la placa 
9. Soldadura de los componentes 
10. Programación del código de Arduino Due 
11. Programación de la Interfaz de usuario en Python 
12. Redacción de los documentos del proyecto 
 
JULIO 
 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 
1                                
2                                
3                                
4                                
5                                
6                                
7                                
8                                
9                                
10                                
11                                
12                                
Tabla 4: Planificación del proyecto. Mes de julio. 
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AGOSTO 
 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 
1                                
2                                
3                                
4                                
5                                
6                                
7                                
8                                
9                                
10                                
11                                
12                                
Tabla 5: Planificación del proyecto. Mes de agosto. 
 
SEPTIEMBRE 
 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 
1                                
2                                
3                                
4                                
5                                
6                                
7                                
8                                
9                                
10                                
11                                
12                                
Tabla 6: Planificación del proyecto. Mes de septiembre. 
  
Diseño e implementación de una tarjeta de adquisición de datos para la 
monitorización de una pila de combustible basada en Arduino 
  
 
13-10-2020         Página 31 de 82 
1.10 Orden de prioridad entre los documentos 
El orden de prioridad entre los documentos para el actual proyecto se encuentra definido en la norma 
UNR 157001:2014 y establece la siguiente prioridad: 
 
1. Planos 




1.11 Conclusiones y trabajo futuro 
En el proyecto presentado se ha realizado el diseño completo de una tarjeta de adquisición de datos, 
formada por un Arduino Due y un shield con todos los componentes electrónicos necesarios para la 
conexión directa de los sensores. 
Se ha desarrollado el firmware interno del microcontrolador, con funcionalidades tales como la lectura 
de datos, el ajuste de los mismos en función de los parámetros de calibración, la escritura de datos en 
la SD, la carga de datos desde la SD y la comunicación mediante protocolo MODBUS mediante el puerto 
USB o RS-485. 
También ha sido desarrollada una interfaz de usuario en lenguaje Python que permite la visualización a 
tiempo real de los datos capturados por el dispositivo. 
Se puede concluir, por tanto, que se ha alcanzado el objetivo planteado al principio del proyecto ya que, 
gracias a este dispositivo, el proyecto de la universidad CEU Cardenal Herrera cuenta con un sistema de 
adquisición de datos con visualización a tiempo real más preciso y ajustado a sus necesidades. 
Sin embargo, el dispositivo puede mejorarse añadiendo funcionalidades que podrían ser de gran ayuda 
y con las que aún no cuenta. 
En primer lugar, el dispositivo no cuenta con filtrado de los datos adquiridos por las entradas analógicas. 
Una posible mejora sería establecer algoritmos de filtrado digital para limpiar las señales de posibles 
ruidos indeseados.  
Por otro lado, el protocolo MODBUS ha sido diseñado teniendo en cuenta el intercambio de parámetros 
de calibración y ajuste, así como las funciones de control de la tarjeta SD, que también contemplan la 
lectura y escritura de dichos parámetros. Sin embargo, no ha sido desarrollado un entorno visual desde 
el cual pueda calibrarse con sencillez el dispositivo, quedando pendiente como tarea futura. 
Así pues, la interfaz visual que permite la visualización de datos podría incorporar nuevas 
funcionalidades tales como: la activación/desactivación de señales que no se encuentran en uso, la 
posibilidad de calcular y graficar magnitudes derivadas de las captadas por el dispositivo, o el guardado 
de datos directamente sobre el disco duro del PC. 
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2 ANEXOS 
2.1 Cálculos 
2.1.1 Divisor de tensión 
El circuito de entrada para la lectura de tensiones consiste en un divisor resistivo de 3 etapas como el 
que se muestra en la imagen. 
 
Ilustración 15: Divisor de tensión utilizado en el dispositivo. 
El cálculo de las resistencias de este divisor se ha realizado mediante las tensiones máximas que puede 
admitir. Tomando como partida que la tensión máxima de la entrada analógica de Arduino Due (AD3) 
es de 3,3v, despreciando la corriente que pueda absorber esta y estableciendo que R35=10kΩ; el cálculo 






Haciendo uso de esta fórmula, se obtienen valores de resistencias con decimales que deben aproximarse 
a los valores comerciales de estas. Para evitar problemas a la entrada de Arduino, se han redondeado 
los valores al alza, aumentando mínimamente las tensiones máximas admitidas en cada escalón. 
Las resistencias obtenidas tras realizar el cálculo son: 
R32 =76.8𝑘Ω   R33 =39𝑘Ω  R34 =27𝑘Ω  R35 =10𝑘Ω 
 














(𝑅35 + 𝑅34 + 𝑅33 + 𝑅32) = 50,424𝑉   
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(4) 




= 0.33𝑚𝑉   
(5) 
 
2.1.2 Circuito amplificador para la lectura de corrientes 
Para la correcta lectura de las corrientes a través de las resistencias Shunt, se debe utilizar un circuito 
amplificador. Para este caso concreto se ha utilizado el esquema siguiente, que corresponde a un 
amplificador de tensión diferencial. 
 
Ilustración 16: Circuito amplificador utilizado en las entradas de corriente. 



















(𝑣1 − 𝑣2) 
(8) 






Tomando como base que se desea leer corrientes una resistencia shunt de 20A/60mV, la tensión 
diferencial máxima de la resistencia será de 60mV con 20 amperios de corriente. Como la tensión 
máxima admisible a la entrada es de 3,3v, la ganancia máxima será, por tanto: 
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Despejando la anterior ecuación y buscando valores de resistencias comerciales, se concluyen los 
siguientes valores: 
R1 =1𝑘Ω   R2 =51𝑘Ω 
Donde finalmente la ganancia total del circuito solo sería de 51, pero seguiría cumpliendo con los 
requisitos de diseño.  
Finalmente, se ha añadido una resistencia de pull-down con valor de 10𝑘Ω a la entrada positiva del 
shunt para evitar valores ambiguos cuando esta se encuentre desconectada. Así como un diodo Zener a 
la salida que proteja las entradas analógicas de Arduino Due en caso de sobrepasar la tensión limite o 
de producirse tensiones negativas. 
 
Ilustración 17: Esquema eléctrico final de las entradas de corriente. 
 
2.1.3 Alimentación del dispositivo 
El dispositivo cuenta con unos componentes electrónicos activos en la shield que necesitan ser 
alimentados. Dado que las salidas de tensión de Arduino Due tienen sus limitaciones de corriente, se va 
a proceder al cálculo de las corrientes máximas que consumen los componentes que necesitan ser 
alimentados. 
 
Para una alimentación a 3,3v se obtiene el siguiente calculo: 
 
Consumo máximo de los componentes de la placa alimentados a 3,3V 
Concepto Unidades Consumo unitario (mA) Consumo total (mA) 
SD CARD 1 200 200 
MAX31865 4 3,5 14 
LM321LV 4 50 200 
DS3231M+ 1 0,3 0,3 
Consumo total a 3,3v (mA) 414,3 
Tabla 7: Consumo máximo de los componentes alimentados a 3,3v 
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Dado que la salida de 3,3v de Arduino Due según sus especificaciones puede suministrar hasta 800mA, 
se puede afirmar que no se necesita alimentación externa a 3,3v. 
Para una alimentación a 5v se obtiene el siguiente calculo: 
 
Consumo máximo de los componentes de la placa alimentados a 5V 
Concepto Unidades Consumo unitario (mA) Consumo total (mA) 
SN65176b 1 70 70 
Consumo total a 5v (mA) 70 
Tabla 8: Consumo máximo de los componentes alimentados a 5v 
 
Dado que la salida de 5v de Arduino Due según sus especificaciones puede suministrar hasta 800mA, se 
puede afirmar que no se necesita alimentación externa a 5v. 
 
Finalmente, se procede a calcular la potencia máxima requerida por los componentes anteriormente 
mencionados, más el consumo de Arduino Due, para comprobar el consumo total del sistema. 
 
La potencia total requerida de los componentes sería la siguiente: 
𝑃𝐶𝑜𝑚𝑝 = 𝑉3.3𝑣 ∙ 𝐼3.3𝑣 + 𝑉5𝑣 ∙ 𝐼5𝑣 = 1717,19𝑚𝑊 
(11) 
La potencia consumida por Arduino es de 500mW, que sumada al anterior valor hace un consumo total 
de: 
𝑃𝑡𝑜𝑡𝑎𝑙 = 2217.19𝑚𝑊 
 
Teniendo en cuenta que un USB 2.0 común proporciona un máximo de 500mA a 5v se obtendría una 
potencia de alimentación total de 2500mW por lo que el dispositivo podría ser alimentado 
perfectamente a través del cable USB, no necesitando ninguna fuente de alimentación externa. 
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#define SD_CS_PIN               (5) 
 
#define TEMPERATURE_1_CS_PIN    (9) 
#define TEMPERATURE_2_CS_PIN    (13) 
#define TEMPERATURE_3_CS_PIN    (8) 
#define TEMPERATURE_4_CS_PIN    (12) 
 
#define TEMPERATURE_1_RD_PIN    (6) 
#define TEMPERATURE_2_RD_PIN    (10) 
#define TEMPERATURE_3_RD_PIN    (7) 
#define TEMPERATURE_4_RD_PIN    (11) 
 
#define VOLTAGE_1_PIN           (A0) 
#define VOLTAGE_2_PIN           (A1) 
#define VOLTAGE_3_PIN           (A2) 
#define VOLTAGE_4_PIN           (A3) 
 
#define CURRENT_1_PIN           (A4) 
#define CURRENT_2_PIN           (A5) 
#define CURRENT_3_PIN           (A6) 
#define CURRENT_4_PIN           (A7) 
 
#define ANALOG_1_PIN            (A8) 
#define ANALOG_2_PIN            (A9) 
#define ANALOG_3_PIN            (A10) 
#define ANALOG_4_PIN            (A11) 
 
#define LED_PIN                 (14) 




//      ********************** 
//              DEBUG 
//      ********************** 
#define DBG_SERIAL Serial1 
#define DEBUG_ENABLE        (1) 
#define DEBUG_PRINT(s__)            if (DEBUG_ENABLE) {DBG_SERIAL.print(s__);} 
#define DEBUG_PRINTLN(s__)          if (DEBUG_ENABLE) {DBG_SERIAL.println(s__);} 
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//      ********************** 
//              MODBUS 




    modbus_temperature_1, 
    modbus_temperature_2, 
    modbus_temperature_3, 
    modbus_temperature_4, 
 
    modbus_voltage_1, 
    modbus_voltage_2, 
    modbus_voltage_3, 
    modbus_voltage_4, 
 
    modbus_current_1, 
    modbus_current_2, 
    modbus_current_3, 
    modbus_current_4, 
 
    modbus_analog_1, 
    modbus_analog_2, 
    modbus_analog_3, 
    modbus_analog_4, 
 
    modbus_calibration_channel, 
    modbus_calibration_value, 
 
    HOLDING_REGS_SIZE 
}; 
 




//      ********************** 
//              CONFIG 
//      ********************** 
    uint8_t  save_config(); 
    uint8_t  get_config(); 
    uint8_t  get_config_index(const char *buffer); 
    uint8_t  set_zero(); 
 
    typedef enum { 
        SAMPLERATE  =1, 
        RS485, 
        SAVE, 
 
        TEMPERATURE_1_ZERO, 
        TEMPERATURE_1_MAX, 
        TEMPERATURE_2_ZERO, 
        TEMPERATURE_2_MAX, 
        TEMPERATURE_3_ZERO, 
        TEMPERATURE_3_MAX, 
        TEMPERATURE_4_ZERO, 
Diseño e implementación de una tarjeta de adquisición de datos para la 
monitorización de una pila de combustible basada en Arduino 
  
 
13-10-2020         Página 40 de 82 
        TEMPERATURE_4_MAX, 
 
        VOLTAGE_1_ZERO, 
        VOLTAGE_1_MAX, 
        VOLTAGE_2_ZERO, 
        VOLTAGE_2_MAX, 
        VOLTAGE_3_ZERO, 
        VOLTAGE_3_MAX, 
        VOLTAGE_4_ZERO, 
        VOLTAGE_4_MAX, 
 
        CURRENT_1_ZERO, 
        CURRENT_1_MAX, 
        CURRENT_2_ZERO, 
        CURRENT_2_MAX, 
        CURRENT_3_ZERO, 
        CURRENT_3_MAX, 
        CURRENT_4_ZERO, 
        CURRENT_4_MAX, 
 
        ANALOG_1_ZERO, 
        ANALOG_1_MAX, 
        ANALOG_2_ZERO, 
        ANALOG_2_MAX, 
        ANALOG_3_ZERO, 
        ANALOG_3_MAX, 
        ANALOG_4_ZERO, 
        ANALOG_4_MAX, 
 
        CONFIG_SIZE 
 
    } config_addr_t; 
 
    struct config{ 
        config_addr_t   index; 
        const char      name[15]; 
        int             value; 
        const int       def_value; 
    }; 
 
    config config_map[CONFIG_SIZE] = { 
        {}, 
        {SAMPLERATE,            "samplerate",       0,              0}, 
        {RS485,                 "rs485",            0,              0}, 
        {SAVE,                  "save",             0,              0}, 
 
        {TEMPERATURE_1_ZERO,    "t1_zero",          0,              0}, 
        {TEMPERATURE_1_MAX,     "t1_max",           0,              0}, 
        {TEMPERATURE_2_ZERO,    "t2_zero",          0,              0}, 
        {TEMPERATURE_2_MAX,     "t2_max",           0,              0}, 
        {TEMPERATURE_3_ZERO,    "t3_zero",          0,              0}, 
        {TEMPERATURE_3_MAX,     "t3_max",           0,              0}, 
        {TEMPERATURE_4_ZERO,    "t4_zero",          0,              0}, 
        {TEMPERATURE_4_MAX,     "t4_max",           0,              0}, 
 
        {VOLTAGE_1_ZERO,        "v1_zero",          0,              0}, 
        {VOLTAGE_1_MAX,         "v1_max",           33000,          33000}, 
Diseño e implementación de una tarjeta de adquisición de datos para la 
monitorización de una pila de combustible basada en Arduino 
  
 
13-10-2020         Página 41 de 82 
        {VOLTAGE_2_ZERO,        "v2_zero",          0,              0}, 
        {VOLTAGE_2_MAX,         "v2_max",           33000,          33000}, 
        {VOLTAGE_3_ZERO,        "v3_zero",          0,              0}, 
        {VOLTAGE_3_MAX,         "v3_max",           33000,          33000}, 
        {VOLTAGE_4_ZERO,        "v4_zero",          0,              0}, 
        {VOLTAGE_4_MAX,         "v4_max",           33000,          33000}, 
 
        {CURRENT_1_ZERO,        "c1_zero",          0,              0}, 
        {CURRENT_1_MAX,         "c1_max",           0,              0}, 
        {CURRENT_2_ZERO,        "c2_zero",          0,              0}, 
        {CURRENT_2_MAX,         "c2_max",           0,              0}, 
        {CURRENT_3_ZERO,        "c3_zero",          0,              0}, 
        {CURRENT_3_MAX,         "c3_max",           0,              0}, 
        {CURRENT_4_ZERO,        "c4_zero",          0,              0}, 
        {CURRENT_4_MAX,         "c4_max",           0,              0}, 
 
        {ANALOG_1_ZERO,         "a1_zero",          0,              0}, 
        {ANALOG_1_MAX,          "a1_max",           0,              4095}, 
        {ANALOG_2_ZERO,         "a2_zero",          0,              0}, 
        {ANALOG_2_MAX,          "a2_max",           0,              4095}, 
        {ANALOG_3_ZERO,         "a3_zero",          0,              0}, 
        {ANALOG_3_MAX,          "a3_max",           0,              4095}, 
        {ANALOG_4_ZERO,         "a4_zero",          0,              0}, 
        {ANALOG_4_MAX,          "a4_max",           0,              4095}, 
    }; 
 
//      ********************** 
//           VARIABLES 
//      ********************** 
uint16_t get_raw(uint8_t input_pin); 
uint32_t get_temperature(uint8_t cs_pin); 
void     get_data(); 
uint32_t get_unix_time (); 
uint16_t provisional_time = 0; 
 
 
//      ********************** 
//           MAX31865 
//      ********************** 
Adafruit_MAX31865 thermo1 = Adafruit_MAX31865(TEMPERATURE_1_CS_PIN); 
Adafruit_MAX31865 thermo2 = Adafruit_MAX31865(TEMPERATURE_2_CS_PIN); 
Adafruit_MAX31865 thermo3 = Adafruit_MAX31865(TEMPERATURE_3_CS_PIN); 
Adafruit_MAX31865 thermo4 = Adafruit_MAX31865(TEMPERATURE_4_CS_PIN); 
 
#define RREF      430.0 





void setup() { 
    //Comunicación 
    DBG_SERIAL.begin(9600); 
    delay(100); 
 
    modbus_configure(&Serial, 9600, 1, 2, HOLDING_REGS_SIZE, holdingRegs); 
    modbus_update_comms(9600, 1); 
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    //Entradas 
    analogReadResolution(12); 
 
    DEBUG_PRINTLN("DUE ON"); 
    delay (1000); 
    //SD 
    DEBUG_PRINTLN(get_raw(A0)); 
    if (SD.begin(5)) { 
        DEBUG_PRINTLN("SD OK"); 
        if (!SD.exists("data")){ 
            if (SD.mkdir("data")){ 
                DEBUG_PRINTLN("data dir created"); 
            } 
            else{ 
                DEBUG_PRINTLN("Error creating data dir"); 
            } 
        }   
        get_config(); 
    } 
    else { 
        DEBUG_PRINTLN("SD not found"); 
    }  
    pinMode(14, OUTPUT);  
 
    thermo1.begin(MAX31865_3WIRE); 
    thermo2.begin(MAX31865_3WIRE); 
    thermo3.begin(MAX31865_3WIRE);  




void loop() { 
    get_data(); 
    modbus_update(); 
    digitalWrite(14, 0); 




//*************** FUNCIÓN DE CARGA DE LA CONFIGURACIÓN ***************** 
uint8_t get_config() { 
    File configFile = SD.open("config.txt"); 
    char c[2]=""; 
    char buffer[32] = ""; 
    uint8_t index = 0; 
        if (configFile) { 
            while(configFile.available()) { 
                c[0] = configFile.read(); 
                if (!strcmp(c, "=")) { 
                    index = get_config_index(buffer); 
                    buffer[0] = '\0'; 
                } else if (!strcmp(c, ";")) { 
                    if (index > 0){ 
                        config_map[index].value = atoi(buffer); 
                    } 
                    buffer[0] = '\0'; 
                } else if (!strcmp(c, "\n")) { 
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                    buffer[0] = '\0'; 
                } else { 
                   strcat(buffer, c);  
                } 
            } 
            configFile.close(); 
            DEBUG_PRINTLN("Config loaded"); 
        } 
        else { 
            DEBUG_PRINTLN("error opening config.txt"); 
        } 




//*************** FUNCIÓN DE GUARDADO DE CONFIGURACIÓN ***************** 
uint8_t save_config() { 
     
    char    buffer[2048] = ""; 
    uint8_t buffer_len = 0; 
 
    for (uint8_t i = 0; i < CONFIG_SIZE; i++) { 
        if (config_map[i].value != config_map[i].def_value) { 
            DEBUG_PRINTLN(i); 
            buffer_len = sprintf(buffer, "%s%s=%u;\n", buffer, config_map[i].name, 
config_map[i].value); 
            if (buffer_len > 1000) { 
                DEBUG_PRINTLN ("SD buffer overload"); 
                return 0; 
            } 
        } 
    } 
    if (SD.exists("config.txt")) { 
        SD.remove("config.txt"); 
    } 
    File    configFile = SD.open("config.txt", FILE_WRITE); 
    if (configFile) { 
        configFile.write(buffer); 
        configFile.close(); 
    } 
     
    DEBUG_PRINT(buffer); 




//*************** ADQUISICIÓN DEL INDICE DE UN ELEMENTO CONFIG ***************** 
uint8_t get_config_index(const char *buffer){ 
    for (uint8_t i = 0; i < CONFIG_SIZE; i++) { 
        if (!strcmp(buffer, config_map[i].name)) { 
            return i; 
        } 
    } 
    return 0;    
} 
 
//*************** ADQUISICIÓN DEL VALOR RAW DE UNA ENTRADA ANALOGICA ***************** 
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uint16_t get_raw(uint8_t input_pin) { 
    uint8_t samples = 10; 
    uint32_t sum = 0; 
    for(int i=0; i<samples; i++) { 
        sum += analogRead(input_pin); 
    } 
    return (sum/samples); 
} 
 
//*************** ADQUISICIÓN DE TEMPERATURAS ***************** 
uint32_t get_temperature(uint8_t cs_pin) { 
    switch (cs_pin) 
    case TEMPERATURE_1_CS_PIN: 
        uint16_t rtd1 = thermo1.readRTD(); 
        return thermo1.temperature(RNOMINAL, RREF); 
        break; 
 
    case TEMPERATURE_2_CS_PIN: 
        uint16_t rtd1 = thermo1.readRTD(); 
        return thermo1.temperature(RNOMINAL, RREF); 
        break; 
 
    case TEMPERATURE_3_CS_PIN: 
        uint16_t rtd1 = thermo1.readRTD(); 
        return thermo1.temperature(RNOMINAL, RREF); 
        break; 
 
    case TEMPERATURE_4_CS_PIN: 
        uint16_t rtd1 = thermo1.readRTD(); 
        return thermo1.temperature(RNOMINAL, RREF); 
        break; 
 
    default: 
        return 0; 
} 
 
//*************** ADQUISICIÓN DE DATOS Y GUARDADO EN SD ***************** 
void get_data() { 
 
    int32_t t1_value = get_temperature(TEMPERATURE_1_CS_PIN); 
    int32_t t2_value = get_temperature(TEMPERATURE_2_CS_PIN); 
    int32_t t3_value = get_temperature(TEMPERATURE_3_CS_PIN); 
    int32_t t4_value = get_temperature(TEMPERATURE_4_CS_PIN); 
 
    int32_t v1_value = map(get_raw(VOLTAGE_1_PIN), 0, 4095, config_map[VOLTAGE_1_ZERO].value, 
config_map[VOLTAGE_1_MAX].value); 
    int32_t v2_value = map(get_raw(VOLTAGE_2_PIN), 0, 4095, config_map[VOLTAGE_2_ZERO].value, 
config_map[VOLTAGE_2_MAX].value); 
    int32_t v3_value = map(get_raw(VOLTAGE_3_PIN), 0, 4095, config_map[VOLTAGE_3_ZERO].value, 
config_map[VOLTAGE_3_MAX].value); 
    int32_t v4_value = map(get_raw(VOLTAGE_4_PIN), 0, 4095, config_map[VOLTAGE_4_ZERO].value, 
config_map[VOLTAGE_4_MAX].value); 
 
    int32_t c1_value = map(get_raw(CURRENT_1_PIN), 0, 4095, config_map[CURRENT_1_ZERO].value, 
config_map[CURRENT_1_MAX].value); 
    int32_t c2_value = map(get_raw(CURRENT_2_PIN), 0, 4095, config_map[CURRENT_2_ZERO].value, 
config_map[CURRENT_2_MAX].value); 
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    int32_t c3_value = map(get_raw(CURRENT_3_PIN), 0, 4095, config_map[CURRENT_3_ZERO].value, 
config_map[CURRENT_3_MAX].value); 
    int32_t c4_value = map(get_raw(CURRENT_4_PIN), 0, 4095, config_map[CURRENT_4_ZERO].value, 
config_map[CURRENT_4_MAX].value); 
 
    int32_t a1_value = map(get_raw(ANALOG_1_PIN), 0, 4095, config_map[ANALOG_1_ZERO].value, 
config_map[ANALOG_1_MAX].value); 
    int32_t a2_value = map(get_raw(ANALOG_2_PIN), 0, 4095, config_map[ANALOG_2_ZERO].value, 
config_map[ANALOG_2_MAX].value); 
    int32_t a3_value = map(get_raw(ANALOG_3_PIN), 0, 4095, config_map[ANALOG_3_ZERO].value, 
config_map[ANALOG_3_MAX].value); 
    int32_t a4_value = map(get_raw(ANALOG_4_PIN), 0, 4095, config_map[ANALOG_4_ZERO].value, 
config_map[ANALOG_4_MAX].value); 
     
    holdingRegs[modbus_temperature_1] = t1_value; 
    holdingRegs[modbus_temperature_2] = t2_value; 
    holdingRegs[modbus_temperature_3] = t3_value; 
    holdingRegs[modbus_temperature_4] = t4_value; 
    holdingRegs[modbus_voltage_1] = v1_value; 
    holdingRegs[modbus_voltage_2] = v2_value; 
    holdingRegs[modbus_voltage_3] = v3_value; 
    holdingRegs[modbus_voltage_4] = v4_value; 
    holdingRegs[modbus_current_1] = c1_value; 
    holdingRegs[modbus_current_2] = c2_value; 
    holdingRegs[modbus_current_3] = c3_value; 
    holdingRegs[modbus_current_4] = c4_value; 
    holdingRegs[modbus_analog_1] = a1_value; 
    holdingRegs[modbus_analog_2] = a2_value; 
    holdingRegs[modbus_analog_3] = a3_value; 
    holdingRegs[modbus_analog_4] = a4_value; 
 
    char writeArray[2048] = ""; 
    sprintf(writeArray, 
("%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;%lu;\n"), 
                    get_unix_time(),  
                    t1_value, 
                    t2_value, 
                    t3_value, 
                    t4_value, 
                    v1_value, 
                    v2_value, 
                    v3_value, 
                    v4_value, 
                    c1_value, 
                    c2_value, 
                    c3_value, 
                    c4_value, 
                    a1_value, 
                    a2_value, 
                    a3_value, 
                    a4_value                     
                    ); 
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    if(dataFile) { 
        dataFile.print(writeArray); 
    } else { 
        DEBUG_PRINTLN("SD error"); 
    } 




//*************** ADQUISICIÓN DEL TIEMPO ***************** 
uint32_t get_unix_time() { 
    provisional_time++; 
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import numpy as np 
 
import matplotlib.pyplot as plt 
import matplotlib.animation as animation 
i = 0 
 
gData = [] 
for n in list(range(13)): 




    global entry0 
    global label0 
    global button0 
     
    print(entry0.get()) 
    instrument = minimalmodbus.Instrument(entry0.get(),1)         
    instrument.serial.baudrate = 9600         
    instrument.serial.bytesize = 8 
    instrument.serial.parity   = serial.PARITY_NONE 
    instrument.serial.stopbits = 1 
    instrument.serial.timeout  = 2 
    instrument.mode = minimalmodbus.MODE_RTU  
    instrument.clear_buffers_before_each_transaction = True 
    instrument.close_port_after_each_call = False 
    time.sleep(1) 
     
    label0.place_forget() 
    entry0.place_forget() 
    button0.place_forget() 
 
    def plot_temperature():  
        fig_t = plt.figure(figsize=(10,8)) 
 
        hl_t1,  = plt.plot(gData[0], gData[1], 'r') 
        hl_t2,  = plt.plot(gData[0], gData[2], 'g') 
        hl_t3,  = plt.plot(gData[0], gData[3], 'b') 
        hl_t4,  = plt.plot(gData[0], gData[4], 'k') 
        plt.title("TEMPERATURAS") 
        plt.xlabel("Muestras") 
        plt.ylabel("Temperatura (ºC)") 
 
        ani_t = animation.FuncAnimation( fig_t, update_temperature, fargs = (hl_t1, 
hl_t2, hl_t3, hl_t4, gData), interval = 100, blit = False) 
         
        plt.show() 
 
    def plot_voltage(): 
        fig_v = plt.figure(figsize=(10,8)) 
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        hl_v1,  = plt.plot(gData[0], gData[5], 'r') 
        hl_v2,  = plt.plot(gData[0], gData[6], 'g') 
        hl_v3,  = plt.plot(gData[0], gData[7], 'b') 
        hl_v4,  = plt.plot(gData[0], gData[8], 'k') 
        plt.title("VOLTAGES") 
        plt.xlabel("Muestras") 
        plt.ylabel("Voltage (V)") 
         
        ani_v = animation.FuncAnimation( fig_v, update_voltage, fargs = (hl_v1, 
hl_v2, hl_v3, hl_v4, gData), interval = 100, blit = False) 
         
        plt.show() 
     
    def plot_current():    
        fig_i = plt.figure(figsize=(10,8)) 
 
        hl_i1,  = plt.plot(gData[0], gData[9], 'r') 
        hl_i2,  = plt.plot(gData[0], gData[10], 'g') 
        hl_i3,  = plt.plot(gData[0], gData[11], 'b') 
        hl_i4,  = plt.plot(gData[0], gData[12], 'k') 
        plt.title("CORRIENTES") 
        plt.xlabel("Muestras") 
        plt.ylabel("Corriente (A)") 
 
        ani_i = animation.FuncAnimation( fig_i, update_current, fargs = (hl_i1, 
hl_i2, hl_i3, hl_i4, gData), interval = 100, blit = False) 
         
        plt.show() 
         
 
    def update_temperature(num, hl_t1, hl_t2, hl_t3, hl_t4, data): 
        dx  = np.array(data[0]) 
        dt1 = np.array(data[1]) 
        dt2 = np.array(data[2]) 
        dt3 = np.array(data[3]) 
        dt4 = np.array(data[4]) 
         
        hl_t1.set_data(dx, dt1) 
        hl_t2.set_data(dx, dt2) 
        hl_t3.set_data(dx, dt3) 
        hl_t4.set_data(dx, dt4) 
        plt.ylim(min(min(data[1]), min(data[2]), min(data[3]), min (data[4])), 
max(max(data[1]), max(data[2]), max(data[3]), max (data[4]))+20) 
        plt.xlim(min(data[0]),max(data[0])) 
         
        return hl_t1, hl_t2, hl_t3, hl_t4 
     
     
    def update_voltage(num, hl_v1, hl_v2, hl_v3, hl_v4, data): 
        dx  = np.array(data[0]) 
        dv1 = np.array(data[5]) 
        dv2 = np.array(data[6]) 
        dv3 = np.array(data[7]) 
        dv4 = np.array(data[8]) 
         
        hl_v1.set_data(dx, dv1) 
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        hl_v2.set_data(dx, dv2) 
        hl_v3.set_data(dx, dv3) 
        hl_v4.set_data(dx, dv4) 
         
 
        plt.ylim(min(min(data[5]), min(data[6]), min(data[7]), min (data[8])), 
max(max(data[5]), max(data[6]), max(data[7]), max (data[8]))+20) 
        plt.xlim(min(data[0]),max(data[0])) 
         
        return hl_v1, hl_v2, hl_v3, hl_v4 
     
     
    def update_current(num, hl_i1, hl_i2, hl_i3, hl_i4, data): 
        dx  = np.array(data[0]) 
        di1 = np.array(data[9]) 
        di2 = np.array(data[10]) 
        di3 = np.array(data[11]) 
        di4 = np.array(data[12]) 
         
        hl_i1.set_data(dx, di1) 
        hl_i2.set_data(dx, di2) 
        hl_i3.set_data(dx, di3) 
        hl_i4.set_data(dx, di4) 
         
        plt.ylim(min(min(data[9]), min(data[10]), min(data[11]), min (data[12])), 
max(max(data[9]), max(data[10]), max(data[11]), max (data[12]))+20) 
        plt.xlim(min(data[0]),max(data[0])) 
         
        return hl_i1, hl_i2, hl_i3, hl_i4 
     
     
    def getData(out_data): 
        while True: 
            global i 
            i = i + 1 
            t1 = instrument.read_register(0) 
            t2 = instrument.read_register(1) 
            t3 = instrument.read_register(2) 
            t4 = instrument.read_register(3) 
            v1 = instrument.read_register(4) 
            v2 = instrument.read_register(5) 
            v3 = instrument.read_register(6) 
            v4 = instrument.read_register(7) 
            i1 = instrument.read_register(8) 
            i2 = instrument.read_register(9) 
            i3 = instrument.read_register(10) 
            i4 = instrument.read_register(11) 
             
            gData[0].append(i) 
            gData[1].append(t1) 
            gData[2].append(t2) 
            gData[3].append(t3) 
            gData[4].append(t4) 
            gData[5].append(v1) 
            gData[6].append(v2) 
            gData[7].append(v3) 
            gData[8].append(v4) 
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            gData[9].append(i1) 
            gData[10].append(i2) 
            gData[11].append(i3) 
            gData[12].append(i4) 
             
            if len(gData[1]) > 200: 
                for n in list(range(13)): 
                    gData[n].pop(0) 
 
    dataCollector = threading.Thread(target = getData, args = (gData,)) 
    dataCollector.start() 
     
     
    root.geometry("150x180") 
    tkinter.Label(root, text="¿Que desea visualizar?").place(x=15, y=15) 
    tkinter.Button(root, text="TENSIONES", command=plot_voltage).place(x=20, y=50, 
width=100, height=30) 
    tkinter.Button(root, text="CORRIENTES", command=plot_current).place(x=20, y=90, 
width=100, height=30) 
    tkinter.Button(root, text="TEMPERATURAS", command=plot_temperature).place(x=20, 
y=130, width=100, height=30) 
 
    root.wm_title("DATA VIEWER") 
     
  
 




label0 = tkinter.Label(root, text="¿En que puerto se encuentra el dispositivo?") 
entry0 = tkinter.Entry(root) 
button0 = tkinter.Button(root, text="Conectar", command=com_connect) 
 
label0.place(x=10, y=10) 
entry0.place(x=15, y=40, width=100, height=30) 
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2.4 Datasheet MAX31865 
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2.5 Datasheet DS3231 
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2.6 Datasheet LM321 
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2.7 Datasheet SN65176b 
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3 PLANOS 
3.1 Esquema eléctrico Arduino Due 
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3.2 Layout Arduino Due 
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3.3 Esquema eléctrico Due Shield 
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3.4 Layout Due Shield 
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4 PLIEGO DE CONDICIONES 
4.1 Condiciones técnicas y operativas 
4.1.1 Equipamiento necesario 
Para la correcta realización de este proyecto es necesario el siguiente material: 
• PC con Microsoft Windows 8.1 o superior, procesador de 64 bits con al menos 4 núcleos, y 
al menos 3 GB de memoria Ram. 
• Un microcontrolador Arduino Due. 
• Una tarjeta microSD. 
• Cable micro-USB.  
• Estación de soldadura con pistola de aire caliente. 
• Fuentes de corriente y de tensión para realizar los tests del dispositivo. 
• Toma de corriente con protección. 
 
4.1.2 Directrices para el correcto funcionamiento del dispositivo. 
• Las entradas de tensión nunca deben ser sometidas a tensiones superiores a las marcadas en las 
directrices de este proyecto, pudiendo dañar severamente el dispositivo si esto ocurriera. Así 
mismo, tampoco deben ser sometidas a tensiones de valor negativo. 
• Todas las entradas de tensión están referenciadas a una misma masa común, al menos una de 
ellas debe de estar conectada con el dispositivo.  
• Las entradas de tensión deben ser calibradas antes de su primer uso y después de cada cambio 
en la escala del divisor de tensiones. Así pues, se recomienda comprobar el estado de dicha 
calibración antes de cada uso del dispositivo. 
• Se debe respetar siempre la polaridad de las Shunt en las entradas de corriente. 
• Las resistencias Shunt deben colocarse siempre en el cable de retorno de la corriente, estando 
el borne de menor tensión conectado a 0v.  
• Al ser la Shunt un elemento externo al dispositivo, de debe de prestar atención a la sensibilidad 
de esta, asegurándose de que, multiplicándola por la ganancia del circuito, no se excede la 
tensión máxima de entrada. 
• Las entradas de corriente deben ser calibradas antes de su primer uso y cada vez que se conecte 
de nuevo una Shunt a dicha entrada. Se recomienda comprobar el funcionamiento de dicha 
entrada antes de cada uso. 
• Aunque no es estrictamente necesario, se recomienda la calibración de las entradas de 
temperatura antes de cada uso. 
• No se deben ajustar los jumpers o conectar/desconectar ningún elemento al dispositivo 
encontrándose este conectado a la alimentación. 
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5 MEDICIONES 
Los componentes electrónicos necesarios, así como las herramientas y las horas de trabajo, de este 
proyecto vienen indicados a continuación: 
 
Componentes electrónicos Unidades 
CAP CER 0.1UF 25V X7R 0603 16 
CAP CER 0.15UF 16V X7R 0603 2 
CAP CER 4.7UF 16V X5R 0603 5 
CAP 220MF -20% +80% 3.3V SMD 1 
RES SMD 220 OHM 1% 1/10W 0603 2 
RES SMD 10K OHM 5% 1/10W 0603 20 
RES SMD 1.8K OHM 5% 1/10W 0603 2 
RES SMD 3.3K OHM 5% 1/10W 0603 2 
RES SMD 680 OHM 5% 1/10W 0603 2 
RES SMD 10K OHM 0.1% 1/5W 0603 6 
RES SMD 27K OHM 0.1% 1/5W 0603 6 
RES SMD 39K OHM 0.1% 1/5W 0603 6 
RES SMD 430 OHM 0.1% 1/5W 0603 6 
RES SMD 76.8K OHM 0.1% 1/5W 0603 6 
RES SMD 51K OHM 1% 1/10W 0603 10 
RES 1K OHM 1% 1/10W 0603 10 
DIODE ZENER 3.3V 200MW SOD323F 5 
DIODE SCHOTTKY 30V 200MA SOD323 1 
IC OPAMP GP 1 CIRCUIT SOT23-5 5 
IC RTD TO DIGITAL CONVERT 20QFN 5 
IC RTC DS3231MZ+ 1 
IC TRANSCEIVER HALF 1/1 8SOIC 1 
FERRITE BEAD 80 OHM 0805 1LN 5 
SWITCH TACTILE SPST-NO 0.05A 32V 1 
LED BLUE CLEAR 2SMD 1 
TERM BLK 5P SIDE ENT 5.08MM PCB 4 
CONN MICRO SD CARD PUSH-PULL R/A 1 
CONN JUMPER SHORTING GOLD FLASH 6 
CONN HDR 6POS 0.1 TIN PCB 2 
Tabla 9: Componentes electrónicos utilizados. 
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Materiales y Herramientas Unidades 
Arduino Due 1 
Estaño para soldadura 1 
Soldador con pistola de aire caliente 1 
Fabricación de la placa a medida 1 
Tabla 10: Materiales y herramientas utilizados. 
 
Horas de trabajo Unidades 
Diseño del esquema eléctrico 40 
Diseño de la shield 40 
Programación del firmware 100 
Programación de la Interfaz Visual 80 
Soldadura de los componentes 40 
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6 PRESUPUESTO 
6.1 Presupuesto de ejecución material (PEM) 
 
Coste de los componentes Electrónicos 
Concepto Unidades Precio unitario (€) Coste (€) 
CAP CER 0.1UF 25V X7R 0603 16 0,029 0,464 
CAP CER 0.15UF 16V X7R 0603 2 0,09 0,18 
CAP CER 4.7UF 16V X5R 0603 5 0,24 1,2 
CAP 220MF -20% +80% 3.3V SMD 1 1,74 1,74 
RES SMD 220 OHM 1% 1/10W 0603 2 0,09 0,18 
RES SMD 10K OHM 5% 1/10W 0603 20 0,039 0,78 
RES SMD 1.8K OHM 5% 1/10W 0603 2 0,09 0,18 
RES SMD 3.3K OHM 5% 1/10W 0603 2 0,09 0,18 
RES SMD 680 OHM 5% 1/10W 0603 2 0,09 0,18 
RES SMD 10K OHM 0.1% 1/5W 0603 6 0,23 1,38 
RES SMD 27K OHM 0.1% 1/5W 0603 6 0,23 1,38 
RES SMD 39K OHM 0.1% 1/5W 0603 6 0,23 1,38 
RES SMD 430 OHM 0.1% 1/5W 0603 6 0,23 1,38 
RES SMD 76.8K OHM 0.1% 1/5W 0603 6 0,23 1,38 
RES SMD 51K OHM 1% 1/10W 0603 10 0,054 0,54 
RES 1K OHM 1% 1/10W 0603 10 0,015 0,15 
DIODE ZENER 3.3V 200MW SOD323F 5 0,18 0,9 
DIODE SCHOTTKY 30V 200MA SOD323 1 0,23 0,23 
IC OPAMP GP 1 CIRCUIT SOT23-5 5 0,29 1,45 
IC RTD TO DIGITAL CONVERT 20QFN 5 4,62 23,1 
IC RTC DS3231MZ+ 1 7,09 7,09 
IC TRANSCEIVER HALF 1/1 8SOIC 1 1,81 1,81 
FERRITE BEAD 80 OHM 0805 1LN 5 0,16 0,8 
SWITCH TACTILE SPST-NO 0.05A 32V 1 0,46 0,46 
LED BLUE CLEAR 2SMD 1 0,39 0,39 
TERM BLK 5P SIDE ENT 5.08MM PCB 4 7,35 29,4 
CONN MICRO SD CARD PUSH-PULL R/A 1 1,86 1,86 
CONN JUMPER SHORTING GOLD FLASH 6 0,09 0,54 
CONN HDR 6POS 0.1 TIN PCB 2 0,56 1,12 
Coste total (€) 81,82 € 
Tabla 12: Coste de los componentes electrónicos.  
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Coste de materiales y herramientas 
Concepto Unidades Precio unitario (€) Coste (€) 
Arduino Due 1 42,00 42,00 
Estaño para soldadura 1 3,00 3,00 
Soldador con pistola de aire caliente 1 15,00 15,00 
Fabricación de la placa 1 5,25 5,25 
Envío de la placa 1 7,06 7,06 
Coste total (€) 72,31 € 
Tabla 13: Coste de materiales y herramientas. 
 
 
Coste de Mano de Obra 
Concepto Unidades Precio unitario (€) Coste (€) 
Soldadura de los componentes 40 15,00 600,00 
Coste total (€) 600,00 € 
Tabla 14: Coste de Mano de Obra 
 
 
Coste de Ingeniería 
Concepto Unidades Precio unitario (€) Coste (€) 
Diseño del esquema eléctrico 40 20,00 800,00 
Diseño de la shield 40 20,00 800,00 
Programación del firmware 100 20,00 2000,00 
Programación de la Interfaz Visual 80 20,00 1600,00 
Coste total (€) 5.200,00 € 
Tabla 15: Coste de Ingeniería 
 
 
Presupuesto de ejecución material 
Concepto Unidades 
Coste de los componentes Electrónicos 81,82 € 
Coste de Material y Herramientas 72,31 € 
Coste de Mano de Obra 600,00 € 
Coste de Ingeniería 5.200,00 € 
Coste total (€) 5.954,13 € 
Tabla 16: Presupuesto de Ejecución Material 
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6.2 Presupuesto de ejecución por contrata parcial (PEC) 
 
Presupuesto de ejecución por contrata parcial 
Concepto Unidades 
Presupuesto de ejecución material 5.954,13 € 
Gastos generales (18%) 1.071,74 € 
Beneficio industrial (6%) 357,25 € 
Coste total (€) 7.383,13 € 
Tabla 17: Presupuesto de ejecución por Contrata Parcial 
 
6.3 Presupuesto de ejecución por contrata total 
 
Presupuesto de ejecución por contrata total 
Concepto Unidades 
Presupuesto de ejecución por contrata parcial 7.383,13 € 
I.V.A. (21%) 1.550,46 € 
Coste total (€) 8.933,58 € 
Tabla 18: Presupuesto de ejecución por Contrata Total 
 
 
El coste total del proyecto es de: 
OCHO MIL NOVECIENTOS TRENTA Y TRES EUROS CON CINCUENTA Y OCHO CÉNTIMOS 
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