Abstract: Experience with a multiagent architecture for an industrial Automatic Guided Vehicle Transportation System (AGVTS) reveals a lack of support for relating and composing multiple views in architectural descriptions. This prevents separating concerns while maintaining a good overview of the architecture as a whole, hampering changeability.
Introduction
The architecture of a software system defines the design structure or structures that comprise software elements, the externally visible properties of those elements, and the relationships between them . Modelling a software architecture is an essential step for the development of complex systems, including Multiagent Systems (MASs). During the last decades, several Architectural Description Languages (ADLs) have been proposed for modelling architectures, such as ACME (Garlan et al., 2000) , xADL (Dashofy et al., 2005) , AADL, 1 Clements et al. (2003) and Rozanski and Woods (2005) . An architectural description typically consists of several views. A view defines a set of software elements and the associated relationships between these software elements . Views are used for representing the system or a part of the system from the perspective of a (related set of) concern(s) (IEEE, 2000) . The core issue in architectural design is to define the views that are relevant for key stakeholders' concerns.
The problem central to this paper is that there is a lack of support in ADLs to compose and relate views with each other. Once parts of the architecture are separated using the views, there is a need to compose the views to obtain the architecture as a whole, and this is where the current architectural practice falls short. Composition starts with identifying the relations between views. We use the term composition for an aggregation of several views and relations between views. As a consequence, the architecture of a system is a composition of all views and associated relations between the views.
Experience shows that such support is essential to build a multiagent architecture for a realistic industrial application. We encountered the need for composition during an attempt to describe distribution in a separate view to improve changeability and at the same time keep a good overview of the architecture as a whole, and this in the context of a multiagent architecture for an industrial Automatic Guided Vehicle Transportation System (AGVTS).
Current architectural practice Dashofy et al., 2005; Garlan et al., 2000; IEEE, 2000) provides good support for describing several views, but the support for describing relations between views is too limited. We believe that composing and relating the views is as important as specifying the views. Consequently, we advocate that relations and compositions should become first class, and become an explicit and integral part of the architectural description language.
We put forward view composition and three concrete relations, i.e., refinement, mapping and unification, and use these relations for composing several structural views. As an illustration, we extend the language definition of a representative ADL with explicit support for composing structural views. In this paper, we limit ourselves to adding explicit compositions of one type of view only, namely, the structural view of the existing xADL (Dashofy et al., 2002) . xADL is a general purpose, extensible ADL for modelling architecturally relevant structures. xADL supports the specification of structural views, but there is little to no support for the specification of relations between views. The xADL language is used as an example, but similar composition rules could be of use to other ADLs as well.
The contribution of this paper is threefold. Firstly, we identify and illustrate crucial shortcomings in the current practice of architectural description in a multiagent architecture. These shortcomings relate to the description of compositions and relations between views. Secondly, we put forward three concrete relations that can be used in compositions to bridge this gap. We extend the language definition of xADL to illustrate the concepts. Thirdly, we apply and evaluate the extended language in a realistic and concrete multiagent case study to enable the description of distribution in a separate view and facilitate composing views to obtain a good overview of the architecture as a whole.
The paper is structured as follows: Section 2 illustrates the need for compositions and relations in the context of a concrete case study. Section 3 introduces view composition and relations, and illustrates the concepts by extending the xADL language definition. In Section 4 we apply the extended xADL language to model an excerpt of the AGVTS and we evaluate view composition in this context. Section 5 discusses the results and the lessons learned. Section 6 discusses related work. Finally, Section 7 presents the conclusion.
Problem illustration in a multiagent architecture
In this section we illustrate the problem outlined in the introduction in the context of a concrete industrial case study built with a multiagent architecture. Section 2.1 introduces the case study and its architecture. Section 2.2 discusses our experiences with this architecture and sketches the context in which we encountered the need for compositions and relations between views. Section 2.3 concretely illustrates the lack of support for composition and relations between views.
A multiagent architecture for an automatic guided vehicle transportation system
An AGVTS is a fully automated industrial system that uses multiple AGVs to transport loads in a warehouse or production plant. An AGV is an unmanned transportation vehicle. The AGVTS uses an external software system -called Ensor -that runs on the computer of each AGV vehicle to steer the vehicle, based on high-level commands (such as move, turn) issued by the AGVTS. The main functional requirements for the AGVTS are:
• allocating transportation tasks to individual AGVs
• performing those tasks
• preventing conflicts between AGVs, e.g., on crossroads
• charging the batteries of AGVs before they are drained.
Transportation tasks are issued by a Warehouse Management System (WMS). The AGVTS was built with a multiagent architecture in a joint research project between the research group Distrinet and Egemin, 2 a producer of automated logistic systems . The architecture decentralises control and answers to new market demands, asking for flexible, open and robust systems that can handle dynamic operating conditions in an autonomous way. These qualities are ascribed to multiagent architectures . Using a multiagent architecture means structuring the system into several autonomous agents connected to an environment. We follow the reference architecture for situated multiagent architectures (Weyns, 2006 ). An agent component operates autonomously, but coordinates with other agent components to achieve the system goals. Each agent has three required interfaces: 1 a perception interface to perceive the environment 2 an action interface to influence the environment 3 a communication interface to communicate with other agents by sending and receiving messages through the environment.
The environment is a software component shielding the agents from details of the real world and providing the interfaces for perception, action and communication to the agents .
In the AGVTS we identify three types of agents: firstly, an AGVAgent for each AGV vehicle, responsible for managing the tasks; secondly, a TransportAgent for each transport in the system, responsible for searching an appropriate AGV to perform the transport and to follow up the dispatching; finally, one or more TransportManagerAgents, in charge of communicating with a WMS and managing (creating, removing, etc.) the TransportAgents. The tasks of the environment include the translation of high-level commands from the AGVAgent to Ensor (the software package for low-level control of the AGV vehicle).
Experiences
In this section we discuss the experiences with a multiagent architecture for an AGVTS that motivates describing the distribution in a separate view.
The initial architecture (Boucké et al., 2005) decentralises control by using several agents and physically distributes this control by locating the agents on different computer systems. We refer to this as decentralised deployment. After building a proof-of-concept demo, 3 Egemin realised that using this architecture is a big step with far-reaching effects for the company. To limit risks, the partners agreed on a stepwise distribution. Initially, all agents are located on a single computer system with remote access to the AGV vehicles. We refer to this as centralised deployment. Later on, the agents can be distributed stepwise. Such a schema enables the deployment and testing of multiagent architectures without being bugged with typical problems of a physically distributed system. We can conclude that distribution will need to change several times.
A desirable property of the architecture is that the impact of changing distribution is as small as possible, but this is not the case. Analysis reveals that the decisions with respect to distributions are scattered over the views, both over multiple views of the same type (i.e., several structural views) and over multiple views of different types (i.e., structural, behavioural and deployment views). Additionally, the decisions are tangled with decisions for other concerns. We briefly illustrate scattering and tangling between distribution and control using two structural views shown in Figure 1 . Control covers the decisions to decompose the system into agents and an environment, leading to a decentralised architecture in which each agent controls its own behaviour. A structural view shows the types of components and connectors and emphasises how they should be linked together. The AGVTS view defines two subsystems that are needed for distribution. The AGVControl view and the TransportBase view describe the internal control structure of the respective subsystems. Thus both views are influenced by distribution and control, effectively mixing up the two concerns. Similar scattering and tangling appears in other views of the architectural description. As a consequence, the architects judged that separating distribution from the remainder of the application was necessary, leading to the development of a second version of the architecture. It was during the development of this architecture that we encountered the problem that is the subject of this paper, discussed next.
Problem: lack of support for appropriate relations between views
During the development of a second version of the architecture that described distribution in a separate view, we encountered a lack of support for composition and relations between views. A long-known engineering principle states that having divided to conquer, we must reunite to rule (Jackson, 1990) . Once distribution, as a concern, is separated using the views, there is a need to compose these views together to obtain the architecture as a whole. We claim that this is where the current architectural practice falls short. We briefly illustrate the need for relations using two concrete views in Figure 2 . The figure shows two structural views, the Control view and the Distribution view. 4 The left part of the figure shows the Control view, outlining a decentralised control architecture defining the types of agents and an environment. The right side shows the Distribution view, defining two subsystems (AGVControl and TransportBase), to be deployed on an AGV vehicle and a server respectively.
Imagine an architectural description containing these two views, without any relations. Much remains unclear, implicit and ambiguous. We illustrate this with several examples. Firstly, it is unclear how the subsystems of the Distribution view are related to the agent and environment of the Control view. The two views both contain the Ensor and WMS components, which could lead to an interpretation that the components in the views are linked together through the Ensor and WMS components. This is not what the architect wanted to communicate. Secondly, someone might know or guess that the subsystems contain parts of the Control view, and that the AGVAgent is located on the AGVControl system and that the other agents are located on the TransportBase. At first sight, an obvious solution is to describe the components of both control and distribution in a single view. But this is not an acceptable solution in this case, since it prevents separation of distribution in the architecture.
Towards a solution
Relating these two views is not easy. To illustrate the challenges, we constructed a view containing an intuitive mix of components of both Control and Distribution in Figure 3 . We identified three specific challenges which we know from experience to be quite common in architectural descriptions:
1 Express that elements that appear in different views are actually the same element. Examples are the Ensor and the WMS components.
2 Express that a component of one view is a subcomponent of a component of another view. For example, the AGVAgent is a subcomponent of the AGVControl component.
3 Express that there is a partial overlap between components, and solve this overlap. For example, the Environment component overlaps the two subsystems AGVControl and TransportBase of the Distribution view. Figure 3 illustrates this.
What is important for each of the challenges is that the relations are described explicitly and unambiguously. For example, describing that the TransportManagerAgent is a subcomponent of the TransportBase is not enough, since it leaves open how the connector between the TransportManagerAgent and WMS relates to the connector between the TransportBase and the WMS. In this case, a more exact specification of the interplay between sub-and superelements is needed, such as which port of a subelement maps on the port of a superelement. Without such unambiguous and fully specified relations, there may be unexpected effects of changing one view to another view, leading to inconsistencies in the architectural description. 
Architectural practice
Currently, there are only few approaches in architectural practice that support some kind of relation between views. As far as we know, none of these supports explicit and direct relations between views to cope with the three challenges outlined above. Moreover, the conceptual model of the IEEE Recommended Practice for Architectural Description of Software-Intensive Systems (2000) establishes terms and concepts pertaining to the content and use of architectural descriptions, but lacks the concepts of relations between or compositions of views. The document only briefly mentions that any inconsistencies between views should be documented, but leaves completely open how this should be done. ADLs like ACME (Garlan et al., 2000) and xADL (Dashofy et al., 2005) allow describing multiple views of the same type, but lack support to directly relate structural views with each other. Clements et al. (2003) use tables to define a mapping between elements in different views defining a simple type of relation. Yet this well-known book on architectural documentation only briefly discusses relations. Drawbacks of these types of relations are that they remain informal (relying on a textual explanation), which may lead to ambiguities, and the support for different types of relations is limited. The first two challenges can be partially expressed in such tables, by taking down which elements are the same and which elements are subelements of other elements. But even then the description is ambiguous since much is left open on the exact interplay between the elements. Expressing the third challenge in a useful way is even harder. Rozanski and Woods (2005) only mention that different types of views might be interrelated with each other. The conceptual model (Rozanski and Woods, 2005, p.33) allows describing several views of the same type, but the work provides no support for describing relations between views. The authors only offer an intuitive checklist between each pair of types of views that an architect can follow to manage the consistency of the architecture.
View composition
This section adds view composition and relations as a first-class concept in an architectural description, and by this provides support for explicit relations between structural views.
To make this concrete, in Section 3.1 we present three types of relations based on the challenges identified in the previous section. Section 3.2 presents the xADL language definition and extends this definition with support for composition and these three relations. Section 4 applies the extended xADL language to redesign a part of the AGVTS architecture. View composition is partially inspired by the work on aspect orientation, discussed in Section 6.
Compositions of structural views
A composition is an aggregation of relations. To cope with the challenges identified in Section 2.3, we introduce three types of relations:
1 Unification -Unifies elements (components or connectors) from different structural views with each other, i.e., expresses that elements that appear in the different views are actually the same element. Either the unified elements must have exactly the same interfaces or the architect must define the corresponding interfaces. Unification is used for the first challenge.
2 Mapping -Maps individual elements or groups of elements (called subjects) from one structural view on a single element of another structural view (called target).
The subjects then become subelements of the target element. The points on which the elements are connected to each other are the interfaces (we call these joinpoints). An architect must define corresponding interfaces between the target and the subject. Mapping is used for the second challenge.
3 Refinement -Defines that a specific structural view (referred to as inner structure) describes a substructure for an architectural component (referred to as outer component) of another structural view. The joinpoints used in the refinement relation are the interfaces. The architect must define corresponding interfaces between the outer component and interfaces in the inner structure. Refinement is used for the second challenge.
The third challenge is achieved by a combination of the relations. We come back to this while illustrating the relations in Section 4.
Adding view composition to xADL
We will use the xADL language in our illustrations. Motivations to use the xADL language are that it provides a core language with a simple set of general-purpose constructs to model an architecture. Additionally, it provides an easy way to extend the language definition and the associated tool support for new concepts, allowing fast prototyping of new ADL constructs. xADL supports three types of views:
1 a view defining component types 2 structural views describing component and connector types and how they are linked to each other 3 instance views describing component and connector instances and how they are linked to each other.
Both the structural and instance views are a kind of component and connector view type in the sense of Clements et al. (2003) . But the structural view shows types of components and connectors, emphasising how they should be linked together (called structure by the xADL authors). The instance view uses component and connector instances to show the dynamics of the system (called instance). In this paper, we focus on the second type of view of xADL and call this, in line with the terminology suggested by the xADL authors, a structural view of the system. In Section 3.2.1 we introduce the basic building blocks of xADL and show how they are represented in the architecture. Section 3.2.2 discusses the language definition of xADL. Finally, Section 3.2.3 extends the language definition with compositions and relations.
Basic elements of xADL
A structural view in xADL is built around the following basic elements:
5
• Components -the loci of computation in the architecture. Components have a unique identifier and a textual description, along with a set of interfaces.
• Connectors -the loci of communication in the architecture design. Similar to components, connectors also have a unique identifier, a textual description, and a set of interfaces.
• Interfaces -components' and connectors' portals to the outside world. An 'interface' in xADL is called 'port' for components and 'roles' for connectors in other languages, such as ACME ADL. Interfaces have a unique identifier, a textual description and a direction. The direction indicates whether the interface is provided, required, or both.
• Links -connections between interfaces, defining the topology of the architecture. Figure 4 shows an example architectural description containing two components (Agent and Environment), 6 one connector (ActionCon) and links to attach the connector to the components. In principle, the identifier of an interface can be any unique string. We follow the convention that the identifier uses the name of the element-dot-interface name to make the description more readable, e.g., Agent.action. References are represented by the href property, containing a unique identifier or an element after the sharp symbol.
xADL is supported by a tool set integrated in the Eclipse platform, called ArchStudio.
7 ArchStudio contains both a visual editor, which allows us to graphically manipulate the architecture (notation similar to Figure 4b ), and a special-purpose specification editor, representing the architecture in the form of a tree.
Language definition of xADL
The xADL language is defined in the XML Schemas Definition Language (XSD).
8 XSD is a language for describing the syntax and structure of an XML document. The xADL language definition consists of about ten different XML schema files. We will focus only on the part of the language defining structural views.
To make this concrete, we will make use of two XSD files defined by the authors of xADL. The instance.xsd file ('archinstance' namespace) is historically the first file of the xADL description and contains the definition of several common elements. Next to this, it contains the definition of run-time views. The type.xsd file, with 'structures' as namespace, adds both types and structural views (the archStructure element and ArchStructure type) to xADL. We used the same abbreviated notation as the xADL authors used in Dashofy et al. (2005) to improve readability of the specification. Figure 4 shows that such a structure is a subelement of the xArch element, but this is not shown in our overview. As an example of how the XSD file looks, we included a small excerpt description of the archStructure element and ArchStructure type:
<xsd:element name="archStructure" type="ArchStructure" minOccurs="0" maxOccurs="unbounded"/> <xsd:complexType name="ArchStructure"> <xsd:sequence> <xsd:element name="description" type="archinstance:Description"/> <xsd:element name="component" type="Component" minOccurs="0" maxOccurs = "unbounded"/> <xsd:element name="connector" type="Connector" minOccurs="0" maxOccurs = "unbounded"/> <xsd:element name="link" type="Link" minOccurs="0" maxOccurs = "unbounded"/> </xsd:sequence> <xsd:attribute name="id" type="archinstance:Identifier"/> </xsd:complexType> The arrow between the sequence element of ArchStructure and Description means that an element archStructure (of type ArchStructure) starts with an element description (of type Description). We call description a subelement of archStructure. If no multiplicity is given, the element occurs exactly once. Otherwise the arrow is annotated with minimal and maximal occurrence, in which the star stands for unbounded. The arrow can be annotated with the name of the element. If no name is given, the element has the name of the type, but starting with a lowercase letter (e.g., the element is called description if its type is Description).
In short, an ArchStructure type consists of a sequence of an element description (type Description), zero or more component elements (type Component), zero or more connector elements (type Connector) and zero or more link elements (type Link). Finally, it has an attribute containing a unique identifier. The description element contains a textual description of the structure.
View composition into the xADL language
To make the composition a first-class element, we add a subelement to the xArch element, called archComposition. The internal structure of this element is defined by the ArchComposition type shown in Figure 6 . The arrows leading to the Description type are omitted from the figure to make it more readable. The types ArchComposition, Refinement, Unification and Mapping all have exactly one description element. The full definition file can be found in the composition.xsd file on http://www.cs.kuleuven.be/~nelis/xAdlExtension/. Same graphical notation as in Figure 5 . Figure 7 shows an example of an architectural composition using the refinement composition operator. The figure shows three structures (represented by a UML package symbol: Struct1, Struct2 and Struct3) and a composition specification. The composition specifies that Struct2 refines component A of Struct1, resulting in Struct3. After the mapping, the elements of Struct2 are subelements (subcomponents or subconnectors) of component A. The joinpoints between the structures are the interfaces, specified in the interface mappings part of the refinement composition operator. For example, the A.up interface of component A is mapped on interface Z.up of its subcomponent Z. Currently, the composition between different structures is done by hand. Because the composition specification is explicitly specified in XML, appropriate tool support could make applying a composition really easy. This needs further investigation. Figure 8 shows an example of a composition specification in which the mapping and unification relations are used to relate three structural views. The composition specifies that several elements of Struct5 are mapped on (are subelements of) component A and component B of Struct4, resulting in Struct6. The joinpoints between the structures are the interfaces, specified in the interface mapping part of the refinement composition operator. For example, the B.up interface of component B is mapped on interface X.up of its subcomponent X. Notice that interfaces are the level of abstraction on which the views are bound to each other. The relations rely on specifying the correspondence between interfaces (interface mapping). This restriction to one-to-one mapping might not work well in some cases. For example, one structural view could contain two interfaces which map on one interface in another structural view. In some situations there will be no other choice but refactoring the interfaces of one of the structural views.
Applying view composition in practice
In this section the extended xADL language is applied to an excerpt of an architectural description for the AGVTS. The new architectural description for the multiagent architecture is built up step by step in Section 4.1. It separates an essential concern of a multiagent architecture, namely distribution, from the remainder of the system. We model both centralised and decentralised deployment, leading to two different systems. Section 4.2 evaluates this architecture and analyses the impact of changing distribution, comparing the new architectural description with a previous version.
Example of composing structural views in the AGVTS
We start with a high-level overview of the process and subsequently describe each step in detail. Figure 9 provides an overview of the structural views of the new architectural description. The left-hand side shows a table with a short description of the aim and the step in which the structural view is described. The right-hand side provides a high-level overview of the composition between these views. We explain the process of building a multiagent architecture for the AGVTS using this overview:
• First, we defined two separate views to cope with control and distribution respectively, keeping centralised deployment in mind. These two views are developed in isolation, called Control view in Step 1 and Centralised view in Step 2C respectively (the C in 2C stands for Centralised).
Structural view Aim
Step Control Describes the agent types, environment and associated relations.
1 Centralised Subsystems needed for centralised deployment.
2C
EnsorConnectorInternal Describes a refinement of the EnsorConnector.
3C

ControlExtendedAlt1
Composition of Control and EnsorConnectorInternal.
3C
CentralizedAGVSystem Composition of ControlExtendedAlt1 and Centralised.
4C
Decentralised
Subsystems needed for decentralised deployment.
2D
EnvironmentInternal Describes a substructure of the Environment component.
3D
ControlExtendedAlt2
Composition of Control and EnvironmentInternal.
3D
DecentralizedAGVSystem Composition of ControlExtendedAlt2 and Decentralised.
4D
• Next, we want to define relations between the two views. Here we see that the structures of the views do not fit easily, because there is a partial overlap between the EnsorConnector and the subsystems. This relates to the third challenge of Section 2.3. The solution is to break up one of the components to make it fit. Therefore, we introduce an auxiliary view that breaks up the EnsorConnector called the EnsorConnectorInternal view in Step 3. We compose this view with the Control view, leading to ControlExtendedAlt1, which is now better suited for relations with the Centralised view.
• Finally, Step 4C relates the result of 3C with the Centralised view, leading to a centralised multiagent architecture for the AGVTS (CentralizedAGVSystem).
Steps 2D till 4D describe a similar process, but for the distributed deployment schema, leading to a decentralised multiagent architecture for the AGVTS. The D after 2D till 4D stands for Decentralised. Next, we describe each of the steps in detail.
Step 1 -Control
The Control view shown in Figure 10 has already been explained in detail in Section 2.3 and is the same as the left-hand side of Figure 2 . The view shows a decomposition into agents and an environment. 
Step 2C -Centralised
The goal of the first distribution schema (centralised) is to allocate all agents and the environment to a single server. To allow such allocation, we must provide remote access to the Ensor component which is situated on the AGV vehicle. We start with defining the two subsystems Controller and RemoteEnsor shown in Figure 11 . They will be deployed on a single server and an AGV vehicle respectively. Both have an interface for remote communication (connected to each other). The Controller is connected to the WMS, the RemoteEnsor to the Ensor system. 
Step 3C -EnsorConnectorInternal
To refine the EnsorConnector, we first define an auxiliary view and then compose this auxiliary view with the Control view. Figure 12 shows an auxiliary view called EnsorConnectorInternal defining the internal structure of the EnsorCon. This structural view contains two subcomponents connected with a connector, EnsorProxy and RemoteEnsor. EnsorProxy will act as a proxy for Ensor from the perspective of the Environment component. Next, we compose this auxiliary view (EnsorConnectorInternal) with the Control view using the refinement relation. The specification of composition is shown at the right-hand side of Figure 12 . The composition results in the ControlExtendedAlt1 view, which is composed in the next step with the Centralised view. 
Step 4C -CentralizedAGVSystem
Finally, the Centralised view is composed with the ControlExtendedAlt1 view in Figure 13 . We use both mapping and unification for this. The EnsorProxy component, all agents and the Environment component are mapped on the Controller. We unify the pairs of RemoteEnsor, Ensor and WMS components with each other. This results in the CentralizedAGVSystem view (shown at the right-hand side of Figure 13 ). Notice that we solved an instance of the third challenge. The combination of relations and an auxiliary view allowed us to compose the Centralised view with the Control view. We included the EnsorConnector in Figure 13 as an illustration. It still cuts across the borders of the Controller component; but through the subcomponents and interfaces, it is clear what this means. This wraps up the description of the first alternative for distribution, leading to a centralised system. The next step starts from the same Control view, but will build up the system keeping decentralised deployment in mind (resulting in another, decentralised system).
Step 2D -Decentralised
The goal of the second distribution schema is to distribute the agents. In such a schema, the AGVAgent is allocated to the AGV vehicle, and the TransportAgent and TransportManagerAgent to one or several servers.
Again, we start with defining two subsystems in Figure 14 , AGVControl and TranportBase, to deploy on the AGV vehicle and a server respectively. Both have an interface for remote communication (connected to each other). The TranportBase has a connection to the WMS, the AGVControl component to Ensor. Next, we want to define the relation between the Decentralised view and the Control view. There is a partial overlap between the Environment component and the subsystems. Notice that this is the example used to explain the third challenge. We will solve this overlap in the next step.
Step 3D -EnvironmentInternal
To refine the Environment component, we first define an auxiliary view and then compose this auxiliary view with the Controller view. The left-hand side of Figure 15 shows the auxiliary view defining the internal structure of the environment. The environment is split up into two local environments, AGVLocalEnvironment and TransportLocalEnvironment. These two local environments synchronise states, take care of communication, and together are a virtual representation of a single Environment component. Defining the composition with this auxiliary view using the refinement relation is less trivial than the previous example. The Environment is split into two components, but three interfaces (perception, communication, action) are offered by both components, requiring a more complex interface mapping. In the composition specification we provide several alternative mappings and specify which connector uses what alternative. The right-hand side of Figure 15 shows the composition specification. The composition results in the ControlExtendedAlt2 view, which is composed in the next step with the Decentralised view.
Step 4D -DecentralizedAGVSystem
Finally, we can compose the system to form a decentralised version of the AGVTS. Figure 16 contains the composition specification using the mapping and unification relations. This results in the DecentralizedAGVSystem view in Figure 17 . Notice that this resulting architecture is very similar to the architecture of the original architectural description in Figure 1 . The main difference is the way in which the architecture is described and the process followed to get there.
Figure 16
Composition specification to form the decentralised agent system. The result is shown in Figure 17 .
Figure 17
Decentralised agent system for AGVTS, result after composition in Figure 16 . We left out the environment component to simplify the figure.
This wraps up the description of the second alternative for distribution, leading to a decentralised system.
Evaluation
We evaluate the use of view composition for the AGVTS architecture in two ways. Firstly, in Section 4.2.1 we extend an existing Architectural Tradeoff Analysis Method (ATAM (Clements et al., 2002; Kazman et al., 2000) to analyse the key architectural decisions. Secondly, we analyse the impact of changing distribution in Section 4.2.2. In both evaluations two architectures are compared with each other: the original architectural description and the architectural description that uses view composition as presented in Section 4.1 (referred to as new architectural description).
Analysis of architectural decisions with respect to new quality scenario
The ATAM is a well-known architectural evaluation method based on quality scenarios and stakeholder involvement (Dobrica and Niemela, 2002) , to evaluate whether an architecture satisfies the required quality attributes. The ATAM itself is a two-day workshop that consists of several steps. There are steps covering the presentation of business drivers and architecture, the analysis of architectural approaches, the generation of a quality attribute tree and the analysis of architectural decisions with respect to the quality scenarios. We specifically chose to use the ATAM because a previous evaluation of the AGVTS architecture (Boucké et al., 2005; 2006) used the same method, evaluating the decentralised architecture with respect to flexibility and openness. It was during one of the post-ATAM discussions that we experienced the need for stepwise integration of distribution as explained in Section 2.2. In this paper, we extend the previous evaluation by (1) formulating a new quality scenario to capture the need for stepwise integration of distribution in the architecture; and (2) analysing the architectural decisions with respect to this new quality attribute. Figure 18 shows the new quality scenario and the analysis of architectural decisions. The new quality scenario states that it must be possible to change the distribution of control (e.g., for stepwise distribution of the control software) with reasonable effort, i.e., without redefining the remainder of the system. We want to stress that this new quality scenario forms an unanticipated change for the original architectural description. So it is only logical that this architectural description is not really suited for an unanticipated quality scenario. The motivation to perform the ATAM for the original architectural description is to identify the architectural decisions that form a risk with respect to the new quality scenario. The motivation to perform the ATAM for the new architectural description is to assess whether the new architectural decisions prevent such risks, relying on the expertise of the assembled stakeholders. For this extension to the evaluation we involved several stakeholders from the original evaluation team.
Each of the architectural decisions is (nonexclusively) categorised to be a sensitivity point, a tradeoff point, a risk or a nonrisk (Clements et al., 2002) . A sensitivity point is an architectural decision that is essential for the achievement of the quality scenario. A tradeoff point is an architectural decision that is essential for several quality scenarios and thus involves balancing between several qualities. A risk is an architectural decision that forms (or might form) a problem for the achievement of the quality scenario. A nonrisk is the reverse of a risk, i.e., it is a good architectural decision. 
AD4 Subsystems NR1
AD1 During one of the first discussions on the architecture, the project partners agreed to physically distribute the agents. Consequently, the architectural team considered this as a constraint. This architectural decision is obviously a risk with respect to the quality scenario (risk R1).
AD2
The decisions to both decentralise control by using several agents and physically distribute this control by locating the agents on different computer systems were taken together. Decentralised control and distribution are strongly coupled in several architectural views. A consequence is that the coupling between both concerns is implicit in the description of the views, hampering changeability of distribution. This is denoted as risk R2.
AD3
The top-level decomposition is based on distribution of control. The remainder of the architecture either implicitly or explicitly relies on this. As an example, Figure 1 in Section 2.3 shows the three views of the original architectural description. The AGVTS view shows the top-level decomposition in two subsystems for distribution. The two other views, the AGVControl and TransportBase views, explicitly rely on this decomposition as they describe the internal control of the respective subsystems. Changing the distribution implies that all dependent views need to be changed as well. In the example, both the AGVControl and the TransportBase view become obsolete and the architects need to define new views from scratch. This decision is denoted as risk R3.
AD4
We explicitly model the components that represent individually deployed subsystems and their connection in structural views. This is denoted as N1, because it provides clarity on which connections are local and which ones are remote and it simplifies the deployment view. 
AD9 Subsystems NR3
AD5
The description of distribution is separated using views. The Centralised (Figure 11 ) and Decentralised ( Figure 14) views contain the description of distributed subsystems for the centralised and decentralised version respectively. These views are completely independent of control, described in the Control view ( Figure 10 ). This is denoted as sensitivity point S1 because it is essential for the achievement of the quality scenario. This decision is considered as tradeoff T1 because separating distribution may make it more difficult to get a good view of the system as a whole. T1 is partly countered by AD8. Figure 10 ) need to be refined to suit the centralised deployment schema, represented by the subsystems defined in the Centralised view ( Figure 11 ). The architects decided to describe this refinement in a separate view called EnsorConnectorInternal (Figure 12 , describing the internal structure of the EnsorConnector) and not in the Control or in the Centralised view. This is denoted as S2 because this makes changing the refinement easy, which is essential for the changeability of distribution. This decision is considered as tradeoff T2 because this may make it more difficult to get a good view on the system as a whole. T2 is partly countered by AD8.
AD6 Some elements of the Control view (
AD7 Similar to AD6, some elements of the Control view need to be refined to suit the decentralised deployment. Again this is described in a separate view, called EnvironmentInternal ( Figure 15 ) and denoted as S3. This decision is considered as tradeoff T3 because this may make it more difficult to get a good view of the system as a whole. T3 is partly countered by AD8.
AD8
The composition of the Control and the EnsorConnectorInternal view leads to the ControlExtAlt1 view. Later the ControlExtAlt1 view is composed with the Centralised view, leading to the CentralizedAGVSystem view. For the new architectural description there is an explicit composition specification between related views and each of the architectural compositions leads to a new architectural view. This allows understanding the compositions by instantiating the resulting view and building the architecture in a stepwise manner, by using the resulting view in other compositions. This is denoted as nonrisk NR2. This architectural decision also involves a tradeoff between explicit specification and simplicity (T4). Building explicit specifications like the one in Figure 16 incurs an additional cost. However, it was considered essential in this case because the stakeholders wanted an explicit specification of the relations between views.
AD9 Similar to AD4.
During the analysis of the architectural decisions of the original architectural description, the stakeholders identified three risks (for AD1 till AD3) and one nonrisk. AD2 is obviously influenced by AD1, but it is not a necessary consequence. That is why we considered it a separate decision. AD3 is a decision that is not explicitly made, but instead implicitly resides in the architecture. Since there is a clear risk with respect to the quality scenario, we included this decision in the analysis. For the analysis of the new architectural description, the architectural decisions AD5 till AD7 separate distribution from the remainder of the application. Such separation is needed to prevent the risks of the original architectural description. But each of these decisions involves the tradeoff that the separation may make it more difficult to get a good view of the system as a whole. That is why AD8 is necessary, because explicit relations and compositions allow getting a better view of the system as a whole. As a consequence there is a tradeoff, namely that explicit specification asks for an additional effort from the architect. Yet the stakeholders agreed that such an effort is needed to allow a consistent architectural description.
As a conclusion, we identified several risks in the original architectural description with respect to the new quality scenario. These risks are prevented in the new architectural description. The tradeoff is the additional cost of documenting relations between architectural views. But this is considered necessary by the stakeholder to cope with the prescribed quality scenario.
Impact analysis of the distribution concern
Complementary to the ATAM, in which the evaluation is a social process relying on the experience of the assembled group of stakeholders, we experimentally measured the impact of changing distribution.
The analysis measures how many views of the original architectural description need to change when distribution changes, and compares the results with the measurements of the new architectural description. This analysis is necessary to check our assumption that the new architectural description will need fewer changes than the original architectural description. We perform this analysis at two levels: detailed analysis of an extract of the architecture and a discussion of implications for the complete architecture. First, we study the impact of changing distribution for the extract of the architecture used in this paper.
The extract from the original architectural description consists of three views, shown in Figure 1 . The first view shows the decomposition into subsystems for distribution. The two following views show the internals of these subsystems. To alter the architectural description from a decentralised deployment to a centralised deployment, we need to alter all three views. It is to be expected that the AGVTS view needs to change since the subsystems change, but building the two other views from scratch is not a desirable consequence. The AGVControl and TransportBase views have to be defined from scratch since they describe the internals of the respective subsystems for the decentralised deployment, which are nonexisting in centralised deployment. Despite that, the control structure remains the same. The views in which this structure is described cannot be reused.
The same extract from the new distributed architecture consists of five views and is presented in Section 4.1. Three of them are constructed by the architect (namely Control in Figure 10 , Decentralised in Figure 14 and EnvironmentInternal in Figure 15) ; the other two can be generated from these. From the three input views, two depend on distribution (namely Decentralised and EnvironmentInternal). Note that the EnvironmentInternal view is an auxiliary view influenced by both distribution and control. To alter the architectural description to centralised deployment, only two views and the associated relations need to be replaced (by Centralised in Figure 11 and EnsorConnectorInternal in Figure 12 ). Notice that nothing changes in the description of the control structure; they are separately described in the Control view. The previously generated views must be regenerated.
As expected, the architect must alter fewer views for the new architectural description than the old architectural description, i.e., two instead of three. Moreover, for the original architectural description the architect must reason and reconstruct the control structure to capture it in new views, which is unnecessary in the new architectural description. A drawback is that changing the relations between views in the new architectural description will require an additional effort.
Next, we discuss the impact of changing distribution beyond the excerpt presented in this paper. The architectural description in Boucké et al. (2005) consists of more than 20 views. Nine views are influenced by both control and distribution (including the ones shown in Figure 1 ), six views by control only and four views by distribution only. So in total, 13 views must be reviewed and possibly changed if the distribution schema is changed. But the nine views influenced by both control and distribution include the three of the excerpt of the architecture, about which we have shown that we could reduce the influence from distribution from two to one. This means that there are six more views where distribution can be separated. This is an indication that the techniques presented in this paper may have a bigger impact on the architecture. Further research is required on this point.
Lessons learned and discussion
The combination of distribution separation and view composition provided an added value to the architectural description of a multiagent architecture for the AGVTS. It became possible to change distribution without changing the remainder of the architectural description (i.e., with no influence on the agent/environment decomposition). The results gathered in the real-world case study provide first insights on possible advantages of view composition in general, pointing towards improved changeability and understanding of the architecture as a whole.
Lessons learned
• Distribution is a complex concern in multiagent architectures. The combination of views and view composition allows us to separate a concern in a multiagent approach on the architectural level.
• Integration of multiagent approaches with established engineering practices like software architecture and separation of concerns helped to assess the added value of the approaches. It has a positive influence on the way industrial people look to MAS and we are convinced that it stimulates industrial adoption.
• View composition and relations are a natural extension to architectural descriptions.
Adding the concepts to the xADL language was possible without touching the existing elements of the language.
• The tradeoff for this improved changeability is the additional cost of documenting relations between architectural views. Nevertheless, documenting view relations gives rise to architectural descriptions that are more expressive and less ambiguous.
• The approach in this paper allows separating a concern in an architectural description. How the separation of concerns in the architectural description translates to the implementation is the subject of active research (Baniassad et al., 2006) .
Types of relations
We proposed three types of relations. Each of the relations serves a specific purpose as outlined at the end of Section 3. This set of relations was sufficient to cope with the challenges identified in Section 2.3. But this does not imply that the set of relations is complete. Other possible relations include relations to solve interferences between identifiers of software elements, relations to solve noncorresponding interfaces, etc. An important remark is that the total set of relations should be kept rather small so that it is easily comprehensible for a software architect.
Other types of views
This paper focuses on structural views and the composition of structural views. Other types of views are also possible and relations between these views need further investigation. We briefly discuss first insights into the matter, distinguishing between relations between the same type of view and relations between different types of views. Firstly, we discuss relations between the same type of view. We expect that each type of view may need its own set of relations. That is because each type of view has its own set of basic elements and different semantics, such as component and connector types as building blocks of a structural view or processes and communication channels as building blocks for a process view. Relations are described in terms of the basic building blocks and are only meaningful within the specific semantics of that particular view. This seems to confirm our expectations.
Secondly, we discuss relations between different types of views. We suspect that each pair of types of views may need its own set of relations, for the same reason as explained above. Several relations between different types of views are already supported in ADLs. For example, in an xADL instance view an architect can describe that this component is of a particular type described in a structural view.
Notice that for an architectural description, not every type of view needs direct relations with all other types of views. Some relations between views can be indirect, i.e., through another type of view. Describing meaningful relations in general in the context of heterogeneous representations is a challenging problem (Nuseibeh et al., 2003) , because there exists a large quantity of types of views, each with its own notation and semantics.
Auxiliary views
To relate the Control and Decentralised views, we used an auxiliary view called EnvironmentInternal view in Figure 15 . An obvious question is why this auxiliary view is needed and why this is not described in the relation itself.
Describing a direct relation between the Control and Decentralised views is possible, but there will be a partial overlap between the Environment component and the subsystems of Distribution (third challenge, illustrated in Figure 3 ). With the partial overlap it remains unclear what part of the Environment resides on which subsystem and this may lead to ambiguities. From this we conclude that the Environment component must be broken up in order to unambiguously specify which part is a subcomponent of which subsystem.
We use relations to describe a connection between existing elements. Therefore breaking up the Environment component and defining subcomponents is not a responsibility of a relation, but can better be described in a separate view, which we call an auxiliary view.
Feasibility
Tool support is essential to make the approach feasible. We already mentioned that specifying explicit compositions will have an additional cost, but this is essential for architectural descriptions which are more expressive and less ambiguous. However, applying a composition, i.e., generating a new view from a composition specification, is currently done by hand and very cumbersome. Tool support for view composition, integrated in a development suite of an ADL, is essential to make the approach feasible for use in practice. Implementing a proof of concept tool is one of our important paths for future work.
Assessing how scalable the approach is needs further exploratory studies. Currently, we only considered an excerpt from the architecture of the AGVTS. Further studies are needed to see what the impact is in case of a large increase in views. Again, tool support will be essential before the approach can be applied to significantly larger architectural excerpts.
Related work
This section is subdivided into related work on (1) architecture and MAS, (2) ADLs, (3) aspect orientation, and (4) other closely related approaches.
Architecture and multiagent systems
Several researchers use the classical notion of software architecture (based on Bass et al., 2003; Clements et al., 2003; Garlan and Shaw, 1993) and architectural design to develop MASs. Shehory (1998) considers MAS from the perspective of architectural styles, to reason about the qualities that are typically attributed to the MAS styles. PROSA (Brussel et al., 1998) offers a reference architecture for coordination in manufacturing control. The DistriNet research group defined a reference architecture for situated MAS and developed an industrial AGV transportation system using MAS . The software architecture of this system is modelled with different architectural views and structured according to different view types (module, component, deployment) . This paper differs from previous approaches in the sense that it promotes explicit separation of a concern -distribution -in architectural views and explicit composition between the views.
ADLs
Support for multiple views is considered essential in the architectural community, but not all ADLs have equal support for multiple views. Some older ADLs were invented before support for multiple views was considered important (Medvidovic and Taylor, 2000) . Other ADLs support one type and one instance view, but provide no support for multiple views of the same type. Examples are Rapide (Luckham, 1996) and Wright (Allen, 1997) . A more recent ADL called AADL 1 also supports only multiple views of different types, but not multiple views of the same type. It uses packages as a way to separate concerns inside the views. The relations between the packages are directly described in the packages themselves, i.e., the description of a package can directly refer to elements in another package.
The relations with ADLs that do support multiple views but lack support for relations between views Rozanski and Woods, 2005; Dashofy et al., 2005; Garlan et al., 2000) are described in Section 2.3.
Aspect orientation
In the field of aspect orientation there is much research on separation of concerns and compositions. We have emphasised the aspect oriented nature of our approach in Boucké et al. (2007) .
There are several Aspect-Oriented (AO) ADLs. Typically, AO ADLs concentrate on defining aspectual components and innovative aspectual composition operators to add or change behaviour on component interfaces . In other words, they tend to mimic AO composition mechanisms similar to AspectJ 10 but on the level of component and connector interfaces (Kojarski and Lorenz, 2006) . Some representative examples of this category of ADLs are AspectualACME , DAOP-ADL (Pinto et al., 2005) and PRISMA (Perez et al., 2003) . The distinguishing factor of view composition is the focus on view decomposition and composition in an ADL, based on experience with a multiagent architecture in an industrial-strength case study. Composition of views has been neglected in most of the available literature Cuesta et al., 2005) , which focus on discussing the interplay of aspects and ADLs. An additional difference between existing architectural relations (aspectual binding, but also regular connectors and links) and the relations presented here is that the former describe relations between components or connectors while the latter describe relations between several structural views.
Some AO techniques for requirements engineering (e.g., Chitchyan et al., 2007; Moreira et al., 2005; Silva, 2005) , detailed design (e.g., Theme/UML (Clarke and Baniassad, 2005; Clarke and Walker, 2001; Clarke, 2002) ) and programming (e.g., HyperJ (Tarr et al., 1999) ) provide similar ways of composing structures. The techniques stem from the principles of multidimensional separation of concerns (MDSOC) and the first instantiation of this philosophy in Java as introduced by Tarr et al. (1999) . View composition could also be considered an instantiation of MDSOC on the architecture. A view corresponds to a hyperslice, a composition to a hypermodule, and our relations to the composition rules.
Several approaches combine aspect orientation with MAS. Kendall et al. (Kendall, 1999; 2000) describe the use of aspect orientation while designing and implementing role models for MAS (more recently continued in Cabri et al. (2002) ). Contrary to this paper, the authors focus on implementation. Garcia et al. (2004) observe that several agent concerns such as autonomy, learning and mobility cross-cut each other and the basic functionality of an agent. The authors propose an AO approach extrapolating implementation mechanisms to the architecture. More recently, identified cross-cutting concerns for agent systems described in the ANote modelling language. Our work differs in its focus on relating architectural views. did some experiments to extrapolate the approach to the architectural level. The main conclusion was that the basic idea behind Theme/UML proved very interesting, but the language itself is less suited for architectural design. We introduce a language that is based on the same foundation (MDSOC, discussed before) but is embedded in an architectural description language. Nuseibeh et al. (2003) developed an organisational framework in which different views and their relations can be made explicit. The approach focuses on identifying inconsistencies between several heterogeneous representations (e.g., different types of views). The approach in this paper differs by its focus on composition and by reification of these compositions in new views. Atkinson and Kühne (2003) propose architectural stratification to combine the strengths of component-based frameworks and model-driven architectures. Stratification is about gradual refinement of architectural structures based on architectural concerns, introducing interaction refinement as relations between different architectural views. Our refinement relations are inspired by this work.
Other closely related approaches
There exists a wide variety of relations in modelling languages. As an illustration, we end this discussion on related work with a brief comparison of the relations in UML.
There is a difference in the level of abstraction between relations in UML and relations in view composition. Relations as inheritance, aggregation and association are, for example, specified on the level of software elements, like classes. The relations specified in view composition are specified between architectural views. A view describes several software elements and how they are related to each other, and therefore it resembles UML packages and diagrams more closely than UML software elements such as classes, components, connectors, objects, states, etc. We successively discuss packages and diagrams.
Packages also describe several software elements and how they are related to each other. The differences between packages and views is that packages (internally) contain explicit references to other packages, while views do not. Views are described in a declaratively complete way. They describe the system from the perspective of a particular concern and anything used to describe that concern is defined in the view itself. Declarative completeness has as advantage that views do not depend on each other, which promotes changeability (Ossher and Tarr, 2000) . But it may lead to some duplication and possible inconsistencies between the views, making relations even more important.
On the relations between UML diagrams, several works point out that the relations should be defined explicitly, since the lack of accuracy in their definition can cause evolution conflicts, inconsistency amongst different models and wrong interpretation or discussions about implicit relations (Huzar et al., 2005; Pons et al., 2000) . This is similar to our observations for architectural views.
Conclusion
From experience in research and development in multiagent architectures, we learned that distribution of control to an industrial system is a huge step and a common obstacle to the acceptance of multiagent architectures. Stepwise distribution helped to accept such innovative architecture in an AGVTS, but requires that distribution can be changed easily. The combination of views and view composition offers changeability of distribution by offering explicit support for (1) separating distribution; and (2) composing the overall architecture from these separate views.
We have put forward three concrete relations that can be used in compositions to bridge this gap. We extended the language definition of xADL to illustrate the concepts. We applied the extended language in a realistic and concrete case study to enable describing distribution in a separate view and facilitating the composition of views to obtain a good overview of the architecture as a whole.
The results gathered provide insights into possible advantages of view composition in general, pointing towards improved changeability and understanding of the architecture as a whole. The tradeoff for this improved changeability is the additional cost of documenting relations between architectural views. Nevertheless, documenting view relations gives rise to architectural descriptions that are more expressive and less ambiguous. Another lesson learned is that this paper allows us to separate a concern in an architectural description. How a separation of concerns in the architectural description translates to the implementation is the subject of active research.
There are several interesting tracks for future research. Firstly, there are interesting concerns for multiagent architectures, such as coordination. An interesting challenge is to apply the technique to separate such concerns on the architectural level. Secondly, we have formally defined the syntax and structure of the composition operators. Formalising the semantics of composition is a logical next step. Thirdly, because tool support is essential for the feasibility of the approach, we plan to implement a proof of concept. Finally, investigating the implication of the composition for other types of views, to separate other concerns and study view composition in other ADLs, is also of interest.
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