The goal of fast adaptations and modifications according to continuous change requests is common to all software engineering methodologies. In most cases, sooner or later this results in a mismatch between the software specification and the actual implementation with related disadvantages such as the impossibility of performing validations of related models. We present here an aspect of the digital business ecosystem concept that gives incentives for more responsible software engineering approaches in general by offering a platform for automatic composition of services and re-adaptation of the specifications based on actual changes. The main innovation is a natural language based modelling notation that enables ecosystems of companies to use software described in a high-level language that can also be understood by non-technical users.
Introduction
The widespread usage of internetworking technologies enables companies to easily expand their business and to transform it in a decentralised organisational form denominated 'extended enterprise' that takes full advantage of modern telecommunication technologies and tools for managing processes, coordinating activities and optimising return on investment. As a side effect, the increased communication leads to the creation of huge networks of business relationships, naturally linked in structures comparable to natural ecosystems, where products and services offered by companies take the place of individuals and their sector and location takes the role of the environment.
This ecosystems structure has many advantages, for example:
• it is more 'flexible', as the orchestration of processes can easily adapt to market changes by involving new partners or substituting the ones that do not perform • it gives more 'balanced opportunities', as small players can team up to compete against bigger players • it is more 'cost-effective', as it simplifies processes and exploits a broader marketplace.
In 2002, the European Union started fostering an idea based on the existence of such an ecosystem-like network of companies and the widespread use of web services (Nachira, 2002) . The ideas consisted of populating the network with services as 'digital creatures' and have them evolve and compete against each other the same way it happens in nature, using models like predator-prey and co-evolution for software services.
This digital dimension from the extended network adds a whole new set of possibilities as it enriches the service-oriented architecture (SOA) with an ecosystem structure that enables automatic service combination, evolution and optimisation (Erl, 2005) .
In this paper, we analyse the effects of a digital business ecosystem as an incentive system for responsible software engineering: first, we present the language used to express software specifications; we then detail the benefits for a software-oriented architecture focusing on the software engineering and adaptive aspects; finally, we envision a system capable of code generation and of self-adaptation of the software specification based on its actual implementation.
Natural language software specification
In software engineering, it is a current practice to formulate in writing the requirements and high-level specifications for software solutions, where the aim is the achievement of a common understanding of the terminology involved and to obtain a clear picture of the functional requirements that at this stage are still far from the technical details.
The resulting documents are then gradually transformed into the technical specification expressed in modelling notations such as UML for software or, to give an example for hardware, in VHDL. At that point, the link between the natural language description and the technical specification is broken and the customer loses the possibility to influence and verify the ongoing work (see Figure 1 ).
Figure 1
Software specification using standard current practices (UML, to the left) and natural language based techniques (SBVR, to the right) Note: From an initial natural language requirements analysis, current practices drop very soon below the level of understanding by the customer, whereas with natural language software engineering the customer can follow most of the process.
Several authors recognised this fallacy of software engineering processes. In the past, the use of natural language for software design was tacitly accepted as an informal modelling technique but still raised the question of whether a formal approach to natural language software engineering was feasible. Starting with the '70s, there have been some efforts in dealing more formally with natural language specifications (Halstead, 1977; Zachman, 1987; Saeki et al., 1989; Carasik et al., 1990; Sowa and Zachman, 1992; Boyd, 1999, as cited in Boyd) . For instance, metrics for measuring software complexity were defined over natural language specifications. Some authors suggested the possibility of a mapping between natural language and a programming language offering some specific primitives. Following the same line of research, some strategies were defined for writing code in specific programming languages (like Ada) starting from a natural language description. Other programming languages supported directly some sort of natural language constructs: Smalltalk, for instance, has an extensible keyword syntax supporting expression of the type subject-verb-object. Lisp, a functional programming language, uses s-expressions that mimic natural language so well that it became the favourite language for artificial intelligence applications.
Most of the past approaches were trying to find a direct link between the specification and the code, while current ones make use of intermediate steps in the transformation. Specifically, the approach that we present here considers a structured version of natural language and a progressive model transformation leads to the final code. Modelling notations for software are unfortunately required to avoid the ambiguity of natural languages: to bridge this gap, OMG started defining a modelling notation based on natural language called semantics of business vocabulary and business rules (SBVR) (OMG1, 2006) . This recent effort aims at defining the desired computational independent modelling language for the model driven architecture (MDA) (Frankel, 2003, see Figure 2) . A business or process model written in SBVR satisfies the implementers and the customer, as it is both formal and understandable. The formal structure of SBVR comes from logics and is completely integrated in the language: every SBVR statement can be transformed in a higher-order logic proposition (for an example of an SBVR statement, see Figure 3 ). The capability to define vocabularies and rules in different languages (e.g., English, German, Italian…) is another possibility given by SBVR. The business models can be automatically translated, although at the time of writing only the structured English vocabulary is defined in the specification. Global software development processes will strongly benefit from the use of SBVR with multiple structured and interlinked vocabularies. Communication among partners with different cultures and languages can happen transparently and without the risk of misinterpretation, improving the overall software quality, cutting down communication problems and lowering production costs (Heistracher et al., 2006) . Distributed software development presents several advantages over monolithic approaches, in particular for competitiveness, flexibility and risk management and quality assurance (Kurz et al., 2005) . Using distributed resources for the development allows the implementer to sub-contract to partners having specific expertise and to improve the overall software quality. Having several tasks clearly split among partners constrained by formal contractual agreements helps in handling and managing risks.
When using SBVR, the customers can easily influence the requirements analysis process up to a later stage compared to processes utilising UML: the development of tools for editing the vocabulary and rules gives them independence from the analysts (see Figure 1) . Currently, at least a commercial 1 and an open-source 2 implementation are being developed for this aim.
The SBVR specification defines a meta-model designed to be used for business purposes, independently from the design of the IT systems. It addresses row 2 of the Zachman framework, related to the 'business model' or 'conceptual level', managed and decided by the owner of the enterprise (Zachman, 1987; Sowa and Zachman, 1992) . SBVR has been created to provide a means of interchanging business information among organisations without ambiguity. SBVR is self-described: SBVR itself is used to describe the foundation of the language. The basic mechanisms to define new models are not instantiation, like it strictly would be in the MDA architecture, but by 'extension'. Creating a model means to take the basic SBVR vocabulary and to extend it. A vocabulary should contain (formalise) all the concepts shared by a particular community, called the 'body of shared meaning'.
An SBVR vocabulary is composed of two main parts: 'concepts' (including fact types) and 'business rules'. With SBVR, it is possible to define concepts in several ways, for instance as taxonomies, categorisation schemes, specifying synonymous forms, abbreviations or comprehensions. Fact types are concepts that specify the form that a fact can have and are used to establish relationships among concepts. A concept can be provided a definition, that is a semantic formulation making use of specific keywords and other concepts defined in the same vocabulary.
Business rules can be structural, defining the necessity of some business concept, or operative, defining a business obligation. A business rule in SBVR is, rather loosely, a 'rule that is under business jurisdiction'. A rule is always built with necessity or obligation operators (respectively, 'alethic' and 'deontic' logic). Figure 3 shows that SBVR has a normative syntax that is based on fonts and colours consisting of a list of concepts with their specifications. Figure 3 shows that concepts are underlined and coloured light green, special keywords in typewriter font and coloured red and semantically interpretable statements are italicised and coloured blue. A concept can have specifications, each composed of: the specification name, a colon and the value for that specification name. Also fact types (also known as verb concepts) are concepts. Facts, necessities, possibilities, obligations and permissions are on the contrary 'propositions'. Both concepts and propositions are part of the body of shared meaning. SBVR has a normative syntax that is based on fonts and colours consisting of a list of concepts with their specifications. Concepts are underlined and coloured light green, special keywords in typewriter font and coloured red and semantically interpretable statements are italicised and coloured blue (see Figure 3) . A concept can have specifications, each composed of: the specification name, a colon and the value for that specification name. Also, fact types (also known as verb concepts) are concepts. Facts, necessities, possibilities, obligations and permissions are on the contrary 'propositions. Both concepts and propositions are part of the body of shared meaning.
SBVR addresses also the issue of semantic interchange in the MDA architecture by defining a vocabulary-to-MOF/XMI rule set. SBVR models have thus a corresponding MOF model that can be used to generate a XML schema.
An ecosystem of companies and components
The digital business ecosystem is an interconnected environment where companies offer and consume services. When the description of such services is done in SBVR, there are some advantages with respect to more classical SOAs. First of all, a user with little particular technical skills can perform the requirements analysis for software and submit it as a request. The request can then be satisfied in several ways:
• some implementer finds the request and offers to develop it • several components existing in the digital ecosystem can be re-used to satisfy the request and the additional parts necessary are developed by some implementers • all the necessary components are already in the digital ecosystem and only fine-grained optimisation prior to deployment needs to be done.
These solutions go from a low to a high degree of automation. We foresee that the more automated the system is, the more components the digital ecosystem will consist of. These components will gradually become very small and loosely coupled so that by interaction among them, they will be able to satisfy most requests.
To move to such a level of automation, the system needs to proceed along the following steps (see Figure 4 ):
• decompose the request/specification in atomic units
• match the atomic components of the request to the ones available in the digital ecosystem • offer the best solutions to the requester, so that he can choose the most suitable one • combine the components to satisfy the request and create the necessary glue code using the semantic information in the SBVR descriptions (initially this can be done through a graphical manual composer)
• open bids for developers to implement components that are still missing.
The first three steps define an optimisation problem known to be very difficult to solve. Choosing the minimal set of services to fulfil all requested features is an abstraction of the set covering problem (SCP), which is NP-hard in the strong sense (Garey and Johnson, 1979; Karp, 1972) and hard to approximate (Lund and Yannakakis, 1994; Feige, 1998) . Additionally, when working directly with the higher-order logic statements of SBVR, the problem becomes even harder to solve, as the underlying logic is not decidable (Henkin, 1950; Gallier, 1986) . Strong heuristics have to be developed to deal with the specific problems of SBVR. The SCP is solved by reducing the search space through a distributed optimisation. The current approach consists of creating a zero-one matrix in which the features available from the services are mapped. A simplified version of SBVR can then be used to reduce request features and descriptions to binary strings. Research in this field has been ongoing with the digital business ecosystems project through the use of various estimation of distribution and genetic algorithms. Namely a genetic algorithm (GA) proposed by Beasley and Chu (1996) and a univariate marginal distribution algorithm (UMDA) proposed by Mhlenbein and Paa (1996) adapted for the SCP are being tested for its performance and effectiveness.
The UMDA strives to solve the SCP by adding and removing services until the SCP is solved, then at the last step, drop services that are overlapping with other services already present. The GA, on the other hand, strictly modifies every instance so that at each iteration a valid solution exists. The goal over time is to minimise the number of services needed as the algorithm iterates.
To give preliminary results, we conducted performance tests regarding both approaches. In Figure 5 , the number of services used is plotted over time for using GA (lower curves) and UMDA (upper curves) for different instances of the SCP. It can be seen clearly in this instance that the GA, which steadily finds solutions which require less services, outperforms the UMDA in which the drop in services used in the last step of the algorithm does not drop below those solutions used by the GA. This test plotted the number of services used for both algorithms for three SCP instances denoted by the problem reference number. The upper curve corresponds to the UMDA in which services are added until the SCP is finished. When solved, all services whose features are already covered by other services used are dropped. The lower curve corresponds to the GA in which at each iteration, the SCP is solved but favours those with less services. Thus, services used follow a downward trend as the algorithm proceeds.
The fourth step, combination of components, will initially be done manually through the help of a graphical tool that will allow to define the input/output flows and to interpose data transformation filters. Later on, the composition will be made automatically, making use of the information in the SBVR models, as the body of shared knowledge will contain all reasonable data transformations and logic reasoning on the semantical descriptions can provide the remaining transformations and flows needed. For the composition to happen, an appropriate linkage between an SBVR model and the actual services provided has to be defined. For example, the SBVR description of a hotel should have reference to the computational services for checking the availability of a room, getting a rate and booking a stay. The last step, implementation of components by software developers, can be assisted by diagrams and code generators that make use of the semantic information of the SBVR models. The same technology can be used to provide the glue code binding components, including the adaptation layers for appropriately transforming the data depending on the context of instantiation of the component.
In the next section we will sketch how such generators could be implemented and how they could be symmetrically used to keep the software specification synchronised with the implementation.
Code generations
It is envisioned that the progress of research and tools for digital ecosystems will eventually reach automatic code generation to satisfy any software specification given in structured natural language.
For this to happen, there is the need of a solid foundational theory for digital ecosystems that takes into account interactive computation aspects. Until recently we would have proposed a combination of λ-calculus, a foundational theory of algorithmic functions (Barendregt, 1984) and π-calculus, a model for processes interactions (Sangiorgi and Walker, 2001 ), but a new formalism is starting to gain consensus among researchers as the new paradigm for computation (Wegner, 1998; Goldin and Wegner, 2005) . This formalism takes the form of a modified Turing machine, called 'persistent Turing machine' that is able to take into account interaction with the environment during the computation. The digital ecosystem theory can build on top of an interactive computation model. Specifications and implementations based on these models are easily achievable and already being implemented: as an example, the web services choreography description language by the W3C consortium is based on π-calculus (Kavantzas et al., 2005) . Once a foundational theory is established, the following research and implementation steps are necessary (see Figure  6 ):
• Single service consumption: This step has already been achieved as the basic functionality of every SOA. It consists of the ability to consume distributed services in a transparent way.
• Selection of services for composition: Given a software request (in the form of a software specification), finding the best combination of services satisfying the request is an optimisation problem. Architecture for this optimisation is currently being developed 3 . This architecture makes use of a two-fold optimisation: a 'local' one, based on GAs that searches for an optimal combination of known services and a 'distributed' one, based on neural networks that diffuse information on services to peers that can take advantage of them.
• Adaptive service generation: Once an optimal combination of services is known, the first step for automatically combining them is to adapt their interfaces so that they can interact properly. Adaptation is defined as data transformation and use of input from the environment. For instance, combining a plane ticket booking for a particular destination with a car rental booking once the plane arrived for a particular user would create a service where the customer data are already filled out (known from the environment) and the arrival information is passed on automatically to the car rental booking service.
• Code generation: The adaptive service generation concept already provides basic functionalities for creating choreographies of services. These functionalities can be extended further up to a completely automated creation of executable service combinations. This will foster the creation of reusable services that will consequently focus on specific functionalities and provide a rather loose interface with an extremely rich semantic description. Thanks to this 'cloud of components', every software request will be eventually satisfiable just by what is present in the overall system. These steps can seem more visionary than they actually are: it is not so unconceivable to think of transformations from SBVR models to UML class diagrams or even directly to code (see Figure 7) . Generating UML class diagrams from SBRV models is a jump of one step in the MDA (from CIM to PIM), while generating code is a jump of two steps (from CIM to PSM). Unfortunately, a UML class diagram does not carry enough information for code generation: it would need thus to be annotated or to be used in conjunction with the original SBVR models for this aim. The example in Figure 7 shows how an SBVR statement (in this case the definition of a 'characteristic') can be transformed into code: the characteristic 'being international' pertains to the concept 'car movement' and thus will be represented in the class corresponding to that concept ('CarMovement' in our case). As the characteristic has cardinality two 4 , the method will return a Boolean and will be called 'isInternational', following the standard getter syntax for Boolean values. The return value of the method can be the content of the private field 'international' in the class 'CarMovement' if no executable definition is provided. In this case, the definition can be implemented: using a transformation from the logical proposition provided in the definition to code, we can generate a statement checking that the two fields 'sendingBranch' and 'receivingBranch' are different.
Other possible transformations include: • Business rules to UML activity diagrams: The semantic information contained in business rules can be used to generate UML activity diagrams. A UML activity diagram together with a UML class diagram would represent most of the information an implementer needs to generate the system. If appropriately annotated, it could be used to automatically generate the code or most of it with tools like the IBM Rational Suite or MagicDraw from No Magic.
• Business rules to xUML diagrams: SBVR business rules could also be transformed into xUML programs. Some steps toward this direction have been done but further research is needed (Schacher, 2006; OMG3, 2005) .
Transformations from SBVR models to other models, more common to software engineers, can be done consistently through a systematic approach. The models involved in the proposed transformations have all a MOF model. Transformation among MOF models can be defined formally by means of a suitable language like ATLAS 5 (Jouault and Kurtev, 2005) . ATLAS has been developed in response to an OMG request for proposals on query/views/transformations in the MDA and allows to formally defining transformations among MOF models (OMG2, 2007) .
Synchronisation of specification from adapted software
There are several reasons for maintenance of software: for implementing requirements that were missing in the original analysis, for the correction of incorrect behaviours, or to adapt to changes in the organisation and/or processes. In spite of the great availability of theories, models and systems for change management processes, these adaptations of the process rarely pass through the whole software engineering process (Rajlich, 1999) . Many changes in fact are not cross-cutting through different parts of the system/company and are implemented directly at a lower level.
Good change management procedures suggest that each change should follow a precise path: a change request is first issued, it is then analysed and evaluated to be consequently planned, implemented and finally verified. A system that is not updated becomes less useful, reducing its cost-benefit performance. Changes in software systems are thus extremely relevant, also from the financial point of view: it has been estimated that an enterprise resource planning systems maintenance costs yearly around 25% of the initial costs (Ng et al., 2003) . We believe that SBVR to models generators would help in decreasing these costs.
Several subsequent changes on the system have the undesired property that they augment the architecture complexity and often reduce usability. Simplifying and reengineering the architecture to properly abstract the changes that were not considered in the risk analysis often requires more effort than implementing the changes themselves. A model-driven approach based on SBVR should help in making a thorough risk analysis and in keeping the system easily adaptable.
In many cases, companies do not follow a proper change management practice resulting in deployed software that does not correspond to the original specification anymore. This is true in particular for changes in the orchestration of components. Business models, including business rules descriptions, are then not connected anymore to their actual implementation, implying that the 'practice' is not anymore in line with the 'theory', with all the related risks.
Exploiting the capabilities of the digital ecosystem and SBVR, it is possible to automatically synchronise a software specification from modifications done to the annotated software: this is the inverse direction of code generation that is commonly called 'reverse engineering'.
Model inference makes sense in particular when modifications are done on the generated code that contains annotations with references to the original model. These modifications can then be used to automatically adapt the model/specification (see Figure 8 ). This approach is very similar to 'round-trip engineering', where source code and its model are kept in synchronisation. In common practices, round-trip engineering is used in the following way:
1 source code is reverse engineered to UML diagrams 2 re-factoring or other software engineering processes are applied to the models 3 the code is generated from the models.
As presented, we consider the reverse path more useful with SBVR models for the following reasons:
1 an SBVR model is created 2 the corresponding UML models and source codes are generated and modified 3 the original SBVR model is updated.
Clearly, also generating an SBVR model from code or UML models would be feasible but we guess that it would result in a very poor and unnatural specification, as it would probably not carry business meaning but only its computational implications. This is true in particular for obligation business rules that can be implemented in different ways (or they can actually not be enforced at all through code). A possible application of SBVR round-trip engineering is for contracts among companies; SBVR is a perfect and fair way to write a contract as it is unambiguous. In this sense, round-trip engineering can be used to verify that the contract is still honoured or to update it to reflect current practices and conditions. Another example is for quality control: an implementation of an SBVR model could consist also in an internal work flow of a company: a work flow that has changed can be verified against the quality control specification or can be used to update the specification.
A clear example of the improvement of transparency and fairness in the use of SBVR round-trip engineering is the usage of tacit business rules with customers. Common customer handling processes are usually specified by internal rules that do not correspond to contractual terms. In the car rental sector for instance, a common unofficial rule is in use when a customer brings in the rented car after the expected drop-off hour without notification: some hours are usually allowed without any consequence, while after that the competent authorities are notified of car theft.
Another case is that of utility providers offering yearly contracts: a premature termination of the contract is allowed by paying a percentage of the amount due. These rules are never specified in contracts, empowering the companies offering the services and abusing the customer rights. SBVR modelling would enforce making these rules explicit and possibly public, leading to non-discriminatory contractual arrangements.
Conclusions
We have shown that the use of SBVR can promote a more responsible software engineering practice where the software documentation and specification is always up to date with the implementation. With its use of unambiguous natural language, SBVR provides a stronger link for end user with the software development process. Additionally, software developers' efforts are relieved by the digital ecosystem enhanced SOA, thanks to its strong MDA approach and to the automatic code generation capabilities.
Using the ideas of SBVR, the digital business ecosystem and code generation, we have shown how these can be combined to create a powerful tool. With the use of components and companies dispersed in the digital business ecosystem, we can combine their different uses to ultimately have a system where code generation takes place automatically for any software specification and with the use of the natural language in SBVR open to those not directly in the software development domain.
We also suggest the research and implementation steps to achieve a full fledged digital ecosystem making use of current technologies and standards, mainly SOAs and natural language based business modelling.
The research directions suggested here are compatible with those of the 'digital ecosystems' cluster of projects of the European Union. Two projects in particular, the 'digital business ecosystem' integrated project and the 'open philosophies for associative autopoietic digital ecosystems' network of excellence, will pursue these lines of research.
