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IMPLEMENTASI METODE SPREAD SPECTRUM DAN KRIPTOGRAFI 
RSA DALAM PENYEMBUNYIAN PESAN PADA CITRA DIGITAL 
BERBASIS ANDROID 
 
ABSTRAK 
Keamanan dalam teknologi komunikasi merupakan salah satu hal penting dalam 
pertukaran informasi yang memiliki nilai confidentiality yang tinggi. Oleh karena 
itu, penyembunyian pesan atau steganografi merupakan salah satu metode yang 
efektif dan dapat digunakan untuk melindungi pesan saat proses pertukaran 
informasi berlangsung. Spread Spectrum adalah salah satu metode steganografi 
yang menyembunyikan informasi dengan cara mengubah informasi rahasia ke 
dalam bentuk noise sebelum disisipkan ke dalam citra digital. Metode Spread 
Spectrum ini kemudian dikombinasikan dengan kriptografi RSA agar kualitas 
keamanan data pun meningkat. Aplikasi berbasis android ini dibangun dengan 
menggunakan bahasa pemrograman Android dan database SQLite. Uji coba 
dilakukan dengan menggunakan faktor spreading yang berbeda-beda yakni 1 
sampai 5 pada 30 sampel gambar dengan ukuran yang sama. Rata-rata nilai PSNR 
dari hasil uji coba masing-masing faktor spreading adalah 42.52, 42.01, 41.63, 
41.29 dan 40.29. Hasil uji coba menunjukkan semakin besar penggunaan faktor 
spreading akan menurunkan kualitas visual gambar namun akan meningkatkan 
kualitas kemanan data. 
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IMPLEMENTATION OF SPREAD SPECTRUM METHOD AND RSA 
CRYPTOGRAPHY  FOR MESSAGE HIDING IN DIGITAL IMAGE ON 
ANDROID-BASED DEVICE 
 
ABSTRACT 
Security in communication technology is one of the most important things in 
information exchange with a high value of confidentiality. Therefore, message 
hiding or steganography is one effective method that can be used to protect 
messages during the process of information exchange. Spread Spectrum is one of 
the steganography methods that hides the information by transforming the 
information into a noise before it is inserted into the image. This method was 
combined with RSA cryptography so the quality of security increased. This 
application was built using the Android programming language and SQLite 
database. Testing is performed using different spreading factors of 1 to 5 on 30 
sample images of the same size. The average PSNR values of the test results for 
each spreading factor were 42.52, 42.01, 41.63, 41.29 and 40.29. The test result 
shows that the greater use of spreading factor will decrease the output image quality 
but will improve the quality of data security. 
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BAB I 
PENDAHULUAN 
 
1.1 Latar Belakang 
 Salah satu komponen penting dalam teknologi komunikasi adalah 
keamanan. Informasi yang merupakan hasil pengolahan dari data, mempunyai nilai 
yang berbeda bagi setiap orang. Seringkali sebuah informasi menjadi sangat 
berharga dan tidak semua orang diperkenankan untuk mengetahuinya, tetapi selalu 
saja ada pihak yang berusaha untuk mengetahui informasi dengan cara-cara yang 
tidak semestinya bahkan bermaksud untuk merusaknya (Abdurachman & Gunadhi, 
2015). Menurut Patel & Tahilramani (2016), terdapat 2 jenis serangan yang dapat 
terjadi selama proses pertukaran informasi terjadi, yaitu serangan dimana informasi 
didengar dan dimanfaatkan untuk keuntungan pihak ketiga dan jenis serangan yang 
berusaha untuk mengubah isi pesan. Penyembunyian pesan merupakan metode 
yang baik untuk menanggulangi kedua jenis serangan ini. Salah satu teknik 
penyembunyian pesan adalah steganografi. 
 Terdapat beberapa metode dalam steganografi, salah satunya adalah Spread 
Spectrum. Dalam steganografi, dapat dikatakan bahwa steganografi menggunakan 
metode spread spectrum, memperlakukan cover image baik sebagai derau (noise) 
ataupun sebagai usaha untuk menambahkan derau semu (pseudonoise) ke dalam 
cover image (Hidayat, Nuha, & Septyauda, 2014). Dikatakan juga dalam jurnal 
yang berjudul A Review on Different Image Steganography Techniques, bahwa 
metode Spread Spectrum ini tidak dapat terdeteksi dengan mudah dikarenakan 
informasi disebar dengan tingkat kerapatan (density) yang rendah, sehingga noise 
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yang  dihasilkan  juga  lebih  rendah  (Tiwari, Yadav, & Mittal, 2014). Selanjutnya 
dalam penelitian yang dilakukan oleh Gemita Ria The (2009), spread spectrum 
cukup baik digunakan sebagai metode steganografi pada media citra digital. 
Disebutkan bahwa metode ini meskipun cukup rumit untuk diimplementasikan, 
tetapi hasilnya cukup baik dan tidak dapat disadari secara langsung.  
 Pada umumnya steganografi dapat diterapkan pada hampir semua jenis file 
multimedia, tetapi yang paling sering digunakan adalah pada citra digital. 
Pertukaran data dalam bentuk citra digital pada jaringan internet saat ini cukup 
tinggi, sehingga dapat mengurangi kecurigaan adanya pesan rahasia yang telah 
disisipkan (Zakaria & Munir, 2015). Citra digital dengan tipe lossless compression 
seperti format Bitmap (BMP), sebenarnya merupakan media yang baik untuk 
menyembunyikan informasi. Namun, dengan keuntungan tersebut format ini juga 
memiliki tingkat kecurigaan yang tinggi (Jokay & Moravcık, 2010). Di sisi lain, 
citra digital dengan tipe lossy compression seperti Joint Photographic Experts 
Group (JPEG) merupakan format yang paling banyak digunakan untuk melakukan 
pertukaran gambar di dalam jaringan internet. Hal ini disebabkan format JPEG telah 
dikompresi dengan baik, sehingga memiliki ukuran yang lebih kecil (Winanti, 
2013). 
Namun implementasi steganografi pada citra digital masih rentan untuk 
dapat ditemukan perbedaannya dengan citra digital yang asli (The, 2009). Oleh 
karena itu, dengan mengkombinasikan steganografi dan kriptografi, maka kualitas 
keamanan data pun dapat meningkat (Prastyo, 2014). RSA merupakan teknik 
kriptografi asimetris dimana kunci untuk melakukan enkripsi berbeda dengan kunci 
untuk melakukan dekripsi (Rahajoeningroem & Aria, 2011). Kelebihan algoritma 
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kriptografi asimetris adalah manajemen kunci yang lebih baik dikarenakan jumlah 
kunci yang dibutuhkan lebih sedikit, sedangkan algoritma kriptografi simetris 
membutuhkan kunci yang berbeda untuk setiap kali pengiriman pesan dilakukan 
(Widiasari, 2014). Selanjutnya, dalam jurnal yang berjudul Perbandingan 
Kecepatan Algoritma Kriptografi Asimetri yang ditulis oleh Megah Mulya (2013), 
menyatakan bahwa algoritma RSA merupakan algoritma asimetris dengan proses 
enkripsi tercepat. 
Berdasarkan pemaparan masalah di atas, maka penelitian yang dilakukan 
adalah implementasi metode spread spectrum dengan tambahan kriptografi RSA 
untuk penyembunyian pesan pada media citra digital berbasis android. Diharapkan 
implementasi Spread Spectrum dengan tambahan kriptografi RSA dapat 
meningkatkan tingkat keamanan data saat pertukaran informasi dilakukan. 
1.2 Rumusan Masalah 
 Berdasarkan latar belakang yang telah dituliskan di atas, rumusan masalah 
dari penelitian ini adalah sebagai berikut. 
a. Bagaimana mengimplementasi metode Spread Spectrum dan kriptografi RSA 
dalam penyembunyian pesan pada citra digital berbasis android? 
b. Berapa besar nilai PSNR pada citra digital hasil proses steganografi yang 
menggunakan metode Spread Spectrum? 
1.3 Batasan Masalah 
Untuk memfokuskan pembahasan masalah yang dibahas, maka batasan 
masalah dalam penelitian ini adalah sebagai berikut. 
a. Citra digital yang digunakan adalah citra digital dengan format JPEG. 
b. Data yang disisipkan berupa string. 
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1.4 Tujuan Penelitian 
 Adapun tujuan penelitian yang ingin dicapai berdasarkan perumusan 
masalah di atas adalah sebagai berikut. 
a. Mengimplementasikan metode Spread Spectrum untuk menyembunyikan pesan 
ke dalam citra digital dengan bantuan kriptografi RSA pada perangkat berbasis 
sistem operasi android. 
b. Mengetahui besar nilai PSNR pada citra digital hasil proses steganografi dengan 
menggunakan metode Spread Spectrum. 
1.5 Manfaat Penelitian 
Penelitian ini diharapkan dapat bermanfaat bagi pengguna untuk membantu 
mengamankan informasi yang bersifat rahasia, sehingga informasi rahasia tersebut 
tidak dapat diubah ataupun diketahui oleh orang yang tidak memiliki akses terhadap 
informasi tersebut. 
1.6 Sistematika Penulisan 
Sistematika penulisan terbagi menjadi 5 bagian yang terbagi menjadi bab-
bab sebagai berikut. 
Bab I Pendahuluan 
Bab ini meliputi latar belakang, rumusan masalah, batasan masalah, tujuan 
penelitian, manfaat penelitian, dan sistematika penulisan. 
Bab II Landasan Teori 
Bab ini berisi tentang beberapa teori yang digunakan sebagai landasan 
penelitian, seperti algoritma enkripsi Rivest Shamir Adleman dan metode 
Spread Spectrum Image Steganography. 
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Bab III Metodologi dan Perancangan Aplikasi 
Bab ini berisi tentang tahapan dan rancangan aplikasi yang dilakukan dalam 
penelitian. 
Bab IV Implementasi dan Uji Coba 
Bab ini berisi tentang hasil implementasi algoritma sesuai dengan rancangan 
serta pembahasannya dalam menjawab rumusan masalah. 
Bab V Simpulan dan Saran 
Bab ini berisi tentang simpulan dari pembahasan dan saran untuk penelitian 
selanjutnya. 
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BAB II 
LANDASAN TEORI 
 
2.1  Steganografi 
 Steganografi menurut Sonal & Rangga (2010) adalah sebuah seni dalam 
menyembunyikan dan menyampaikan data dalam sebuah medium, dengan tujuan 
untuk menyembunyikan keberadaan data. Menurut Munir (2004), kriteria 
steganografi yang harus diperhatikan adalah sebagai berikut. 
a. Imperceptible 
Keberadaan pesan tidak dapat dipersepsi oleh indra manusia. Jika pesan 
disisipkan ke dalam sebuah citra, citra yang telah disisipi pesan harus tidak dapat 
dibedakan dengan citra asli oleh mata. Begitu pula dengan suara, telinga haruslah 
tidak mendapati perbedaan antara suara asli dengan suara yang telah disisipi 
pesan. 
b. Fidelity 
Mutu media penampung tidak berubah banyak akibat penyisipan. Perubahan 
yang terjadi tidak dapat dipersepsi oleh indra manusia. 
c. Recovery 
Pesan yang disembunyikan harus dapat diungkap kembali. Karena tujuan 
steganografi adalah menyembunyikan informasi, sewaktu-waktu informasi yang 
disembunyikan ini harus dapat diambil kembali untuk dapat digunakan lebih 
lanjut sesuai keperluan. 
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2.2  Spread Spectrum Image Steganography (SSIS) 
 Menurut Nugraha dkk (2012), Spread Spectrum adalah sebuah teknik 
pentransmisian dengan menggunakan pseudonoise code, yang independen terhadap 
data informasi, sebagai modulator bentuk gelombang untuk menyebarkan energi 
sinyal dalam sebuah jalur komunikasi (bandwidth) yang lebih besar daripada sinyal 
jalur komunikasi informasi. Oleh penerima, sinyal dikumpulkan kembali 
menggunakan replika pseudonoise code tersinkronisasi. Berdasarkan definisi, dapat 
dikatakan bahwa steganografi menggunakan metode Spread Spectrum 
memperlakukan cover-object baik sebagai derau (noise) ataupun sebagai usaha 
untuk menambahkan derau semu (pseudonoise) ke dalam cover-object.  
 Langkah-langkah utama proses penyisipan pesan dalam spread spectrum 
adalah sebagai berikut (Yuliana, Hikmawan, Wijaya, & Hadi, 2013). 
1. Hasilkan Pseudorandom Noise dengan sebuah kata kunci. 
2. Lakukan proses Spreading terhadap pesan yang akan disisipkan. 
3. Lakukan proses modulasi antara pesan yang telah melalui proses Spreading 
dengan deret Pseudorandom, yang menghasilkan noise. 
4. Sisipkan noise ke setiap LSB pada citra digital yang ingin disisipkan pesan 
rahasia (cover image) 
Sedangkan proses ekstraksi merupakan kebalikan dari proses penyisipan yang 
terdiri dari langkah-langkah sebagai berikut. 
1. Ambil setiap LSB pada citra digital. 
2. Hasilkan Pseudorandom Noise dengan kata kunci yang sama saat proses 
penyisipan. 
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3. Lakukan proses de-modulasi antara bit pesan yang telah diekstrak dengan deret 
bilangan pseudorandom. 
4. Lakukan proses de-spreading untuk mendapatkan pesan rahasia. 
2.2.1  Pseudorandom Noise Generator 
Pseudorandom Noise Generator (PRNG) merupakan pembangkit deretan 
bilangan real yang seolah-olah acak. Deretan bilangan semu ini digunakan sebagai 
noise yang akan disisipkan pada gambar, setelah sebelumnya melalui proses 
modulasi untuk menyisipkan informasi rahasia ke dalam noise tersebut (Hidayat, 
Nuha, & Septyauda, 2014). PRNG menggunakan Linear Congruential Generator 
(LCG) untuk membangkitkan deret bilangan pseudorandom. Algoritma LCG 
dinyatakan dengan Rumus 2.1 
 𝑋𝑛 = (𝐴 . 𝑋𝑛−1 + 𝐵) 𝑚𝑜𝑑 𝐶 …(2.1) 
Dimana Xn merupakan bilangan acak ke-n dan Xn-1 merupakan bilangan acak ke n-
1. Parameter A berfungsi sebagai faktor pengali, B sebagai increment dan C 
berperan sebagai modulus. 
2.2.2  Modulation 
Dalam SSIS, modulation digunakan untuk menyisipkan informasi ke dalam 
noise yang dihasilkan melalui proses PRNG. Proses modulasi ini dilakukan dengan 
melakukan proses XOR antara bit pesan yang telah melalui proses spreading 
dengan bit bilangan pseudorandom. 
2.2.3  Spreading 
Proses spreading dalam SSIS adalah proses penyebaran pesan dengan 
besaran skalar yang ditentukan dan berfungsi untuk meningkatkan tingkat 
redundansi. Semakin besar besaran skalar yang digunakan untuk proses 
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penyebaran, maka jumlah pesan yang dapat disisipkan akan berkurang (Winanti, 
2013). 
2.3  Kriptografi 
 Algoritma kriptografi pertama kali dikembangkan untuk mengizinkan 
organisasi tertentu ditunjuk untuk mengakses suatu informasi. Algoritma 
kriptografi ini telah mengalami perkembangan sehingga hasilnya lebih memuaskan, 
misalnya pada algoritma RSA, Blowfish, IDEA, AES, DES, dan lainnya. Algoritma 
kriptografi terdiri dari algoritma enkripsi (E) dan algoritma dekripsi (D). Algoritma 
enkripsi menggunakan kunci enkripsi (KE), sedangkan algoritma dekripsi 
menggunakan kunci dekripsi (KD) (Hamzah, 2012). 
2.3.1  Jenis Kriptografi 
Berdasarkan kunci yang dipakai, algoritma kriptografi dapat dibedakan 
menjadi dua (Hamzah, 2012). 
1. Kunci simetris 
Jenis kriptografi yang paling umum digunakan untuk membuat pesan yang 
disandikan sama dengan kunci untuk membuka pesan yang disandikan. Jadi 
pembuat pesan dan penerimanya harus memiliki kunci yang sama persis. 
2. Kunci Asimetris 
Pasangan kunci kriptografi yang salah satunya digunakan untuk proses enkripsi 
dan yang satunya lagi untuk dekripsi. Semua orang yang mendapatkan kunci 
publik dapat menggunakannya untuk mengenkripsi suatu pesan, data maupun 
informasi. Sedangkan hanya satu orang saja yang memiliki kunci privat untuk 
melakukan dekripsi terhadap sandi yang dikirim untuknya. 
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2.3.2  Rivest Shamir Adleman 
 Rivest Shamir Adleman (RSA) adalah sebuah algoritma pada enkripsi public 
key. RSA merupakan salah satu metode enkripsi yang paling banyak digunakan. 
Metode mengambil dua bilangan secara acak yang akan dijadikan kunci sehingga 
didapatkan dua kunci, yaitu kunci publik dan kunci privat. Algoritma RSA 
dijabarkan pada tahun 1977 oleh tiga orang: Ron Rivest, Adi Shamir, dan Len 
Adlemen yang merupakan peneliti di Massachusetts Institute of Technology. Huruf 
RSA itu sendiri berasal dari inisial nama mereka (Hamzah, 2012). 
 Proses enkripsi plaintext (P) dan proses dekripsi ciphertext (C) dalam 
algoritma RSA dinyatakan dengan rumus 
 𝐶 = 𝑃𝑒 𝑚𝑜𝑑 𝑛 …(2.2) 
 𝑃 =  𝐶𝑑  𝑚𝑜𝑑 𝑛 …(2.3) 
Dimana proses penentuan kunci publik (e,n) dan kunci privat (d,n) tidaklah bebas. 
Secara lengkap langkah-langkah untuk menentukan kunci publik dan kunci privat 
adalah sebagai berikut (Hamzah, 2012). 
1. Pilih 2 buah bilangan prima yang berbeda p dan q 
2. Hitung n = pq 
3. Hitung m = (p-1)(q-1) 
4. Cari nilai e, dimana e merupakan relatif prima dari m. 
5. Cari nilai d, yang memenuhi persamaan e.d mod m = 1 
Untuk mendapatkan nilai d yang memenuhi persamaan pada langkah nomor 5, 
maka digunakanlah Extended Euclidean Algorithm dengan langkah-langkah 
sebagai berikut (Hamzah, 2012). 
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1. Ubah persamaan e.d mod m = 1 menjadi persamaan Euclidean, (m.x) + (e.y) = 
1 
2. Tentukan a dan b yang memenuhi persamaan m = (a.e) + b 
3. Simpan persamaan yang sudah ditemukan lalu substitusi m dan e menjadi e dan 
b 
4. Ulangi langkah 2 dan 3 sampai b bernilai 1 
5. Ubah semua persamaan yang disimpan menjadi b = m – (a.e) 
6. Substitusi e dengan persamaan yang memiliki nilai b = e. 
7. Setelah semua persamaan habis disubstitusi, ubah bentuk persamaan tersebut 
menyerupai persamaan yang telah dibuat pada langkah 1. 
8. Dari persamaan tersebut, y merupakan kunci privat yang dapat digunakan untuk 
melakukan proses dekripsi. Kunci yang digunakan adalah sebuah bilangan 
positif. Oleh karena itu, jika y bernilai negatif, maka kunci dekripsi yang 
digunakan adalah m – y. 
Berdasarkan metode testing yang dilakukan oleh Wagner (2001), skenario 
pengujian implementasi RSA akan dilakukan dengan cara mengenkripsi sebuah 
bilangan menjadi cipher text dan selanjutnya dilakukan dekripsi kembali terhadap 
cipher text tersebut. Proses enkripsi dan dekripsi dilakukan dengan kunci publik 
dan kunci privat yang random. 
2.4  Citra Digital 
 Suatu representasi, kemiripan, atau imitasi dari suatu objek atau benda. 
Setiap citra digital memiliki beberapa karakterisitk, antara lain ukuran citra, 
resolusi, dan format nilainya. Umumnya citra digital berbentuk persegi panjang 
yang memiliki lebar dan tinggi tertentu. Ukuran ini biasanya dinyatakan dalam 
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banyaknya titik atau piksel (Alan, 2006). Semakin tinggi resolusi yang dihasilkan, 
maka semaikin kecil ukuran pixelnya yang berarti bahwa citra yang dihasilkan 
halus. Dalam komputer, citra disimpan dalam bentuk array dua dimensi yang 
berukuran M x N, dimana M menyatakan jumlah baris dan N menyatakan jumlah 
kolom (Hidayat, Nuha, & Septyauda, 2014). 
 
Gambar 2.1 Representasi Citra Digital (Alan, 2006) 
2.4.1  Joint Photographic Experts Group 
 Joint Photographic Experts Group atau disingkat sebagai JPEG merupakan 
standar kompresi citra digital. Keuntungan utama dari format kompresi JPEG ini 
adalah kemampuannya dalam mengkompresi gambar dengan rasio yang tinggi, 
namun dengan penurunan kualitas gambar yang sedikit. Format ini cukup popular 
digunakan di berbagai jenis perangkat seperti kamera digital serta digunakan juga 
pada jaringan internet (Satyanarayana, Venkateswarlu, & Murthy, 2015). Proses 
kompresi gambar dengan menggunakan kompresi JPEG adalah sebagai berikut. 
1. Ubah format warna RGB menjadi YCbCr 
2. Kelompokkan bit pada komponen Y menjadi blok 8 x 8 
3. Kurangi setiap nilai pada pixel dengan 128, sehingga jarak bit berubah dari [0 
ke 255] menjadi [-128 ke 127] 
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4. Lakukan proses Discrete Cosine Transform (DCT) Transformation untuk setiap 
blok, dimulai dari kiri ke kanan. 
5. Bagi setiap data hasil proses DCT dengan matriks quantization. 
6. Lakukan langkah 2 – 5 pada komponen Cb dan Cr 
7. Kompres data dengan menggunakan Huffman Encoding. 
Pada penelitian yang dilakukan oleh Matsuoka, dkk  (Matsuoka, Sone, 
Fukue, Cho, & Shimoda, 2013), dijelaskan bahwa penggunaan faktor kualitas akan 
mempengaruhi rasio kompresi dan besar rasio kompresi secara langsung akan 
mempengaruhi kualitas gambar seperti yang dijelaskan pada Gambar 2.2, Gambar 
2.3 dan Gambar 2.4. 
 
Gambar 2.2 Nilai PSNR kanal Saturation (Matsuoka, dkk. 2013) 
 
 
Gambar 2.3 Nilai PSNR kanal Hue (Matsuoka, dkk. 2013) 
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Gambar 2.4 Nilai PSNR kanal Value (Matsuoka, dkk., 2013) 
 
2.4.2  Discrete Cosine Transfrom (DCT) 
DCT digunakan pada kompresi JPEG untuk merubah bit pada gambar dari 
domain spasial ke domain frequensi. Proses ini merubah gambar menjadi 
komponen dengan frekuensi tinggi, sedang, dan rendah. Proses transformasi DCT 
dibantu dengan bantuan Algoritma AAN yang secara efektif mengurangi operasi 
perkalian dan aritmatika secara keseluruhan. Sehingga transformasi DCT dapat 
dilakukan dengan cepat dengan kompleksitas yang rendah (Bendale & Agrawal, 
2017). Rumus transformasi DCT dengan Algoritma AAN adalah sebagai berikut 
 𝑦(𝑖) = 𝑠𝑎(𝑖) ∗ 𝑠(𝑖) ∗ 4  , 𝑖 = 0,… , 7 …(2.4) 
Dimana s(i) didapatkan dari persamaan  
 
𝑠(𝑖) =
{
 
 
 
 
0.5
𝑠𝑞𝑟𝑡(2)
  , 𝑖 = 0
0.25
cos
𝜋 ∗ 𝑖
16
  , 𝑖 > 0
 
 
 
 
 
 
…(2.5) 
Sementara sa(i) ditentukan menggunakan tabel operasi sebagai berikut 
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Tabel 2.1 Tabel Operasi DCT Algoritma AAN 
b0 = a(0) + a(7) b1 = a(1) + a(6) b2 = a(3) - a(4) b3 = a(1) - a(6) 
b4 = a(2) + a(5) b5 = a(3) + a(4) b6 = a(2) - a(5) b7 = a(0) - a(7) 
c0 = b0 + b5 c1 = b1 - b c2 = b2 + b6 c3 = b1 + b4 
c4 = b0 - b5 c5 = b3 +b7 c6 = b3 + b6 c7 = b7 
d0 = c0 + c3 d1 = c0 - c3 d2 = c2 d3 = c1 + c4 
d4 = c2 - c5 d5 = c4 d6 = c5 d7 = c6 
d8 = c7 
e0 = d0 e1 = d1 e2 = 0.541196100 
* d2 
e3 = 0.707106781 
* d7 
e4 = 1.306562965 
* d6 
e5 = d5 e6 = 0.707106781 
* d3 
e7 = 0.382683433 
* d4 
e8 = d8 
f0 = e0 f1 = e1 f2 = e5 + e6 f3 = e5 - e6 
f4 = e3 +e8 f5 = e8 - e3 f6 = e2+e7 f7 = e4+e7 
sa(0) = f0 sa(1) = f4 + f7 sa(2) = f2 sa(3) = f5 - f6 
sa(4) = f1 sa(5) = f5 + f6 sa(6) = f3 sa(7) = f4 - f7 
 
2.4.3  Quantization 
Quantization merupakan proses pengurangan koefisien DCT yang tidak 
penting. Proses ini akan merubah kebanyakan koefisien DCT menjadi nol. Semakin 
banyak nilai koefisien yang berubah menjadi nol, maka akan semakin baik juga 
hasil kompresinya (Chandran & Bhattacharyya, 2015). Rumus yang digunakan 
pada proses ini adalah sebagai berikut. 
 
𝐹𝑄(𝑖, 𝑗) = 𝑟𝑜𝑢𝑛𝑑 (
𝐹(𝑖, 𝑗)
𝑄(𝑖, 𝑗)
) 
 
…(2.6) 
Dimana F(i,j) merupakan koefisien DCT pada koordinat i dan j, sedangkan Q(i,j) 
merupakan matriks quantization. Matriks pada persamaan 2.7 merupakan matriks 
quantization yang digunakan untuk komponen luminance (Y) sedangkan matriks 
pada persamaan 2.8 digunakan untuk komponen chrominance (Cb dan Cr) 
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𝑄𝑟 =  
(
 
 
 
 
 
16 11 10 16 24 40 51 61
12 12 14 19 26 58 60 55
14 13 16 24 40 57 69 56
14 17 22 29 51 87 80 62
18 22 37 56 68 109 103 77
24 35 55 64 81 104 113 92
49 64 78 87 103 121 120 101
72 92 95 98 112 100 130 99 )
 
 
 
 
 
 
 
 
 
 
 
 
 
…(2.7) 
 
𝑄𝑐 =  
(
 
 
 
 
 
17 18 24 47 99 99 99 99
18 21 26 66 99 99 99 99
24 26 56 99 99 99 99 99
47 66 99 99 99 99 99 99
99 99 99 99 99 99 99 99
99 99 99 99 99 99 99 99
99 99 99 99 99 99 99 99
99 99 99 99 99 99 99 99)
 
 
 
 
 
 
 
 
 
 
 
 
 
…(2.8) 
Matriks pada persamaan 2.7 dan 2.8 merupakan matriks standar yang digunakan 
pada kompresi gambar JPEG (Raid, Khedr, El-dosuky, & Ahmed, 2015). 
2.5  Peak Signal to Noise Ratio (PSNR) 
Peak Signal to Noise Ratio (PSNR) adalah perbandingan matematis untuk 
mengukur kualitas citra digital berdasarkan dari perbandingan bit pixel di antara 
dua buah gambar (Al-Najjar & Soong, 2012). Nilai PSNR yang baik pada citra 
digital ada pada rentang 30 dB sampai 50 dB. Namun, lebih tinggi nilai PSNR maka 
akan semakin baik pula kualitas citra digital (Satyanarayana, Venkateswarlu, & 
Murthy, 2015). Rumus untuk menghitung PSNR adalah sebagai berikut. 
 
𝑃𝑆𝑁𝑅 = 10 log 10 (
2552
𝑀𝑆𝐸
) 
 
…(2.9) 
 
𝑀𝑆𝐸 =  
1
𝑚 . 𝑛
 ∑ ∑(𝑆(𝑖,𝑗) − 𝐶(𝑖,𝑗))
2
𝑛−1
𝑗=0
𝑚−1
𝑖=0
 
 
 
…(2.10) 
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Dimana i dan j merupakan koordinat dari gambar, m dan n adalah dimensi dari 
gambar, S(i,j) menyatakan nilai pixel pada koordinat (i,j) pada stego-image dan C(i, 
j) menyatakan nilai pixel pada koordinat (i,j) pada cover-image. 
2.6  Teknik Purposive Sampling 
Menurut Sugiyono (2012), Purposive Sampling adalah teknik penentuan 
sampel dengan pertimbangan tertentu. Salah satu kelebihan Purposive Sampling 
adalah sampel yang dipilih merupakan sampel yang sesuai dengan tujuan penelitian 
sehingga nilai yang dihasilkan lebih representatif (Hidayat A. , 2018). Jumlah 
sampel minimum yang digunakan dalam banyak penelitian adalah 30 data (Roscoe, 
1975). 
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BAB III 
METODOLOGI DAN PERANCANGAN APLIKASI 
 
3.1  Metodologi 
 Untuk mendukung kelancaran penelitian ini, maka metodologi yang akan 
gunakan adalah sebagai berikut. 
a. Studi Literatur 
Studi literatur dilakukan guna memperluas wawasan, data, informasi, serta 
keterangan yang berhubungan dengan penerapan metode spread spectrum pada 
citra digital dan kriptografi RSA. Studi dilakukan melalui jurnal, buku, ataupun 
sumber informasi valid lainnya untuk mendukung landasan teori dalam 
penelitian ini. Selain itu, internet juga digunakan untuk mendapatkan informasi 
terkini sehingga teori dan data yang didapat mengikuti perkembangan zaman. 
b. Perancangan Aplikasi 
Setelah tahap studi literatur sudah selesai dilakukan, maka dapat dilanjutkan 
dengan merancang design aplikasi. Pada tahapan ini, perancangan dilakukan 
baik terhadap tampilan antarmuka, maupun juga pada alur jalannya program. 
c. Pembangunan Aplikasi 
Setelah hasil perancangan sudah final, tahap selanjutnya adalah melakukan 
implementasi (coding) hasil studi literatur ke dalam bentuk aplikasi mobile 
berbasis android. Aplikasi dibangun berdasarkan rancangan yang sudah dibuat 
pada tahapan sebelumnya
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d. Uji Coba 
Setelah tahap implementasi dan coding telah selesai, langkah yang akan 
dilakukan selanjutnya adalah uji coba. Terdapat dua buah uji coba yang akan 
dilakukan. Uji coba pertama dilakukan untuk mengetahui ketepatan algoritma 
enkripsi RSA. Uji coba akan dilakukan dengan cara membandingkan hasil 
enkripsi antara library pada bahasa pemrograman Java dengan algoritma RSA 
yang diimplementasikan dalam penelitian ini. Uji coba kedua dilakukan untuk 
mengetahui nilai PSNR dari citra digital yang telah disisipi informasi rahasia. 
Citra digital yang digunakan memiliki ukuran 1366x768px. Kapasitas 
maksimum pesan yang dapat disisipkan sama dengan besar n yang dijelaskan 
pada Subbab 2.3.2. Dalam penelitian ini, besar nilai n adalah 2048 bit yang 
didapat dari perkalian p dan q yang masing-masing bernilai 1024 bit. Oleh 
karena itu, kapasitas maksimum pesan yang dapat disisipkan ke dalam gambar 
adalah (log10 2
2048) / 2 karakter. Kedua uji coba akan menggunakan sampel 
data sebanyak 30 buah data berbeda untuk pengujian RSA dan 30 buah gambar 
berbeda untuk mengetahui nilai PSNR. 
e. Evaluasi 
Pada tahap ini analisa dilakukan terhadap citra digital yang sudah disisipi 
informasi rahasia. Citra digital tersebut akan diuji kualitasnya dengan 
menggunakan PSNR. Selain itu, uji coba juga dilakukan untuk mengambil 
informasi yang ada pada citra digital yang sudah disisipi informasi. Setiap hasil 
uji coba akan dicatat guna keperluan evaluasi untuk menarik kesimpulan pada 
akhir percobaan. 
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3.2  Model Aplikasi 
 Dalam proses penyembunyian pesan, sistem membutuhkan masukan berupa 
citra digital dan pesan teks yang akan disembunyikan. Setelah itu, teks akan 
dienkripsi menggunakan algoritma RSA dan dilanjutkan dengan proses embedding, 
atau proses penyisipan bit pesan rahasia ke dalam bit citra digital. Output dalam 
proses ini adalah stego image.  
 
Gambar 3.1 Model Aplikasi 
 Sedangkan dalam proses ekstraksi pesan, sistem membutuhkan masukan 
berupa stego image. Kemudian sistem akan melakukan proses de-spreading dan 
dilanjutkan dengan proses dekripsi terhadap pesan ter-dekripsi yang merupakan 
hasil dari proses de-spreading. Output dalam proses ini adalah pesan rahasia.  
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3.3  Rancangan Aplikasi 
3.3.1 Flowchart 
 
Gambar 3.2 Flowchart Menu Utama 
 Gambar 3.2 merupakan flowchart yang menggambarkan saat pertama kali 
pengguna membuka aplikasi. Pada halaman utama tersebut, akan terdapat 3 buah 
tombol yaitu: Manage Key, Hide Message, dan Extract Message.  
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Gambar 3.3 Flowchart Modul Manage Key  
Selanjutnya Gambar 3.3 merupakan flowchart yang menggambarkan saat 
pengguna membuka menu Manage Key. Pertama-tama aplikasi akan melakukan 
pengecekan kunci pada database. Jika kunci belum pernah dibuat maka tombol 
yang akan ditampilkan adalah tombol Create dan tombol Share. Sebaliknya, jika 
pengguna sudah pernah membuat kunci, maka tombol yang akan ditampilkan 
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adalah tombol Re-generate. Setelah itu, aplikasi akan kembali membaca database 
untuk menampilkan daftar kunci publik yang tersimpan pada perangkat pengguna. 
Ketika tombol Re-generate ditekan, aplikasi akan menghapus kunci milik 
pengguna, lalu selanjutnya akan membuat kunci baru yang dijelaskan pada Gambar 
3.4. Begitu juga ketika pengguna menekan tombol Create, aplikasi akan membuat 
kunci baru. 
 
Gambar 3.4 Flowchart Modul Add Key 
Gambar 3.4 menggambarkan flowchart ketika pengguna menekan tombol 
Add Key. Pengguna pertama-tama akan mengisi nama dan memilih file kunci 
publik. Selanjutnya aplikasi akan membaca isi file untuk kemudian disimpan ke 
dalam database. 
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Gambar 3.5 Flowchart Modul Generate Kunci  
 Gambar 3.5 merupakan Flowchart yang menjelaskan pembuatan kunci 
publik dan privat. Langkah pertama diawali dengan menentukan 2 buah bilangan 
prima acak. Setelah itu hasilkan n yang merupakan hasil perkalian p dan q, serta m 
yang merupakan hasil perkalian p-1 dan q-1. Selanjutnya tentukan e, dimana e 
merupakan relatif prima dari m dan lebih kecil dari m. Nilai dari e merupakan salah 
satu komponen kunci publik, dimana kunci publik merupakan (e, n). Setelah kunci 
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publik selesai dibuat, langkah selanjutnya adalah penentuan d, dimana d merupakan 
kunci privat yang digunakan untuk melakukan dekripsi. Langkah-langkah lebih 
lanjut mengenai penentuan nilai d dapat dilihat pada Gambar 3.6. 
 
Gambar 3.6 Flowchart Modul ExtEuclid 
Gambar 3.6 menjelaskan alur pembuatan kunci privat dengan menggunakan 
algoritma Extended Euclidean. Fungsi ini menerima 2 buah input dan 
mengembalikan 3 bilangan yaitu x, y, dan q dimana ketiga merupakan bilangan dari 
persamaan Euclidean, (m.x) + (e.y) = q. Penjelasan lebih lanjut mengenai algoritma 
Extended Euclidean dapat dilihat pada Subbab 2.3.2. 
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Gambar 3.7 Flowchart Modul Hide Message 
 Gambar 3.7 merupakan flowchart yang menggambarkan ketika pengguna 
menekan tombol Hide Message pada halaman utama. Pertama-tama aplikasi akan 
mengambil daftar pengguna yang disimpan beserta kunci publiknya. Setelah itu 
aplikasi akan menunggu pengguna memasukkan pesan dan memilih gambar. 
Setelah pengguna menekan tombol Submit, aplikasi akan melakukan proses 
penyisipan pesan yang dijelaskan pada Gambar 3.8. Setelah proses penyisipan 
selesai dilakukan, gambar hasil penyisipan akan disimpan pada penyimpanan lokal 
aplikasi. 
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Gambar 3.8 Flowchart Modul Sisipkan Pesan 
Flowchart pada Gambar 3.8 menggambarkan proses penyisipan pesan 
rahasia pada gambar. Proses diawali dengan enkripsi pesan dengan menggunakan 
kunci publik yang sudah dipilih oleh pengguna. Setelah itu, aplikasi akan 
menghasilkan deret bilangan angka yang akan dijadikan noise dengan modul 
Pseudorandom Generator. Setelah deret bilangan semu acak sudah didapatkan, 
aplikasi akan memulai proses modulasi deret angka semu acak dengan pesan 
rahasia yang sudah terenkripsi. Setelah pesan selesai terenkripsi, langkah 
selanjutnya adalah menyiapkan citra digital yang akan disisipkan pesan rahasia. 
Pertama-tama bit RGB pada citra digital input diubah menjadi YCbCr. Setelah itu, 
dilakukan proses DCT transformation pada bit gambar. Hasil dari proses ini akan 
masuk ke proses selanjutnya, yaitu quantization. Bit pesan rahasia selanjutnya 
dimasukan ke data hasil proses quantization. Setelah selesai dimasukkan, data 
tersebut akan dikompres menggunakan algoritma kompresi Huffman. 
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Gambar 3.9 Flowchart Modul Generate Pseudorandom 
Gambar 3.9 merupakan gambaran proses pembangkitan bilangan acak 
semu. Proses ini menggunakan algoritma LCG yang secara lengkap dibahas pada 
Subbab 2.2.1. Hasil dari modul ini adalah deret bilangan acak semu yang sudah 
diubah dalam bentuk biner. 
 
Gambar 3.10 Flowchart Modul convertYCC 
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Gambar 3.10 merupakan Flowchart Modul convertYCC. Modul ini 
berfungsi untuk merubah komponen warna pada gambar yang berbentuk RGB 
menjadi YCbCr agar dapat diproses dengan baik saat masuk ke tahapan DCT 
transformation. 
 
Gambar 3.11 Flowchart Modul DCT 
Setelah komponen warna diubah menjadi YCbCr, bit warna tersebut 
selanjutnya akan diproses pada fungsi DCT transformation. Fungsi ini akan 
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menerima input beruba matriks 8 x 8. Pertama-tama, bit warna akan dikurangi 128 
untuk menyesuaikan nilai bit dengan gelombang cosine. Setelah itu, masing-masing 
baris pada matriks dilakukan operasi-operasi aritmatika untuk mentransformasi 
gelombang bit sehingga frekuensi warna terbagi menjadi rendah, sedang dan tinggi. 
Proses ini digambarkan pada Gambar 3.11. 
 
Gambar 3.12 Flowchart Modul Quantization 
Gambar 3.12 menggambarkan proses Quantization. Pada tahap ini, matriks 
bit akan dikurangi koefisien DCT yang tidak digunakan menjadi 0. Setiap bit pada 
matriks akan dibagi dengan matriks quantization. Jenis matriks quantization yang 
digunakan bergantung pada jenis komponen warna yang sedang diproses. Jika 
komponen yang sedang diproses adalah luminance (Y), maka matriks untuk matriks 
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quantization luminance yang akan digunakan. Begitu juga dengan komponen 
chrominance (Cb dan Cr). 
 
Gambar 3.13 Flowchart Modul HuffmanEncode 
Setelah proses quantization selesai dilakukan, keluaran dari proses tersebut 
akan dikompres untuk mengurangi ukuran file keluaran. Setiap bit/symbol yang ada 
pada matriks akan direpresentasikan dengan bit baru sesuai dengan Huffman Table 
yang menjadi standar kompresi JPEG. Proses kompresi dapat dilihat pada Gambar 
3.13. 
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Gambar 3.14 Flowchart Modul Extract Message 
Gambar 3.14 merupakan Flowchart Modul Extract Message. Ketika 
pengguna membuka menu ini, aplikasi secara langsung akan mengambil kunci 
privat dari dalam database. Selanjutnya pengguna akan memilih gambar yang 
mengandung pesan rahasia. Setelah selesai memilih, gambar akan ditampilkan 
untuk memastikan gambar yang diambil merupakan gambar yang benar. Ketika 
pengguna menekan tombol Extract, aplikasi akan mulai melakukan proses ekstraksi 
pesan rahasia dari gambar dan menampilkan pesan tersebut ke pengguna. 
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Gambar 3.15 Flowchart Ekstrak Pesan 
Flowchart pada Gambar 3.15 merupakan gambaran proses ektrak pesan. 
Pertama kali, koefisien akan diekstrak dari cover image. Selanjutnya bit pesan akan 
diambil dari bit-bit koefisien yang telah diekstrak dari cover image. Setelah proses 
pengambilan bit selesai dilakukan, aplikasi akan memanggil modul Generate 
Pseudorandom untuk menghasilkan deret angka semu acak. Setelah deret angka 
tersebut selesai dibuat, aplikasi akan memulai proses demodulasi pesan dan 
dilanjutkan dengan proses dekripsi dengan mengggunakan kunci privat yang telah 
diambil pada proses sebelumnya. Modul ini akan mengembalikan plain text untuk 
selanjutnya ditampilkan kepada pengguna. 
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Gambar 3.16 Flowchat Modul Huffman Decode 
Pengambilan koefisien pada JPEG dijabarkan pada Gambar 3.16. Proses ini 
pertama kali akan membaca Huffman Table yang ada pada header JPEG. 
Selanjutnya, bit-bit data yang ada pada cover image akan dibaca dan digantikan bit 
nya, sesuai dengan isi tabel. Data-data yang telah diambil selanjutnya dibentuk 
menjadi matriks 8 x 8. 
3.3.2 Struktur Tabel 
 Aplikasi ini menggunakan 2 buah tabel yang memiliki fungsi masing-
masing dengan menggunakan sistem basis data sqlite pada sistem operasi Android. 
Berikut merupakan struktur kedua tabel tersebut. 
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A. Tabel daftar kunci publik 
Tabel 3.1 merupakan tabel yang berfungsi untuk menyimpan kunci publik milik 
pengguna lain. 
Tabel 3. 1 Struktur Tabel tbl_public_key_list 
Nama Kolom Tipe Data Keterangan 
ID Bigint Primary key dari tabel tbl_public 
_key_list 
Name Varchar(100) Nama untuk masing-masing 
kunci publik 
Date Date Tanggal kunci public disimpan 
PublicKey Varchar(310) String yang merupakan kunci 
publik 
 
B. Tabel kunci pengguna 
Tabel 3.2 merupakan tabel yang digunakan untuk menyimpan kunci publik dan 
kunci privat milik pengguna 
Tabel 3. 2 Struktur Tabel tbl_user_key 
Nama Kolom Tipe Data Keterangan 
Public_key Varchar(310) Kunci publik milik 
pengguna. 
Private_key Varchar(310) Kunci privat milik 
pengguna. 
Modulus Varchar(620) Digunakan dalam proses 
enkrispi dan dekripsi 
 
3.3.3 Desain Antarmuka 
Berikut dijelaskan lebih lanjut mengenai desain antarmuka dari aplikasi 
yang akan dibangun.  
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Gambar 3.17 Mockup Halaman Awal 
Gambar 3.17 menggambarkan halaman awal sesaat setelah pengguna 
membuka aplikasi. Halaman awal tersebut memiliki 3 buah tombol, yaitu Manage 
Key, Hide Message, dan Extract Message 
 
Gambar 3.18 Mockup Halaman 
Manage Key 
 
Gambar 3.19 Mockup Halaman 
Manage Key Dengan Kunci 
Gambar 3.18 dan Gambar 3.19 merupakan halaman yang muncul ketika 
tombol Manage Key ditekan. Saat pengguna belum pernah membuat kunci publik 
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dan kunci privatnya, status akan menampilkan tulisan Not Generated berwarna 
merah dengan icon pensil untuk membuat kunci baru. Jika pengguna sudah pernah 
membuat kunci, maka status akan menampilkan tulisan Generated dengan warna 
hijau beserta tombol Refresh dan tombol Share. Tabel pada bagian bawah 
merupakan daftar kunci publik milik orang lain yang dimiliki oleh pengguna. 
 
Gambar 3.20 Mockup Re-generate key 
Gambar 3.20 merupakan tampilan ketika tombol Refresh Key ditekan. 
Tombol ini berfungsi untuk merubah kunci publik dan privat milik user. Sebuah 
popup konfirmasi akan muncul untuk mengkonfirmasi aksi yang akan dilakukan 
oleh pengguna. 
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Gambar 3.21 Mockup Detail Kunci 
Tampilan pada Gambar 3.21 merupakan tampilan yang muncul ketika 
pengguna menekan salah satu kunci publik dari tabel yang berada pada modul 
manage key. Sebuah popup akan muncul dan menampilkan detail mengenai kunci 
publik tersebut, beserta tombol Delete yang berfungsi untuk menghapus kunci 
publik tersebut dari aplikasi pengguna. 
 
Gambar 3.22 Mockup Tambah Kunci 
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Gambar 3.22 merupakan tampilan ketika pengguna menekan tombol Add 
Key. Pada popup tersebut terdapat sebuah text field untuk memasukkan nama 
pemilik dari kunci publik yang ingin dimasukkan. Selain itu juga terdapat tombol 
Browse untuk memilih file yang berisi kunci publik. 
 
Gambar 3.23 Mockup Hide Message 
 
Gambar 3.24 Mockup Browse Key 
 Tampilan pada Gambar 3.23 merupakan tampilan yang muncul ketika 
pengguna menekan menu Hide Message pada menu utama. Gambar 3.24 
merupakan tampilan ketika pengguna menekan tombol Browse. Pengguna akan 
diminta untuk memilih kunci publik yang akan digunakan untuk proses enkripsi 
pesan. Setelah itu, pengguna dapat mengisi pesan rahasia pada textbox dan memilih 
gambar yang akan dijadikan cover image. Setelah semua data terisi, pengguna dapat 
menekan tombol Submit dan aplikasi akan memulai proses penyisipan. Hasil 
penyisipan akan disimpan pada local storage aplikasi. 
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Gambar 3.25 Mockup Ekstrak Pesan 
 
Gambar 3.26 Mockup Pesan Rahasia 
 Gambar 3.25 merupakan halaman yang ditampilkan ketika pengguna 
membuka halaman extract message. Pertama-tama pengguna akan memilih gambar 
yang memiliki pesan rahasia. Setelah itu, aplikasi akan memulai proses ekstraksi 
dan menampilkan pesan rahasia yang terdapat pada gambar seperti pada Gambar 
3.26. 
 
Gambar 3.27 Mockup Halaman About 
Gambar 3.27 merupakan mockup halaman About. Halaman ini akan berisi 
teks mengenai aplikasi.
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BAB IV 
IMPLEMENTASI DAN UJI COBA 
4.1  Spesifikasi Sistem 
Aplikasi android ini dibangun menggunakan bahasa pemrograman Java. 
Spesifikasi sistem yang digunakan dalam tahap pembangunan aplikasi ini adalah 
sebagai berikut. 
1. Software 
a. IDE Android Studio v3.1 
b. Java v1.8.0_161 
c. Sistem operasi Windows 10 (64 bit) 
2. Hardware 
a. Processor Intel i7 2.4 GHz 
b. Ram 12 GB 
c. HDD 1TB 
d. NVIDIA Graphic Card GeForce GT 740M 
4.2  Implementasi 
Implementasi metode spread spectrum dan enkripsi RSA aplikasi android 
dilakukan dengan menggunakan bahasa pemrograman Java. 
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4.2.1  Implementasi Tampilan 
 
Gambar 4.1 Tampilan Halaman Utama 
Gambar 4.1 menampilkan tampilan pada halaman utama. Halaman ini 
memiliki 4 buah tombol yang dapat digunakan oleh pengguna. 
 
Gambar 4.2 Tampilan Key Not 
Generated 
 
Gambar 4.3 Tampilan Key Generated 
Gambar 4.2 dan Gambar 4.3 merupakan tampilan halaman Manage Key. 
Pada halaman ini, pengguna dapat men-generate, re-generate, dan menghapus 
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kunci yang akan digunakan untuk dekripsi pesan. Selain itu, terdapat daftar kunci 
yang telah dimasukan oleh pengguna. Terdapat tombol Add New Key pada halaman 
ini untuk meng-import kunci milik pengguna lain. Tampilan pada Gambar 4.2 
merupakan tampilan jika pengguna belum memiliki kunci. Sedangkan Gambar 4.3 
merupakan tampilan saat pengguna sudah memiliki kunci. Jika tombol Export Key 
ditekan, maka kunci milik pengguna akan diekspor ke sebuah file. 
 
Gambar 4.4 Tampilan Export Key 
Gambar 4.4 merupakan hasil ekspor kunci publik milik pengguna. Setelah 
proses ekspor selesai, akan ada sebuah popup yang menampilkan lokasi file kunci 
berada. File kunci ini selanjutnya disebarkan ke pengguna lain agar dapat 
digunakan untuk proses enkripsi. 
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Gambar 4.5 Tampilan Tambah Kunci 
Gambar 4.5 merupakan tampilan yang muncul ketika pengguna menekan 
tombol Add Key. Setelah tombol ditekan, akan muncul sebuah popup yang mminta 
pengguna untuk mengisi nama dan memilih file kunci. Jika tombol Cancel ditekan, 
maka popup akan tertutup dan data tidak ditambahkan ke dalam database. Jika 
tombol Add ditekan, maka kunci akan ditambahkan ke dalam daftar kunci. 
 
Gambar 4.6 Tampilan Key Detail 
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Gambar 4.6 merupakan tampilan yang muncul ketika pengguna menekan 
tombol Action. Pada popup tersebut akan terdapat informasi mengenai kunci 
beserta tombol Delete dan Cancel. Jika tombol Delete ditekan, maka kunci akan 
dihapus dari dalam database. 
 
Gambar 4.7 Tampilan Halaman Embed Message 
Gambar 4.7 merupakan tampilan dimana pengguna dapat memasukan pesan 
rahasia ke dalam gambar. Pengguna akan diminta untuk memilih kunci publik milik 
penerima dan gambar yang akan disisipi pesan rahasia. Pengguna juga akan 
diberikan informasi mengenai jumlah karakter tersisa yang dapat dimasukkan ke 
dalam gambar. 
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Gambar 4.8 Tampilan Embed Success 
Gambar 4.8 merupakan tampilan yang akan muncul setelah proses 
penyisipan pesan telah berhasil. Aplikasi akan mengeluarkan popup yang berisi 
notifikasi sukses dan lokasi dimana gambar hasil penyisipan disimpan. 
 
Gambar 4.9 Tampilan Extract Message 
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Gambar 4.9 merupakan tampilan Modul Extract Message. Pada halaman 
tersebut terdapat sebuah tombol yang berfungsi untuk memilih gambar. Setelah 
gambar terpilih, gambar tersebut akan ditampilkan untuk memastikan gambar yang 
dipilih oleh pengguna tidak salah. 
 
Gambar 4.10 Tampilan Pesan Rahasia 
Setelah tombol Extract pada gambar 4.9 ditekan, maka proses ekstraksi 
pesan akan dimulai. Tampilan pada Gambar 4.10 merupakan tampilan ketika proses 
ekstraksi telah selesai dilakukan. Jika tombol Copy ditekan, maka pesan rahasia 
akan secara otomatis masuk ke dalam clipborad. Sebuah toast juga akan muncul 
ketika tombol Copy ditekan untuk memberikan feedback kepada pengguna.  
4.2.2  Implementasi Algoritma 
A. Potongan Kode RSA 
Gambar 4.11 merupakan potongan kode yang terdiri dari beberapa fungsi 
yang digunakan untuk menghasilkan kunci publik dan kunci privat yang akan 
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digunakan untuk proses enkripsi dan dekripsi. Fungsi largePrime merupakan fungsi 
yang digunakan untuk menghasilkan bilangan prima acak. Fungsi genE digunakan 
untuk mencari bilangan relatif prima. Keluaran dari fungsi ini digunakan sebagai 
kunci publik. Sedangkan fungsi extEuclid merupakan fungsi yang menjalankan 
algoritma Extended Euclid yang keluarannya merupakan kunci privat. Sedangkan 
pada Gambar 4.12, terdapat fungsi encrypt dan decrypt yang berfungsi untuk 
melakukan proses enkripsi dan dekripsi. 
 
Gambar 4.11 Potongan Kode Generate Key 
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Gambar 4.11 Potongan Kode Generate Key (Lanjutan) 
 
Gambar 4.12 Potongan Kode Enkripsi & Dekripsi 
B. Potongan Kode Spread Spectrum 
Gambar 4.13 merupakan potongan kode proses spread spectrum. Proses 
diawali dengan membaca panjang bit pesan, melakukan proses XOR pada bit pesan 
dengan bilangan pseudorandom, lalu menyebarkan pesan sebesar faktor spreading. 
Sedangkan Gambar 4.14 merupakan proses decoding untuk mengambil kembali 
pesan asli. 
 
Gambar 4.13 Potongan Kode Spread Spectrum (Embed) 
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Gambar 4.14 Potongan Kode Spread Spectrum (Extract) 
Potongan kode pada Gambar 4.15 merupakan fungsi LCG yang digunakan 
untuk menghasilkan bilangan pseudorandom yang digunakan pada proses 
penyisipan dan ekstraksi pesan. 
 
Gambar 4.15 Potongan Kode LCG 
C. Potongan Kode Penyisipan Pesan 
Gambar 4.16 merupakan potongan kode proses kompresi JPEG serta proses 
penyisipan bit pesan rahasia ke dalam file JPEG. Penyisipan bit pesan hasil spread 
spectrum dilakukan pada koefisien hasil dari proses Forward DCT dan 
Quantization. Setelah proses penyisipan selesai dilakukan, proses akan berlanjut ke 
proses Huffman Encoding. 
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Gambar 4.16 Potongan Kode Penyisipan Bit 
4.3  Uji Coba 
Uji coba aplikasi terdiri dari tiga bagian, yaitu pengujian enkripsi RSA, 
pengujian metode Spread Spectrum, dan pengukuran hasil nilai PSNR terhadap 
besar koefisien spreading yang digunakan saat proses penyisipan pesan ke dalam 
gambar. 
4.3.1  Pengujian Enkripsi RSA 
Uji coba ini dilakukan untuk menentukan apakah hasil algortima enkripsi 
RSA yang digunakan dalam program ini menghasilkan keluaran yang valid. Uji 
coba akan dilakukan dengan membandingkan keluaran hasil algoritma RSA yang 
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digunakan pada aplikasi dengan hasil keluaran library RSA yang ada pada standard 
library bahasa pemrograman Java. Uji coba dilakukan pada 30 buah string acak 
dengan menggunakan kunci privat, kunci publik dan modulus yang sama. Selain 
itu, akan dilakukan juga proses dekripsi pada cipher text untuk mengetahui apakah 
algoritma yang diimplementasikan juga dapat melakukan proses dekripsi dengan 
baik. Detail hasil pengujian dilampirkan pada Lampiran Hasil Pengujian Algoritma 
RSA. 
 
Gambar 4.17 Hasil pengujian RSA 
4.3.2  Pengujian Spread Spectrum 
Pada pengujian ini, dilakukan uji coba tahapan-tahapan yang ada pada 
metode Spread Spectrum. Adapun tahapan yang dimaksud, yaitu spreading dan 
modulasi. Selain itu juga, akan dilakukan uji coba pengembalian pesan dari hasil 
keluaran metode ini. Pada tahap awal, pesan terenkripsi akan diubah terlebih dahulu 
menjadi bentuk bit.  
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Gambar 4.18 Bentuk Bit Pesan Rahasia 
Gambar 4.18 merupakan konversi pesan terenkripsi menjadi array bit. 
Kemudian array tersebut akan memasuki tahap spreading dengan besaran skalar 2. 
 
Gambar 4.19 Proses Spreading 
Setelah proses spreading selesai dilakukan, selanjutnya bit-bit pesan 
tersebut akan dimodulasi dengan angka pseudorandom dengan nilai seed 12. Hasil 
dari tahap tersebut dapat dilihat pada Gambar 4.20 dan Gambar 4.21. 
 
Gambar 4.20 Modulasi Bit 
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Gambar 4.21 Array Bit Hasil Modulasi 
Sementara itu untuk proses pengambilan pesan, array bit hasil keluaran 
akan melalui tahapan demodulasi. Proses ini akan menggunakan angka 
pseudorandom yang sama dengan nilai seed 12. 
 
Gambar 4.22 Proses De-Modulasi 
Selanjutnya dilakukan proses de-spreading pada bit array hasil proses de-
modulasi dan akan menghasilkan bit array pesan yang terenkripsi. Selanjutnya bit 
pesan tersebut dapat dilakukan proses dekripsi untuk mendapatkan pesan rahasia. 
 
Gambar 4.23 Hasil Proses De-Spreading 
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4.3.3  Pengukuran PSNR 
Pengujian nilai PSNR dilakukan pada citra digital hasil keluaran aplikasi. 
Uji coba dilakukan dengan menggunakan 30 citra digital. Kemudian untuk setiap 
gambar, disisipkan data yang sama namun dengan faktor spreading yang berbeda-
beda. Setelah itu dilakukan perhitungan nilai PSNR terhadap semua gambar output 
dari aplikasi. Hasil perhitungan PSNR dapat dilihat pada Tabel 4.1.
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Tabel 4.1 Nilai PSNR berdasarkan Skalar Spreading 
               Gambar ke-                                    
Skalar 
1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 
1 36.96 39.81 42.88 45.91 41.82 43.59 45.76 46.08 46.2 46.81 45.01 39.96 45.75 47.8 46.09 
2 36.86 39.57 42.41 45.03 41.47 43.03 44.89 45.08 45.54 46.06 44.41 39.71 44.89 46.91 45.42 
3 36.76 39.37 42.03 44.39 41.18 42.57 44.24 44.34 45.01 45.49 43.94 39.5 44.22 46.21 44.9 
4 36.68 39.2 41.72 43.88 40.93 42.22 43.74 43.79 44.37 45.05 43.57 39.33 43.68 45.41 44.47 
5 36.57 39.02 41.39 43.4 40.67 41.84 43.24 43.23 43.8 44.6 43.16 39.15 43.17 44.72 44.03 
               Gambar ke- 
Skalar 
16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 
1 41.22 37.67 42.28 44.38 45.67 41 41.16 40.49 39.39 47.27 35.73 37.48 36.15 47.78 37.52 
2 40.89 37.53 41.94 43.76 44.87 40.74 40.85 40.24 39.18 46.23 35.64 37.35 36.07 46.41 37.39 
3 40.61 37.41 41.63 43.25 44.28 40.52 40.6 40.04 38.99 45.45 35.56 37.24 36 45.47 37.28 
4 40.39 37.32 41.37 42.87 43.8 40.33 40.38 39.87 38.84 44.86 35.5 37.15 35.93 44.79 37.18 
5 40.14 37.2 41.1 42.47 43.3 40.14 40.15 39.67 38.68 44.3 35.42 37.04 35.87 44.13 37.08 
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Tabel 4.2 Rata-Rata Nilai PSNR Berdasarkan Skalar Spreading 
Skalar Spreading Rata-rata PSNR 
1 42.52 
2 42.01 
3 41.62 
4 41.29 
5 40.96 
 
 
Gambar 4.24 Grafik Rata-Rata Nilai PSNR Berdasarkan Skalar Spreading 
Pada Tabel 4.1 ditunjukan hasil perhitungan PSNR berdasarkan skalar 
spreading antara cover image dan stego image. Sedangkan Tabel 4.2 dan Gambar 
4.24 merupakan rata-rata nilai PSNR berdasarkan skalar spreading yang digunakan. 
Nilai spreading satu memiliki nilai PSNR tertinggi. Hal ini dikarenakan pesan tidak 
tersebar (spreading). Sedangkan nilai spreading lima memiliki nilai PSNR paling 
rendah. Hal ini terjadi dikarenakan panjang pesan yang bertambah, sehingga 
banyak bit dari gambar yang tergantikan oleh bit hasil keluaran spread spectrum. 
Selain bit hasil keluaran Spread Spectrum, besar nilai PSNR juga dipengaruhi oleh 
besar pengaturan kualitas saat proses kompresi JPEG seperti yang dijabarkan pada 
Subbab 2.4.1.
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BAB V 
SIMPULAN DAN SARAN 
5.1  Simpulan 
Berdasarkan hasil dari penelitian yang dilakukan, kesimpulan yang 
didapatkan adalah sebagai berikut. 
1. Steganografi dengan metode spread spectrum dan algortima enkripsi RSA 
pada citra digital telah berhasil diimplementasikan pada perangkat Android. 
Data dapat dienkripsi dan disisipkan ke dalam citra digital berformat JPEG. 
Selain itu data yang telah disisipkan juga dapat diekstrak dan didekripsi 
kembali 
2. Besar nilai faktor spreading yang digunakan berpengaruh terhadap nilai PSNR. 
Rata-rata nilai PSNR untuk masing-masing faktor spreading dari 1 sampai 5 
adalah 42.52, 42.01, 41.63, 41.29 dan 40.29. Semakin besar nilai faktor 
spreading yang digunakan, maka nilai PSNR akan semakin rendah. Namun 
nilai spreading yang besar akan meningkatkan kualitas kemanan data yang 
disisipkan ke dalam gambar. Hal tersebut dikarenakan bit pesan yang lebih 
panjang dan redundan. Sebaliknya, semakin kecil nilai faktor spreading yang 
digunakan, maka nilai PSNR akan semakin tinggi namun kualitas keamanan 
data lebih rendah. Dengan demikian, besar faktor spreading yang digunakan 
akan mempengaruhi kualitas visual gambar dan kualitas kemanan data. 
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5.2  Saran 
Berdasarkan penelitian yang telah dilakukan, saran yang dapat 
digunakan/dilakukan untuk penelitian selanjutnya adalah sebagai berikut. 
1. Aplikasi memberikan pilihan keluaran citra digital selain format JPEG. 
2. Menguji ketahanan hasil keluaran aplikasi terhadap aplikasi-aplikasi analisis 
steganografi. 
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RIWAYAT HIDUP 
 
Data Pribadi 
Nama Lengkap : Rudiyanto 
Tempat, Tanggal Lahir : Tangerang, 14 Februari 1997 
Jenis Kelamin : Pria 
Status : Belum Menikah 
Agama : Budha 
Kewarganegaraan : Indonesia 
Alamat : Jalan Yos Sudarso No.90 RT 002/0005, Kecamatan    
  Benda, Jurumudi Baru, Kota Tangerang, Banten. 
Telepon : +6289622719166 
Email : rudiyanto14@hotmail.com 
 
Latar Belakang Pendidikan 
2014 – Sekarang Universitas Multimedia Nusantara, Tangerang. 
Program Studi Teknik Informatika 
2011 – 2014 SMA Santa Patricia 
2008 – 2011 SMP Santa Patricia 
2002 – 2008 SD Santa Patricia 
Pengalaman Kerja 
 Frontend Developer PT. Inovasi Dunia Kreasi  
 Software Engineer Internship PT. Trinusa Travelindo 
Achievements 
 Juara 2 Jakarta Editors Lab (Maret 2017) 
 
  
HASIL PENGUJIAN ALGORITMA RSA 
Case 1 
Original message: E1P5CAMXUP443IS 
Str -> BigInt: 694980536765778885805252517383 
Own-impl: 
1062935246476347386780750063478124117339752645128198002484024061862348916695221
6619990131375162261615242943601431773352111740278434399627005022941347286007971
4309255052732781824788103199371134208848394908927512879300557971144893938630890
9785406524531830005288679538781870918554182645691989422491686512313218854763223
7568164877586333306291465095757923788044495952468625520672233807324897152154277
0930773446814090716066002200871176799316036094461962660546725611210347370696712
5505528719802978798659072203467001759453707121405251126197445556608601065356250
0939530252693510395187542911238419306953075490771027736710020757 
Lib-impl: 
1062935246476347386780750063478124117339752645128198002484024061862348916695221
6619990131375162261615242943601431773352111740278434399627005022941347286007971
4309255052732781824788103199371134208848394908927512879300557971144893938630890
9785406524531830005288679538781870918554182645691989422491686512313218854763223
7568164877586333306291465095757923788044495952468625520672233807324897152154277
0930773446814090716066002200871176799316036094461962660546725611210347370696712
5505528719802978798659072203467001759453707121405251126197445556608601065356250
0939530252693510395187542911238419306953075490771027736710020757 
Decrypt: 694980536765778885805252517383 
BigInt -> Str: E1P5CAMXUP443IS 
 
Case 2 
Original message: 1UNVETK47252V2M 
Str -> BigInt: 498578866984755255505350865077 
Own-impl: 
7464354090223028972195907821615781378257723834264290441573978708276301554546035
6251014688443848178775575781481062034511790605104476745266503577425435344007214
1201381927194089800455471967148013908472932817723298225730416165481553225865740
2844847009311725778138334200886462442570579872460868220706893294137921897227130
7185045987722991732367864491530712557732455531448859346529827401983042011610116
5706320429515148037823199977831081218069753373258569885327766880441970576241876
2693696780971696417532477585431097265812437460304977649733526955470336477471790
661098055009959639634649528548697230800020717772978574460274301 
Lib-impl: 
7464354090223028972195907821615781378257723834264290441573978708276301554546035
6251014688443848178775575781481062034511790605104476745266503577425435344007214
1201381927194089800455471967148013908472932817723298225730416165481553225865740
2844847009311725778138334200886462442570579872460868220706893294137921897227130
7185045987722991732367864491530712557732455531448859346529827401983042011610116
5706320429515148037823199977831081218069753373258569885327766880441970576241876
2693696780971696417532477585431097265812437460304977649733526955470336477471790
661098055009959639634649528548697230800020717772978574460274301 
Decrypt: 498578866984755255505350865077 
BigInt -> Str: 1UNVETK47252V2M 
 
  
Case 3 
Original message: BJJ0NDRCRBTNG98 
Str -> BigInt: 667474487868826782668478715756 
Own-impl: 
1375168549357131315882318827777844536434574885492087759366478732562164895218146
3115211369939589212639269687222660566074266148926388178673702435281974167769256
6377759863999816241940121444760217437328460795794887271127800709451169936746606
0519138658459433687820036665355812937411620902544373372010595045040778339315849
3849462773873333892411129467231005587679841405922499440492715071380338947156475
9293601895615135180408568780555495420196938223224729570702434755631359878568343
1339604961381276450648954757724550496313657284256565554878053165587895585440812
3299907923283449402953678771401757653370421501813678904044020830 
Lib-impl: 
1375168549357131315882318827777844536434574885492087759366478732562164895218146
3115211369939589212639269687222660566074266148926388178673702435281974167769256
6377759863999816241940121444760217437328460795794887271127800709451169936746606
0519138658459433687820036665355812937411620902544373372010595045040778339315849
3849462773873333892411129467231005587679841405922499440492715071380338947156475
9293601895615135180408568780555495420196938223224729570702434755631359878568343
1339604961381276450648954757724550496313657284256565554878053165587895585440812
3299907923283449402953678771401757653370421501813678904044020830 
Decrypt: 667474487868826782668478715756 
BigInt -> Str: BJJ0NDRCRBTNG98 
 
Case 4 
Original message: F1TFA530NC67I8X 
Str -> BigInt: 704984706553514878675455735688 
Own-impl: 
1613568289046014193992001726060703803289105147916083535934343701920825487636589
7908288271219204804957186565462466247427285010440488445199680828531306252771283
0606993627355636927596604141262535582034093930197885629679202912692646216742624
3831632477758632484616329471152895965469466201286896794824378034336157156244660
2060579501427813637003720230520184930666234238772671124266075698189271456853800
8884963741953369312758418516357673806091829586990763864992526939935401712459122
2580479015018256730768881385482818878131772899480641418395630827789763090383043
9470967498022282265205039964613886416784040310223305049805721118 
Lib-impl: 
1613568289046014193992001726060703803289105147916083535934343701920825487636589
7908288271219204804957186565462466247427285010440488445199680828531306252771283
0606993627355636927596604141262535582034093930197885629679202912692646216742624
3831632477758632484616329471152895965469466201286896794824378034336157156244660
2060579501427813637003720230520184930666234238772671124266075698189271456853800
8884963741953369312758418516357673806091829586990763864992526939935401712459122
2580479015018256730768881385482818878131772899480641418395630827789763090383043
9470967498022282265205039964613886416784040310223305049805721118 
Decrypt: 704984706553514878675455735688 
BigInt -> Str: F1TFA530NC67I8X 
 
Case 5 
Original message: AF1BSVV6S0LESZQ 
  
Str -> BigInt: 657049668386865483487669839081 
Own-impl: 
1822241681825279435056908248149097459401410289526416589304471668652450781719652
7572966851345710677022523095481470113695865469786156995383770348801516500413203
8467605244107055519722519288646846461506354600171933686790119570106106605923675
3226796736652498889048310696633700457429759073788704310863722111788313789209505
4793839060156373805181934946055482419446394294703398940055852088036809127852931
2971789744191239905799865493912000497702442231154908723630476372351083055737767
2082064934012599294845316924078885341854665070470880687403873534964363738309187
4940984355092040889984014838895120889684137638996957747605126808 
Lib-impl: 
1822241681825279435056908248149097459401410289526416589304471668652450781719652
7572966851345710677022523095481470113695865469786156995383770348801516500413203
8467605244107055519722519288646846461506354600171933686790119570106106605923675
3226796736652498889048310696633700457429759073788704310863722111788313789209505
4793839060156373805181934946055482419446394294703398940055852088036809127852931
2971789744191239905799865493912000497702442231154908723630476372351083055737767
2082064934012599294845316924078885341854665070470880687403873534964363738309187
4940984355092040889984014838895120889684137638996957747605126808 
Decrypt: 657049668386865483487669839081 
BigInt -> Str: AF1BSVV6S0LESZQ 
 
Case 6 
Original message: VJFLIN1LAYWJ8IZ 
Str -> BigInt: 867470767378497665898774567390 
Own-impl: 
1826523481942994076816663803260887570306260149260596048875795135417169388724276
6709334591220441015929232488248390418755456690741333287337092624220950620890224
8402928485393508201690005301612287476677272910431398444230905948829543165530839
3857213406236267089614619941869826099095714960691033784947089328702293458468708
2675446195364465936961859347272403204617291996397306318659493923681180360163775
4528832859300377612151082944926134740088566095907420265481614667637587141242994
0577593087855469542367539800442194251955797761221123317767541471673512001279757
2753265795829200766635726048795487168259659290934295542329464447 
Lib-impl: 
1826523481942994076816663803260887570306260149260596048875795135417169388724276
6709334591220441015929232488248390418755456690741333287337092624220950620890224
8402928485393508201690005301612287476677272910431398444230905948829543165530839
3857213406236267089614619941869826099095714960691033784947089328702293458468708
2675446195364465936961859347272403204617291996397306318659493923681180360163775
4528832859300377612151082944926134740088566095907420265481614667637587141242994
0577593087855469542367539800442194251955797761221123317767541471673512001279757
2753265795829200766635726048795487168259659290934295542329464447 
Decrypt: 867470767378497665898774567390 
BigInt -> Str: VJFLIN1LAYWJ8IZ 
 
Case 7 
Original message: L91ES91PRPSJFO9 
Str -> BigInt: 765749698357498082808374707957 
Own-impl: 
1125166855958269500258921674475290306994215451085414815271622489183300932406795
  
4603636656893110320503566853186848302386419646424134688134899935828801356733941
8924891143963379546299597451062272286177815836225115194217059941194112405281996
0765346639306537076943486109169775531274462050501040775018388608760187543703063
6899727893786027894444109552696188237614417800970337572930582424253453572184946
6026741820707140239770594453696097143648807028424010713505866541350007029857823
7727775946840612738272631520725694303678562210312389460306104242209859870020874
6585241037829071641473187780686775028522864267479485828906919506 
Lib-impl: 
1125166855958269500258921674475290306994215451085414815271622489183300932406795
4603636656893110320503566853186848302386419646424134688134899935828801356733941
8924891143963379546299597451062272286177815836225115194217059941194112405281996
0765346639306537076943486109169775531274462050501040775018388608760187543703063
6899727893786027894444109552696188237614417800970337572930582424253453572184946
6026741820707140239770594453696097143648807028424010713505866541350007029857823
7727775946840612738272631520725694303678562210312389460306104242209859870020874
6585241037829071641473187780686775028522864267479485828906919506 
Decrypt: 765749698357498082808374707957 
BigInt -> Str: L91ES91PRPSJFO9 
 
Case 8 
Original message: 6HJQXA033IHVLHH 
Str -> BigInt: 547274818865485151737286767272 
Own-impl: 
1237488712599974899575433274178702614613802894382809015110546564509298936326225
9008611076969218417103056020664806771444641486190602797517491906776383642494491
3593930632536727160331761954113872447440938288619060377735151169401140333953854
8097685277069279350326636867761075925450463131180496927906089513938081759695110
1485283872831342304964967967085349819722255689944116746648332465725660503473729
8661753012005028232015462994330902939551850153759272584373075770228893632166109
4347125049970796250116542430645331366357826462942298169963397343843362643161218
8084107235600693380771640643957450807710961401384116450102881161 
Lib-impl: 
1237488712599974899575433274178702614613802894382809015110546564509298936326225
9008611076969218417103056020664806771444641486190602797517491906776383642494491
3593930632536727160331761954113872447440938288619060377735151169401140333953854
8097685277069279350326636867761075925450463131180496927906089513938081759695110
1485283872831342304964967967085349819722255689944116746648332465725660503473729
8661753012005028232015462994330902939551850153759272584373075770228893632166109
4347125049970796250116542430645331366357826462942298169963397343843362643161218
8084107235600693380771640643957450807710961401384116450102881161 
Decrypt: 547274818865485151737286767272 
BigInt -> Str: 6HJQXA033IHVLHH 
 
Case 9 
Original message: UAMBROU7WN3TRC8 
Str -> BigInt: 856577668279855587785184826756 
Own-impl: 
1199382717951368788244453280544942346420615730797217313922606767529847718326293
4661090063428149041956840238927030955111941415110092670300827720378840111441976
1661145488501872833473650263766383526712662818410629458591170375785446243340060
9225315793881130565415706668606500820071012121772284229384571583048808596485232
  
8907460489571254483717864496277484908075200456652359127783640106737964906553554
6704887883101391952741720122623886202099144283995335930986391559435498701138292
9881260792266884437138871602821116977561075252281455889588861245008982608187468
8301589397790315859677649781914383595071828607951570718359534243 
Lib-impl: 
1199382717951368788244453280544942346420615730797217313922606767529847718326293
4661090063428149041956840238927030955111941415110092670300827720378840111441976
1661145488501872833473650263766383526712662818410629458591170375785446243340060
9225315793881130565415706668606500820071012121772284229384571583048808596485232
8907460489571254483717864496277484908075200456652359127783640106737964906553554
6704887883101391952741720122623886202099144283995335930986391559435498701138292
9881260792266884437138871602821116977561075252281455889588861245008982608187468
8301589397790315859677649781914383595071828607951570718359534243 
Decrypt: 856577668279855587785184826756 
BigInt -> Str: UAMBROU7WN3TRC8 
 
Case 10 
Original message: VDS8KVUS7RQZSHK 
Str -> BigInt: 866883567586858355828190837275 
Own-impl: 
1052664924750089347673473126937176148053333454406743404877644504010430928171635
3757569676495711583259998781859519560439414077577022295967459522561262500881767
6062650740824353754218430945897510480541190183226910966478430318428237537034113
9772810495646349824930039227200282834906677581714555533034285784730260521077722
0005181859120720526608712015052397506093133647449751293215195517796844386122560
6579008738539544716156285540550894583692024810582430113357818997369795989797214
8575535704113697827987090277487833954779961836383732208818886540509106522640875
6100267891006281691669140471419908848458461838915573758972095907 
Lib-impl: 
1052664924750089347673473126937176148053333454406743404877644504010430928171635
3757569676495711583259998781859519560439414077577022295967459522561262500881767
6062650740824353754218430945897510480541190183226910966478430318428237537034113
9772810495646349824930039227200282834906677581714555533034285784730260521077722
0005181859120720526608712015052397506093133647449751293215195517796844386122560
6579008738539544716156285540550894583692024810582430113357818997369795989797214
8575535704113697827987090277487833954779961836383732208818886540509106522640875
6100267891006281691669140471419908848458461838915573758972095907 
Decrypt: 866883567586858355828190837275 
BigInt -> Str: VDS8KVUS7RQZSHK 
 
Case 11 
Original message: IOAIHRXDJZTDICU 
Str -> BigInt: 737965737282886874908468736785 
Own-impl: 
1579893663867523452148240541322203772570320949842567466349237258252013337920261
9796748084669074112093314800420547323668899115707465749267513276004086390764352
0256014122324567941648031144600886704346692906322785895215287659176300308275651
1074602620000812599817017220097768593658653133713031679267429928009034985174546
8746349167547839461482003907641106647949923974093391720155653918248794860433946
9685390516451890402817092809682219826642369676103280634770729615426404979930477
  
9211421186337498961484612509615775623301113431297565281654678678348427578905540
1539326886865947251875823920672460795847407451774546387662456125 
Lib-impl: 
1579893663867523452148240541322203772570320949842567466349237258252013337920261
9796748084669074112093314800420547323668899115707465749267513276004086390764352
0256014122324567941648031144600886704346692906322785895215287659176300308275651
1074602620000812599817017220097768593658653133713031679267429928009034985174546
8746349167547839461482003907641106647949923974093391720155653918248794860433946
9685390516451890402817092809682219826642369676103280634770729615426404979930477
9211421186337498961484612509615775623301113431297565281654678678348427578905540
1539326886865947251875823920672460795847407451774546387662456125 
Decrypt: 737965737282886874908468736785 
BigInt -> Str: IOAIHRXDJZTDICU 
 
Case 12 
Original message: 16YQ4R7J2SFOB0T 
Str -> BigInt: 495489815282557450837079664884 
Own-impl: 
1091682467219589564664747891912931592552895560964448713281103688428193985883778
8483881919648090339685781650233244436362212665864041923575408053121641129363103
1172957956798059956426487697513565606346787448798986153850307165105598681113677
0532618001449768882529146748828533642860749260844133856737842645146240797358982
6184820779621602612328482014882849189166741385946146622710844440207382137887602
1946489257799276812227826858522146017991507503137289725678137798951936723799160
1583022414358400881124001936664902110108082850966616003754303366711498666192532
6683593976296579888634407935515466624465836283522678413811707370 
Lib-impl: 
1091682467219589564664747891912931592552895560964448713281103688428193985883778
8483881919648090339685781650233244436362212665864041923575408053121641129363103
1172957956798059956426487697513565606346787448798986153850307165105598681113677
0532618001449768882529146748828533642860749260844133856737842645146240797358982
6184820779621602612328482014882849189166741385946146622710844440207382137887602
1946489257799276812227826858522146017991507503137289725678137798951936723799160
1583022414358400881124001936664902110108082850966616003754303366711498666192532
6683593976296579888634407935515466624465836283522678413811707370 
Decrypt: 495489815282557450837079664884 
BigInt -> Str: 16YQ4R7J2SFOB0T 
 
Case 13 
Original message: XQJZH62CWP1MDMI 
Str -> BigInt: 888174907254506787804977687773 
Own-impl: 
4678748407427469709172145412399595771244729554437465726925012808692069324116697
4153135483142719729942806096462332061684122194999539336455024500344183525251095
2466332289299104341724844892516071170540671684973767332065930403507194902320151
4658885734357000098924371065301373032190581020806271749883648017753434601022407
0424403320730539301466062476179569448642332171676188896623138384802814700252743
2174075179570496503144430084597070597186238999375916090377451434920002385203741
9333540008444777135586172659449461013316414887470992540558218439693168712337605
65972946808897130388819938160010894648768418952295691135960640 
  
Lib-impl: 
4678748407427469709172145412399595771244729554437465726925012808692069324116697
4153135483142719729942806096462332061684122194999539336455024500344183525251095
2466332289299104341724844892516071170540671684973767332065930403507194902320151
4658885734357000098924371065301373032190581020806271749883648017753434601022407
0424403320730539301466062476179569448642332171676188896623138384802814700252743
2174075179570496503144430084597070597186238999375916090377451434920002385203741
9333540008444777135586172659449461013316414887470992540558218439693168712337605
65972946808897130388819938160010894648768418952295691135960640 
Decrypt: 888174907254506787804977687773 
BigInt -> Str: XQJZH62CWP1MDMI 
 
Case 14 
Original message: EWMBTE6WBEXKBQP 
Str -> BigInt: 698777668469548766698875668180 
Own-impl: 
1109461297653014510919791730041183932233933657150592123688060045999915184945485
3333673896519226350715952301262810941393914481328202546616210198628799623712961
9685801129542870055929135782376587512443778762059626339723280916817449709039197
0311833379876934046195793738252983575579775390467256930196605682848320129367629
3361605515617988706473869240778346587018059754877621954465411506622849309441488
7951411186270147992260392534621941527168504229355372821485882713690104840718466
1532529688827203590838820217697734177972777789404090147529426167024160149078476
8368929149536375259626711222022064777167895043845514915358805471 
Lib-impl: 
1109461297653014510919791730041183932233933657150592123688060045999915184945485
3333673896519226350715952301262810941393914481328202546616210198628799623712961
9685801129542870055929135782376587512443778762059626339723280916817449709039197
0311833379876934046195793738252983575579775390467256930196605682848320129367629
3361605515617988706473869240778346587018059754877621954465411506622849309441488
7951411186270147992260392534621941527168504229355372821485882713690104840718466
1532529688827203590838820217697734177972777789404090147529426167024160149078476
8368929149536375259626711222022064777167895043845514915358805471 
Decrypt: 698777668469548766698875668180 
BigInt -> Str: EWMBTE6WBEXKBQP 
 
Case 15 
Original message: 1I85I4A1BAY3OUM 
Str -> BigInt: 497356537352654966658951798577 
Own-impl: 
9479673442604559207331260214294508732954017569042700084092754218052086391603566
8747688521552964137072377328487494612339523882594969222051647740995097087396241
8441904294770997472988970098964133261657391075731893913136827210151742618601504
7618162166301454035103949228850461169103347699393205737876841684197988248676271
6719384487314327249696672027002112304431033596807533298296348538363227420521814
0850536161873754035826403366326213377647211042811398878535470080254642038755680
0847100991000794275041959811518594941118897761763060822651295954791226700172023
237324058866762814890445057535825158965717686802883878031058778 
Lib-impl: 
9479673442604559207331260214294508732954017569042700084092754218052086391603566
8747688521552964137072377328487494612339523882594969222051647740995097087396241
  
8441904294770997472988970098964133261657391075731893913136827210151742618601504
7618162166301454035103949228850461169103347699393205737876841684197988248676271
6719384487314327249696672027002112304431033596807533298296348538363227420521814
0850536161873754035826403366326213377647211042811398878535470080254642038755680
0847100991000794275041959811518594941118897761763060822651295954791226700172023
237324058866762814890445057535825158965717686802883878031058778 
Decrypt: 497356537352654966658951798577 
BigInt -> Str: 1I85I4A1BAY3OUM 
 
Case 16 
Original message: 4DUD6LT9VABS0QU 
Str -> BigInt: 526885685476845786656683488185 
Own-impl: 
1082049777206479122213062509684028331564491095977779537339180591694361269510001
9004033324115279728091954694566582038514450441514210602630325593638028967913335
5277287859190066959806855716021371263885488395705729818120930792036281527751566
9856100289227085035489917385306581032451211748036753236457976127408542536205558
0142278230118725664581943622752963871329627579175668612321241677801840268143549
0948210126307131336668031181114726795361874587894312875071539490559926520905253
1166625975945013800884887203595015002548363673964635239816939150065621986043725
6220506197016865700963308238477243259521841240553262940910742834 
Lib-impl: 
1082049777206479122213062509684028331564491095977779537339180591694361269510001
9004033324115279728091954694566582038514450441514210602630325593638028967913335
5277287859190066959806855716021371263885488395705729818120930792036281527751566
9856100289227085035489917385306581032451211748036753236457976127408542536205558
0142278230118725664581943622752963871329627579175668612321241677801840268143549
0948210126307131336668031181114726795361874587894312875071539490559926520905253
1166625975945013800884887203595015002548363673964635239816939150065621986043725
6220506197016865700963308238477243259521841240553262940910742834 
Decrypt: 526885685476845786656683488185 
BigInt -> Str: 4DUD6LT9VABS0QU 
 
Case 17 
Original message: UKHEL0WPPTMRSM7 
Str -> BigInt: 857572697648878080847782837755 
Own-impl: 
1917696638522173322175637853646301597427230858014448651251014410862261444281404
3620990593790122500133321912432652560573561483042484291964031484616201140886152
4879667291069847786630264290097084965717306496270451132417861608920153713654848
5867567919584849467176483626955730794366435808405277170879006512255776153527420
5106382416754017245274473483204006012274010882476348481229305390316655823850688
1945799122379826010374326186996225108589169349897411260575371045851725885779494
0494463610828277101752676807793953640590721418684729323150280334765958544752055
3173620005669394115180337946075005075200907943397690280489175483 
Lib-impl: 
1917696638522173322175637853646301597427230858014448651251014410862261444281404
3620990593790122500133321912432652560573561483042484291964031484616201140886152
4879667291069847786630264290097084965717306496270451132417861608920153713654848
5867567919584849467176483626955730794366435808405277170879006512255776153527420
5106382416754017245274473483204006012274010882476348481229305390316655823850688
  
1945799122379826010374326186996225108589169349897411260575371045851725885779494
0494463610828277101752676807793953640590721418684729323150280334765958544752055
3173620005669394115180337946075005075200907943397690280489175483 
Decrypt: 857572697648878080847782837755 
BigInt -> Str: UKHEL0WPPTMRSM7 
 
Case 18 
Original message: NWOG7GH1ZJGLBQD 
Str -> BigInt: 788779715571724990747176668168 
Own-impl: 
1413138157905351416866654610284278943806579206664615808874353907722730828127117
9744568991029678275905006509479649433316903730303431681610372689377333509937028
6620452637332464687951104891533861206491151982592181871887469458436648623811520
1531495563982021569595244505545993871226664055447368794867619375804520489231825
3504748083080606684090896669230370538633268830500964111355731987435008449801611
5941739123028923758830903301118478967791635401319003206474793239197507696160269
1483573816585822013836519081491410861726478696058239301549620160967820599939371
9889236135133677063616747156283626192800312785659561299404447990 
Lib-impl: 
1413138157905351416866654610284278943806579206664615808874353907722730828127117
9744568991029678275905006509479649433316903730303431681610372689377333509937028
6620452637332464687951104891533861206491151982592181871887469458436648623811520
1531495563982021569595244505545993871226664055447368794867619375804520489231825
3504748083080606684090896669230370538633268830500964111355731987435008449801611
5941739123028923758830903301118478967791635401319003206474793239197507696160269
1483573816585822013836519081491410861726478696058239301549620160967820599939371
9889236135133677063616747156283626192800312785659561299404447990 
Decrypt: 788779715571724990747176668168 
BigInt -> Str: NWOG7GH1ZJGLBQD 
 
Case 19 
Original message: EIA6W0B7NV56OMU 
Str -> BigInt: 697365548748665578865354797785 
Own-impl: 
5503594798217678763557553335502776708458098158442293735160288916433867393060732
3866247175382074377587746540574117544884860659380943439991158589375265374223392
5738485050007930017897171900902847557980922744523192220637505448307235714985372
9790712358877129235030790133160199460970165590094383214035451691235157943618620
6283578253873464595168562298575950114041363464726123212494435258742909720177577
2673794236024618906818136007992766833346221244490704384521719546485688636160196
9693873442783320383275949681117984823446363357941866607231429491450791312405496
714682324511255918934076556944399656557719886088963252526035229 
Lib-impl: 
5503594798217678763557553335502776708458098158442293735160288916433867393060732
3866247175382074377587746540574117544884860659380943439991158589375265374223392
5738485050007930017897171900902847557980922744523192220637505448307235714985372
9790712358877129235030790133160199460970165590094383214035451691235157943618620
6283578253873464595168562298575950114041363464726123212494435258742909720177577
2673794236024618906818136007992766833346221244490704384521719546485688636160196
9693873442783320383275949681117984823446363357941866607231429491450791312405496
714682324511255918934076556944399656557719886088963252526035229 
  
Decrypt: 697365548748665578865354797785 
BigInt -> Str: EIA6W0B7NV56OMU 
 
Case 20 
Original message: UKAUMYQJ491N5SF 
Str -> BigInt: 857565857789817452574978538370 
Own-impl: 
1452658401236863303847767073000547623144665596530744260948300440767964956695576
2180844513890577832975720965229941678827762492053546365536889968922199651576976
7333133550484418966773707675159337539100994438254142968219689453826290586988896
0950433975588305752633554763829600371613826164656344354725355398108019032536515
8625387646896558330881156811686791637336278942963864286138627531980710279317538
1081488092736513479315693390705212179752371401676873478611932976405901434442907
6961058194150388531106537976436841063372750782967692541202432497978159720640144
4126066411522331934374038037919245293719004788533026579129665410 
Lib-impl: 
1452658401236863303847767073000547623144665596530744260948300440767964956695576
2180844513890577832975720965229941678827762492053546365536889968922199651576976
7333133550484418966773707675159337539100994438254142968219689453826290586988896
0950433975588305752633554763829600371613826164656344354725355398108019032536515
8625387646896558330881156811686791637336278942963864286138627531980710279317538
1081488092736513479315693390705212179752371401676873478611932976405901434442907
6961058194150388531106537976436841063372750782967692541202432497978159720640144
4126066411522331934374038037919245293719004788533026579129665410 
Decrypt: 857565857789817452574978538370 
BigInt -> Str: UKAUMYQJ491N5SF 
 
Case 21 
Original message: 5TB3EIYNRV83S5G 
Str -> BigInt: 538466516973897882865651835371 
Own-impl: 
1684765066406469573382700707465700581777678388180335482793471414093776246932426
1314771444101918204499263627882757681547341556938236917783846795863705169236825
8497699569965566479036212763054957231414361902362537293701202938642384835654394
4041726381764324183097495466344780989296943178712279488041054838635207907793957
3644200399054156692539286089603007757037800134514338836685083691168170547076346
3061953844556043563331957175551082231808610048029160909822313989625990631972865
3935261060717638150387711110988927869137373469629832299251551818368955131987287
3743528037972219271044495903989314670201522342205072799075259574 
Lib-impl: 
1684765066406469573382700707465700581777678388180335482793471414093776246932426
1314771444101918204499263627882757681547341556938236917783846795863705169236825
8497699569965566479036212763054957231414361902362537293701202938642384835654394
4041726381764324183097495466344780989296943178712279488041054838635207907793957
3644200399054156692539286089603007757037800134514338836685083691168170547076346
3061953844556043563331957175551082231808610048029160909822313989625990631972865
3935261060717638150387711110988927869137373469629832299251551818368955131987287
3743528037972219271044495903989314670201522342205072799075259574 
Decrypt: 538466516973897882865651835371 
BigInt -> Str: 5TB3EIYNRV83S5G 
  
 
Case 22 
Original message: EBPPFLAHOSQ4Z64 
Str -> BigInt: 696680807076657279838152905452 
Own-impl: 
5731814104959475811707649009056016259729126803678012216206245635985161326620919
8150251048898181804041578895335087412910457478577891390332848783278206611716873
3551023744749304804937088144503053523533021737781358339585178996430785356133835
1007992710857942766427988209047355226935366022648304022129304961902169739428167
0981640159830744117363885826380005997501629014546425834712611252026278958225124
5349174760505848869653987070220215243608561949590317799266196112895355347253532
2485729711008817510252441242436338469342370239165221507809148335311012082940250
212807571714161556892613787466827221700461723054238989533883485 
Lib-impl: 
5731814104959475811707649009056016259729126803678012216206245635985161326620919
8150251048898181804041578895335087412910457478577891390332848783278206611716873
3551023744749304804937088144503053523533021737781358339585178996430785356133835
1007992710857942766427988209047355226935366022648304022129304961902169739428167
0981640159830744117363885826380005997501629014546425834712611252026278958225124
5349174760505848869653987070220215243608561949590317799266196112895355347253532
2485729711008817510252441242436338469342370239165221507809148335311012082940250
212807571714161556892613787466827221700461723054238989533883485 
Decrypt: 696680807076657279838152905452 
BigInt -> Str: EBPPFLAHOSQ4Z64 
 
Case 23 
Original message: UHAFH88C16NAYC7 
Str -> BigInt: 857265707256566749547865896755 
Own-impl: 
1415066302828572856193039381860068750478150950034461443176457264048295249596248
9102548022765870095187355364061688970589976835790081390201009940478938068179023
0917026834284768222265499623366929216465262495611530211475274569266678425653073
2020363907991424617016206230621037439161026159439493017637808429924219096606862
0105830813186368842858199737781695118583209478584122249874634183173141330316214
8747510456658246222075061167975291508209360623267807984275036012149252265792443
6582173909476335741568257780501582406925260450686735847012360122086664656299637
2065795664850557385246438972105147898018072109645893408189632003 
Lib-impl: 
1415066302828572856193039381860068750478150950034461443176457264048295249596248
9102548022765870095187355364061688970589976835790081390201009940478938068179023
0917026834284768222265499623366929216465262495611530211475274569266678425653073
2020363907991424617016206230621037439161026159439493017637808429924219096606862
0105830813186368842858199737781695118583209478584122249874634183173141330316214
8747510456658246222075061167975291508209360623267807984275036012149252265792443
6582173909476335741568257780501582406925260450686735847012360122086664656299637
2065795664850557385246438972105147898018072109645893408189632003 
Decrypt: 857265707256566749547865896755 
BigInt -> Str: UHAFH88C16NAYC7 
 
 
  
Case 24 
Original message: MFP8OWHB1BX3KTT 
Str -> BigInt: 777080567987726649668851758484 
Own-impl: 
1052571530481953839842728833385239174231256095051328719210910539892007761757457
8094046184007346497149883482806347495106389697406156960696496213139318913850551
1384478056054097983539745637560394166499601772684514301430528057575455514252416
6966194695313917794645195020274548931757742707100185243779066745577495558723076
1846236757903976146462387455179340626551001583528320913344170235040324223373187
4833621505122030642392070637182311606331060232937270317190665228515844352599592
1224163907000737906338804292802365177647063607271891875819278033346998618318428
1006550702667052866289260967618052488424048343519013284889402160 
Lib-impl: 
1052571530481953839842728833385239174231256095051328719210910539892007761757457
8094046184007346497149883482806347495106389697406156960696496213139318913850551
1384478056054097983539745637560394166499601772684514301430528057575455514252416
6966194695313917794645195020274548931757742707100185243779066745577495558723076
1846236757903976146462387455179340626551001583528320913344170235040324223373187
4833621505122030642392070637182311606331060232937270317190665228515844352599592
1224163907000737906338804292802365177647063607271891875819278033346998618318428
1006550702667052866289260967618052488424048343519013284889402160 
Decrypt: 777080567987726649668851758484 
BigInt -> Str: MFP8OWHB1BX3KTT 
 
Case 25 
Original message: 8QNVHIXLYVVHJ3M 
Str -> BigInt: 568178867273887689868672745177 
Own-impl: 
4164983628880145061098407068475479002833167762994852947765085478131671473958221
7283957165993814565853216625174521932743415026010391279361034667817682069789579
2789784242095952640767458210002525712063460182948575078741348204776398109825322
3919673301701525496307013976709899328022875629626438623675679462731579548873063
2934089162698080475666441487990203783686744869326967751706388227582235718087821
5172174865142894173358090161571803038331696671288879743502980654048628215089864
1423030208942153929698160066171349695237428715402691825896358826282553620620752
366267611696103573614818377954210946580802232899167070138590055 
Lib-impl: 
4164983628880145061098407068475479002833167762994852947765085478131671473958221
7283957165993814565853216625174521932743415026010391279361034667817682069789579
2789784242095952640767458210002525712063460182948575078741348204776398109825322
3919673301701525496307013976709899328022875629626438623675679462731579548873063
2934089162698080475666441487990203783686744869326967751706388227582235718087821
5172174865142894173358090161571803038331696671288879743502980654048628215089864
1423030208942153929698160066171349695237428715402691825896358826282553620620752
366267611696103573614818377954210946580802232899167070138590055 
Decrypt: 568178867273887689868672745177 
BigInt -> Str: 8QNVHIXLYVVHJ3M 
 
Case 26 
Original message: EF64KQDXFWCKU7A 
  
Str -> BigInt: 697054527581688870876775855565 
Own-impl: 
7806251675461181242574849525084492275813460918836083701119711064398993876995301
5243529948466304369406002295886410332779494447949398542972176341249036182879568
4295459576427276418741751573675807969903715790212639479437135969014463302425606
3580452688999567009225444450781473315983969874399026350906277369354726484773998
1650724496903493488652519007801139478893337046660636493408574723325818161183884
8673409755699824629819185463655058685027128143531804235493260123993700035109950
2453174028252684758283520519355724834434254989137453181976119774301176753883658
133955039604211972265450123865806708128739999179640613387005877 
Lib-impl: 
7806251675461181242574849525084492275813460918836083701119711064398993876995301
5243529948466304369406002295886410332779494447949398542972176341249036182879568
4295459576427276418741751573675807969903715790212639479437135969014463302425606
3580452688999567009225444450781473315983969874399026350906277369354726484773998
1650724496903493488652519007801139478893337046660636493408574723325818161183884
8673409755699824629819185463655058685027128143531804235493260123993700035109950
2453174028252684758283520519355724834434254989137453181976119774301176753883658
133955039604211972265450123865806708128739999179640613387005877 
Decrypt: 697054527581688870876775855565 
BigInt -> Str: EF64KQDXFWCKU7A 
 
Case 27 
Original message: 0JYSZR3MO6XCEMO 
Str -> BigInt: 487489839082517779548867697779 
Own-impl: 
9605473193868553980307734288848106749492709932883309864739771438048995058394653
8608855960838804312517532192868379445420315201204248893829222370048014672626664
8678556383016913118422116121300869801353495187559265492114499522745086795969834
2555701952213683171933554152715019900028229339070770912411560357037631477372321
6161512606446159349043579292019393340009678355348964708915251718418642329900842
5623105138490874884672937640472228288269539401823003392231203673568588893454446
3929977392379121763113737581579891256753830862644900642891767849631268090157971
181482606957184635868181464968826619918477190035940193973687842 
Lib-impl: 
9605473193868553980307734288848106749492709932883309864739771438048995058394653
8608855960838804312517532192868379445420315201204248893829222370048014672626664
8678556383016913118422116121300869801353495187559265492114499522745086795969834
2555701952213683171933554152715019900028229339070770912411560357037631477372321
6161512606446159349043579292019393340009678355348964708915251718418642329900842
5623105138490874884672937640472228288269539401823003392231203673568588893454446
3929977392379121763113737581579891256753830862644900642891767849631268090157971
181482606957184635868181464968826619918477190035940193973687842 
Decrypt: 487489839082517779548867697779 
BigInt -> Str: 0JYSZR3MO6XCEMO 
 
Case 28 
Original message: QEHX5R9N5XNX1X9 
Str -> BigInt: 816972885382577853887888498857 
Own-impl: 
1861558304697536248569142074331827958977552911905761313138828984715290037591797
  
8130428262318743072966664917486549542045753099130205195613837806841257501501047
6884985407578162148344050586384120491133434319234489573751639114255156971912390
4603441577809265722908274101811462338069185341227613130078667783948017614928341
8188349424474519110020604339844266147172724787445148055836130470884077429720150
9268690187281440923073642974690203772485243207001143502887569903994211826417921
8585221525257021041157399116979780345005394430361910271068935251240890885193096
2714187378803606008642676183380384982248610034522589306653256357 
Lib-impl: 
1861558304697536248569142074331827958977552911905761313138828984715290037591797
8130428262318743072966664917486549542045753099130205195613837806841257501501047
6884985407578162148344050586384120491133434319234489573751639114255156971912390
4603441577809265722908274101811462338069185341227613130078667783948017614928341
8188349424474519110020604339844266147172724787445148055836130470884077429720150
9268690187281440923073642974690203772485243207001143502887569903994211826417921
8585221525257021041157399116979780345005394430361910271068935251240890885193096
2714187378803606008642676183380384982248610034522589306653256357 
Decrypt: 816972885382577853887888498857 
BigInt -> Str: QEHX5R9N5XNX1X9 
 
Case 29 
Original message: 0WBBEG5DNW7PL76 
Str -> BigInt: 488766666971536878875580765554 
Own-impl: 
1719737596097733095121635211011155617146491606325125165946839752445239717590381
3256204629802113717682301820742433963398493859658496763464292363633160649352873
6893363998615425563085985974882003572887173502201636800912546041373900109517137
3209389492791045011509107342721812788808292894833833019467183527373331318638732
0682011044290885212963005615172296935911349830009173440584709655203500547471918
8053924493765857364811717122119349834738342285878296514049325078284432407166636
7774264281891325170213041669294312689158923686105758317819075582421400928232862
6407452678671139820329117733736005282564542077968910525172786400 
Lib-impl: 
1719737596097733095121635211011155617146491606325125165946839752445239717590381
3256204629802113717682301820742433963398493859658496763464292363633160649352873
6893363998615425563085985974882003572887173502201636800912546041373900109517137
3209389492791045011509107342721812788808292894833833019467183527373331318638732
0682011044290885212963005615172296935911349830009173440584709655203500547471918
8053924493765857364811717122119349834738342285878296514049325078284432407166636
7774264281891325170213041669294312689158923686105758317819075582421400928232862
6407452678671139820329117733736005282564542077968910525172786400 
Decrypt: 488766666971536878875580765554 
BigInt -> Str: 0WBBEG5DNW7PL76 
 
Case 30 
Original message: SWVS4BXHEC49015 
Str -> BigInt: 838786835266887269675257484953 
Own-impl: 
1234291118655579906500414952969666739383973630643087675984748553739611289749553
1965203068037578591937938919814353502829978483097329418330245863989627608430777
4615074733764549683008647375442881587154301303648537073326698139633453289674251
0165848245998193765470402388264689012673969310613840687380704484504354183653745
  
4411217401913765599027790956954889111651792555029956687851166374061882577027200
9898176503088367712407172672419143114837585787494274968645136687176023167802368
4691109249936886340236204002054835864916519048165349990775449922694846947386364
1590235987002230106800262110537236554910180399061262062760652200 
Lib-impl: 
1234291118655579906500414952969666739383973630643087675984748553739611289749553
1965203068037578591937938919814353502829978483097329418330245863989627608430777
4615074733764549683008647375442881587154301303648537073326698139633453289674251
0165848245998193765470402388264689012673969310613840687380704484504354183653745
4411217401913765599027790956954889111651792555029956687851166374061882577027200
9898176503088367712407172672419143114837585787494274968645136687176023167802368
4691109249936886340236204002054835864916519048165349990775449922694846947386364
1590235987002230106800262110537236554910180399061262062760652200 
Decrypt: 838786835266887269675257484953 
BigInt -> Str: SWVS4BXHEC49015 
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