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Mobiilipelien suosio kasvaa jatkuvasti niiden helpon saatavuuden vuoksi. Niitä voi pelata melkein 
missä vain älypuhelimella tai tabletilla. Tässä opinnäytetyössä ohjelmoitu mobiilipeli tehtiin 
Androidille sen suosion vuoksi. 
Tässä opinnäytetyössä käsitellään Android-mobiilipelin luomista, kehittämistä ja testausta. 
Tavoitteena on kehittää yksinkertainen mobiilipeli Android-alustalle. Ohjelmointiympäristönä 
käytettiin Eclipseä, johon on asennettu Android-kehitykseen vaadittavat liitännäiset. 
Teoriaosuudessa käsitellään tasohyppely-genreä, mobiilikehityksen vaiheita sekä yleistietoa 
Android-käyttöjärjestelmästä. Teoriaosuuden jälkeen käsitellään projektityönä toteutetun 
mobiilipelin kehitysvaiheita.  
Opinnäytetyön tuloksena saatiin ohjelmoitua yksinkertainen mobiilipeli Android-alustalle. Peli on 
tyypillinen tasohyppelypeli, jossa hypitään esteiden yli ja ammutaan vihollisia. Mobiilipelin 
tekemisen vaiheet on kuvailtu työvaihe kerrallaan, jolloin sitä seuraamalla voi luoda oman pelin. 
Mobiilipelien ohjelmoinnista kiinnostuneet henkilöt voivat käyttää raporttia oppimateriaalina.  
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MOBILE GAME PROGRAMMING ON ANDROID 
PLATFORM 
The popularity of mobile games is increasing continuously because they can be played almost 
everywhere with smartphones and tablets. Android was chosen to this thesis as programming 
platform because of its popularity.  
The aim of the thesis is to explain how Android mobile games are created, developed and tested. 
The goal is to develop a simple mobile game for Android. The actual game is developed with 
Eclipse programming environment which has all the necessary Android plugins installed.  
The theory discusses the platform genre, mobile development phases and gives the basics about 
the Android operating system. This study also describes the development phases of mobile game 
which was done as a project. 
A simple mobile game for Android was programmed as a result of the thesis. The game is a typical 
platform, where the game character jumps across obstacles and fires enemies. This thesis can 
be used as a learning material for those who are interested on mobile game programming. Due 
this thesis report like content, it is easy to follow step-by-step and create a simple mobile game. 
 
 
KEYWORDS: 
Android, mobile game, mobile game development, platform game. 
  
SISÄLTÖ 
1 JOHDANTO 7 
2 ANDROID MOBIILIPELIN KEHITTÄMINEN 8 
2.1 Android-käyttöjärjestelmä 8 
2.2 Mobiilipelin kehitystyön aloittaminen 8 
2.3 Mobiilipelin kehitystyön viimeistely 12 
2.4 Android-applikaation komponentit 14 
2.5 Androidin sovelluskehys 17 
3 PELIN ESITTELY 24 
3.1 Tasohyppelypelit 24 
3.2 Pelin Java-versio 25 
3.3 Aloitus-luokka 26 
3.4 Tausta-luokka 27 
3.5 Robotti-luokka 27 
3.6 Vihollinen-luokka 28 
3.7 Pullo-luokka 28 
3.8 Luoti-luokka 29 
3.9 Laatta-luokka 29 
4 MOBIILIPELIN ENSIMMÄINEN VERSIO 30 
4.1 Animaatio-luokka 30 
4.2 Grafiikat-luokka 31 
4.3 Aloitusnäyttö-luokka 31 
5 MOBIILIPELIN TOINEN VERSIO 32 
5.1 Latausnäyttö-luokka 32 
5.2 Päävalikkonäyttö-luokka 32 
5.3 Toiminta-luokka 33 
5.4 Tervehdysnäyttö-luokka 33 
5.5 Version 2.0 muutokset 33 
6 MOBIILIPELIN KOLMAS VERSIO 39 
7 YHTEENVETO 42 
LÄHTEET 43 
LIITTEET 
Liite 1. Aloitus-luokan lähderivit. 46 
Liite 2. Tausta-luokan lähderivit. 53 
Liite 3. Robotti-luokan lähderivit. 54 
Liite 4. Vihollinen-luokan lähderivit. 58 
Liite 5. Pullo-luokan lähderivit. 60 
Liite 6. Luoti-luokan lähderivit. 61 
Liite 7. Laatta-luokan lähderivit. 63 
Liite 8. Mobiilipelin Animaatio-luokan lähderivit. 66 
Liite 9. Mobiilipelin Grafiikat-luokan lähderivit. 68 
Liite 10 Mobiilipelin Aloitusnäyttö-luokan lähderivit. 69 
Liite 11. Mobiilipelin Latausnäyttö-luokan lähderivit. 78 
Liite 12. Mobiilipelin Päävalikkonäyttö-luokan lähderivit. 80 
Liite 13 Mobiilipelin Toiminta-luokan lähderivit. 82 
Liite 14. Mobiilipelin Tervehdysnäyttö-luokan lähderivit. 84 
Liite 15. Pelin pohjakartta. 86 
KUVAT 
Kuva 1. Esimerkki emulaattorista (Android Developer 2015). 9 
Kuva 2. Puhelimen asetukset (Android Developer 2015). 10 
Kuva 3. Applikaation rakenne. 12 
Kuva 4. Sovelluskehyksen rakenne. 18 
Kuva 5. Game-rajapinta. 19 
Kuva 6. Sovelluskehyksen toteutusosa. 19 
Kuva 7. AndroidGame-luokka. 21 
Kuva 8. AndroidGraphics-luokka. 22 
Kuva 9. AndroidFastRenderView-luokka. 23 
Kuva 10. Tasohyppely. 25 
Kuva 11. Vihollisen tuhoaminen. 26 
Kuva 12. Välähdysnäyttö-kuva. 34 
Kuva 13. ”Pelaa”-kehotus. 35 
Kuva 14. Aloita peli! -näyttö. 36 
Kuva 15. Jatka- ja Valikko -painike. 37 
Kuva 16. Palaa takaisin. 38 
Kuva 17. Päähahmo ja sen liikkeet sekä vihollisen kuva. 39 
Kuva 18. Pohjalaatat. 40 
Kuva 19. Taso 2. 40 
Kuva 20. Taso 3. 41 
KUVIOT 
Kuvio 1. Applikaation ensimmäiset vaiheet (Android Developer 2015, mukailtu). 9 
Kuvio 2. Loput applikaation vaiheista (Android Developer 2015, mukailtu). 13 
Kuvio 3. Aktiviteetin elinkaari (Android Developer 2015, mukailtu.) 16 
  
 
7 
TURUN AMK:N OPINNÄYTETYÖ | Kukk Kadri, Viitanen Henna 
1 JOHDANTO 
Mobiilipelien suosio on kasvanut viime vuosina ja yhä useammat iästä riippu-
matta pelaavat älypuhelimilla ja tableteilla. Mobiilipelien suosio piileekin niiden 
helppoudessa, sillä monesti niitä voi pelata lyhyenkin ajan. Älypuhelimien ylei-
syys mahdollistaa myös sen, että mobiilipelit ovat suuremman kohderyhmän saa-
tavilla kuin esimerkiksi pelikonsolien pelit.  
Tämän opinnäytetyön aihe on mobiilipelin kehittäminen Android-käyttöjärjestel-
mälle. Ensin raportissa kerrotaan yleisesti Android-käyttöjärjestelmästä, mobiili-
pelin kehitysprosessista sekä tasohyppely-lajityypistä. Lopuksi opinnäytetyössä 
dokumentoidaan myös projektityönä tehdyn mobiilipelin vaiheita. 
Opinnäytetyön tavoitteena oli tehdä yksinkertainen mobiilipeli suositulle käyttö-
järjestelmälle. Työn tarkoituksena oli tutustua Java-ohjelmointikieleen syvällisem-
min sekä oppia hyödyntämään Java-ohjelmointikieltä Android-ohjelmoinnissa. 
Ohjelmoinnissa käytettiin Eclipse-kehitysympäristöä, johon asennettiin Android 
Development Tools (ADT) – liitännäinen sekä Android Software Development Kit 
(SDK).  
Java-ohjelmointikielellä luotujen luokkien lähderivit ja Android-pelissä käytettävät 
lisäluokkien lähdekoodirivit löytyvät liiteosiosta. Mobiilipelin ohjelmoinnin apuna 
käytettiin James Chon tekemää opetusmateriaalia, joka löytyy Kilobolt Studiosin 
internetsivuita. (Kilobolt 2012). 
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2 ANDROID MOBIILIPELIN KEHITTÄMINEN 
2.1 Android-käyttöjärjestelmä 
Android on avoimeen lähdekoodiin perustuva käyttöjärjestelmä älypuhelimille ja 
mobiililaitteille. Android Inc. on perustettu vuonna 2003 ja Google osti sen vuonna 
2005. Androidiin tulee säännöllisin väliajoin päivityksiä, jotka parantavat nykyisiä 
ominaisuuksia tai tuovat kokonaan uusia ominaisuuksia. Android-käyttöjärjestel-
mää käyttävissä laitteissa tulee mukana Google Play, josta voidaan ladata erilai-
sia ohjelmistoja, mukaan lukien pelejä, Android-laitteeseen. (EngineersGarage 
2015.) Android-puhelimia kehittävät esimerkiksi HTC, LG, Samsung ja Sony. 
Suurin osa valmistajista tekee omat muokkauksensa Android-käyttöliittymään ja 
valmistajat tarjoavat myös omia sovelluksiaan laitteissaan. Kaikissa puhelimissa 
on oma vakio-ohjelmisto, joita ovat esimerkiksi www-selain, musiikkisoitin sekä 
sähköposti. (Androidsuomi.fi 2015.) 
2.2 Mobiilipelin kehitystyön aloittaminen 
Mobiilipelin kehitystyössä on monia vaiheita. Sovelluskehityksen kaksi ensim-
mäistä vaihetta liittyvät ohjelmoinnin alkuvaiheisiin ja ne esitellään kuviossa 1. 
Applikaation ohjelmointiin vaaditaan ohjelmointiympäristö sekä erilaisia virtuaali-
sia tai fyysisiä työkaluja testausta varten. (Android Developer 2015a). Android-
kehityksen voi aloittaa Microsoft Windowsilla, Mac Os -käyttöjärjestelmällä tai Li-
nuxilla. Android-kehitykseen tarvittavia ohjelmia ovat Java JDK, Android SDK, 
Java Runtime Environment sekä jokin ohjelmointisovellus, joista yleisimmät ovat 
Android Studio sekä Eclipse Android Development Tools -lisäosalla. (Tuto-
rialspoint 2015.)  
9 
TURUN AMK:N OPINNÄYTETYÖ | Kukk Kadri, Viitanen Henna 
 
Kuvio 1. Sovelluskehityksen ensimmäiset vaiheet (Android Developer 2015a, 
mukailtu). 
Testauksen vuoksi on tarpeellista asentaa emulaattori (kuva 1), jolla voidaan tes-
tata applikaatiota suoraan tietokoneelta. Emulaattori toimii tavallisen älypuheli-
men tavoin, tosin ilman mahdollisuutta soittaa. Emultaattorilla testaamisen etu 
fyysisellä laitteella testaamiseen on se, että emulaattorin ominaisuuksia saa vaih-
della ja emulaattoreita saa määritellä niin monta kuin haluaa. Emulaattoriin voi 
esimerkiksi määritellä muistin, näytön koon, Android-ohjelmistoversion sekä pu-
helimen mallin. Näin ohjelmoija saa konkreettisen kuvan, millä laitteilla applikaa-
tio toimii. (Android Developer 2015b.)  
 
Kuva 1. Esimerkki emulaattorista (Android Developer 2015). 
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Emulaattorilla tehty testi on suuntaa antava, eikä siihen ei pidä luottaa täysin. 
Applikaation toimivuuden takaamiseksi se pitää testata aina myös fyysisellä lait-
teella. Kaikkia Android-laitteita voi käyttää testauksessa apuna. Android Stu-
diossa ja Eclipsessä on itsessään mahdollisuus testata laitteella suoraan, kunhan 
laite on kytketty USB:llä ja sen on valinnut listasta emulaattorin sijaan. Fyysisellä 
laitteella testattaessa pitää laitteen asetuksia muuttaa sovelluskehittäjien asetuk-
sista (kuva 2). Asetuksista täytyy muistaa laittaa päälle USB-virheenkorjaus (USB 
Debugging). Fyysiseen laitteeseen voi määritellä erilaisia asetuksia, joilla on 
helppo saada tietoa esimerkiksi ohjelmointivirheistä. (Android Developer 2015b.) 
 
 
 
Kuva 2. Puhelimen asetukset (Android Developer 2015). 
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Kehitysvaiheessa luodaan Android-projekti, jossa applikaatiolle valitaan nimi, vä-
himmäisvaatimus Android-versiolle sekä versio, jolle applikaatio on tarkoitettu. 
Android SDK tarvitsee valmiiksi määritellyn rakenteen, jonka Android Studio ja 
Eclipse määrittelevät automaattisesti, kun luo uuden projektin. Android SDK:n 
vaatima rakenne auttaa applikaation toimivuudessa ja sen suorittamisessa.  
(Android Developer 2015c.) 
Kuvassa 3 esitellään tavallisen Android-applikaation rakennetta. Src-kansioon tu-
lee kaikki projektin java-tiedostot. Gen-kansioon tulee R-tiedosto, joka muodos-
tuu automaattisesti. R-tiedostoa ei saa muokata, sillä se kokoaa kaikki applikaa-
tion löydetyt resurssit. Bin-kansiossa on kaikki apk-tiedostot, joita tarvitaan pro-
sessin rakentamisessa. Bin-kansiossa olevat tiedostot varmistavat myös, että ap-
plikaation voi suorittaa. Res-kansion drawable-hdpi-kansioon laitetaan korkeare-
soluutioisia kuvia, jotka näkyvät paremmalla kuvalaadulla nopeissa Android-lait-
teissa. (Tutorialspoint 2015.)  
Yksi tärkeimmistä tiedostoista kaikissa Android-projekteissa on AndroidMa-
nifest.xml. Ilman sitä applikaation ohjelmarivejä ei voida suorittaa, sillä se kertoo 
Android-laitteelle kaikki sovelluksen tärkeimmät tiedot, joista yksi on alhaisin 
Android-versio, jolla sovellus toimii. (Android Developer 2015d.) AndroidManifes-
tia käytetään asentamaan applikaation paketti, näyttämään applikaation kuvaus, 
nimi sekä sen kuvake. Sen avulla voidaan määritellä mitä laitteen ominaisuuksia 
tarvitaan sekä sovelluksen testaus ja debuggaus. (Annuzzi ym. 2013, 115–116.)  
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Kuva 3. Applikaation rakenne. 
Kehitysvaiheen alussa luotu Android-projekti sisältää jo valmiiksi Assets-kansion, 
johon voi lisätä pelissä käytettäviä kuvia. Assets-kansioon voidaan lisätä myös 
pelissä käytettävät äänitehosteet ja musiikit. Muussa kehitystyössä Assets-kan-
sioon voi lisätä melkein mitä vain tiedostoja, joista kuva-, ja tekstitiedostot ovat 
yleisimmät. Assets-kansiosta voidaan hakea helposti tarvittavat tiedostot ohjel-
mointirivien avulla.  
2.3 Mobiilipelin kehitystyön viimeistely 
Loput sovelluskehityksen vaiheista liittyvät testaukseen, ohjelmointivirheiden löy-
tämiseen sekä julkaisemiseen (kuvio 2). Sovelluksen suorittaminen onnistuu 
Android Studiolla tai Eclipsellä, sillä Android-moduulit kootaan ja pakataan apk-
tiedostoiksi, joita Android-laitteet osaavat suorittaa. (Android Developer 2015a.) 
Testauksen tarkoituksena on löytää virheitä. Testaamisen avulla voidaan katsoa 
esimerkiksi voiko sovellus kaatua, viekö se liikaa RAM-muistia, onko se yhteen-
sopiva muiden sovellusten kanssa tai esiintykö siinä muita käytettävyysongelmia.  
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Testausta pitää tapahtua aikaisessa vaiheessa, useasti ja mielellään myös eri 
laitteilla. (Annuzzi ym. 2013, 423–424.) 
 
 
Kuvio 2. Sovelluskehityksen viimeiset vaiheet (Android Developer 2015a, mu-
kailtu). 
Julkaisu tulee ajankohtaiseksi, kun applikaatiota on kehitetty ja testattu tarkkaan. 
Android-kehittäjän on myös mietittävä, haluaako hän applikaatiosta rahaa ja millä 
tavalla sen monetisaatio tapahtuu. Applikaatioille on monta jakelukanavaa, mutta 
yleensä Android-kehittäjät valitsevat jakelukanavaksi suoraan Androidin oman 
kauppapaikan, Google Playn. Google Playssa voi julkaista oman sovelluksensa 
vain, jos sovelluskehittäjällä on Google Playn kehittäjätili. Applikaation julkai-
sussa pitää ottaa huomioon monia asioita. Applikaation AndroidManifest.xml:n 
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debuggable-attribuutin pitää olla laitettu false -muotoon, ettei synny väärinkäy-
töksiä. Android Manifestista pitää myös tarkistaa, että applikaation nimi ja versio 
tiedot ovat oikein.  
2.4 Android-applikaation komponentit 
Komponentit ovat tarpeellisia Android-applikaation osia. Sovelluksen komponen-
tit ovat osa Android Manifestia, joka kuvailee jokaisen komponentin sekä kertoo 
miten ne toimivat. Android-applikaation komponentit koostuvat neljästä tyypistä, 
joita ovat palvelut (services), sisällöntarjoajat (content providers), vastaanottajat 
(broadcast receiver) sekä aktiviteetit (activity). Palvelut hoitavat applikaation 
taustaprosessoinnin. Sen avulla voidaan esimerkiksi soittaa musiikkia taustalla, 
vaikka käyttäjä käyttäisi toista applikaatiota. Sisällöntarjoajat käsittelevät dataa ja 
tietokannan ylläpito-ongelmia. Sisällöntarjoaja-komponentti tarjoaa dataa pyyn-
nöstä toisesta sovelluksesta muille. Data voidaan varastoida järjestelmään tai tie-
tokantaan.  
Vastaanottajat-komponentti hoitaa Android-käyttöjärjestelmän ja sovellusten vä-
lisen kommunikaation. Aktiviteetit-komponentti vastaa käyttöliittymästä ja käyttä-
jän syötteistä kosketusnäytöllä. Aktiviteettien avulla mahdollistetaan toiminnat 
näytöllä. Hyvänä esimerkkinä toimii sähköposti-applikaatio, jolla on omat aktivi-
teettinsa sähköpostilistaukselle, sen kirjoittamiselle ja niiden lukemiselle. Kun 
uusi aktiviteetti aloitetaan, vanha siirtyy tilalta pois, jolloin uusi siirtyy suoritetta-
vaksi. Jos aktiviteetteja on monta, sovellukseen pitää määritellä, mikä aktivitee-
teista näkyy, kun sovellus käynnistetään. (Tutorialspoint 2014.) 
Tässä opinnäytetyössä tehty peli käyttää eniten aktiviteetteja ja sen vuoksi niihin 
perehdytään seuraavaksi tarkemmin.  
Aktiviteetilla on neljä tilaa. Jos aktiviteetti on etualalla näytössä, se on aktiivinen 
tai sitä suoritetaan. Jos aktiviteetti näkyy, mutta se ei ole enää etualalla, se on 
pysäytetty. Järjestelmä voi lopettaa pysäytetyn applikaation, jos muistia on vä-
hän. Kolmas tiloista on lopetus. Se tapahtuu, jos jokin toinen aktiviteetti suorite-
taan. Viimeisin tiloista on aktiviteetin pysäyttäminen tai lopetus, jolloin järjestelmä 
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voi vapauttaa aktiviteetin muistista pyytämällä tai lopettamalla sen prosessin. Tä-
män kaltaisissa tapauksissa aktiviteetin avautuessa uudestaan, se pitää käynnis-
tää uudelleen ja palauttaa edelliseen tilaansa. (Android Developer 2015e.) 
Kuviossa 3 näkyy aktiviteetin elinkaari, jossa on takaisinkutsumetodeja, joilla voi-
daan joko aloittaa tai lopettaa aktiviteetti. Ellipsi-kuviot kuvaavat edellä kuvattuja 
tiloja. C-pohjaisissa ohjelmointikielissä ja Java–ohjelmointikielessä ohjelma alkaa 
main() – funktiosta. Samalla tavalla toimii myös Androidin aktiviteetti, joka alkaa 
onCreate-metodilla. OnStart-metodia kutsutaan, kun aktiviteetti tulee käyttäjälle 
näkyväksi. Kun aktiviteetti aloittaa vuorovaikutuksen käyttäjän kanssa, OnRe-
sume-metodia kutsutaan. Tämä tapahtuu aina onPause-metodin jälkeen. On-
Pause-metodia kutsutaan, kun järjestelmä aikoo jatkaa edellistä aktiviteettia. Sen 
avulla voidaan pysäyttää esimerkiksi animaatio, mikä käyttää vähemmän proses-
sorin tehoa.  
OnRestart-metodia kutsutaan, kun aktiviteetti on lopetettu, mutta se aloitetaan 
uudestaan. OnStop-metodia kutsutaan, kun aktiviteetti ei näy enää käyttäjällä, 
toisen aktiviteetin peittäessä edellisen aktiviteetin. OnStop-metodia kutsutaan 
yleensä, kun uusi aktiviteetti aloitetaan, olemassa oleva aktiviteetti tuodaan ny-
kyisen tilalle tai nykyistä tuhotaan. OnDestroy-metodi on viimeinen kutsu, ennen 
kuin aktiviteetti tuhotaan. Kyseinen metodi tapahtuu, jos aktiviteetti on loppu-
massa käyttäjän pyynnöstä tai järjestelmä tuhoaa sen säästääkseen muistia. 
(Android Developer 2015e.) 
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Kuvio 3. Aktiviteetin elinkaari (Android Developer 2015e, mukailtu.)  
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Tämä Android - mobiilipeli noudattaa koko aktiviteetin elinkaarta. Kun mobiilipeli 
alkaa normaalisti, peli ilmestyy näytölle näkyväksi. Pelaaja on vuorovaikutuk-
sessa pelin kanssa ja voi halutessaan pysäyttää pelin kuitenkaan sammuttamatta 
koko aktiviteettiä. Pelaaja voi halutessaan lopettaa pelin, mutta samalla pelin voi 
aloittaa uudestaan. Kun pelaaja päättää lopettaa pelin, aktiviteetti poistuu puhe-
limen näytöltä ja järjestelmä tuhoaa sen säästääkseen muistia. 
2.5 Androidin sovelluskehys 
Tässä alaluvussa käsitellään James Chon kehittämää sovelluskehystä ja kerro-
taan sovelluskehyksen tarkoitus sekä perehdytään tärkeimpiin sovelluskehyksen 
luokkiin. Android-pelissä, joka esitellään yksityiskohtaisemmin seuraavassa lu-
vussa, on käytetty James Chon kehittämää ohjelmistokehystä, joka on vapaasti 
käytettävissä ja muokattavissa MIT-lisenssin ansiosta. (Cho 2014a.)  
Sovelluskehys (framework) koostuu luokista, jotka auttavat peliä toteuttamaan 
tehtäviä ilman, että ohjelmoijan tarvitsee kirjoittaa aina erikseen niihin ohjelmari-
vejä. Jokaisen pelin täytyy esimerkiksi ladata kuvia näytölle. Ohjelmistokehys 
mahdollistaa uudelleenkäytettävät luokat monissa muissakin projekteissa, jolloin 
ohjelmarivien määrä vähenee ja ohjelmoija voi keskittyä pelin kannalta oleellisiin 
ohjelmariveihin. Hyvä ohjelmistokehys on rakennettu joustavasti, jolloin sitä voi-
daan käyttää monissa eri pelilajeissa ilman ohjelmistokehyksen radikaalia muok-
kausta. Joustavaan ohjelmistokehykseen voidaan tarpeen vaatiessa tehdä li-
säyksiä, jolloin eri peliprojekteihin saadaan lisää siihen tarvittavia ominaisuuksia. 
(Cho 2014b, 144–146.) 
Kuvassa 4 näkyy sovelluskehyksen rakenne ja kaikki siihen sisältyvät luokat. Itse 
sovelluskehys koostuu kahdesta paketista, joita ovat com.oppari.framework ja 
com.oppari.framework.implementation. Paketin com.oppari.frameworkin jokai-
nen luokka, paitsi Pool-luokka, on määritelty rajapinnaksi (engl. interface). Audio-
luokka yhdistää Music-rajapinnan ja Audio-rajapinnan yhteen rajapintaan, jota 
myöhemmin käytetään Game-luokassa. Screen-rajapinta määrittää tarvittavat 
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muuttujat, joita käytetään toteutuksessa vaihtamaan kuvia ruudulla. FileIO-raja-
pinta lukee ja kirjoittaa tiedostoja ja Input-rajapintaan on määritelty muuttujat, joi-
den avulla voidaan ottaa vastaan käyttäjän syöttämät käskyt.   
 
 
Kuva 4. Sovelluskehyksen rakenne. 
Game-rajapinnan (kuva 5) tarkoituksena on koostaa com.oppari.frameworkin 
kaikki luokat yhteen. 
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Kuva 5. Game-rajapinta. 
Ohjelmistokehyksen Implementation-osiossa toteutetaan edellisissä kappaleissa 
mainittuja ohjelmistokehyksen luokkia. Tärkeimmät luokat selostetaan alla kuvien 
kera. Kuvassa 6 näkyy sovelluskehyksen toteutusosan kaikki luokat. 
  
 
Kuva 6. Sovelluskehyksen toteutusosa. 
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AndroidSound-luokassa toteutetaan Sound-rajapinnan metodeja. AndroidSound-
rajapinta käyttää apuna Androidin Soundpool-kirjastoa, jonka avulla voidaan soit-
taa eri ääniä laitteen muistista.  
Kuvassa 4 on esitetty AndroidGame-luokan rakennetta. AndroidGame on toteu-
tusosan tärkeimpiä luokkia, sillä se toimii selkärankana pelille. Riveillä 3-12 tuo-
daan Android-kirjastosta ohjelmalle tärkeitä ominaisuuksia. Esimerkiksi 
android.app.activity mahdollistaa ohjelmassa interaktiiviset ikkunat, joiden avulla 
voi olla eri aktiviteetit ohjelman eri osissa. Yksi tärkeimmistä Android-ohjelman 
kirjastoista on PowerManager.WakeLock, sillä se estää puhelimen näytön sam-
mumisen sovelluksen ollessa päällä.  AndroidGame-luokkaan on määritelty me-
todeja, joiden avulla pystytään määrittelemään mitä Android-pelissä tapahtuu, jos 
käyttäjälle tulee puhelu tai hän painaa Koti-painiketta puhelimesta. Jos käyttäjä 
saa puhelun, peli pysähtyy ja sitä voi jatkaa puhelun loputtua. AndroidGame-luo-
kan ensimmäinen metodi on onCreate. Sitä kutsutaan silloin, kun aktiviteettia luo-
daan ensimmäistä kertaa. Sen avulla Android-pelistä poistetaan pelin otsikko-
palkki, tehdään sovelluksesta koko näytön sovellus ja määritellään resoluutio 
käyttäjän puhelimen näytön koon perusteella.   
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Kuva 7. AndroidGame-luokka. 
AndroidGraphics-luokassa (kuva 8) on määritelty Bitmap-, Canvas- ja Paint -luo-
kat. Bitmapin avulla saadaan luotua kuvaobjekteja ja canvas toimii ikään kuin 
kankaana kuville, jotka näkyvät ruudulla. Imageformatin avulla voidaan optimoida 
laitteen muistin käyttöä kolmella eri formaatilla, joilla voidaan säilyttää kuvia muis-
tissa. Esimerkiksi ARGB8888-formaatti vie eniten laitteen muistia ja sen takia 
yleensä kannattaa aina käyttää ARGB4444-formaattia, sillä se riittää suurimpaan 
osaan käyttötarkoituksista.  
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Kuva 8. AndroidGraphics-luokka. 
AndroidFastRenderView-luokka on esitetty kuvassa 9. Se luo suoran ikkunan 
Android-peliin. Luokassa on myös muuttuja nimeltä deltaTime, jonka tarkoituk-
sena on katsoa, kuinka pitkä aika on päivitä- ja paint-metodien kutsumisesta. 
Android-pelin ruudunpäivitys eroaa tietokoneversiosta, sillä Android-laitteiden 
CPU on pienempi ja se on jatkuvalla koetuksella, sillä käyttäjä voi saada viestejä 
tai puheluita kesken pelin. DeltaTime-muuttujalla voidaan varmistaa, ettei kuva-
taajuus vaikuta pelissä tapahtuvaan kulkunopeuteen. DeltaTime-muuttuja tarkis-
taa kuinka kauan edellisestä päivityksestä on kulunut aikaa. Jos päivityksestä on 
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kulunut kaksinkertainen aika, i-muuttuja kaksinkertaistuu. Tällä tavoin pelin hah-
mot liikkuvat aina saman määrän kuvataajuudesta riippumatta. 
 
 
Kuva 9. AndroidFastRenderView-luokka. 
Tässä luvussa esitettiin oleellisimmat luokat sovelluskehyksestä. Kaikki luokat 
ovat tärkeitä, sillä niiden avulla saadaan luotua toimiva pelikokonaisuus. James 
Chon esittämä sovelluskehys sopii varsinkin yksinkertaisiin mobiilipeleihin, sillä 
sovelluskehys sisältää tärkeimmät ominaisuudet, joita pelissä tarvitaan. 
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3 PELIN ESITTELY 
Tässä luvussa esitellään projektityönä tehty pelin ensimmäinen versio sekä ku-
vataan yleisesti tasohyppely-genreä.  Ensin peliin luotiin luokat Java-ohjelmointi-
kielellä ja ne toimivat kaikkien pelissä tapahtuvien toimintojen ytimenä. Luokkien 
toiminta ja niiden tehtävä pelissä esitellään jokaisessa alaluvussa erikseen. Kun 
kaikki Java-ohjelmointikielellä luodut luokat olivat valmiina, ne siirrettiin Androi-
dille sopivaan muotoon, jotta peliä voi pelata mobiililaitteilla. Tarkemmin Java-
luokkien siirtäminen Androidille kuvataan luvussa neljä. Projektityön kehitysym-
päristönä on käytetty Eclipseä. 
3.1 Tasohyppelypelit 
Tasohyppelypelejä alettiin kehittämään 1980-luvulla ja ne ovatkin yksi vanhim-
mista peligenreistä (Klappenbach 2015). Siinä pelaajat liikkuvat nopeasti ympä-
ristössä monesti hyppien ja väistäen erilaisia esteitä. Tasohyppelypeleissä yleisiä 
ominaisuuksia ovat tikkaat tai tasot, joiden avulla voidaan kiivetä tai hyppiä ylös-
päin. Monesti tasohyppelypeleissä voidaan myös kerätä erilaisia esineitä pelin 
varrella. (Novak 2012, 70.) Tasohyppelyissä esiintyy useasti taistelua, mutta se 
saattaa jäädä ympäristön vaarojen takia taka-alalle. Monesti tasohyppelypeleissä 
pelaajan täytyy hypätä rakojen tai energialle vahingollisten alueiden yli. Tasohyp-
pelypelien hahmot ovat usein heikkoja ja ne voivat usein kuolla pudotessaan, vi-
hollisten hyökkäyksistä tai ympäristön erinäisistä ansoista. (MobyGames 2015.) 
Tasohyppelypelejä on kahdenlaisia. Yhden näytön tasohyppelyissä pelaaminen 
tapahtuu vain yhdellä näytöllä ja yleensä pelaajan täytyy varoa esteitä yrittäes-
sään päästä tavoitteeseensa. Yleensä pelaajan saavuttaessa tavoitteensa ken-
tässä, tulee uusi kenttä, jossa on uusi tai sama tavoite. Yksi tunnetuimmista yh-
den näytön tasohyppelypeleistä on Donkey Kong, jossa Mario yrittää kivuta tik-
kaita ylöspäin väistäen ylhäältä heitettyjä tynnyreitä. Toinen tasohyppelypelin 
muoto on sivulle ja ylöspäin vierivät pelit. Siinä peliin on määritelty liikkuva taus-
takuva, kun pelaaja liikkuu näytön reunoille. Tämän kaltaisissa peleissä on useita 
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tasoja, jotka päättyvät vihollistaisteluun. Jos vihollistaistelun voittaa, pääsee uu-
delle tasolle. Sivulle rullaavista peleistä tunnetuimmat ovat Sonic the Hedgehog 
sekä Super Mario Bros, josta on tullut Nintendon keulakuva. (Klappenbach 2015.)  
3.2 Pelin Java-versio 
Mobiilipeli täytyy pohjustaa Java-ohjelmointikielellä, sillä Android itsessään ei ole 
varsinainen ohjelmointikieli (AndroidSuomi.fi 2015). Luvussa 3 ja sen alakappa-
leissa käsitellään pelin Java-versiota, jota voi pelata vain tietokoneella. Seuraa-
vaksi tarkastellaan projektityönä tehdyn pelimme ominaisuuksia. Tämä peli kuu-
luu tasohyppelypelien muotoon, jossa taustakuva liikkuu, kun pelin hahmoa liiku-
tetaan vasemmalta reunalta oikeaa reunaa kohti. Pelihahmon liikkueessa eteen-
päin, se sijoittuu yleensä kentän keskelle, jolloin pelaajan on helpompi hahmottaa 
millainen kenttä on kyseessä. Tässä tasohyppelypelissä ohjataan pelihahmoa 
hyppimään erilaisten esteiden ja tasojen päälle. Samalla pelin päähahmo tuhoaa 
vihollisia, jotta hahmo pääsisi jatkamaan seuraavalle tasolle. Kuva ensimmäi-
sestä peliversiosta esitetään kuvassa 10. 
 
Kuva 10. Tasohyppely. 
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Tämän tasohyppelypelin muotoon kuuluu yhden tai useamman vihollisen ampu-
minen tai jollain muulla tavalla tuhoaminen (kuva 11).  
Pelin ensimmäisessä Java-versiossa ohjataan eteenpäin tietokoneen näppäimis-
tön nuolinäppäimillä ja välilyönti-painikkeella. Java-pelissä käytetyt kuvat ovat 
omassa kansiossa.  Kuvat on halutessaan voinut hakea Eclipse-ympäristöön 
omana kansiona tai jättää sellaisenaan kuitenkin niin, että se on samassa kansi-
ossa kuin pelin luokat. Java-peliä voidaan käyttää tarvittaessa myös sellaise-
naan. 
3.3 Aloitus-luokka 
Java-peli on aloitettu luomalla Aloitus-luokka. Aloitus-luokka on esitetty liitteessä 
1 ja liitteen ohjelmariveillä on kerrottu tarkemmin niiden tehtävistä. Tämä luokka 
on koko pelin ydin, sillä siinä käsketään pelin käynnistyä aina kun se avataan. 
Kuva 11. Vihollisen tuhoaminen. 
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Aloitus-luokan muita tärkeitä metodeja ovat pelin koko, nimi, grafiikat, peliympä-
ristö, päähahmon ja vihollisten liike. 
Pelille oleellisten metodien lisäksi pelin pohjakarttaa kutsutaan ainoastaan tässä 
luokassa. Pohjakartta luo tason, jolla pelin päähahmo ja viholliset liikkuvat. Aloi-
tus-luokka sisältää myös metodin, joka kuuntelee mitä nuolinäppäintä pelaaja on 
painanut ja sen jälkeen palauttaa hahmon liikkeen pelaajan valitseman suunnan 
mukaisesti. 
Näiden lisäksi Aloitus-luokkaan on myös ohjelmoitu varsinainen pelisilmukka. Pe-
lisilmukka on pelin toimimisen kannalta tärkein, sillä se jatkuvasti tarkistaa ja päi-
vittää pelin mahdollisia muutoksia 17 sekunnin välein. Melkein jokaisessa luo-
kassa haetaan Eclipse-ohjelmointiympäristöstä pelille tärkeitä lisäosia. Nämä li-
säosat ovat tärkeitä, mutta eivät vielä luo varsinasta peliä.  
3.4 Tausta-luokka 
Jotta pelin päähahmo ja viholliset näyttäisivät liikkuvan jonkinlaisessa ympäris-
tössä, on luotu Tausta-luokka ja se on esitetty liitteessä 2. Kaikki kuvat, jotka 
yhdistetään pelissä taustaan, ovat vuorovaikutuksessa tämän luokan kanssa. 
Tausta on pelin ympäristön ydin ja tähän luokkaan on määritelty X- ja Y-koordi-
naatit, jolla sitä manipuloidaan. Tämä tarkoittaa sitä, että taustakuva liikkuu sa-
malla kuin hahmo etenee pelissä. Pelin loogisuuden ja yhtenäisyyden kannalta 
Tausta-luokan muuttujat on määritelty Aloitus-luokkaan.  
3.5 Robotti-luokka 
Jokaisessa pelissä on jonkinlainen hahmo, jonka kautta pelaaja suorittaa peliä. 
Tämän pelin päähahmoa varten on luotu Robotti-luokka ja se on esitetty liitteessä 
3. Tässä luokassa on määritelty kuinka pelissä käsitellään pelin päähahmon X- 
ja Y- koordinaatteja, joilla päivitetään päähahmon sijaintia ja nopeutta. Koska 
tässä pelissä kaikki luokat ovat keskenään jonkinlaisessa vuorovaikutuksessa, 
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muut luokat voivat tarvittaessa hakea päähahmon X- ja Y – koordinaatteja. Ro-
botti-luokan metodit ovat jaettu kolmeen kategoriaan siten, että ensin päivitetään 
jatkuvasti metodeja, joita kutsutaan pelin jokaisen silmukan iteroinnissa. Toisena 
ovat metodit joita kutsutaan vain silloin, kun pelaaja on antanut komennon pelille 
sekä kolmantena avustavat metodit, jotka hakevat ja muuttavat luokassa olevia 
muuttujia.   
3.6 Vihollinen-luokka 
Tasohyppelypeleissä on hyvin yleistä, että hahmolla on jonkinlainen vihollinen, 
joka täytyy tuhota päästäkseen eteenpäin pelissä. Vihollinen-luokka on esitetty 
liitteessä 4. Tässä pelissä Vihollinen-luokka on Pullo-luokan yliluokka ja Viholli-
nen-luokka toimii kaikille mahdollisille pelissä esiintyville vihollisille yliluokkana. 
Vihollisen sijainti pelinäytöllä lisätään vasta Pullo-luokassa.  
Tämä luokka on hyvin yksinkertainen, sillä siihen on määritelty yleisesti käytettä-
vät muuttujat ja metodit, joita alaluokat voivat periä. Vihollinen-luokkaan on mää-
ritelty seuraavat muuttujat: elämät yhteensä, nykyinen elämä, haavoittuvuudet, 
vauhti, X- ja Y-koordinaatit.  
3.7 Pullo-luokka 
Pullo-luokka on Vihollinen-luokan alaluokka, jolloin tämä luokka perii kaikki Vihol-
linen-luokan ominaisuudet. Pullo-luokka on tarkoitettu ainoastaan vihollisen hah-
molle ja luokan lähderivit on esitetty liitteessä 5. Tähän luokkaan on määritelty 
pelissä esiintyvän vihollisen hahmon X- ja Y-koordinaatit pelinäytöllä. Pelissä 
esiintyvän vihollisen hahmon varsinainen toiminta ja liike on määritelty Aloitus-
luokkaan. Näiden metodien määrittäminen Aloitus-luokkaan on tärkeää, sillä il-
man näitä metodeja Android- ja Java-peli kaatuu. 
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3.8 Luoti-luokka 
Luoti-luokka on tarkoitettu luoti-objekteille, joilla pelin päähahmo tuhoaa viholliset 
ja siten pääsee liikkumaan eteenpäin pelissä. Luoti-luokka on esitetty liitteessä 
6. Tämä luokka sisältää X- ja Y-koordinaatit, jotka edustavat vasemmassa ala-
kulmassa näkyviä luoteja. Luoti-luokkaan on määritelty luodin etenemisnopeus ja 
näkyvyys. Yksi tämän luokan tärkeimmistä tehtävistä on tarkistaa luodin sijainti, 
vauhti sekä tarkistaa onko luoti osunut viholliseen tai onko luoti liikkunut pelin 
näytön ulkopuolelle.  
Peli on interaktiivinen, sillä eri luokkiin määritellään toisten luokkien ominaisuuk-
sia. Esimerkiksi Robotti-luokkaan on määritelty metodi, joka käsittelee varsinai-
sen ampumisen, vaikka luoti-objektille on oma luokka. Pelin loogisuuden kan-
nalta on luotien ampumiseen määritelty lista-metodi Robotti-luokkaan. Ilman lista-
metodia luoteja tulisi lisätä manuaalisesti, mikä tekisi pelin ohjelmoinnista epä-
loogista ja raskasta tavallisen Android-puhelimen muistin käsiteltäväksi. 
3.9 Laatta-luokka 
Java-pelissä olevan taustakuvan, päähahmon ja vihollisten lisäksi pelin näytöllä 
ala- ja yläkulmassa näkyvät pohjalaatat. Laatta-luokka on luotu näiden pohjalaat-
tojen esittämistä varten ja luokan lähderivit löytyy liitteestä 7. Pohjalaattojen 
avulla on luotu peliin vaikutelma, että päähahmo ja viholliset liikkuvat selkeässä 
ympäristössä eteenpäin. Jotta ympäristö näyttäisi todenperäiseltä, on pohjalaa-
toista luotu kartta (Liite 15). Karttaa käytetään sekä Java- että Android-mobiilipe-
lissä.  
Laatta-luokkaan on määritelty X- ja Y-koordinaatit sekä nopeus. X-koordinaatti 
on määritelty pystysuoralle liikkeelle ja Y-koordinaatti on määritelty vaakasuoralle 
liikkeelle. Tämän luokan tärkein tehtävä on saada taustakuva ja pohjalaatat liik-
kumaan hitaammin kuin pelin päähahmo liikkuu. Tätä kutsutaan parallaksivieri-
tykseksi, jota käytetään silloin, kun pelissä käytettävät kuvat ovat kerroksittain. 
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4 MOBIILIPELIN ENSIMMÄINEN VERSIO 
Luvuissa 4-6 viittaamme mobiilipeliimme nimellä Android-peli, sillä se toimii mo-
biililaitteilla, kun Java-versiota pystyi testaamaan vain tietokoneilla. Kun Java-oh-
jelmointikielellä tehdyt luokat olivat valmiina, mobiilipeli viimeisteltiin siirtämällä 
Java-luokat sellaisenaan Android-pelin projektiin. Aloitus-luokka muutettiin 
Android-peliin Aloitusnäyttö-luokaksi. Android-pelin ensimmäiseen versioon lisät-
tiin ensin kolme lisäluokkaa. Pelin toiseen versioon lisättiin loput neljä Androidin 
lisäluokkaa.  
Androidin lisäluokat ovat tärkeitä, sillä niiden avulla peli viimeistellään. Näiden 
luokkien lisäksi Android-projektiin lisättiin sovelluskehys. Androidin lisäluokat ja 
Java-luokat on siirretty samaan kansioon, jotka ovat erillään sovelluskehyskansi-
osta. Android-pelin toiminnan selostamista on helpotettu siten, että liitteinä oleviin 
ohjelmariveihin on lisätty rivinumerot.  
4.1 Animaatio-luokka  
Animaatio-luokan tarkoitus on luoda ja seurata kehyksiä ja nykyisiä kehyksiä 
sekä animaatiota ja sen kokonaisaikaa. Näiden lisäksi tämän luokan tehtävänä 
on lisätä kehys uuteen animaatioon, päivittää nykyinen kehys sopivalla kuvalla ja 
palauttaa nykyisen kehyksen kuvan, jotta sen voisi piirtää Aloitusnäyttö-luokkaan 
sekä palauttaa nykyisen kehyksen indeksin. Tässä tapauksessa indeksi tarkoit-
taa sijaintijärjestystä objektien listassa.  
Animaatio-luokka sisältää myös sisempiä luokkia nimeltään AnimFrame. Tätä si-
sempää luokkaa käytetään luomaan objekteja, jotka sisältävät nykyisen kuvan ja 
ajan, jolloin tämä näytetään. AnimFramen objektit sisällytetään listaryhmäksi, joi-
den arvoja käytetään piirtämään objekteja näytölle ja palauttamaan animaa-
tiosekvenssejä nykyisestä AnimFramesta. AnimFrame-luokka on määritelty Ani-
maatio-luokan sisälle, koska ainoastaan Animaatio-luokka voi käyttää AnimFra-
men objekteja. Animaatio-luokkaa käytetään samanlaisena Java-pelissä, jolloin 
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tämän luokan koodeja voi kopioida ja käyttää sekä Android- että Java-pelissä. 
Animaatio-luokan lähderivit on esitetty liitteessä 8. 
4.2 Grafiikat-luokka 
Grafiikat-luokkaa käytetään tässä mobiilipelissä luomaan muuttujia jokaiselle re-
surssille, joita pelissä käytetään. Näitä ovat esimerkiksi kuva ja ääni. Resurssit 
ovat tiedostoja, joita käytetään täydentämään yleisesti Android-peleissä suoritet-
tavia ohjelmointirivejä. Resurssit yksinkertaistavat ohjelmointirivejä, joka on luotu 
luomaan monimutkaista datasarjaa tai liikkuvia kuvia. (Apple 2012.) Tämän luo-
kan lähderivit on esitetty liitteessä 9.  
4.3 Aloitusnäyttö-luokka 
Aloitusnäyttö-luokka on Android-pelin sydän ja luokan lähderivit on esitetty liit-
teessä 10. Tämän luokka mahdollistaa pelaajan aloittamaan pelaamisen. Koska 
tämä luokka on pelin sydän, sisältää se pelin taustakuvan, päähahmon ja viholli-
set sekä niiden sijainnin pelin näytöllä. Android-pelissä, kuten peleissä yleensä, 
käytetään paljon kuvia. Tällöin ohjelmoinnin yksinkertaistamiseksi voidaan pe-
lissä käytettävät kuvat luoda kuvasarjoiksi, joita tässä pelissä kutsutaan kehyk-
siksi. Tämä luokka sisältää pelin päähahmon ja vihollisen kehyksen ja niiden kes-
ton. 
Lisäksi Aloitusnäyttö-luokka sisältää metodeja, joilla ohjataan pelin päähahmon 
liikkumista ja tarkistetaan mihin suuntaan pelin päähahmo liikkuu, riippuen siitä 
minkä painikkeen pelaaja on valinnut näytöltä. Aloitusnäyttö-luokan muita tärkeitä 
tehtäviä on päivittää ja lisätä kartan pohjalaattoja. Koska Android-pelin eri luokat 
ovat interaktiivisia keskenään, hakee tämä luokka Luoti-luokasta luodit sekä aset-
taa luodeille oikean sijainnin ja tarkistaa, missä vaiheessa pelin päähahmo am-
puu. Aloitusnäyttö-luokka ohjaa puhelinta siten, että puhelimen näyttö näytetään 
mustana, kun pelaaja on pysäyttänyt pelin, päähahmo on kuollut tai peli on päät-
tynyt. 
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5 MOBIILIPELIN TOINEN VERSIO 
Mobiilipelin versio 2.0 on kehitetty siten, että päähahmon kuollessa peli alkaa 
uudelleen. Näiden lisäksi versioon 2.0 on kehitetty tauko- ja jatka -ominaisuus, 
jolloin pelaaja voi pysäyttää pelin. Edellä mainittujen toimintojen aikaan saa-
miseksi on luotu neljä lisäluokkaa, joiden toiminta dokumentoidaan tässä lu-
vussa. Alaluvussa 5.5 esitetään kuvin, miten edellä mainitut lisäluokat ovat vai-
kuttaneet Android-pelin kehitykseen. Lisäluokkien lähderivit löytyvät tämän opin-
näytetyön liitteinä.  
5.1 Latausnäyttö-luokka 
Tämän luokan tarkoituksena on näyttää pelin näytöllä ”pelaa-kehotus” – kuva 
(kuva 13), sillä aikaa kun pelissä käytettävät kaikki muut kuva- ja musiikkitiedos-
tot latautuvat. Latausnäyttö-luokan lähderivit on esitetty liitteessä 11. Lataus-
näyttö-luokka on melkein identtinen Tervehdysnäyttö-luokan kanssa, mutta tähän 
luokkaan ladataan paljon enemmän resursseja Grafiikat-luokasta. Kaikissa 
näyttö-luokissa on määritelty päivitä-, piirrä- ja takaisin -painike -metodit. Tästä 
luokasta siirrytään pelin avauksen jälkeen Päävalikkonäyttö-luokkaan, jota tar-
kastellaan seuraavassa kappaleessa. 
5.2 Päävalikkonäyttö-luokka 
Päävalikkonäyttö-luokkaa käytetään aloittamaan varsinainen Android-peli ja 
alustamaan Aloitusnäyttö-luokka. Tämän luokan elementtien ollessa puhelimen 
näytöllä on mahdollista lopettaa pelin latautuminen ja poistua pelistä. Tämän luo-
kan lähderivit on esitetty liitteessä 12.  
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5.3 Toiminta-luokka 
Toiminta-luokka on määritelty pelin aloitusaktiviteetiksi ja avaa mobiilipelisovel-
luksen, mutta se ei ole pelin tärkein luokka. Toiminta-luokkaan on määritelty jono, 
joka sisältää Android-pelissä käytettävän kartan. Kartta on esitetty liitteessä 15. 
Toiminta-luokkaan on myös määritelty metodi, joka tarkistaa käynnistetäänkö 
Toiminta-luokka ensimmäistä kertaa. Mikäli Toiminta-luokka käynnistetään en-
simmäistä kertaa, metodi kutsuu lataa-metodin Grafiikat-luokasta. Edellä mainit-
tujen ominaisuuksien lisäksi tämä luokka sisältää metodeja, jotka ovat tärkeä osa 
Android-sovelluksen elinkaarta. Toiminta-luokan lähderivit on esitetty liitteessä 
13.      
5.4 Tervehdysnäyttö-luokka 
Tämä luokan tarkoitus on näyttää pelin näytöllä tervehdysnäyttö-kuva sillä aikaa 
kun pelissä käytettävät muut kuva- ja musiikkitiedostot latautuvat. Kun tarvittavat 
tiedostot on ladattu, siirrytään Latausnäyttö-luokkaan. Tervehdysnäyttö-luokka 
on muiden näyttö-luokkien alaluokka, joten tähän luokkaan täytyy määrittää päi-
vitä-, piirrä- ja takaisin -painike -metodit. Tervehdysnäyttö-luokan lähderivit on 
esitetty liitteessä 14. 
5.5 Version 2.0 muutokset 
Tässä esitetään kuvin miltä Android-peli näyttää, kun neljä viimeistä lisäluokkaa 
lisättiin projektiin. Lisäluokkien ansiosta Android-peli on selkeä, looginen ja vas-
taa täysin Android-applikaation aktiviteetin elinkaarta, jota käsiteltiin luvussa 2.4, 
Android-applikaation komponentit (kuvio 3). Tässä projektissa pelin testaus on 
tehty pääsääntöisesti liittämällä Android-puhelin USB-kaapelilla tietokoneeseen 
ja Eclipse-ympäristöön.   
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Kuvassa 12 on esitetty välähdysnäyttö-kuva, joka tulee Android-puhelimen näy-
tölle ensimmäisenä esille pelin avautuessa. Kun välähdysnäyttö-kuva on puheli-
men näytöllä, ladataan pelin kaikki muut kuva- ja musiikkitiedostot. Kuva toimii 
myös nopeana ensiesittelynä pelin ulkomuodosta ja se sisältää pelin tekijöiden 
nimet. 
 
 
Välähdysnäyttö-kuvan jälkeen puhelimen näytölle ilmestyy ”pelaa”-kehotus (kuva 
13). ”Pelaa” – kehotus pysyy puhelimen näytöllä niin kauan, kunnes, pelaaja kos-
kettaa ”Pelaa”-tekstiä.  
 
 
 
 
Kuva 12. Välähdysnäyttö-kuva. 
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Pelaajan koskettua puhelinta, näytölle ilmestyy ”Aloita peli!” -kuva, joka esitetään 
kuvassa 14. Tässä kuvassa näkyy pelin päähahmo, hieman taustakuvaa sekä 
pohjalaattoja ja pelaaja voi tässä jo arvata millainen peli on ulkomuodoltaan. 
”Aloita peli”-tekstiosaa koskettamalla peli alkaa. ”Aloita peli”- kehotus ei ole var-
sinaisesti kuva, vaan tummennettu ruutu, johon on kirjoitettu teksti.  
 
 
 
 
Kuva 13. ”Pelaa”-kehotus. 
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Mikäli pelin haluaa lopettaa kesken peliä, on mahdollista pysäyttää peli puheli-
men Takaisin-painikkeella. Kun peli on pysäytetty, puhelimen näytölle ilmestyy 
”Jatka”- ja ”valikko” -ilmoitus. Tämä ei myöskään ole varsinainen kuva, vaan pelin 
näyttö on tummennettu. ”Jatka”-tekstistä jatketaan pelin pelaamista ja ”Valikko” -
tekstistä siirrytään takaisin ”pelaa” -kehotuskohtaan.   
Kuva 14. Aloita peli! -näyttö. 
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Pelin päähahmon kuollessa, tulee kuvassa 16 esitetty näyttö Android-puheli-
meen. Tämä kuva on kokonaan musta eikä pelin tausta ole enää näkyvissä. Kun 
valitaan ”Palaa takaisin” -kuvateksti, tulee ”pelaa” -kehotuskuva. Tällöin pelin voi 
halutessaan aloittaa alusta uudelleen. 
Kuva 15. Jatka- ja Valikko -painike. 
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Kuva 16. Palaa takaisin. 
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6 MOBIILIPELIN KOLMAS VERSIO  
Tässä luvussa dokumentoidaan ja esitetään Android-pelin grafiikka. Android-pe-
lin versio 3.0 eroaa versiosta 2.0 siten, että peliin on luotu uudet hahmot, tausta, 
pohjalaatat ja viholliset. Pelin grafiikka sisältää päähahmon, vihollisen, taustaku-
van ja pelin ympäristön dokumentoinnin. Grafiikan dokumentointiin ja esittelyyn 
liittyy myös pelin eri tasojen kuvaus. Edellä mainittujen ominaisuuksien lisäksi 
Android-mobiilipelin versioon 3.0 on lisätty musiikki, äänet sekä äänitehosteet.  
Uudet hahmot on luotu peliin siten, että hahmot piirrettiin ensin käsin paperille. 
Sen jälkeen piirustukset skannattiin tietokoneelle ja hahmot väritettiin ja muokat-
tiin kuvankäsittelyohjelmalla Android-peliin sopiviksi. Pelin version 3.0 taustakuva 
ja pohjalaatat luotiin GIMP-kuvankäsittelyohjelmalla sopiviksi. Tämän jälkeen 
kaikki kuvat siirrettiin projektiin.  
Päähahmon jokaiselle liikkeelle on oma kuvansa. Kun hahmo liikkuu normaalisti 
eteenpäin, se ei tee erikoisia liikkeitä. Kun hahmo hyppää esteiden päälle, sen 
jalat ja kädet osoittavat eri suuntiin ja kun hahmo väistää, sen jalat menevät kouk-
kuun. Pelin vihollisesta, pullosta, on vain yksi kuva, koska vihollisella ei ole kuin 
yksi liike. Kuvassa 17 esitetään pelissä esitettävän hahmon kaikki liikkeet ja pää-
hahmon vihollinen.  
 
 
 
Kuva 17. Päähahmo ja sen liikkeet sekä vihollisen kuva. 
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Kuvassa 18 esitetään kaikki pelissä käytettävät pohjalaatat. Laatassa oleva rus-
kea väri osoittaa, minkä puoleinen laatta on. Pohjalaattojen avulla luodaan peliin 
ympäristö, jossa päähahmo ja viholliset liikkuvat.  
 
Peliin pystyy luomaan erilaisia tasoja muokkaamalla pohjakarttaa. Kuvassa 19 
esitetään pelin taso 2. Tasossa 2 pelin päähahmo joutuu hyppimään pienten kie-
lekkeiden päältä toiselle tuhoten vihollista samalla. Mikäli päähahmo tippuu tyh-
jään aukkoon, se kuolee ja tällöin pelin voi aloittaa halutessaan uudelleen.  Kun, 
pelaaja on saanut ohjattua hahmon onnistuneesti kielekkeiden yli, päästään seu-
raavalle tasolle. 
 
Kuva 18. Pohjalaatat. 
Kuva 19. Taso 2. 
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Pelaajan läpäistyä onnistuneesti edellinen taso, päästään tasolle 3, joka esite-
tään kuvassa 20. Tasossa 3 pelin päähahmo joutuu myös tuhoamaan vihollisen 
päästäkseen eteenpäin pelissä. Pelin päähahmo kulkee eteenpäin pitämällä sor-
mea kevyesti missä tahansa puhelimen kosketusnäytöllä. Vasemmalla alakul-
massa olevilla punaisilla nuolinäppäimillä pelin päähahmo joko hyppää tai väis-
tää. Keskellä olevasta painikkeesta, joka muistuttaa luotitaulua, hahmo ampuu 
luoteja.  
Kuva 20. Taso 3. 
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7 YHTEENVETO 
Opinnäytetyössä perehdyttiin mobiilipelin kehityksen vaiheisiin ja niiden mukai-
sesti ohjelmoitiin yksinkertainen mobiilipeli. Mobiilipelistä tehtiin tyypillinen ta-
sohyppelypeli, jossa hypittiin esteiden ja kuilujen yli ja ammuttiin vihollisia. Kaikki 
toiminnot toimivat kosketusnäytöllä ja hahmon sai hyppimään ja ampumaan eril-
lisistä painikkeista, jotka sijaitsevat näytön vasemmalla puolella. Hahmon sai liik-
kumaan pitämällä sormea näytöllä.  
Mobiilipeli kehitettiin Androidille, sillä se on nykyään mobiililaitteiden suosituin 
käyttöjärjestelmä. Opinnäytetyön haastavimpia osuuksia olivat ohjelmistojen 
asennukset. Asennuksiin saattoi mennä melkein päiviä, sillä jotkin versiot eivät 
sopineetkaan yhteen keskenään. Varsinkin emulaattoria oli vaikea asentaa eikä 
Android SDK:n oma emulaattori toiminut kaikilla koneilla moitteettomasti.  
Opinnäytetyö kehitti parempaa ajattelua ohjelmoinnissa ja auttoi ymmärtämään 
mobiilikehityksen vaiheita paremmin. Tekemällä prosessia yhdessä kaverin 
kanssa, oppi myös paremman kommunikoinnin ja tavan tehdä töitä yhdessä toi-
mivasti. Android mobiilipelin ohjelmoinnista kiinnostuneet voivat käyttää tätä 
opinnäytetyötä tarvittaessa oppimateriaalina.  
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 Kommentoinut [T1]:  
Aakkosta! 
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Liite 1. Aloitus-luokan lähderivit 
1 package opparipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 import java.applet.Applet; //Lisäosat 
4 import java.awt.Color; 
5 import java.awt.Font; 
6 import java.awt.Frame; 
7 import java.awt.Graphics; 
9 import java.awt.Image; 
10 import java.awt.event.KeyEvent; 
11 import java.awt.event.KeyListener; 
12 import java.io.BufferedReader; 
13 import java.io.FileReader; 
14 import java.io.IOException; 
15 import java.net.URL; 
16 import java.util.ArrayList; 
17 
18 import oppari.framework.Animaatio; //Haetaan ominaisuuksia 
19 
20 public class Aloitus extends Applet implements Runnable, KeyListener { 
22  
23 enum GameState { //Käynnistä peli 
24 Running, Dead //pelin tila on joko käynnissä tai kuollut 
25 } 
26 
27 GameState state = GameState.Running; //Pelin tila on käynnissä 
28  
29 private static Robotti Robotti; //Haetaan päähahmo, ominaisuudet määri-
tetty Robotti luokassa 
31 public static Pullo hb, hb2; //Vihollinen 
32 public static int score = 0; //Pisteet 
33 private Fontti font = new Font(null, Font.BOLD, 30); //Pisteiden fontti 
34 private Kuva image, nykyinenhahmo, nano, nano2, nano3, nanoalas, nanohyp-
paa, hahmoAla, hahmoHyppaa, Tausta, Pullo, Pullo2,Pullo3, Pullo4, Pullo5; 
36 //Pelissä käytettävien hahmojen kuvat 
37 public static Kuva LaattaPaalla, LaattaAla, LaattaVasen, LaattaOikea, 
Laatta; //Haetaan laattojen kuvat 
39  
40 private Graphics second; 
41 private URL base; 
42 private static Tausta bg1, bg2; //Haetaan taustan kuvat, Tausta-luokan 
muuttujat 
43 private Animaatio anim, hanim; 
44 
45 private ArrayList<Laatta> Laattaarray = new ArrayList<Laatta>(); //Lista 
päivittää riveille 108-113 luodun kartan 
47 
48 @Override 
49 public void init() { setSize(800, 480); //Pelin koko 
50  setTausta(Color.BLACK); //Oletustaustan väri 
51  setFocusable(true); 
52  addKeyListener(this); 
53  Frame frame = (Frame) this.getParent().getParent(); 
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54  frame.setTitle("Täipeli"); //Pelin nimi 
55  try { 
56   base = getDocumentBase(); 
57  } catch (Exception e) { 
58   // TODO: Käsittele poikkeus 
59  } 
60 
61 // Kuvamääritykset ja yksilöinti 
62 hahmo = getImage(base, "data/nano.png"); 
63 hahmo2 = getImage(base, "data/ nano2.png"); 
64 hahmo3 = getImage(base, "data/ nano3.png"); 
65 
66 hahmoAla = getImage(base, "data/ nanoalas.png"); 
67 hahmoHyppaa = getImage(base, "data/nanohyppaa.png"); 
68 
69 Pullo = getImage(base, "data/Pullo.png"); //Vihollisen kuva 
70 Pullo2 = getImage(base, "data/ Pullo2.png"); //Vihollisen kuva 
71 Pullo3 = getImage(base, "data/ Pullo3.png"); //Vihollisen kuva 
72 Pullo4 = getImage(base, "data/ Pullo4.png"); //Vihollisen kuva 
73 Pullo5 = getImage(base, "data/ Pullo5.png"); //Vihollisen kuva 
74 
75 Tausta = getImage(base, "data/Tausta.png"); //Taustan kuva 
76 
77 Laatta = getImage(base, "data/Laatta.png"); //Laatan kuva 
78 LaattaPaalla = getImage(base, "data/Laattapaalla.png"); //Laatan kuva 
79 LaattaAla = getImage(base, "data/Laattaala.png"); //Laatan kuva 
80 LaattaVasen = getImage(base, "data/Laattavasen.png"); //Laatan kuva 
81 LaattaOikea = getImage(base, "data/Laattaoikea.png"); //Laatan kuva 
82 
83 anim = new Animaatio();//Pelin päähahmon kehys 
84 anim.addFrame(nano, 1250); 
85 anim.addFrame(nano2, 50); 
86 anim.addFrame(nano3, 50); 
87 anim.addFrame(nano2, 50); 
88 
89 hanim = new Animaatio();//Pelissä esiintyvän vihollisen kehys 
90 hanim.addFrame(Pullo, 100); 
91 hanim.addFrame(Pullo2, 100); 
92 hanim.addFrame(Pullo3, 100); 
93 hanim.addFrame(Pullo4, 100); 
94 hanim.addFrame(Pullo5, 100); 
95 hanim.addFrame(Pullo4, 100); 
96 hanim.addFrame(Pullo3, 100); 
97 hanim.addFrame(Pullo2, 100); 
98   
99 nykyinenhahmo = anim.getImage(); 
100} 
101 
102 @Override //Kun, peli alkaa kutsutaan pelin taustaa ja päähahmoa 
103 public void aloita() { 
104 bg1 = new Tausta(0, 0); //Tausta-luokan muuttujat 
105 bg2 = new Tausta(2160, 0); //Tausta-luokan muuttujat 
106 Robotti = new Robotti();//Robottu-luokan muuttujat 
107 
108 //Hakee laattojen kartan ja tulostaa sitä 
109 try { 
110 lataaKartta("data/map1.txt"); //Hahmot liikkuvat tämän kartan päällä 
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111} catch (IOException e) { 
112 // TODO Automaattisesti luotu catch block 
113 e.printStackTrace(); 
114   } 
115 hb = new Pullo(340, 360); { //Vihollinen ja sen sijanti 
116 hb2 = new Pullo(700, 360); //Vihollinen ja sen sijanti 
117  
118 Thread thread = new Thread(this); 
119 thread.aloita(); 
120 
121} 
122 
123 private void lataaKartta(String filename) throws IOException {//Ladataan 
kartta 
124 ArrayList lines = new ArrayList(); 
125 int width = 0; 
126 int height = 0; 
127  
128 BufferedReader reader = new BufferedReader(new FileReader(filename)); 
129 while (true) { 
130 String line = reader.readLine(); 
131 // Ei yhtään riviä luettavaksi 
132 if (line == null) { 
133 reader.close(); 
134 break; 
135} 
136 
137 if (!line.startsWith("!")) { 
lines.add(line); 
139 width = Math.max(width, line.length()); 
140 } 
141} 
142height = lines.size(); 
143  
144 for (int j = 0; j < 12; j++) { 
145 String line = (String) lines.get(j); 
146 for (int i = 0; i < width; i++) { 
147 System.out.println(i + "on"); 
148 
149 if (i < line.length()) { 
150 char ch = line.charAt(i); 
151 Laatta t = new Laatta(i, j, Character.getNumericValue(ch)); 
152 Laattaarray.add(t); 
153    } 
154 
155   } 
156  } 
157 
158 } 
159 @Override 
160 public void pysayta() { 
161  // TODO Automaattisesti luotu metodi tynkä 
162 } 
163 @Override 
164 public void tuhoa() { 
165  // TODO Automaattisesti luotu metodi tynkä 
166 } 
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167 
168 @Override 
169 public void run() { 
170 if (state == GameState.Running) { //Kun, peli käynnissä 
171 while (true) { 
172 Robotti.päivitä();//päivitetään pelin hahmoa 
173 if (Robotti.onHypannyt()) { //Hahmo hyppää 
174 nykyinenhahmo = hahmoHyppaa; 
175 } else if (Robotti.onHypannyt () == false //Kun, hahmo ei hyppää 
176 && Robotti.onVaistaa() == false) {//Tällöin hahmo väistää 
177 nykyinenhahmo = anim.getImage(); 
178    } 
179 
180 ArrayList Luoti = Robotti.getLuoti();//Kutsuu Robotti luokassa määritel-
lyn listan 
181 for (int i = 0; i < Luoti.size(); i++) { 
182 Luoti p = (Luoti) Luoti.get(i); //joka toistaa itseään 
183 if (p.isVisible() == true) { //niin kauan kuin Luoti luokan lis-
tassa riittää luoteja 
184 p.päivitä(); 
185 } else { 
186 Luoti.remove(i);     
187 } 
188     
189} 
190 
191 päivitäLaatta();//Päivitetään laattoja 
192 hb.päivitä();//Päivitetään vihollista 
193 hb2.päivitä();//Päivitetään vihollista 
194 bg1.päivitä();//Päivitetään pelin taustaa  
195 bg2.päivitä();//Päivitetään pelin taustaa 
196 animoi(); 
197 repaint(); 
198 try {//Kuinka usein päivitetään pelissä olevia kuvia, 17s. 
199 Thread.sleep(17);  
200 } catch (InterruptedException e) { 
201 e.printStackTrace(); 
202 } 
203 if (Robotti.getCenterY() > 500) {//Kun hahmo menee Y koordinaatin 
ulkopuolelle 
204 state = GameState.Dead; //Päähahmo kuolee  
205   } 
206   
207  } 
208   
209 } 
210 
211} 
212 
213 public void animoi() { 
214  anim.päivitä(10); ();//Päivitetään hahmon kehystä 
215  hanim.päivitä(50); ();//Päivitetään vihollisen ke-
hystä 
216 } 
217 
218 @Override 
219 public void päivitä(Graphics g) { //Päivitetään pelin taustaa 
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220 if (image == null) { 
221 image = createImage(this.getWidth(), this.getHeight()); 
222  second = image.getGraphics(); 
223  } 
224 
225         second.setColor(getTausta()); 
226         second.fillRect(0, 0, getWidth(), getHeight()); 
227         second.setColor(getForeground()); 
228 piirrä(second); 
229 
230 g.drawImage(image, 0, 0, this); 
231 } 
232 
233 @Override 
234 public void piirrä(Graphics g) { //Piiretään laatta taustaan 
235 if (state == GameState.Running) {//Kun peli on käynnissä, 
236 //piirretään laatat taustaan 
237 g.drawImage(Tausta, bg1.getBgX(), bg1.getBgY(), this); 
238 g.drawImage(Tausta, bg2.getBgX(), bg2.getBgY(), this); 
239 piirräLaatta(g);  
240 
241 ArrayList Luoti = Robotti.getLuoti();//Piiretään luoti 
242 for (int i = 0; i < Luoti.size(); i++) { 
243 Luoti p = (Luoti) Luoti.get(i); 
244 g.setColor(Color.YELLOW); //Luodin väri 
245 g.fillRect(p.getX(), p.getY(), 10, 5); 
246} 
247 
248 
249 
250 
251 g.drawImage(nykyinenhahmo, Robotti.getCenterX() - 61,Robotti.getCenterY() 
- 63, this); //Robotin sijainti pelissä 
253 g.drawImage(hanim.getImage(), hb.getCenterX() - 48, hb.getCenterY() - 48, 
this); //Vihollisen sijanti pelissä 
255 g.drawImage(hanim.getImage(), hb2.getCenterX() - 48, hb2.getCenterY() - 
48, this); //Vihollisen sijanti pelissä 
257 g.setFont(font); 
258 g.setColor(Color.WHITE); 
259 g.drawString(Integer.toString(score), 740, 30); //Ilmoittaa, kun päähahmo 
kuolee 
260  } else if (state == GameState.Dead) { 
261   g.setColor(Color.BLACK); 
262   g.fillRect(0, 0, 800, 480); 
263   g.setColor(Color.WHITE); 
264   g.drawString("Peli ohi", 360, 240); 
265 
266  } 
267 } 
268 
269 private void päivitäLaatta() { //Päivittää laattaa 
270 
271 for (int i = 0; i < Laattaarray.size(); i++) { 
272   Laatta t = (Laatta) Laattaarray.get(i); 
273   t.päivitä(); 
274  } 
275 
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275 } 
276 
278 private void piirräLaatta(Graphics g) { //Piirtää laatan 
279 for (int i = 0; i < Laattaarray.size(); i++) { 
280 Laatta t = (Laatta) Laattaarray.get(i); 
281 g.drawImage(t.getLaattaImage(), t.getLaattaX(), t.getLaattaY(), this); 
282  } 
283 } 
284 @Override 
285 public void keyPressed(KeyEvent e) {//Kuuntelee nuolinäppäinten käyttöä  
286 
287 switch (e.getKeyCode()) {//Kutsutaan uudelleen rivillä 327 
288 case KeyEvent.VK_YLÖS: //Nuolinäppäin ylös, liikutaan ylös 
289  System.out.println("Liiku ylös"); 
290  break; 
291 
292 case KeyEvent.VK_ALAS: // Nuolinäppäin alas, väistetään 
293  nykyinenhahmo = hahmoAla; 
294  if (Robotti.onHyppaa() == false) { 
295   Robotti.asetaAlas(true); 
596   Robotti.setSpeedX(0); 
297  } 
298  break; 
299 
300 case KeyEvent.VK_VASEN: // Nuolinäppäin vasemmalle, liikutaan va-
semmalle 
301  Robotti.moveLeft(); 
302  Robotti.setLiikuVasen(true); 
303  break; 
304 
305 case KeyEvent.VK_OIKEA: // Nuolinäppäin oikealle, liikutaan oike-
alle 
306  Robotti.moveRight(); 
307  Robotti.setLiikuOikea(true); 
308  break; 
309 
310 case KeyEvent.VK_VÄLI: //Välilyönti, hahmo hyppää 
311  Robotti.hyppaa(); 
312  break; 
313 
314 case KeyEvent.VK_CTRL: //CTRL-painike, hahmo ampuu luoteja 
315 if (Robotti.onVaistaa() == false && Robotti.onHyppaa() == false) 
{ 
316 Robotti.ammu(); 
317 Robotti.valmiinaAmpumaan(false); //Luodit ilmestyvät pelin näytölle 
318  } 
319  break; 
320 
321 } 
322 
323} 
324 
325 @Override 
326 public void keyReleased(KeyEvent e) {//Palauttaa valitun näppäimistöko-
mennon ja liikuttaa hahmoa sen mukaisesti 
327 switch (e.getKeyCode()) { 
328 case KeyEvent.VK_YLÖS: // 
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329  System.out.println("Älä liiku ylös"); 
330  break; 
331 
332 case KeyEvent.VK_ALAS: // Nuolinäppäin alas, väistetään 
333  nykyinenhahmo = anim.getImage(); 
334  Robotti.asetaAlas(false); 
335  break; 
336 
337 case KeyEvent.VK_VASEN: //Pysähdytään vasemmalle  
338  Robotti.pysäytäVasen(); 
339  break; 
340 
341 case KeyEvent.VK_OIKEA: //Pysähdytään oikealle 
342  Robotti.pysäytäOikea(); 
343  break; 
345 
346 case KeyEvent.VK_VÄLI: //Hypätään 
347  break; 
348 
349 case KeyEvent.VK_CTRL: //Valmiina ampumaan 
350  Robotti.valmiinaAmpumaan(true); 
351  break; 
352 
353 } 
354 
355} 
356 
357 @Override 
358 public void keyTyped(KeyEvent e) { 
359 // TODO Automaattisesti luotu metodi tynkä 
360 
361} 
362 public static Tausta getBg1() { 
363 return bg1; 
364} 
365 
366 public static Tausta getBg2() { 
367 return bg2; 
368} 
369 public static Robotti getRobotti() { 
367 return Robotti; 
368 } 
369 
370} 
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Liite 2. Tausta-luokan lähderivit 
1 package opparipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 public class Tausta { 
4  
5 private int bgX, bgY, speedX; //Määritellään X, Y koordinaatit  
6   // sekä taustan vauhti 
7 public Tausta(int x, int y) {//Määritelty X, Y koordinaatit 
8  bgX = x; //joilla manipuloidaan taustaa 
9  bgY = y; 
10  speedX = 0; 
11 } 
12  
13 public void päivitä() {//Määritellään taustakuvan liikkuminen  
14   //samalla, kun hahmo etenee pelissä 
15  bgX += speedX; 
16   
17  if (bgX <= -2160) { 
18  bgX += 4320; 
19  } 
20 } 
21 public int getBgX() { //Hakijat ja asettajat 
22 return bgX; 
23 } 
24 
25 public int getBgY() { //Hakijat ja asettajat 
26 return bgY; 
27 } 
28 public int getSpeedX() { //Hakijat ja asettajat 
29 return speedX; 
30 } 
31 
32 public void setBgX(int bgX) { //Hakijat ja asettajat 
33 this.bgX = bgX; 
34 } 
35 public void setBgY(int bgY) { //Hakijat ja asettajat 
36} 
37 public void setSpeedX(int speedX) { //Hakijat ja asettajat 
38  this.speedX = speedX; 
39 } 
40} 
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Liite 3. Robotti-luokan lähderivit 
1 package opparipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 import java.awt.Rectangle; //Lisäosat 
4 import java.util.ArrayList; //Lisäosat 
5 
6 public class Robotti { 
7 
8 // Vakioliike on määritetty tässä  
9 final int HYPPÄÄSPEED = -15; 
10 final int MOVESPEED = 5; 
11 
11 private int centerX = 100; //Päähahmon X sijainti 
12 private int centerY = 377; //Päähahmon Y sijainti 
13 private boolean hypannyt = false; //Päähahmon suunnan määrittely 
14 private boolean liikuVasen = false; //Päähahmon suunnan määrittely 
15 private boolean liikuOikea = false; //Päähahmon suunnan määrittely 
16 private boolean väistä = false; //Päähahmon suunnan määrittely 
17 private boolean valmisAmmu = true; //Päähahmon suunnan määrittely 
18 
19 private ArrayList<Luoti> Luoti = new ArrayList<Luoti>(); //Luodaan  
20 //luodille taulukkolista 
21 private static Tausta bg1 = Aloitus.getBg1();//Haetaan taustakuva  
22 private static Tausta bg2 = Aloitus.getBg2();// Aloitus luokasta 
23 
24 private int speedX = 0; //X koordinaatin nopeuden muutos 
25 private int speedY = 0; //Y koordinaatin nopeuden muutos 
26 public static Rectangle rect = new Rectangle(0, 0, 0, 0); 
27 public static Rectangle rect2 = new Rectangle(0, 0, 0, 0); 
28 public static Rectangle rect3 = new Rectangle(0, 0, 0, 0); 
29 public static Rectangle rect4 = new Rectangle(0, 0, 0, 0); 
30 public static Rectangle yellowRed = new Rectangle(0, 0, 0, 0); 
31 public static Rectangle jalkaVasen = new Rectangle(0,0,0,0); 
32 public static Rectangle jalkaOikea = new Rectangle(0,0,0,0); 
33  
34 public void päivitä() {//Päivittää iteraation jokaisessa silmukassa 
35 
36 // Liikuttaa hahmoa tai rullaa Taustaa sen mukaisesti  
37 if (speedX < 0) { 
38  centerX += speedX;  
39 } 
40 if (speedX == 0 || speedX < 0) { 
41  bg1.setSpeedX(0); //Hahmo voi liikkua eteenpäin 
42  bg2.setSpeedX(0); 
43 
44 } 
45 if (centerX <= 200 && speedX > 0) { 
46  centerX += speedX; 
47 } 
48 if (speedX > 0 && centerX > 200) { 
49  bg1.setSpeedX(-MOVESPEED / 5); //Hahmo voi liikkua 
50  bg2.setSpeedX(-MOVESPEED / 5); //taaksepäin 
51 } 
52 
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53 // Päivittää Y sijaintia 
54 centerY += speedY; 
55   
56 
57 // Ohjaa hahmon hyppäämistä  
58 
59 speedY += 1; //Kun, pelin päähahmolle määritelty positiivinen 
60 //Y-koordinaatti hahmo putoaa eikä nouse  
61 if (speedY > 3){  
62  hypannyt = true; 
63 } 
64 
65 
66// Estää menemästä X koordinaattia 0 
67 if (centerX + speedX <= 60) {//Keskuskoordinaatti. Mikäli luku on 
pienempi, hahmo 
68  centerX = 61; //saattaa pudota pelin näytön  
69 }  // ulkopuolelle  
70   
71 rect.setRect(centerX - 34, centerY - 63 , 68, 63); 
72 rect2.setRect(rect.getX(), rect.getY() + 63, 68, 64); 
73 rect3.setRect(rect.getX() - 26, rect.getY()+32, 26, 20); 
74 rect4.setRect(rect.getX() + 68, rect.getY()+32, 26, 20); 
75 yellowRed.setRect(centerX - 110, centerY - 110, 180, 180); 
76 jalkaVasen.setRect(centerX - 50, centerY + 20, 50, 15); 
77 jalkaOikea.setRect(centerX, centerY + 20, 50, 15); 
78  } 
79 
80 public void liikutaOikea() { //Asettaa pelin päähahmon kulkemaan 
81  if (väistä == false) { //vaakasuoraan oikealle  
82   speedX = MOVESPEED; //6 pikseliä 
83  }          // kerrallaan 
84 } 
85 
86 public void liikutaVasen() { //Asettaa pelin päähahmon kulkemaan 
87  if (väistä == false) {//6 pikseliä vasempaan 
88   speedX = -MOVESPEED;  
89  } 
90 } 
91 
92 public void pysäytäOikea() { //Pelin päähahmo seisoo paikoillaan 
93  setLiikuOikea(false); //kun, ei liiku oikealle 
94  stop(); 
95 } 
96 
97 public void pysäytäVasen() { 
98  setLiikuVasen(false); // tai vasemmalle 
99  stop(); 
100 } 
101 
102 private void pysäytä() { //Asettaa hahmon nopeuden 0 
103 if (isLiikuOikea() == false && isLiikuVasen() == false) { 
104   speedX = 0; 
105  } 
106 
107 if (isLiikuOikea() == false && isLiikuVasen() == true) { 
108   moveLeft(); 
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109  } 
110 
111 if (isLiikuOikea() == true && isLiikuVasen() == false) { 
112   moveRight(); 
113  } 
114 
115 } 
116 
117 public void hyppää() { //Kun, hahmo hyppää 
118  if (hypannyt == false) {//hahmo liikkuu 15 pikseliä 
119   speedY = HYPPÄÄSPEED; //pystysuoraan 
120   hypannyt = true; 
121  } 
123 
124 } 
125 
126 public void ammu() {//Päähahmo ampuu vihollista luodeilla 
127 if (valmisAmmu) { 
128 Luoti p = new Luoti(centerX + 50, centerY - 25); 
129 Luoti.add(p); 
130  } 
131 } 
132 // Tästä eteenpäin on hakija ja asettaja metodit 
133 public int getCenterX() { 
134  return centerX; 
135 } 
136 
137 public int getCenterY() { 
138  return centerY; 
139 } 
140 
141 public boolean isHypannyt() { 
142  return hypannyt; 
143 } 
145 
146 public int getSpeedX() { 
147  return speedX; 
148 } 
149 
150 public int getSpeedY() { 
151  return speedY; 
152 } 
153 
154 public void setCenterX(int centerX) { 
155  this.centerX = centerX; 
156 } 
157 
158 public void setCenterY(int centerY) { 
159  this.centerY = centerY; 
160 } 
161 
162 public void setHypannyt(boolean hypannyt) { 
163  this.hypannyt = hypannyt; 
164 } 
165 
166 public void setSpeedX(int speedX) { 
167  this.speedX = speedX; 
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168 } 
169 public void setSpeedY(int speedY) { 
170  this.speedY = speedY; 
171 } 
172 
173 public boolean isVäistä() { 
174  return väistä; 
175 } 
176 
177 public void asetaAlas(boolean väistä) { 
178  this.väistä = väistä; 
179 } 
180 
181 public boolean isLiikuOikea() { 
182  return liikuOikea; 
183 } 
184 
185 public void setLiikuOikea(boolean liikuOikea) { 
186  this.liikuOikea = liikuOikea; 
187 } 
188 
189 public boolean isLiikuVasen() { 
190  return liikuVasen; 
191 } 
192 
193 public void setLiikuVasen(boolean liikuVasen) { 
194  this.liikuVasen = liikuVasen; 
195 } 
196 
197 public ArrayList getLuoti() { 
198  return Luoti; 
199 } 
200 
201 public boolean isValmisAmmu() { 
202  return valmisAmmu; 
203 } 
204 
205 public void valmiinaAmpumaan(boolean valmisAmmu) { 
206  this.valmisAmmu = valmisAmmu; 
207 } 
208} 
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Liite 4. Vihollinen-luokan lähderivit 
1 package opparipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 import java.awt.Rectangle; 
4 
5 public class Vihollinen { 
6 private int power, centerX, speedX, centerY; //X,Y koordinaatit, vauhti 
7 private Tausta bg = Aloitus.getBg1();//Haetaan Aloitus luokasta Tausta 
8 private Robotti Robotti = Aloitus.getRobotti();//Haetaan Aloitus luokasta 
Rbotti 
9 
10 public Rectangle r = new Rectangle(0, 0, 0, 0); 
11 public int health = 5; // 
12 
13 private int movementSpeed; 
14 
15 // Käyttäytymis menetelmät 
16 public void päivitä() {//Pitää vihollisen liikkeellä 
17 follow();//Siirtyy kohti päähahmoa 
18 centerX += speedX; 
19 speedX = bg.getSpeedX() * 5 + movementSpeed; 
20 r.setBounds(centerX - 25, centerY - 25, 50, 60); 
21 
22 if (r.intersects(Robotti.yellowRed)) { 
23  checkCollision(); 
24 } 
25 
26} 
27 
28 private void checkCollision() {//Kohtaavatko vihollinen ja hahmo 
29 if (r.intersects(Robotti.rect) || r.intersects(Robotti.rect2) 
|| r.intersects(Robotti.rect3) || r.intersects(Robotti.rect4)) { 
31 System.out.println("törmäys"); 
32 
33 } 
34} 
35 
36 public void seuraa() { 
37   
38 if (centerX < -95 || centerX > 810){ 
39  movementSpeed = 0; 
40 } 
41 else if (Math.abs(Robotti.getCenterX() - centerX) < 5) { 
42   movementSpeed = 0; 
43 } 
44 
45 else { 
46 
47 if (Robotti.getCenterX() >= centerX) { 
48  movementSpeed = 1; 
49  } else { 
50   movementSpeed = -1; 
51  } 
52 } 
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53 
54 } 
55 
56 public void kuollut() {//Täydentää ohjelmarivejä 28-31 
57} 
58 
59 public void hyökkää() { 
60 } 
61 public int getPower() {//Tästä eteenpäin on hakija ja asettaja 
62  return power; //metodit 
63 } 
64 public int getSpeedX() { 
65  return speedX; 
66 } 
67 public int getCenterX() { 
68  return centerX; 
69} 
70 public int getCenterY() { 
71  return centerY; 
72 } 
73 public Tausta getBg() { 
74  return bg; 
75 } 
76 public void setPower(int power) { 
77  this.power = power; 
78 } 
79 public void setSpeedX(int speedX) { 
80  this.speedX = speedX; 
81 } 
82 public void setCenterX(int centerX) { 
83  this.centerX = centerX; 
84 } 
85 public void setCenterY(int centerY) { 
86  this.centerY = centerY; 
87 } 
88 public void setBg(Tausta bg) { 
89  this.bg = bg; 
90 } 
91} 
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Liite 5. Pullo-luokan lähderivit 
1 package opparipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 public class Pullo extends Vihollinen {//Pullo on Vihollinen luokan ala-
luokka 
4 public Pullo(int centerX, int centerY) { 
5 
6  setCenterX(centerX); 
7  setCenterY(centerY); 
8 
9 } 
10} 
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Liite 6. Luoti-luokan lähderivit 
1 package opparipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 Import java.awt.Rectangle; 
4 
5 public class Luoti { 
6 private int x, y, speedX; //Muuttujat 
7 private boolean visible; // Muuttujat 
8 
9 private Rectangle r; 
10 public Luoti(int startX, int startY) { //Rakentajan sisälle määritelty X,Y 
koordinaatit 
11 x = startX; // Muutetaan muuttujaksi 
12 y = startY; // Muutetaan muuttujaksi 
13 speedX = 7; // Luodin etenemisnopeus 
14 visible = true; // Luoti on näkyvä 
15 
16 r = new Rectangle(0, 0, 0, 0); 
17 
18} 
19 
20 public void päivitä() {// Tarkistaa näkyykö luoti 
21 x += speedX; // tarkistaa sijainnin 
22 r.setBounds(x, y, 10, 5); // vauhdin 
23 
24 if (x > 800) { // sekä onko luoti osunut viholliseen 
25  visible = false; // tai liikkunut näytön ulkopuolelle 
26  r = null; 
27 } 
28 if (x < 800) { 
29  checkCollision(); 
30 } 
31} 
32 
33 private void checkCollision() { //Tarkistetaan kohtaavatko päähahmo 
34 if (r.intersects(Aloitus.hb.r)) {//ja viholliset 
35 visible = false; 
36 if (Aloitus.hb.health > 0) { 
37  Aloitus.hb.health -= 1; 
38 } 
39 if (Aloitus.hb.health == 0) { 
40 Aloitus.hb.setCenterX(-100); 
41  Aloitus.score += 5; 
42  } 
43 } 
44 
45 if (r.intersects(Aloitus.hb2.r)) { 
46 visible = false; 
47 if (Aloitus.hb2.health > 0) { 
48 Aloitus.hb2.health -= 1; 
49  } 
50 if (Aloitus.hb2.health == 0) { 
51 Aloitus.hb2.setCenterX(-100); 
52 Aloitus.score += 5; //Yhdestä ammutusta vihollisesta saa 5p 
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53   } 
54  } 
55 } 
56 
57 public int getX() { //Tästä eteenpäin on hakijat ja asettajat 
58  return x; 
59 } 
60 
61 public int getY() { 
62  return y; 
63 } 
64 
65 public int getSpeedX() { 
66  return speedX; 
67 } 
68 
69 public boolean isVisible() { 
70  return visible; 
71 } 
72 
73 public void setX(int x) { 
74  this.x = x; 
75 } 
76 
78 public void setY(int y) { 
79  this.y = y; 
80 } 
81 
82 public void setSpeedX(int speedX) { 
83  this.speedX = speedX; 
84 } 
85 
86 public void setVisible(boolean visible) { 
87  this.visible = visible; 
88 } 
89} 
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Liite 7. Laatta-luokan lähderivit 
1 package opparipeli; //Kertoo mihin pakettiin luokka kuuluu 
2  
3 import java.awt.Image; 
4 import java.awt.Rectangle; 
5 
6 public class Laatta { 
7 private int LaattaX, LaattaY, speedX, type; //Laattojen koordinaatit ja no-
peus 
8 public Image LaattaImage; //Määritellään, että laatta on kuvatiedosto 
9 private Rectangle r; 
10 
11 private Robotti Robotti = Aloitus.getRobotti();//Haetaan robotti Aloitus 
luokasta 
12  
13 private Tausta bg = Aloitus.getBg1();//Haetaan tausta Aloitus luokasta 
14 
15 public Laatta(int x, int y, int typeInt) {//Alustetaan muuttujat 
16 LaattaX = x * 40; //Pohjalaattojen koko pikseleinä 
17 LaattaY = y * 40; //Pohjalaattojen koko pikseleinä 
18 
19 type = typeInt; //Määritellään laatalle muuttuja 
20       
21   r = new Rectangle(); 
22 
23 if (type == 5) { //Jokaiselle laatalle on määritelty oma numero 
24       LaattaImage = Aloitus.Laatta; 
25     } else if (type == 8) { //Kun tietty numero on kartalla (Liite 15) 
26       LaattaImage = Aloitus.LaattaPaalla; 
27       } else if (type == 4) { //peliin haetaan Aloitus luokasta  
28       LaattaImage = Aloitus.LaattaVasen; 
29 
30        } else if (type == 6) { //laatan numeroon viittaava kuva 
31            LaattaImage = Aloitus.LaattaOikea; 
32 
33       } else if (type == 2) { 
34            LaattaImage = Aloitus.LaattaAla; 
35       }else{ 
36        type = 0; 
37        } 
38    } 
39 
40    public void päivitä() { //Pelisilmukan aikana kutsutaan laattoja 
41       speedX = bg.getSpeedX() * 5; //ja luodaan parralaksivieritys 
42       LaattaX += speedX; 
43       r.setBounds(LaattaX, LaattaY, 40, 40); 
44         
45       if (r.intersects(Robotti.yellowRed) && type != 0) { 
checkVerticalCollision(Robotti.rect, Robotti.rect2); 
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checkSideCollision(Robotti.rect3, Robotti.rect4, Robotti.jalkaVasen, Ro-
botti.jalkaOikea); 
49  } 
50 } 
51 
52    public int getLaattaX() { //Tästä eteenpäin on määritelty 
53        return LaattaX; //hakijat ja asettajat 
54   } 
55 
56    public void setLaattaX(int LaattaX) { 
57        this.LaattaX = LaattaX; 
58    } 
59 
60    public int getLaattaY() { 
61        return LaattaY; 
62    } 
63 
64    public void setLaattaY(int LaattaY) { 
65        this.LaattaY = LaattaY; 
66    } 
67 
68    public Image getLaattaImage() { 
69        return LaattaImage; 
70    } 
71 
72    public void setLaattaImage(Image LaattaImage) { 
73        this.LaattaImage = LaattaImage; 
74    } 
75    //Asetetaan robotti hyppäämään laattojen päälle niin ettei robotti hypi 
niiden läpi 
76    public void checkVerticalCollision(Rectangle top, Rectangle bot) { 
77        if (top.intersects(r)) { 
78             
79        } 
80 
81        if (bot.intersects(r) && type == 8) { 
82           Robotti.setHypannyt(false); 
83           Robotti.setSpeedY(0); 
84           Robotti.setCenterY(LaattaY - 63); 
85      } 
86    } 
87 
88    public void checkSideCollision(Rectangle left, Rectangle right, Rectan-
gle leftfoot, Rectangle rightfoot) { 
90        if (type != 5 && type != 2 && type != 0){ 
91            if (left.intersects(r)) { 
92                Robotti.setCenterX(LaattaX + 102); 
93     
94                Robotti.setSpeedX(0); 
95     
96            }else if (leftfoot.intersects(r)) { 
97                Robotti.setCenterX(LaattaX + 85); 
98                Robotti.setSpeedX(0); 
99            } 
100             
101            if (right.intersects(r)) { 
102                Robotti.setCenterX(LaattaX - 62); 
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103     
104                Robotti.setSpeedX(0); 
105            } 
106         
107            else if (rightfoot.intersects(r)) { 
108                Robotti.setCenterX(LaattaX - 45); 
109                Robotti.setSpeedX(0); 
110            } 
111        } 
112    } 
113 
114} 
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Liite 8. Mobiilipelin Animaatio-luokan lähderivit. 
1 package com.opparipeli.taipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 import java.util.ArrayList; 
4 
5 import com.opparipeli.framework.Image; //Haetaan ominaisuuksia sovelluske-
hyksestä 
6 
7 
8 public class Animaatio { 
9 
10 private ArrayList frames; //2 muuttujaa, joka sisältää kuva objektin ja aika 
jolloin kuva on näkyvillä 
11 private int currentFrame; //Viimeisimmän kuvan numeerinen sijainti 
12 private long animTime; //Kuinka kauan aikaa kun edellinen kuva on ollut 
näytöllä ja tietyn arvon jälkeen näytölle ilmaantuu uusi kuva 
13 private long totalDuration; //Tietty määrä aika kun kuva tulee näkyviin 
14 
15 public Animaatio() {//Alustaa 4 edellistä muuttujaa 
16 frames = new ArrayList(); 
17 totalDuration = 0; 
18 
19 synchronized (this) {//Helpotta ketjutetun tiedon näyttämistä  
20  animTime = 0; //näytöllä oikeassa järjestyksessä 
21  currentFrame = 0; 
22  } 
23 } 
24 
25 public synchronized void addFrame(Image image, long duration) {  
26 totalDuration += duration; //Lisää otoksen AnimFrame objektista 
27 frames.add(new AnimFrame(image, totalDuration)); //ja lisää kehys-
listan loppuun 
28 } 
29 
30 public synchronized void päivitä(long elapsedTime) {//Kutsutaan toistuvasti 
31 if (frames.size() > 1) {  
32  animTime += elapsedTime; //ja vaihtaa kehyksiä 
33  if (animTime >= totalDuration) {  
34  animTime = animTime % totalDuration; 
35  currentFrame = 0; 
36 
37   } 
38 
39 while (animTime > getFrame(currentFrame).endTime) { //tarvittaessa 
40    currentFrame++; 
41 
42   } 
43  } 
44 } 
45 
46 public synchronized Kuva getImage() { //Haetaan kuva,  
47  if (frames.size() == 0) { //joka kuuluu nykyiseen  
48   return null; //kehykseen 
49  } else { 
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50   return getFrame(currentFrame).image; 
51  } 
52 } 
53 
54 private AnimFrame getFrame(int i) {//Palauttaa animaatiosekvenssin 
55  return (AnimFrame) frames.get(i); //nykyisestä Anim-
Framesta 
56 } 
57 
58 private class AnimFrame {//Ainoastaan Animaatio luokka käyttää 
59   //tämän metodin objekteja 
60  Image image; 
61  long endTime; 
62 
63  public AnimFrame(Image image, long endTime) { 
64   this.image = image; 
65  this.endTime = endTime; 
66  } 
67 } 
68} 
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Liite 9. Mobiilipelin Grafiikat-luokan lähderivit. 
1 package com.opparipeli.taipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 import com.opparipeli.framework.Image; //Haetaan ominaisuuksia 
4 import com.opparipeli.framework.Music; 
5 import com.opparipeli.framework.Sound; // sovelluskehyksestä 
6 
7 public class Grafiikat { 
8 //Alustaa pelissä käytettäviä kuvia, taustaa, laattoja sekä musiikin  
9 public static Image valikko, valahdys, Tausta, nano, nano2, nano3, Pullo, 
Pullo2, Pullo3, Pullo4, Pullo5; 
public static Image Laatta, LaattaPaalla, LaattaAla, LaattaVasen, LaattaOi-
kea, hahmoHyppaa, hahmoAla; 
13 public static Image button; //Android pelin liikkumiseen tarkoitetut nuo-
linäppäimet 
14 public static Sound click; 
15 public static Music theme; //Pelin musiikki 
16  
17 public static void load(ToimintasampleGame) { 
18 // TODO Automaattisesti luotu metodi tynkä 
19 theme = sampleGame.getAudio().createMusic("pelimusa.mp3"); 
20  theme.setLooping(true); 
21  theme.setVolume(0.85f); //Pelin musiikin voimakkuus 
22  theme.play(); 
23 } 
24  
25} 
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Liite 10. Mobiilipelin Aloitusnäyttö-luokan lähderivit. 
1 package com.opparipeli.taipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 import java.util.ArrayList; 
4 import java.util.List; 
5 import java.util.Scanner; 
6 
7 import android.graphics.Color; 
8 import android.graphics.Paint; 
9 
10 import com.opparipeli.framework.Game; //Haetaan ominaisuuksia  
11 import com.opparipeli.framework.Graphics; 
12 import com.opparipeli.framework.Image; 
13 import com.opparipeli.framework.Input.TouchEvent; 
14 import com.opparipeli.framework.Screen; //sovelluskehyksestä 
15 
16 public class Aloitusnäyttö extends Screen {  //Aloitus luokan ohjelmarivit 
17 enum GameState {Ready, Running, Paused, GameOver  //siiretty tähän  
18}         //luokkaan 
19 GameState state = GameState.Ready; 
20 
21 // Perustetaan muuttujat 
22 private static Tausta bg1, bg2; //Taustakuvat 
23 private static Robotti Robotti; //Pelin päähahmo 
24 public static Pullo hb, hb2; //Vihollinen 
25 
26 private Image nykyinenhahmo, nano, nano2, nano3, Pullo, 
27   Pullo2, Pullo3, Pullo4, Pullo5;  
28 private Animaatio anim, hanim; 
29 
30 private ArrayList<Laatta> Laattaarray = new ArrayList<Laatta>(); //Latta-
lista 
31 
31 int livesLeft = 1; 
32 Paint paint, paint2; //Piirretään näytölle rivien 469,485-486, 491-491 
tekstit 
33 
34 public Aloitusnäyttö(Game game) { 
35 super(game); 
36 
37 // Pelin objektit alustetaan tässä  
38 
39 bg1 = new Tausta(0, 0); 
40 bg2 = new Tausta(2160, 0); 
41 Robotti = new Robotti(); 
42 hb = new Pullo(340, 360); 
43 hb2 = new Pullo(700, 360); 
44 
45 nano = Grafiikat. nano; 
46 nano2 = Grafiikat.nano2; 
47 nano3 = Grafiikat.nano3; 
48 
49 Pullo = Grafiikat.Pullo; 
50 Pullo2 = Grafiikat.Pullo2; 
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51 Pullo3 = Grafiikat.Pullo3; 
52 Pullo4 = Grafiikat.Pullo4; 
53 Pullo5 = Grafiikat.Pullo5; 
54 
55 anim = new Animaatio();//Päähahmon kehys ja sen kesto 
56 anim.addFrame(nano, 1250); 
57 anim.addFrame(nano2, 50); 
58 anim.addFrame(nano3, 50); 
59 anim.addFrame(nano2, 50); 
60 
61 hanim = new Animaatio();//Vihollisen kehys ja sen kesto 
62 hanim.addFrame(Pullo, 100); 
63 hanim.addFrame(Pullo2, 100); 
64 hanim.addFrame(Pullo3, 100); 
65 hanim.addFrame(Pullo4, 100); 
66 hanim.addFrame(Pullo5, 100); 
67 hanim.addFrame(Pullo4, 100); 
68 hanim.addFrame(Pullo3, 100); 
69 hanim.addFrame(Pullo2, 100); 
70 
71 nykyinenhahmo = anim.getImage(); 
72 
73 lataaKartta();//Ladataan pelin kartta 
74 
75 //Määritellään paint-objekti 
76 paint = new Paint();//Käytetään riveillä 469 ja 492 
77 paint.setTextSize(30); 
78 paint.setTextAlign(Paint.Align.CENTER); 
79 paint.setAntiAlias(true); 
80 paint.setColor(Color.WHITE); 
81 
82 paint2 = new Paint();//Käytetään riveillä 485, 486 ja 491 
83 paint2.setTextSize(100); 
84 paint2.setTextAlign(Paint.Align.CENTER); 
85 paint2.setAntiAlias(true); 
86 paint2.setColor(Color.WHITE); 
87 
88} 
89 
90 private void lataaKartta() { //Ladataan pelin kartta 
91 ArrayList lines = new ArrayList(); 
92 int width = 0; 
93 int height = 0; 
94 
95 Scanner scanner = new Scanner(SampleGame.map); //Mahdollistaa lukea 
96 while (scanner.hasNextLine()) { //eri tiedostotyypeistä 
97 String line = scanner.nextLine(); 
98 
99 // Ei yhtään riviä luettavaksi  
100 if (line == null) { 
101  break; 
102  } 
103 
104 if (!line.startsWith("!")) {lines.add(line); 
105  width = Math.max(width, line.length()); 
106 
107   } 
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108  } 
109 Height = lines.size(); 
110 for (int j = 0; j < 12; j++) { 
111 String line = (String) lines.get(j); 
112 for (int i = 0; i < width; i++) { 
113 
114 if (i < line.length()) { 
115 char ch = line.charAt(i); 
116 Laatta t = new Laatta(i, j, Character.getNumericValue(ch)); 
117    
 Laattaarray.add(t); 
120    } 
121 
123   } 
124  } 
125 
126 } 
127 
128@Override 
129 public void päivitä(float deltaTime) { 
130 List<TouchEvent> touchEvents = game.getInput().getTouchEvents(); 
131 
132// 4 erillistä päivitä metodia tässä esimerkissä. 
133 // Riippuen pelin tilasta, kutsutaan eri päivitä metodeja. 
134  
135  
136 
137  if (state == GameState.Ready) 
138   päivitäValmis(touchEvents); 
139  if (state == GameState.Running) 
140   päivitäKäynnissä(touchEvents, deltaTime); 
141  if (state == GameState.Paused) 
142   päivitäPysäytetty(touchEvents); 
143  if (state == GameState.GameOver) 
144   päivitäGameOver(touchEvents); 
145 } 
146 
147 private void päivitäValmis(List<TouchEvent> touchEvents) { 
148 
149  // Alkaa valmiina näytöllä. 
150  // Kun käyttäjä koskee näyttöä, peli alkaa. 
151  // Tila muuttuu GameState.Running. 
152  // Kutsutaan päivitäRunning() metodia! 
153 
154  if (touchEvents.size() > 0) 
155   state = GameState.Running; 
156 } 
157 
158 private void päivitäKäynnissä(List<TouchEvent> touchEvents, float delta-
Time) 159 { 
160 
161 
162  // 1. Kaikki kosketussyöttö käsitellään täällä: 
163 int len = touchEvents.size(); 
164 for (int i = 0; i < len; i++) { 
165  TouchEvent event = touchEvents.get(i); 
166  if (event.type == TouchEvent.TOUCH_DOWN) { 
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167 
168 if (inBounds(event, 0, 285, 65, 65)) { 
169  Robotti.hyppää(); 
170  nykyinenhahmo = anim.getImage(); 
171  Robotti.asetaAlas(false); 
172    } 
173 
174 else if (inBounds(event, 0, 350, 65, 65)) { 
175 
176 if (Robotti.isVäistä() == false && Robotti.isHypannyt() == false 
177       
178 && Robotti.isValmisAmmu()) { 
179  Robotti.ammu(); 
180     } 
181    } 
182 
183  else if (inBounds(event, 0, 415, 65, 65) 
184  && Robotti.isHypannyt() == false) { 
185  nykyinenhahmo = Grafiikat.hahmoAla; 
186  Robotti.asetaAlas(true); 
187  Robotti.setSpeedX(0); 
188 
189    } 
190 
191  if (event.x > 400) { 
192  // Liiku oikealle. 
193  Robotti.liikutaOikea(); 
194  Robotti.setLiikuOikea(true); 
195 
196    } 
197 
198   } 
199 
200 if (event.type == TouchEvent.TOUCH_UP) { 
201 
202 if (inBounds(event, 0, 415, 65, 65)) { 
203 nykyinenhahmo = anim.getImage(); 
204 Robotti.asetaAlas(false); 
205 
206    } 
207 
208 if (inBounds(event, 0, 0, 35, 35)) { 
209 pause(); 
210 
211    } 
212 
213 if (event.x > 400) { 
214 // Liiku oikealle. 
215 Robotti.pysäytäOikea(); 
216    } 
217   } 
218 
219  } 
220 
221 // 2. Tarkista eri tapahtumia, kuten kuolema: 
222 
223 if (livesLeft == 0) { 
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224  state = GameState.GameOver; 
225  } 
226 
227 // 3. Yksittäiset päivitä() metodit kutsutaan tässä. 
228 // Tässä kaikki päivitykset tapahtuvat. 
229  
230 Robotti.päivitä(); 
231 if (Robotti.isHypannyt()) { 
232 nykyinenhahmo = Grafiikat.characterHyppää; 
233 } else if (Robotti.isHypannyt() == false && Robotti.isVäistä() == 
false) { 
235  nykyinenhahmo = anim.getImage(); 
236  } 
237 
238  ArrayList Luoti = Robotti.getLuoti(); 
239  for (int i = 0; i < Luoti.size(); i++) { 
240   Luoti p = (Luoti) Luoti.get(i); 
242   if (p.isVisible() == true) { 
243    p.päivitä(); 
244   } else { 
245    Luoti.remove(i); 
246   } 
247  } 
248 
249  päivitäLaatta(); 
250  hb.päivitä(); 
251  hb2.päivitä(); 
252  bg1.päivitä(); 
253  bg2.päivitä(); 
254  animoi(); 
255 
256  if (Robotti.getCenterY() > 500) { 
257   state = GameState.GameOver; 
258  } 
259 } 
260 
261 Private boolean inBounds(TouchEvent event, int x, int y, int width, 
262   int height) { 
263  if (event.x > x && event.x < x + width - 1 && event.y 
> y 
265    && event.y < y + height - 1) 
267   return true; 
268  else 
269   return false; 
270 } 
271 
272 private void päivitäPysäytetty(List<TouchEvent> touchEvents) { 
273  int len = touchEvents.size(); 
274  for (int i = 0; i < len; i++) { 
275   TouchEvent event = touchEvents.get(i); 
276   if (event.type == TouchEvent.TOUCH_UP) { 
277   if (inBounds(event, 0, 0, 800, 240)) { 
278 
279 if (!inBounds(event, 0, 0, 35, 35)) { 
280 resume(); 
281     } 
282    } 
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283 if (inBounds(event, 0, 240, 800, 240)) { 
284  nullify(); 
285  goToMenu(); 
286    } 
287   } 
288  } 
289 } 
290 
291 private void päivitäGameOver(List<TouchEvent> touchEvents) {//Kun 
292 int len = touchEvents.size();//hahmo kuolee 
293 for (int i = 0; i < len; i++) {//näytölle ilmestyy musta tausta 
294  TouchEvent event = touchEvents.get(i); 
295  if (event.type == TouchEvent.TOUCH_DOWN) { 
296  /   if (inBounds(event, 0, 0, 
800, 480)) { 
298  nullify();//ja palataan päävalikkoon 
299  game.setScreen(new Päävalikkonäyttö(game)); 
300     return; 
301    } 
302   } 
303  } 
304 
305 } 
306 
307 Private void päivitäLaatta() {//Lisätään pohjalaattoja pelin näytölle 
308 
309 for (int i = 0; i < Laattaarray.size(); i++) { 
310   Laatta t = (Laatta) Laattaarray.get(i); 
311   t.päivitä(); 
312  } 
313 
314 } 
315 
316 @Override 
317 public void paint(float deltaTime) { //Piiretään taustakuva puhelimen  
318  Graphics g = game.getGraphics();//näytölle 
319 g.drawImage(Grafiikat.Tausta, bg1.getBgX(), bg1.getBgY()); 
320 g.drawImage(Grafiikat.Tausta, bg2.getBgX(), bg2.getBgY()); 
321  paintLaatta(g); 
322 
323 ArrayList Luoti = Robotti.getLuoti();//Piirtää luodit niin että päähahmo 
324 for (int i = 0; i < Luoti.size(); i++) {//ampuu niitä 
325 Luoti p = (Luoti) Luoti.get(i); 
326 g.drawRect(p.getX(), p.getY(), 10, 5, Color.YELLOW); //luodin  
327  }   //väri 
328  // Piirretään pelin elementit. 
329 
330  g.drawImage(nykyinenhahmo, Robotti.getCenterX() - 61, 
331    Robotti.getCenterY() - 63); 
332  g.drawImage(hanim.getImage(), hb.getCenterX() - 48, 
333    hb.getCenterY() - 48); 
334  g.drawImage(hanim.getImage(), hb2.getCenterX() - 48, 
335    hb2.getCenterY() - 48); 
336 
337 // Esimerkki: 
338 // g.drawImage(Grafiikat.Tausta, 0, 0); 
339 // g.drawImage(Grafiikat.character, characterX, characterY); 
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400  // Piirretään UI elementtejä 
401  if (state == GameState.Ready) 
402   drawReadyUI(); 
403  if (state == GameState.Running) 
404   drawRunningUI(); 
405  if (state == GameState.Paused) 
406   drawPausedUI(); 
407  if (state == GameState.GameOver) 
408   drawGameOverUI(); 
409 
410 } 
411 
412 private void paintLaatta(Graphics g) {//Piiretään laatat 
413 for (int i = 0; i < Laattaarray.size(); i++) { 
414 Laatta t = (Laatta) Laattaarray.get(i); 
415 if (t.type != 0) { 
416 g.drawImage(t.getLaattaImage(), t.getLaattaX(), t.getLaattaY()); 
417   } 
418  } 
419 } 
420 
421 public void animate() { 
422 anim.päivitä(10); 
423 hanim.päivitä(50); 
424 } 
425 
426 private void nullify() { 
427 
428 // Kaikki muuttujat asetetaan nollaksi. Luodaan uudestaan rakentajassa. 
429  
430  paint = null; 
431  bg1 = null; 
432  bg2 = null; 
433  Robotti = null; 
434  hb = null; 
435  hb2 = null; 
436  nykyinenhahmo = null; 
437  nano = null; 
438  nano2 = null; 
439  nano3 = null; 
450  Pullo = null; 
451  Pullo2 = null; 
452  Pullo3 = null; 
453  Pullo4 = null; 
454  Pullo5 = null; 
456  anim = null; 
457  hanim = null; 
458 
459  // Kutsutaan roskien kerääjää siivoamaan muistia. 
460  System.gc(); 
461 
462 } 
463 
464 private void drawReadyUI() {//Kehottaa pelaajaa aloittamaan pelin 
465  Graphics g = game.getGraphics(); 
467 
468  g.drawARGB(155, 0, 0, 0); 
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469  g.drawString("Aloita!.", 400, 240, paint); 
470 
471 } 
472 private void drawRunningUI() {//Luo painikkeet hahmon liikkumista varten 
473  Graphics g = game.getGraphics(); 
474  g.drawImage(Grafiikat.button, 0, 285, 0, 0, 65, 65); 
475  g.drawImage(Grafiikat.button, 0, 350, 0, 65, 65, 65); 
476  g.drawImage(Grafiikat.button, 0, 415, 0, 130, 65, 
65); 
477  g.drawImage(Grafiikat.button, 0, 0, 0, 195, 35, 35); 
478 
479 } 
480 
481 private void drawPausedUI() { 
482  Graphics g = game.getGraphics(); 
483 //Pimentää koko näytön, kun Paused tulee näytölle. 
484  g.drawARGB(155, 0, 0, 0); 
485  g.drawString("Jatka", 400, 165, paint2); 
486  g.drawString("Valikko", 400, 360, paint2); 
487 } 
488 private void drawGameOverUI() {//Ilmoitus kun peli on päättynyt 
489  Graphics g = game.getGraphics(); 
490  g.drawRect(0, 0, 1281, 801, Color.BLACK); 
491  g.drawString("Peli on ohi", 400, 240, paint2); 
492  g.drawString("Palaa!", 400, 290, paint);  
493 } 
494 @Override 
495 public void pysäytä() {//Pysäytä peli kun tila on pysäytetty 
496  if (state == GameState.Running) 
497   state = GameState.Paused; 
498 } 
499 @Override 
500 public void jatka() {//Jatka, kun peli on pysäytetty ja pelaaja 
501  if (state == GameState.Paused)  
502   state = GameState.Running; //valitsee 
jatkaa 
503 } 
504 @Override 
505 public void hävitä() { 
506 
507 } 
508 @Override 
509 public void takaisinPainike() { 
510  pause(); 
511 } 
512 private void Valikko() { 
513  // TODO // TODO Automaattisesti luotu metodi tynkä 
514  game.setScreen(new Päävalikkonäyttö(game)); 
515 
516 } 
517 
518 public static Tausta getBg1() { 
519  // TODO // TODO Automaattisesti luotu metodi tynkä 
520  return bg1; 
521 } 
522 public static Tausta getBg2() { 
523  // TODO // TODO Automaattisesti luotu metodi tynkä 
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524  return bg2; 
525 } 
526 public static Robotti getRobotti() { 
527  // TODO // TODO Automaattisesti luotu metodi tynkä 
528  return Robotti; } 
529 
530} 
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Liite 11. Mobiilipelin Latausnäyttö-luokan lähderivit. 
1 package com.opparipeli.taipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 import com.opparipeli.framework.Game; //Haetaan ominaisuuksia 
4 import com.opparipeli.framework.Graphics; 
5 import com.opparipeli.framework.Graphics.ImageFormat; 
6 import com.opparipeli.framework.Screen; //sovelluskehyksestä 
7 
8 public class Latausnäytto extends Screen {//Screen luokan alaluokka 
9 public Latausnäyttö (Game game) { 
10   
11  super(game); 
12 } 
13 
14 @Override 
15 public void päivitä(float deltaTime) {//On kaikissa näyttö luokissa 
16 Graphics g = game.getGraphics();//Haetaan resurssit Grafiikat luokasta 
17 Grafiikat.menu = g.newImage("valikko.png", ImageFormat.RGB565); 
18 Grafiikat.Tausta = g.newImage("data/Tausta.png", ImageFormat.RGB565); 
19 Grafiikat.nano = g.newImage("data/nano.png", ImageFormat.ARGB4444); 
20 Grafiikat.nano2 = g.newImage("data/nano2.png", ImageFormat.ARGB4444); 
22 Grafiikat.nano3  = g.newImage("data/nano3.png", ImageFormat.ARGB4444); 
24 Grafiikat.hahmoAla = g.newImage("data/nanoVaistaa.png", ImageFor-
mat.ARGB4444); 
26 Grafiikat.hahmoHyppaa = g.newImage("data/nanoAla.png", ImageFor-
mat.ARGB4444); 
27   
28 Grafiikat.Pullo = g.newImage("data/Pullo.png", ImageFormat.ARGB4444); 
29 Grafiikat.Pullo2 = g.newImage("data/Pullo2.png", ImageFormat.ARGB4444); 
30 Grafiikat.Pullo3  = g.newImage("data/Pullo3.png", ImageFormat.ARGB4444); 
31 Grafiikat.Pullo4  = g.newImage("data/Pullo4.png", ImageFormat.ARGB4444); 
32 Grafiikat.Pullo5  = g.newImage("data/Pullo5.png", ImageFormat.ARGB4444); 
33   
34 Grafiikat.Laatta = g.newImage("data/Laatta.png", ImageFormat.RGB565); 
35 Grafiikat.LaattaPaalla = g.newImage("data/Laattapaalla.png", ImageFor-
mat.RGB565); 
37 Grafiikat.LaattaAla = g.newImage("data/Laattaala.png", ImageFor-
mat.RGB565); 
39 Grafiikat.LaattaVasen = g.newImage("data/Laattavasen.png", ImageFor-
mat.RGB565); 
41 Grafiikat.LaattaOikea = g.newImage("data/Laattaoikea.png", ImageFor-
mat.RGB565); 
43   
44 Grafiikat.button = g.newImage("button.jpg", ImageFormat.RGB565); 
45 
46 //Tällä tavalla ladataan äänitehoste: 
47 //Grafiikat.click = game.getAudio().createSound("explode.ogg"); 
48 
49 //Avaa päävalikkonäytön  
50 game.setScreen(new Päävalikkonäyttö(game)); 
51 
52 } 
53 @Override 
54 public void piirrä(float deltaTime) {//Piirrä. On kaikissa näyttö-luokissa 
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55 Graphics g = game.getGraphics(); 
56 g.drawImage(Grafiikat.splash, 0, 0); //Haetaan splash kuva Gra-
fiikat luokasta 
57 } 
58 
59 @Override 
60 public void pysäytä() {//Pysäytä 
61 
62 } 
63 
64 @Override 
65 public void jatka() {//Jatka 
66 } 
67 
68 @Override 
69 public void hävitä() { 
70 } 
71 
72 @Override 
73 public void takaisinPainike () {//Takaisin painike. On kaikissa näyttö-
luokissa 
74 
75 } 
76} 
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Liite 12. Mobiilipelin Päävalikkonäyttö-luokan lähderivit. 
1 package com.opparipeli.taipeli; //Kertoo mihin pakettiin luokka kuuluu 
2  
3 import java.util.List; 
4 
4 import com.opparipeli.framework.Game; //Haetaan ominaisuuksia 
5 import com.opparipeli.framework.Graphics; 
6 import com.opparipeli.framework.Screen; 
7 import com.opparipeli.framework.Input.TouchEvent; //sovelluskehyksestä 
8 
9 public class Päävalikkonäyttö extends Screen {//Screen luokan alaluokka 
10 public Päävalikkonäyttö (Game game) { 
11  super(game); 
12 } 
13 
14 @Override 
15 public void päivitä(float deltaTime) {//Luodaan eri alueita pelin näytölle  
16 Graphics g = game.getGraphics(); 
17 List<TouchEvent> touchEvents = game.getInput().getTouchEvents(); 
18 
19 int len = touchEvents.size();//kun pelaaja koskettaa näyttöä 
20 for (int i = 0; i < len; i++) { 
21  TouchEvent event = touchEvents.get(i); //jonka  
22  if (event.type == TouchEvent.TOUCH_UP) {//pituus on 
23 
24 if (inBounds(event, 50, 350, 250, 450)) {//250 px 
25//kutsutaan tätä metodia game.setScreen(new Aloitusnäyttö(game)); 
26 //joka ohjaa pelin aloitusnäyttöön } 
27 
28   } 
29  } 
30 } 
31 
32 private boolean inBounds(TouchEvent event, int x, int y, int width, 
33 int height) {//Käytetään luomaan suorakulmioita  
34 if (event.x > x && event.x < x + width - 1 && event.y > y 
35 //X, Y koordinaateille && event.y < y + height - 1) 
36   return true; 
37  else 
38   return false; 
39 } 
40 
41 @Override 
42 public void piirrä(float deltaTime) {//Piirrä metodi 
43 Graphics g = game.getGraphics(); 
44 g.drawImage(Grafiikat.menu, 0, 0); //Kuva, joka näkyy näytöllä 
45 }//sillä aikaa kun ladataan mobiilipelin komponentteja 
46 
47 @Override 
48 public void pystäytä() {//Pysäytä 
49 } 
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50 
51 @Override 
52 public void jatka() {//Jatka } 
53 @Override 
54 public void hävitä() {//Hävitä 
55 } 
56 
57 @Override 
58 public void backButton() {//Voidaan peruttaa päävalikkonäyttö luokan la-
taaminen 
59      android.os.Process.killProcess(android.os.Process.myPid()); 
60 
61 } 
62 } 
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Liite 13. Mobiilipelin Toiminta-luokan lähderivit. 
1 package com.opparipeli.taipeli; //Kertoo mihin pakettiin luokka kuuluu 
2  
3 import java.io.BufferedReader; 
4 import java.io.IOException; 
5 import java.io.InputStream; 
6 import java.io.InputStreamReader; 
7 
8 import android.util.Log; 
9 
10 import com.opparipeli.framework.Screen; //Haetaan ominaisuuksia 
11 import com.opparipeli.framework.implementation.AndroidGame; //sovelluske-
hyksestä 
12 
13 public class Toiminta extends AndroidGame { 
14 
15 public static String map; //Jono, joka sisältää kartan 
16 boolean firstTimeCreate = true; //Avataan ensimmäisen kerran 
17 
18 @Override 
19 public Screen getInitScreen() {//Käynnistetäänkö 
20 
21 if (firstTimeCreate) {//Toiminta-luokka ensimmäistä kertaa 
22  Grafiikat.load(this); //Kutsutaan lataa Grafiikat-luo-
kasta 
23  firstTimeCreate = false; //ei avata mikäli ei ole en-
simmäinen kerta 
24  } 
25 
26 InputStream is = getResources().openRawResource(R.raw.map1); //Av-
ataan pohjakartta 
27  map = convertStreamToString(is); //Ja muutetaan jo-
noksi 
28 
29  return new Tervehdysnaytto(this); //Palataan Terveh-
dysnäyttöön 
30 
31 } 
32 
33 @Override 
34 public void onBackPressed() {//Näytölle palautuu, tämänhetkinen  
35  getCurrentScreen().backButton();//näyttö 
36 } 
37 
38 private static String convertStreamToString(InputStream is) { 
39 //Hakee tekstitiedoston ja muuttaa sen merkkijonoksi 
40  BufferedReader reader = new BufferedReader(new  
41 InputStreamReader(is)); 
42  StringBuilder sb = new StringBuilder(); 
43 
44  String line = null; 
45  try { 
46   while ((line = reader.readLine()) != null) 
{ 
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47    sb.append((line + "\n")); 
48   } 
49  } catch (IOException e) { 
50   Log.w("LOG", e.getMessage()); 
51  } finally { 
52   try { 
53    is.close(); 
54   } catch (IOException e) { 
55    Log.w("LOG", e.getMessage()); 
56   } 
57  } 
58  return sb.toString(); 
59 } 
60 
61 @Override 
62 public void onResume() {//Jatka. Osa Android sovelluksen elinkaarta. 
63 super.onResume(); 
64 
65 Grafiikat.theme.play();//Soitetaan taustamusiikki. 
66 
67 } 
68 
69 @Override 
70 public void onPause() {//Tauko. Osa Android sovelluksen elinkaarta.  
71 super.onPause(); 
72 Grafiikat.theme.pause();//Pysäytetään taustamusiikki. 
73 
74 } 
75  
76  
77} 
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Liite 14. Mobiilipelin Tervehdysnäyttö-luokan lähderivit. 
1 package com.opparipeli.taipeli; //Kertoo mihin pakettiin luokka kuuluu 
2 
3 import com.opparipeli.framework.Game; //Haetaan ominaisuuksia 
4 import com.opparipeli.framework.Graphics; 
5 import com.opparipeli.framework.Screen; 
6 import com.opparipeli.framework.Graphics.ImageFormat; //sovelluskehyksestä 
7 
8 public class Tervehdysnäyttö extends Näyttö { //Screen luokan alaluokka 
9 public Tervehdysnäyttö (Game game) { 
10  super(game); 
11 } 
12 
13 @Override 
14 public void päivitä(float deltaTime) { //Päivitä 
15 Graphics g = game.getGraphics(); 
16 Grafiikat.splash= g.newImage("valahdysnaytto.jpg", ImageFor-
mat.RGB565); 
17 //Ladataan kuva. RGB656 – formaatti vie vähiten puhelimen muistia  
18   
19  game.setScreen(new Latausnäyttö(game)); 
20 
21 } 
22 
23 @Override 
24 public void piirrä(float deltaTime) {//Ei piirretä mitään, kun päivitä-me-
todi on tullut päätökseensä 
25 
26 } 
27 
28 @Override 
29 public void pysäytä() { //Pysäytä 
30 
31 } 
32 
33 @Override 
34 public void jatka() { //Jatka 
35 
36 } 
37 
38 @Override 
39 public void hävitä() { 
40 
41 } 
42 
43 @Override 
44 public void takaisinPainike() {//Takaisin 
45 
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46 } 
47} 
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Liite 15. Pelin pohjakartta. 
! Turun ammattikorkeakoulu 
! Opinnäytetyö 
! Henna V. ja Kadri K. 
! Android mobiilipeli esimerkkitaso 
! # = Laatta  
! 5 = LaattaKeski 
! 8 = LaattaPaalla 
! 2 = LaattaAla 
! 4 = LaattaVasen 
! 6 = LaattaOikea  
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