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Pri ekipi Formula Student se je pojavila potreba po simulaciji časa vožnje, saj nas
je zanimalo v kolikšni meri določene spremenljivke vplivajo na skupni čas vožnje. S
poznavanjem te odvisnosti bi lažje optimizirali vozilo in dosegli kraǰse čase vožnje. Ta
problem se običajno rešuje preko posebno izdelanega simulatorja. Preko računanja sil in
s tem pospeškov na posamezni točki proge smo določili skupen čas vožnje. Kasneje smo
simulator tudi validirali preko meritev, kjer smo primerjali simulacijo z disciplinami iz
tekmovanj Formula Student. Meritve so pokazale, da trenutno simulator še ni primeren
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The Formula Student team had a need to simulate driving time, as we were interested
in the extent to which certain variables affect the total driving time.Knowing this would
make optimizing the vehicles for shorter driving times easier. Generally, this problem
is solved using a specially designed simulator. We had determined the driving time by
calculating the forces and accelerations at individual points. We later validated these
calculations through measurements by comparing the simulation results to events from
Formula Student competitions. These measurements have proven the simulation not
yet suitable for practical use, as the deviations are too large.
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C / brez dimenzijski koeficient
CoP m center pritiska
F N sila
K / porazdelitev sile za premagovanje upora
M Nm navor elektromotorjev
a m razdalja med prednjo osjo in gravitacijskim sredǐsčem
b m razdalja med zadnjo osjo in gravitacijskim sredǐsčem
d m širina vozila
h m razdalja med osjo pnevmatik in gravitacijskim sredǐsčem
l m medosna razdalja
m kg masa
r m radij ovinka
s m dolžina odseka
v m s−1 hitrost
w m razdalja med pnevmatikama na isti osi
ẍ m s−2 pospešek v x smeri
α kg m−1 skupen koeficient za C, gostoto in površino
µ / koeficient trenja
ρ kg m−3 gostota
θ̇ s−1 kotna hitrost













CF centripetalna sila spredaj (ang. centripental front)
RPM obrati na minuto (ang. revolutions per minute)
ZF sila v z smeri spredaj (ang. force in z direction front)
pos pospešek
pos, pn pospešek prednja notranja
pos, pz pospešek prednja zunanja
pos, zn pospešek zadnja notranja





zfi sila v z smeri sprednja notranja guma (ang. force in z direction front
inner wheel)





Projekt Formula Student je mednarodni študentski inženirski projekt, kjer sodelujejo
univerze iz celega sveta. Cilje projekta je, da skupina študentov konstruira in izdela
dirkalnik, ki je v skladu s pravilnikom, ki ga poda organizator tekmovanja. Taki
dirkalniki se ponašajo z nizko maso in velikimi pospeški, kar je pogojeno z zavitostjo
proge. Cilj vsake sezone je znižati skupni čas, ki je potreben, da opravimo s posamezno
hitrostno preizkušnjo. Z ovrednotenjem sprememb posamezne spremenljivke, na skupen
čas vožnje, je možno oceniti smer razvoja za dosego čim kraǰsega skupnega časa.
1.2 Cilji naloge
Glavni cilj zaključne naloge je izdelati program v programskem jeziku python, ki bo za
dano obliko proge in parametre formule, podal najkraǰsi možen čas vožnje. Simulacija
nam bo podala pospeške na posameznem delu steze, iz česar lahko pridobimo vpogled
v mesto pospeševanja in zaviranja na dirkaški stezi. Za vrednotenje simulacije je v
nadaljevanju izveden tudi eksperiment, kjer formulo z nameščenim pospeškomerom
spremljamo tekom enega dirkaškega kroga. Dobljen eksperimentalni rezultat primerjamo
z simulacijo, kar nam omogoča oceno ustreznosti našega modela.
1.2.1 Razdelitev vsebine
V prvem delu bomo predstavili teoretične osnove danega fizikalnega problema. Pri
metodologiji raziskave je predstavljen simulator, kjer si bomo pogledali uporabljene
funkcije, strukturo programa in uporabljene podatke. Prav tako bomo opredelili končni
rezultat simulacije, ki ga bomo kasneje primerjali z eksperimentom. Dobljene rezultate
bomo še ovrednotili in podali komentar o primernosti simulatorja.
1.2.2 Pričakovanja
Od končnega produkta lahko pričakujemo, da bo pravilno izračunal enostavne probleme
npr. vožnja naravnost - pospeševane in vožnja osmice. Več težav pričakujemo pri
1
Uvod
problemih, kjer je proga kompleksneǰsa, saj simulator ne upošteva neravnin steze,
dirkač ne ubere vedno enake trajektorije gibanja, s prenosom teže se spremeni težǐsče





V tem delu bomo predstavili predvsem teoretično osnovo vozne dinamike. Opisali
bomo, katere sile delujejo na naš model in katere osnovne parametre uporabimo v
enačbah. Nadalje si bomo pogledali, kako to vpliva na pospeševanje vozila in kakšen
računalnǐski algoritem potrebujemo za popis fizikalnega modela.
2.1.1 Vozna dinamika
V tem poglavju bomo opisali teoretične osnove vozne dinamike in fizikalne enačbe, ki
stojijo za problemom izdelave našega simulatorja. Pri tem bomo predstavili, katere
parametre smo upoštevali in katere zanemarili.
2.1.1.1 Sile na vozilo
Naš model vozila je predstavljen kot togo telo, kjer je vsa masa zbrana v masnem
sredǐsču. Pnevmatike dirkalnika predstavljajo štiri stične točke s podlago, preko katerih
se prenašajo sile z vozila na podlago in obratno. Podobno lahko vse aerodinamične sile




Slika 2.1: Diagram vozila.
Ko imamo model vozila, lahko zapǐsemo sile, ki delujejo na naše vozilo. V našem
primeru bomo vozilo vedno obravnavali, kot da vozi skozi ovinek, saj bomo za ravnine
upoštevali zelo velik radij, kjer se bo njegov vpliv ustrezno zmanǰsal. Na ta način lahko
zapǐsemo vse sile, ki delujejo v ovinku na naše vozilo, kar je predstavljeno na sliki 2.2.
Slika 2.2: Diagram sil na vozilo.
Tako vidimo, da na vozilo delujejo:
1. Aerodinamične sile - prijemalǐsče v centru pritiska




(b) Sila upora - označena z Fup
2. Sile na pnevmatiko - prijemalǐsče v centru stika med podlago in posamezno
pnevmatiko
(a) Normalna sila - označena z FN
(b) Sila trenja - označena z Ftr
3. Sile, ki delujejo v masnem sredǐsču vozila
(a) Gravitacijska sila - označena z Fg
(b) Sila pospeška - označena z Fa
(c) Centripetalna sila - označena z FC
V našem primeru, bodo vedno vse štiri pnevmatike v stiku s podlago in ne bomo
upoštevali spodrsavanja pnevmatik ter prekrmarjenja ali podkrmarjenja. Tako lahko
zapǐsemo prve enačbe, ki nam bodo vodilo pri nadaljnjem računanju. Torej zapǐsemo










Ftr = µFN . (2.3)
Zdaj si poglejmo še sile, ki delujejo v navpični smeri. To sta potisna sila in gravitacijska







Fg = mg. (2.5)
2.1.1.2 Sile na pnevmatiko
Do zdaj smo si pogledali sile, ki delujejo na celotno vozilo. Nas pa zanimajo reakcije
vozila na sile, ki delujejo nanj. Ker je so edine štiri stične točke s podlago naše
štiri pnevmatike, bomo na teh mestih računali reakcije. Torej iz preǰsnjega diagrama





Slika 2.3: Diagram sil na pnevmatiko.
Vidimo, da na pnevmatiko delujejo normalna, centripetalna sila, sila s katero ta trenutek
pospešujemo ter kot reakcija sila trenja. Povezavo med normalno silo in silo trenja lahko
hitro zapǐsemo, kjer pa pod normalno silo upoštevamo tako gravitacijsko silo kot tudi
aerodinamično potisno silo.
Ftr = µFN = µ(mig + FDF ) (2.6)
Pri tem tudi velja, da bo v našem programu koeficient trenja med pnevmatiko in
površino konstanten, kar predstavlja eno izmed predpostavk.
2.1.1.3 Pospešek in hitrost vozila
Ko izračunamo sile, ki delujejo na vozilo, lahko izračunamo tudi pospešek vozila. Prvo
seštejemo sile s katero pospešujemo za vsako pnevmatiko, kot je prikazano na sliki 2.3.











v20 + 2as (2.8)




2.1.1.4 Sila trenja pri pnevmatikah
Ko prenesemo navor iz pogonske gredi na kolesa, se ta zavrtijo in če so v stiku s podlago,
prenesejo nanjo silo, ki jo mi ponazarjamo kot silo trenja, kar prikazuje slika 2.4.
Slika 2.4: Sila trenja na podlago.
V tem primeru sila trenja ne deluje kot vir izgub, ampak nam predstavlja način prenosa
momenta na stično podlago, kar nam omogoča pospeševanje vozila [3]. Sama sila trenja
je odvisna od normalne sile in koeficienta trenja (2.6), pri čemer smo v našem modelu
normalno silo upoštevali, da se spreminja, koeficient trenja pa ne. S tem naredimo
napako, saj se koeficient trenja med vožnjo spreminja zaradi normalne sile na gumo,
temperature, drsenja pnevmatike [4].
2.1.2 Algoritem za določitev optimalnega časa vožnje po dani
stezi
Za določitev optimalnega časa vožnje našega vozila si bomo pomagali z naslednjim
algoritmom. Sprva bomo diskretizirali progo na kraǰse odseke na katerih bomo računali
nato sile. Te odseki bodo majhni zato predpostavimo enakomerno pospeševanje. Torej
za vsak tak odsek določimo radij in dolžino odseka, saj bodo podatki dani v obliki x




Slika 2.5: Diskretizacija steze.
Nato bomo za vsak tak odsek izračunali maksimalno hitrost, ki je možna na tem
odseku. Ta bo določena preko radija odseka in parametrov vozila 5.1. Ko bodo
določene maksimalne hitrosti, bomo postavili vozilo v začetno točko (0,0), kjer bomo





Slika 2.6: Določitev maksimalne hitrosti na odseku.
Nato izračunamo sile, ki delujejo na vozilo, in dobimo pospešek vozila, preko tega
izračunamo izhodno hitrost iz odseka. Tako izračunano hitrost primerjamo z možno
maksimalno hitrostjo na tem odseku, če je večja od maksimalne, zapǐsemo, da je
izhodna enaka maksimalni, če ni, zapǐsemo izračunano. Tak primer se zgodi, če
smo v preǰsnjem odseku že dosegli maksimalno hitrost in se v naslednjem odseku
radij zmanǰsa, kar posledično zmanǰsa maksimalno hitrost na tem odseku. Trenutno
pa imamo zapisan zgolj algoritem za pospeševanje, zato zgolj prepǐsemo maksimalno
hitrost, ki je možna na tem odseku.
Ko določimo vse vstopne in izstopne hitrosti, je potrebno popraviti del, kjer se je
hitrost zmanǰsala. Trenutno smo hitrost zgolj prepisali, ampak nismo pa izračunali
ali je naše vozilo sploh zmožno zavirati s takšnim pojemkom. Vpeljemo algoritem za
zaviranje, ki pregleda odseke v obratnem vrstnem redu. Izračuna sile in maksimalni
možen pojemek ter na ta način spremeni vstopno hitrost na odseku in izstopno hitrost
na naslednjem [5].
2.1.2.1 Določitev maksimalne hitrosti skozi ovinek
Pri določitvi maksimalne hitrosti, s katero lahko vozilo potuje skozi ovinek, velja, da vso
možno silo trenja porabimo za prvo ohranjanje hitrosti, torej premagovanju zračnega
upora. Ampak ta predpostavka ne velja enako za prednjo in zadnjo os vozila, saj
imamo pogon samo na zadnjih kolesih, torej bodo samo one zadolžene za ohranjanje
trenutne hitrosti. Kot drugo pa za ohranjanje centripetalne sile, ki deluje na vozilo.





Slika 2.7: Diagram sil na gumo pri maksimalni hitrosti.
Zapǐsemo pa lahko še eno relacijo za sile tangencialne na radij, ki poveže silo s katero
lahko pospešujemo Fpos, potencialno silo Fpot in silo upora Fup. Pod potencialno
silo si predstavljamo celotno preostalo silo trenja, ki nam je preostala od upiranja
centripetalni sili. Pri prednjih gumah, sej je potrebno zavedati, da ne bodo premagovale
sile upora, saj na njih ni pogonskega sklopa, ampak bodo samo zadnje zadolžene za to.
Fpos = Fpot − Fup = 0 (2.9)
Ta enačba predstavlja povezavo med možno silo za pospeševanje in silo, ki je potrebna
za premagovanje zračnega upora. Ker pa računamo maksimalno hitrost, kjer mi ne




(µFN)2 − F 2c (2.10)
Fpos =
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Ta enačba tako zdaj velja za vsako kolo (pri tem člen o zračnem uporu upoštevamo
samo pri gnanih kolesih). Potrebno pa je še določiti normalno in centripetalno silo na
posamezno kolo.
Sedaj smo obravnavali, da je sila, s katero lahko pospešujemo, tangencialna na radij
odseka 2.3. To pravzaprav ne drži, saj se med vožnjo pnevmatika deformira na stičnem
delu in je smer vožnje drugačna kakor je usmerjenost pnevmatik [4]. Kot drugo pa ne
upoštevamo nastavitev podvozja, kjer lahko nastavimo nagib pnevmatike okoli z osi




2.1.2.2 Prenos teže med sprednjo in zadnjo osjo vozila
Najprej lahko narǐsemo diagram sil, ki sodelujejo pri prenosu teže, kar prikazuje slika
2.8.
Slika 2.8: Prenos teže med pospeševanjem med prednjo in zadnjo osjo.
Torej ta model je zapisan v splošno, kjer ni nujno, da vozilo vozi s stalno hitrostjo,
tako da vedno velja. Zapǐsemo momentno enačbo preko katere dobimo normalno silo,
ki deluje na prednji oziroma na zadnji osi:
Fzf =
bmg − (h+ w
2
)mẍ+ αClv
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l
. (2.13)
2.1.2.3 Prenos teže med notranjo in zunanjo pnevmatiko
Pri vožnji skozi ovinek se zaradi reakcije na centripetalno silo poveča normalna sila
na zunanjo pnevmatiko. V naslednjem diagramu so predstavljene sile, ki delujejo pri




Slika 2.9: Prenos teže na sprednji osi.
Pri temu je potrebno biti pozoren, saj moramo narediti predpostavko kolikšen delež
centripetalne sile prevzame katera izmed osi. Določili smo, da je razmerje enako
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d
. (2.16)
2.1.2.4 Končna izpeljava sil na pnevmatiko
Preden naredimo še zadnjih par korakov do končne enačbe za določitev sil na pnevmatiko,
pa je potrebno opredeliti še ẍ. Ker vozilo ne pospešuje, je tako ta člen enak 0. Tako
lahko sedaj zapǐsemo polno enačbo sile pospeška za prednjo notranjo pnevmatiko:
Fpos,pn =
(µ(
bmg − (h+ w
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)mẍ+ αClv















Na tem mestu smo uvedli še koeficient K, pri členu, ki popisuje zračni upor, saj bo
predstavljal delež, ki je potreben, da premagamo zračni upor. Za prednji kolesi bo enak
0, saj imamo pogon samo na zadnji osi in tako silo trenja na pnevmatikah uporabimo
za premagovanje centripetalne sile, kar prikazuje slika 2.7. Na zadnji osi pa imamo
dva motorja, za vsako pnevmatiko svojega, in sta trenutno nastavljena tako, da se
naenkrat vrtita z enakimi obrati. Tako vsak izmed njiju prevzame polovico sile upora,
zato nastavimo za njiju, da je W enak 0,5. Zapǐsemo enačbe še za ostale pnevmatike:
Fpos,pz =
(µ(
bmg − (h+ w
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Ko enačimo to enačbo z 0 in izpostavimo v, dobimo možne maksimalne hitrosti pri
kateri se lahko peljemo skozi ovinek. Ta je sicer lahko še pogojena z vrtljaji elektromotorja.
2.1.2.5 Omejitev zaradi vrtljajev motorja
Poleg omejitve hitrosti zaradi manjka sile trenja pa nastopa pri velikih radijih še
druga omejitev. Omejitev zaradi končne hitrosti vrtenja elektromotorja in prestavnega
razmerja predstavlja omejitev pri možni končni hitrosti vozila. Tako se največja končna





Prav tako je potrebno primerjati celotno silo trenja, ki jo uporabimo za pospeševanje,
in silo, ki jo proizvedejo elektromotorji. Sila s katero lahko elektromotorji pospešujejo











2.1.3 Določitev pospeška vozila
Sedaj, ko vemo kako izračunati maksimalno hitrost na posameznem odseku, poskušamo
izračunati pospešek na tem odseku. Če smo odsek predstavili kot začetno in končno
točko, je torej potrebno izračunati vse sile, ki delujejo v začetni točki na vozilo in
nato dobiti veličine v končni točki. Dobljene podatke v končni točki nato prenesemo
v naslednji odsek, kjer pa te podatki znova veljajo za začetno točko. Algoritem je
predstavljen na sliki 2.10.
Slika 2.10: Algoritem začetne in končne točke.
Sklic na uporabljeno enačbo je: enačba 2.11:
Fpos =
√︁





Kjer za izračun sile s katero lahko pospešujemo, vstavimo znane vrednosti za komponente
sil zračnega upora, centripetalne in normalne sile. Vse te vrednosti dobimo iz začetne
točke, ki velja za nas kot vhodni podatek, in nekih stalnih podatkov o vozilu. Algoritem




Slika 2.11: Vstopni in izstopni podatki algoritem.
Na ta način izračunamo silo s katero pospešujemo na tem kratkem odseku. Ravno
zaradi tega, ker je odsek kratek, predpostavimo, da je pospešek konstanten. Tako
dobimo izhodne podatke za posamezen odsek, ki se nato prenesejo v začetno točko v
naslednjem odseku.
Seveda pa vozilo ne more vedno pospeševati. Tako moramo v vsaki začetni točki
preveriti, če je pospeševanje sploh možno. Zato velja pogoj, da pospešujemo samo
takrat, kadar je vstopna hitrost manǰsa kakor je predpisana maksimalna hitrost na
tem odseku. Če pa je vstopna hitrost že večja od maksimalne hitrosti na tem odseku,
se potem pripǐse da potuje na tem odseku z maksimalno hitrostjo odseka in pospešek
je enak 0. Na ta način naredimo napako, da kar naenkrat nekoliko zmanǰsamo hitrost,
ampak bomo to potem poskusili popraviti z algoritmom za zaviranje.
2.1.4 Algoritem za zaviranje
Do sedaj je naše vozilo zgolj pospeševalo ali pa ohranjalo maksimalno hitrost. Če je bilo
potrebno zaviranje zaradi prevelike hitrosti na danem odseku, pa je bila sprememba
hitrosti kar razlika med vstopno in maksimalno hitrostjo. Pri taki spremembi pa ne
upoštevamo fizikalnih zakonitosti vozila, se pravi s kolikšno silo je sploh možno zavirati




Ponovno bomo vzpostavili sistem odsekov, kjer bomo imeli vstopno in izstopno točko.
Vendar bomo tokrat gledali te diskretne točke v obratnem vrstnem redu. Tako bomo
za že zbrane podatke preverili prvo ali je izstopna hitrost manǰsa od vstopne, na ta
način preverimo ali smo na tem odseku bili primorani zmanǰsati hitrost. To se pojavi
takrat kadar je vstopna hitrost večja od maksimalne hitrosti na tem odseku, saj vstopno
hitrost zgolj prepǐsemo iz preǰsnjega odseka kot izstopno hitrost. Ker pa je radij novega
odseka manǰsi od preǰsnjega in zato posledično tudi manǰsa maksimalna hitrost, pride
to tega, da je vstopna hitrost večja od izstopne hitrosti.
Nato bomo ponovno izračunali vse sile, ki delujejo na vozilo in določili maksimalno silo
zaviranje. Dobljeni pojemek iz tega pa bomo potem prevedli v spremembo že dobljene
hitrosti na tem odseku. Algoritem je predstavljen na sliki 2.12.
Slika 2.12: Algoritem zaviranja.
2.1.5 Čas
Celoten cilj analize je pridobiti minimalen čas, ki je potreben, da opravimo krog na
posamezni stezi. Iz predhodno dobljenih podatkov, kjer imamo podano tako vstopno in
izstopno hitrost kot tudi dolžino poti na odseku, zlahka izračunamo čas, ki je potreben,
da smo opravili pot na tem odseku. Iz seštevka posameznih časov na odsekih dobimo




Iz tako dobljenih časov lahko med seboj primerjamo posamezne spremembe nastavitev.
Na primer kaj bi za čas kroga pomenilo, če zmanǰsamo maso vozila za 5 kg ali pa
zmanǰsamo koeficient zračnega upora za 10 %, ki je posledica oblike vozila. Taka
numerična ocena nam da podlago za odločanje o posameznih spremembah na vozilu.
17
3 Metodologija raziskave
3.1 Program v programskem jeziku Python
Iz teoretične izpeljave našega problema smo izdelali računalnǐsko kodo, ki numerično
izvede analizo problema. Predstavili vam bomo kako je posamezen del teorije zajet v
programu. Ker bo program kasneje dostopen kot prosto dostopni program na Githubu-
u, so spremenljivke podane v angleščini.
3.1.1 Struktura programa
Sam struktura programa je sestavljena tako, da imamo v glavni python datoteki,
Code.py, napisano glavno kodo, kjer kličemo ostale funkcije za izračun vozne dinamike.
V datoteki Function.py so spravljene vse funkcije, ki so potrebne za izračun sil, maksimalnih
hitrosti in ostale uporabne funkcije npr. za dodajanje točk v bazo ali pa za izračun
radij iz danih x in y točk. V datoteki Presentation.py so spravljene funkcije za grafični
prikaz podatkov npr. grafov. V datoteki GUI.py je spravljena koda za grafični vmesnik.
Sami podatki o vozilu so spravljeni v obliki csv datoteke npr. Svarog data, kar prikazuje
slika 3.1.




V prvem delu programa je potrebno klicati želene python knjižnice (numpy [6], pandas
[7],matplotlib [8], scipy [9]), ki so potrebne za delovanje našega programa in Function.py.
Uporabljene knjižnice so prikazane na sliki 3.2.
Slika 3.2: Uporabljene knjižnice v Code.py.
3.1.2.1 Začetni podatki
V začetku funkcije lap time simulation je potrebno podati dva argumenta track (steza)
in formula data (podatke o vozilu). Na ta način izberemo želeno stezo na kateri želimo
preveriti potreben čas za en krog in izberemo želene podatke o vozilu. Nastavimo
tudi neke začetne pogoje, kjer definiramo začetno stanje hitrosti, pospeška in časa. S
funkcijo pd.read csv s pomočjo paketa pandas preberemo csv datoteko, kjer so shranjeni
podatki o vozilu, kar prikazuje slika 3.3.
Slika 3.3: Začetni podatki.
3.1.2.2 Podatki o vozilu
Za sam izračun so seveda nujno potrebni podatki o vozilu. Te posamezne parametre
smo shranili v pandas podatkovno bazo, kjer pa bomo zdaj posamezen parameter,
zaradi preglednosti, shranili v obliki spremenljivk. Spremenljivke so razvrščene v
štiri skupine basic (osnovni), suspension (podvozje), aerodynamics (aerodinamika) in
drivetrain (pogonski sklop), kar prikazuje slika 3.4.
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Slika 3.4: Podatki o vozilu.
3.1.2.3 Izračun maksimalne hitrosti v ovinku
Kot smo predstavili v teoretičnem delu, je kot prvo potrebno izračunati maksimalno
hitrost v posameznem ovinku, radiju. V ta namen naredimo štiri različne funkcije, ki
za vsako gumo izračunajo maksimalno hitrost zanjo. Ampak za realno uporabo bomo
potrebovali izračun maksimalne hitrosti zgolj za notranji pnevmatiki, razlog za to je
predstavljen na grafih. Prvo grah, ki predstavlja prednja notranjo gumo 3.5.
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Slika 3.5: Sila pospeška, prednja notranja guma.
Prednja zunanja, ki prikazuje graf 3.6.
Slika 3.6: Sila pospeška, prednja zunanja guma.
Zadnja notranja, ki prikazuje graf 3.7.
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Slika 3.7: Sila pospeška, zadnja notranja guma.
Zadnja zunanja, kar prikazuje graf 3.8.
Slika 3.8: Sila pospeška, zadnja zunanja guma.
Maksimalna hitrost dosežemo, kadar je sila pospeška enaka 0, torej ko funkcija seka x os.
Opazimo, da je maksimalna hitrost, v določenem radiju, pogojena samo z maksimalno
hitrostjo notranjih pnevmatik, saj te prenesejo manǰso maksimalno hitrost kot zunanje.
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Razlog za to gre iskati, da pri prenosu teže v ovinku na zunanje pnevmatike, povečamo
normalno silo in s tem silo trenja. Pri notranjih pa ravno zmanǰsamo normalno silo in s
tem silo trenja. Tako v programu zapǐsemo, da uporabimo zgolj funkciji, ki popisujeta
notranji pnevmatiki, kar prikazuje slika 3.9.
Slika 3.9: Funkcije za izračun maksimalne hitrosti.
V naslednjem koraku s pomočjo newtonove [10] metode iskanje ničel, poǐsčemo maksimalne
hitrosti za notranji gumi. Vsaka nam da različen rezultat in predpostavimo, da bo
maksimalna hitrost med njima, torej vzamemo njuno povprečje. Zapǐsemo še naslednji
pogoj, če je njuna povprečna hitrost večja od teoretične maksimalne zaradi omejitve
pogonskega sklopa, potem se pripǐse da je maksimalna hitrost enaka omejitvi pogonskega





Če pogledamo grafa notranjih gum 3.5 in 3.7, opazimo, da pri hitrosti 35 m
s
je najmanǰsi
radij manǰsi od 150 m. Tako lahko za vsak odsek, kjer je radij večji od 150 metrov,
pripǐsemo, da bo maksimalna hitrost na tem odseku odvisna od končne hitrosti zaradi
pogonskega sklopa. Program je predstavljen na sliki 3.10.
Slika 3.10: Iskanje ničel z Newtonovo metodo.
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3.1.2.4 Izračun pospeška vozila
Ko določimo maksimalne hitrosti, lahko sedaj izračunamo pospešek za vsak odsek in s
tem vstopno ter izstopno hitrost. Kot prvo izračunamo normalno silo na vsako gumo,
pa silo trenja, upora in centripetalno silo, kar je predstavljeno na sliki 3.11.
Slika 3.11: Izračun sil na gumo.
Ko imamo osnovne sile izračunane, lahko izračunamo potencialno silo pospeševanje. To
naredimo sicer za vsako gumo, ampak upoštevamo pa samo zadnje, saj imamo pogon
na zadnja kolesa. Če bi nas kasneje zanimalo, kakšen bi bil rezultat, če bi imeli pogon
na vseh štirih pnevmatikah, bi upoštevali rezultat tudi prednjih dveh.
Nato v algoritem zapǐsemo pogoj za pospeševanje, ki pravi, če je vstopna hitrost manǰsa
od maksimalne na tem odseku lahko pospešujemo. Prvo primerjamo katera izmed sil
za pospeševanje je manǰsa, sila na notranji ali zunanji gumi. Nato primerjamo še njiju
in maksimalno silo, ki so jo možni sploh izvesti elektromotorji. Na ta način dobimo silo
pospeševanja iz katere dobimo pospešek in izstopno hitrost. Če pa je vstopna hitrost
že večja od maksimalne, pa naj bo pospešek enak 0 in naj se ohrani hitrost. To napako
bomo potem popravili z zaviranjem. Program je predstavljen na sliki 3.12.
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Slika 3.12: Izračun pospeševanja vozila.
3.1.2.5 Zaviranje vozila
Da popravimo napako, kjer je vstopna hitrost večja od maksimalne, moramo uvesti
zaviranje. Tokrat algoritem preveri odseke v obratnem vrstnem redu in preveri ali
je vstopna hitrost večja od izstopne. Na ta način vemo ali je bilo potrebno na tem
odseku zaviranje. Ker pa je pri tem pojemek večji od realnega pa ga moramo na novo
izračunati, da dobimo realno možni pojemek.
To naredimo tako, da enako kot prej izračunamo silo trenja za vsako gumo. Ker
lahko zaviramo tako s prednjimi kot zadnjimi gumami vzamemo srednjo vrednost med
notranjo in zunanjo za vsak par. Nato pa nastavimo algoritem za zaviranje. Preverimo,
če je vstopna hitrost večja od izstopne in na tem mestu izračunamo silo zaviranja, ki
jo prevedemo v pojemek. Pri tem maksimalnem pojemku nato preverimo, če je po
absolutni vrednosti večji od preǰsnjega pojemka, saj smo lahko na tem odseku prej
zavirali čisto malo. Program je predstavljen na sliki 3.13.
Slika 3.13: Izračun zaviranja.
Končni rezultat simulacije, kjer dobimo maksimalno hitrost, izstopno hitrost in pospešek
na posameznem odseku, je predstavljen na sliki 3.14.
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Slika 3.14: Vstopna in maksimalna hitrost ter pojemek.
3.1.3 Function.py
Poglejmo zapis funkcij za izračun normalne sile na vsako gumo in maksimalno hitrost.
Vsaka posamezna funkcija je zapisana v datoteki Function.py, ki jo nato uvozimo v
Code.py. Za izračun bomo potrebovali knjižnici numpy in sympy. Prvo za kasneǰsi
numerični izračun, drugo pa za simbolično računanje.
3.1.3.1 Normalna sila na gumo
Izhajamo iz enačbe (2.16), ki jo zapǐsemo v programu. Enačba je zapisana v obliki
funkcije, kjer pod argumente vstavimo podatke o vozilu in trenutnih voznih razmerah
(pospešek). Funkcija izračuna normalno silo in nam vrne rezultat. Program podaja
slika 3.15.
Slika 3.15: Izračun normalne sile.
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3.1.3.2 Izračun maksimalne hitrosti
Za izračun maksimalne hitrosti, ki nam jo omogoča posamezna guma, izhajamo iz
enačbe (2.17). Ker vemo, da je takrat sila, s katero lahko pospešujemo, enaka 0, lahko
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Ko je enačba tako pripravljena, lahko s pomočjo orodja sympy in njegove funkcije
Poly [12] izpostavimo spremenljivko v, ki nas zanima, in tako dobimo polinom četrte
stopnje. S pomočjo vgrajene funkcije .all coeffs() izpǐsemo posamezne koeficiente, ki
jih nato spravimo v naši funkciji in jih nato uporabimo v glavni datoteki Code.py, ko
hočemo s pomočjo newtonove metode [10] najti ničlo in s tem maksimalno hitrost. Kot
argumente uporabimo vhodne podatke o vozilu in pospešek vozila (ẍ) vzamemo, da je




Slika 3.16: Izračun maksimalne hitrosti.
Funkcijomax velocity front inner inmax velocity rear inner kasneje uporabimo v prvem




V tem delu vam bomo predstavili rezultate meritev, ki smo jih opravili na centru
varne vožnje v Logatcu. Sam preizkus je bil sestavljen iz večih delov. Prvo smo
preizkusili največji možni pospešek in pojemek v ravni liniji. Nato smo se osredotočili
na maksimalno hitrost v ovinku na izbranem konstantnem radiju. Na koncu pa še
vožnja po reprezentativni progi za dirke Formula Student.
4.1 Merilna oprema
Za merilno opremo potrebujemo IMU (ang. Inertial Measurement Unit) podjetja
Dewesoft (DS-IMU1). Zanimali nas bodo podatki o pospeških in hitrostih, ki nam jih
že ponudi merilna oprema. Vzorčenje bomo opravili s frekvenco 100 Hz, kar je omejitev
sprejemanja podatkov PCU-ja. Dobljene podatke pošljemo naprej na računalnik, ki
jih zajame in shrani. Nato dobljeno meritev prenesemo na osebni računalnik, kjer
izvedemo analizo. Posamezna meritev je omejena na 20 sekund, saj je to omejitev
računalnik koliko podatkov lahko zajame na posamezen meritev.
Podatke o poti bomo dobili preko integracije z metodo simpson, ki nam jo ponuja paket
scipy integrate [13].
4.2 Pospeševanje in zaviranje
V tem delu nas zanima kolikšen je realni maksimalni pospešek in pojemek vozila.
Formula bo vozila 40 metrov v ravni liniji in nato maksimalno zavirala na tak način
kot bi v realni dirki. Pri tem ne želimo, da nam med zaviranjem gume blokirajo,
saj takrat upravljanje vozila ni mogoče. Gume blokirajo takrat kadar navor, ki ga
povzroči zavorni sistem, večji od navora, ki ga povzroči sila trenja. V tem primeru
zavorna čeljust stisne zavorni disk dovolj močno, da se gume ne morejo obrniti. Na ta
način pa ni več možno voditi vozila in s tem spremeniti smeri gibanja. Poleg tega pa
pride na tistem delu, kjer je guma ves čas v stiku s podlago med blokiranje, do visoke




Proga je predstavljena shematsko na sliki 4.1.
Slika 4.1: Pospeševanje in zaviranje.
Iz meritev nas zanima pospešek in pojemek. Izvedli smo dve meritvi, kateri bomo nato
primerjali s simulaciji takega odseka. Dobljena meritev je podana na sliki 4.2.
Slika 4.2: Test pospeševanja in zaviranja.
Iz meritve lahko opazimo, da je maksimalen pospešek, ki ga lahko vozilo doseže v okoli
9 m
s2
. Maksimalen pojemek pa v okolici -16 m
s2
. Razlika med njima je očitna in izhaja
iz tega, da smo pri pospeševanju omejeni zgolj na zadnji kolesi in tako le na njun
maksimalen oprijem. Medtem ko pa pri zaviranju, pa lahko uporabimo oprijem vseh
štirih gum in smo omejeni zgolj z nastavitvami zavornega razmerja (ang. brake bias).
Razlika nastane tudi zaradi tega, ker je pospeševanje omejeno na 80 kW moči, kar je
omejitev iz pravilnika.
Izvedemo simulacijo, kjer kot robne pogoje nastavimo, da je začetna in končna hitrost
enaka 0 m
s
. Na ta način bomo prvo preverili maksimalni pospešek in nato še pojemek.
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Slika 4.3: Pospeševanje in zaviranje primerjava pospeškov.
Z modro so označene meritve iz testiranj in z oranžnimi je označen rezultat simulacije.
Opazimo lahko preceǰsne odstopanje tako pri pospeševanju, predvsem pa pri zaviranju.
Če se osredotočimo prvo na pospeševanje.
Maksimalen pospešek izmerjen na testiranjih je 11,5 m
s2
, ampak če vzamemo povprečje
pospeškov, pridemo do ocene 9,1 m
s2
. Na začetku lahko opazimo precej velik raztros
podatkov o pospeških, razlog za to gre iskati, da ko pospešujemo iz mesta, torej pri
0 m
s
, pride do tresljajev, ki vplivajo na meritev. Nato pa lahko vidimo, da ko se
formula že premika, se pospešek nekako ustali. Proti koncu pospeševanja lahko opazimo
tudi, da pospešek pada, kar lahko pripǐsemo zračnemu uporu. Iz rezultata simulacije
lahko razberemo, da je maksimalni dobljeni pospešek pri 13,2 m
s2
, kar je precej vǐsje
od dobljenih meritev. Prav tako lahko opazimo, da sprva pospešek celo narašča, kar
izhaja iz tega, da zaradi povečanja potisne sile, ki narašča kot kvadrat hitrosti (2.4),
se poveča tudi oprijem, saj se poveča normalna sila, in s tem možen pospešek. Je pa
prav tako, kot pri meritvi iz testiranj, opazen padec pospeška zaradi zračnega upora.
Pri pojemku pa so razlike še večje in tudi kasneje bo to tudi najbrž glavni razlog za
odstopanje med meritvami in simulacijo. Če odčitamo maksimalen pojemek iz meritev
dobimo vrednost -16,5 m
s2
, če pa gledamo povprečje, lahko ocenimo vrednost -13,3 m
s2
.
Lahko opazimo dokaj zvezen prehod med pospeševanjem in zaviranjem, saj mora voznik
stopiti s pedala za plin in nato zavirati. Med vsem tem pa je še njegov reakcijski čas, ki
vpliva na prehod med pospeševanjem in zaviranjem. Če primerjamo to s simulacijo, ta
ne upošteva zveznega prehoda in samo preskoči med maksimalnim pospeševanjem ter
zaviranjem. Sama simulacija predvidi maksimalen pojemek pri -25,5 m
s2




4.3 Maksimalna hitrost v ovinku
Pri tem delu testiranja smo test naredili pri dveh različnih radijih. Pri prvem so
stožci postavljeni na radiju 7,65 m, kar je radij ene izmed disciplin na dirkah Formule
Student (Skidpad), v drugem primeru pa so stožci postavljeni na radiju 5 m, kar ustreza
najmanǰsemu radiju dovoljenemu na hitrosti preizkušnji. Samo postavitev stožcev je
prikazana na sliki 4.4.
Slika 4.4: Postavitev stožcev.
4.3.1 Radij 7,65 m
Kot prvo bomo primerjali rezultate simulacije in testiranje pri radiju 7,65 m. Pri sami
simulaciji bomo uporabili funkciji max velocity front inner in max velocity rear inner,
ki nam podata maksimalni hitrosti za notranji gumi. Potem vzamemo povprečje obeh,
da dobimo maksimalno hitrost, ki je dovoljena v ovinku. Prav tako pod radij ne bomo
vnesli kot radij vožnje 7,65 m, saj to predstavlja odmik stožcev od sredǐsča, ampak
bomo uporabili odmik sredǐsča formule od srednjega stožca. V ta namen prǐstejemo
polovico razdalje gum na isti osi, kar znaša 0,6 m in še 0,5 m za odmik formule od




Slika 4.5: Postavitev formule v ovinku.
Sedaj si poglejmo rezultate iz testiranj. Ponovno si bomo pogledali pospeške in hitrosti,
ki jih iz te meritve dobimo. Samo hitrost bomo preračunali s pomočjo formule za
razmerje med pospeškom, radijem in hitrostjo (2.1). Rezultati pospeška so predstavljeni
na sliki 4.6.
Slika 4.6: Pospešek v ovinku radij 7,65 m.
Pri obdelavi se bomo osredotočili na podatke v drugem delu, od 1000 vzorca naprej,
saj je takrat formula dosegla maksimalno hitrost. Kot srednjo vrednost za ta del lahko
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odčitamo kot 10,1 m
s2
. Prav tako opazimo velik raztros podatkov in razlog za to gre
iskati v tem, da je izredno težko za voznika držati konstanto in maksimalno hitrost v
ovinku. Tako prihaja do konstantnih popravljan vozila. Te pospeške lahko prevedemo
v hitrost, kar je prikazano na sliki 4.7:
Slika 4.7: Hitrost v ovinku radij 7,65 m.
Po vzeti srednji vrednosti za podatke od 1000 vzorca naprej, dobimo vrednost hitrosti
9,4 m
s
. Sedaj ta podatek lahko primerjamo s simulacijo. V njo smo vstavili dobljene
podatke o vozilu in radij 8,75 m. Po izračunu dobimo rezultat 8,43 m
s
, kar je manj kot
dobljena hitrost iz testiranj.
4.3.2 Radij 5 m
Za naslednjo primerjavo bomo vzeli še manǰsi radij, kjer bomo ponovno primerjali
dobljene pospeške in hitrosti. Nato bomo izvedli izračun za radij 6,1 m, kolikor znaša
radij od sredǐsča formule do centralnega stožca. Proga je postavljena povsem enako kot
pri preǰsnjem preizkusu, zgolj zunanji stožci so se premaknili bolj notri. Enako kot prej
bomo tudi tokrat preko centripetalnega pospeška preračunali hitrost. Prvo prikažemo
dobljeni centripetalni pospešek na sliki 4.8.
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Slika 4.8: Pospešek v ovinku radij 5 m.
Osredotočili se bomo na podatke od 1000 vzorca dalje, saj smo takrat dosegli maksimalno
hitrost za dani radij. Povprečni pospešek za dano območje znaša 12,54 m
s2
. Sedaj
prevedemo še te pospeške v hitrost, ki so prikazani na sliki 4.9.
Slika 4.9: Hitrost v ovinku radij 5 m.
Povprečna hitrost od 1000 vzorca dalje znaša 8,74 m
s
. Če za dani polmer še izračunamo
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teoretično hitrost pa dobimo rezultat 7,01 m
s
. Tako dobljene rezultate lahko primerjamo
s preǰsnjim merjenjem pri 7,65 m radija. Opazimo, da je hitrost nižja za 0,66 m
s
pri merjenju, kar je logično, saj imamo manǰsi radij. Je pa razlika pri izračunani
bistveno večja in znaša 1,42 m
s
. Prav tako imamo pri vožnji skozi ostreǰsi ovinek večji




Kot zadnji del testiranja pa smo opravili meritve na progi, ki naj bi ponazarjali
kategorijo Autocross. Pri tem je proga sestavljena iz večih odsekov ravnin, zavojev in
slalomov. Želeli smo postaviti tako progo, ki bi bila reprezentativna in po drugi strani
dovolj enostavna, da bi jo lahko primerjali z simulacijo. Prav tako smo progo postavili
tako, da je na začetku enostavna in bi si želeli na tem delu čim manǰse odstopanje
simulacije od realnosti, med tem ko je pa zadnji del sestavljen iz zahtevneǰsih zavojev
in slalomov. Na tem delu lahko pričakujemo večje odstopanja. Shematsko je proga
predstavljena na shemi 4.10.
Slika 4.10: Autocross steza.
Prvo je ravnina dolžine 40 m, ki smo jo uporabili tudi pri preverjanju maksimalnega
pospeška in zaviranja. Nato sledi levi ovinek za 180 stopinj z radijem stožcev 5 m.
Sledi nova ravnina 30 m, ki se končna z desnim 90 stopinjskim zavojem z radijem 10
m. Potem imamo kratko ravnino 15 m in znova 180 stopinski ovinek z radijem 5 m.
Vse skupaj se končna s slalomom, kjer so stožci postavljeni v zaporedju 10 metrov.




Kot prvo bomo primerjali pospeške na posameznem delu steze. Stezo smo razdelili
10000 delov in tako vsak znaša 0,16 metra. Tako bomo primerjali pospešek na vsakem
od teh odsekov z meritvijo na tem odseku. Na ta način bomo videli za isti del steze
maksimalen pospešek, pojemek in točke zaviranja.
Slika 4.11: Primerjava pospeškov simulacije in meritev.
Z modro označene pikice predstavljajo meritev in oranžno označene predstavljajo
rezultat simulacije. Na x osi je podana pot v metrih, saj bomo na ta način najlažje
primerjali rezultata. Če se prvo osredotočimo prvo na rezultate do 40 metrov, kjer
je prvi levi ovinek. Opazimo, da simulacija predvidi presej vǐsje pospeševanje in tudi
kasneǰse zaviranje, kar pa smo opazili tudi pri preǰsnjih preizkusih. Zanimivo pa je,
da maksimalni pojemek je pri simulaciji manǰsi kot pri meritvi, saj simulacija predvidi
zaviranje okoli -10 m
s2
, medtem ko meritve pokažejo okoli -13 m
s2
. Potem kasneje opazimo,
da pri simulaciji nimamo kontinuiranega zaviranja, saj pojemek skače med 0 m
s2
in
maksimalnim, kar seveda v realnosti, če gledamo meritve, vsekakor ni tako.
Potem pri 60 metrih, ko imamo znova ravnino, formula v realnosti enakomerno pospešuje
s približno 8,3 m
s2
, medtem ko pa pri simulaciji vidimo velike preskoke med pospeški.





, prav tako so opazna manǰsa področja celo zaviranja recimo pri 65 metrih in
75 metrih. Znova pri 80 metrih lahko tudi opazimo, da začnemo dejansko veliko prej
zavirati, kakor pa to predvidi simulacija. V zadnjem delu proge, kjer imamo zahtevneǰso
progo, pa je že težko zaznati povezavo med realnimi meritvami in simulacijo, tako da




Sedaj bomo primerjali hitrosti na posameznem delu steze. Rezultate simulacije in
meritev prikazuje slika 4.12.
Slika 4.12: Primerjava hitrosti simulacije in meritev.
Prvo se osredotočimo na prvih 40 metrov. Opazimo, da vse do točke zaviranja v realnih
meritvah, to je pri 20 metrih, je hitrost meritve simulacije skorajda enaka. Potem pa
simulacija predvidi še nadaljnjo pospeševanje in precej vǐsjo hitrost, ki znaša 29,8 m
s
v realnosti pa 21,6 m
s
. Nato sledi zaviranje, ki pri obeh traja tja do 43 metra, kjer
pa potem sledi ovinek in skorajda konstantna hitrost do 50 metra, kjer sledi ravnina.
Simulacija predvidi za 3 m
s
manǰso hitrost skozi ovinek, kar pa smo tudi že opazili pri
testu vožnje v ovinku, da v realnosti lahko vozimo hitreje. Potem sledi pospeševanje,
kjer se zdi, da bi imeli znova enak naklon tako pri meritvi kot pri simulaciji, ampak
temu ni tako. Čisto v začetnem delu od 50 metra do 55, temu je tako, potem pa dobi
potek hitrosti pri simulaciji tako nazobčano obliko. To lahko povežemo s preǰsnjim
rezultatom o pospeških, ker smo na nekaterih delih imeli celo pojemek, zato imamo
tako obliko hitrosti.
Nato imamo konec ravnine in blagi desni ovinek, kjer smo v realnosti veliko prej zavirali
in držali neko konstanto hitrost vse do 100 metra. Pri simulaciji, čeprav, zaviramo
kasneje, ne dosežemo enako visoke hitrosti kot pri meritvi. Razlog je ta žagasta oblika,
ki prepreči, da bi dosegli vǐsjo končno hitrost. Sledi zaviranje, ki ima vǐsji pojemek kot





Ena od nalog simulatorja je tudi podajanje končne vrednosti časa, ki je bil potreben, da
smo premagali določeno progo. Tako bomo preko števila vzorcev, ki so vzorčeni s 100
Hz, dobili čas, ki smo ga potrebovali pri meritvah. Simulacija pa sama izračuna čas,
ki smo ga potrebovali na posameznem odseku preko vstopne in izstopne hitrosti. Na
koncu posamezne čase odsekov med seboj sešteje in dobi končni rezultat, ki je podan
v tabeli 4.1.
Preglednica 4.1: Primerjava časov simulacije in meritev.
Čas meritve [s] Čas simulacije [s] Odstopanje [%]
14,4 16,17 12,3
Čas meritve je za 1,77 sekunde kraǰsi v primerjavi s simulacijo. Grafični potek časa v
odvisnosti od poti je podan na sliki 4.13.
Slika 4.13: Primerjava skupnih časov simulacije in meritev.
Opazimo, da okolici 40 metrov simulacija predvidi hitreǰsi čas, to izhaja iz kasneǰsega
zaviranja. Nato pa sledi levi ovinek, kjer pa je simulacija počasneǰsa in od 50 metra
naprej tudi za meritvami. Ko se konča ta ovinek in sledi ravnina, pa sta časa skorajda
poravnana, vse do 120 metra, kjer pa smo že v zahtevneǰsem delu proge in so razlike
še večje. Za primerjavo razlik časov med njima poda graf 4.14.
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Slika 4.14: Primerjav skupnih časov simulacije in meritev.
Takoj na začetku vidimo, da je že neka razlika v času. Ta izhaja iz prvega odseka,
kjer je hitrost skorajda nična in potem potrebuje veliko časa za ta odsek simulacija.
Vsekakor eno od področji, ki jih je potrebno popravit. Potem sledi prvo zaviranje in za
0,4 sekunde je hitreǰsa simulacija. Potem pa opazno večanje razlike časa v prid meritve
do 70 metra. Vrednost se nekako ustali do 120 metra, kjer pa potem znova močno
naraste in se konča pri razliki 1,77 sekunde.
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5 Diskusija
Sedaj, ko smo napisali program za simulacijo in opravili meritve, lahko primerjamo
dana rezultata. Na podlagi teh podatkov je možno oceniti na katerih delih so možne
in nujne izbolǰsave. V prvem delu diskusije se bomo osredotočili na možne vzroke za
odstopanje pri posameznih meritvah, v drugem delu pa bomo še pregledali možnosti
za izbolǰsave, ki bi prinesle večjo uporabnost simulatorja. Prav tako bomo opravili
diskusijo o trenutni uporabnosti takega simulatorja za prihodnje sezone.
5.1 Vzroki za odstopanja
5.1.1 Podatki o vozilu
Trenutni simulator za izračun vseh sil potrebuje 17 parametrov. Nekateri so taki, kjer je
vrednost dobimo preko modela vozila npr. medosna razdalja, potem take kjer vrednost
poda proizvajalec npr. polmer pnevmatik in parametri katerih vrednost smo izmerili z
meritvijo npr. masa. Vrednosti parametrov označimo kot validirane. Sledi še skupina
kjer je vrednost parametra izračunana preko simulacije npr. koeficient potisne sile, te
parametri spadajo v skupino simuliranih parametrov. Posamezen parameter je podan




Preglednica 5.1: Podatki o vozilu.
Parameter [enota] Validirano Simulacija Vrednost
masa [kg] x 290
težǐsče y [%] x 55
težǐsče z [m] x 0,1
medosna razdalja - l [m] x 1,25
razdalja na isti osi - w [m] x 1,208
koeficient trenja - µ [/] x 1,4
gostota zraka - ρ [ kg
m3
] x 1,225
prednja površina - A [m2] x 1,2
koeficient potisne sile [/] x 2,7
koeficient zračnega upora [/] x 1,7
center pritiska y [%] x 60
center pritiska z [m] x 0,1
polmer pnevmatik [m] x 0,228
maksimalna moč motorja [kW] x 80
maksimalni obrati motorja - RPM [/] x 7600
prestavno razmerje [/] x 5,45
maksimalen navor na motorju [Nm] x 90
Šest spremenljivk je torej posledica zgolj simulacije in niso bile validirane. Če se
prvo osredotočimo na spremenljivke, ki so povezane z aerodinamiko. Pri njih problem
predstavlja tudi to, da se spreminjajo tekom vožnje, saj na njih vpliva odmik vozila
od tal, vetrovne razmere in vožnja v ovinku. Zato bi bilo za natančneǰso obravnavo
potrebno tabelirati vse spremenljivke v odvisnosti od odmika od tal in vožnje v ovinku.
Na ta način ne bi imeli konstanten koeficient potisne sile in upora, ampak bi se skozi
progo spreminjal, kar nam bi dal tudi veliko bolj realen rezultat.
Prav tako težǐsče v z smeri, torej navpični, odločilno vpliva na prenos teže med vožnjo v
ovinku. Njena vrednost je trenutno določena preko glavnega sestava v modelirniku, kjer
smo določili mase večjih komponent. Ampak že sprememba voznika ali pa nastavitve
podvozja bi vplivale na vǐsino težǐsča, zato je težǐsče eno ključnih problemov, ki jih je
potrebno razrešiti.
Potem pa je tu še koeficient trenja. Ta je odvisen od stične podlage, temperature
pnevmatike, normalne sile nanjo in nastavitev podvozja. Podvozje vpliva na nihanje
vozila, kar vpliva na vǐsino težǐsča, potem na velikost kontaktne površine pnevmatike.
To vpliva na segrevanje gum, tlak na posameznem delu pnevmatik, kar vpliva na
koeficient trenja in obrabo. Prav tako z izbiro vzmeti spreminjamo kako se spreminja
vǐsina vozila, ko vpliva nanjo potisna sila, saj se z oddaljenostjo od tal spreminja
koeficient potisne sile [4].
Tako imamo veliko število spremenljivk, ki vpliva na ta ključen podatek. Zato bi bilo
nujno, da preko podatkov, ki nam jih je podal proizvajalec pnevmatik, v našem primeru
Hoosier [14], in znova sestavili tabelo odvisnosti med spremenljivkami. Na ta način bi
dobili spreminjajoč koeficient trenja za vsak odsek.
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5.1.2 Radij v ovinkih
Če si znova ogledamo primerjavo hitrosti med simulacijo in meritvami 4.12, opazimo
zareze pri simulacijah med 65 metrom in 80 metrom. Izkaže se, da so posledica omejitve
maksimalne hitrosti na tem odseku, kar prikazuje slika 5.1.
Slika 5.1: Primerjava maksimalne in izstopne hitrost.
Ponovno je opaziti, da ravno na tem območju pride do hitrega padca maksimalno
dovoljene hitrosti in je potrebno zaviranje. Če teh zarez ne bi bilo, bi rezultat bil veliko
bolj podoben meritvam, kar smo opazili pri grafu primerjave hitrosti med meritvijo in
simulacijo 4.12. Ker pa je maksimalna hitrost na odseku odvisna od radija, bi bilo
potrebno iskati rešitev na tem področju.
Trenutno se radij na posamezne odseku določa preko treh točk [15], ki nam določajo
krožnico in na ta način torej radij odseka. Ampak očitno ta metoda da preveč variabilne
rezultate, saj so točke izjemno skupaj, postavljeno so na 0,15 m in zato že majhna
sprememba v x, y poziciji pomeni veliko spremembo radija. V nadalje bi bilo potrebno
razmisliti o drugačni metodi določanja radija, mogoče preko večih točk, kjer bi se potem
določilo neko povprečje.
5.1.3 Zaviranje
Kot smo spoznali v poglavju o primerjavi pospeševanja in zaviranja 4.2, smo ugotovili
preceǰsno odstopanje med realnim pojemkom in simuliranim. Grafično je to podano
na 4.3. Maksimalen simulirani pojemek je skorajda še enkrat večji izmerjenega in torej
velik razlog za odstopanja. Prav tako smo spoznali, da ravno na zaviranju simulacija
pridobi največ časa v primerjavi z meritvami 4.14.
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Napaka izhaja iz napačne ocene sil zaviranja. Kot prvo je simulator nastavljen tako,
da enostavno zavira z maksimalnim oprijemom, ki mu ga nudijo vse štiri pnevmatike.
To pomeni, da imata zunanja in notranja guma na isti osi drugačno silo zaviranja,
kar pa v realnosti ni prisotno, saj na isti osi enakomerno porazdelimo silo zaviranja.
Kot drugo pa simulator ne upošteva zaviralnega razmerja, ki predstavlja delež celotna
sila zaviranja, ki se razdeli med prednjo in zadnjo osjo. Uveljavitev tega parametra bi
pomenila, da bi se osredotočili, da ena izmed osi zavira optimalno, medtem ko druga
pa glede na dano zaviralno razmerje.
5.1.4 Lokacija vozila
Ena od težav, ki smo jo imeli pri primerjavi simulacije in vožnje, je bila točna primerjava
lokacije. Trenutno lokacijo dobimo tako, da preko numerične integracije hitrosti, dobimo
opravljeno pot, ki jo nato prevedemo lokacijo vozila. Tu pa nastopi težava, saj trajektorija
med testiranjem in v simulaciji nista enaki. Na ta način je težko točno primerjati točke
pospeševanja, zaviranja in mogoče je to tudi eden od razlogov zakaj prihaja proti
koncu proge do takih odstopanj med meritvijo in simulacijo. Težavo smo poskušali
rešiti preko podatkov o zasuku volana in posledično koles ter vrtenjem prednjih gum,
ampak je zaradi drsenja gum med vožnjo tudi ta način določanja nenatančen. Kot ena
izmed rešitev se ponuja GPS lociranje, ki ga ponuja kar Dewesoft oprema ali pa preko
Wifi pozicionirnega sistema [16].
5.2 Uporabnost simulatorja
Dirke Formule Student so sestavljene iz štirih disciplin: pospeševanje, skidpad (osmica),
autocross (vožnja na čas) in vzdržljivostna preizkušnja, ki je enaka steza kot pri vožnji
na čas, le da se opravi 22 krogov. Za vsako od disciplin so dodeljen točke in pri vsaki
si želimo uporabiti simulator.
Če pogledamo sedanje rezultate iz testiranj lahko opazimo, bi bil za disciplino pospeševanja
že dokaj primeren, saj krivulja hitrosti v začetnem delu proge autocrossa 4.12, kjer je
zgolj pospeševanje, dokaj sklada. Pri tem bi seveda prej morali opraviti testiranje, da
določimo vse spremenljivke, ki so trenutno določene zgolj preko simulacij 5.1. Vseeno
pa smo na testiranju izvedli zgolj meritve pospeševanja do 40 metrov, saj proga ne
omogoča večih razdalj, medtem ko na dirki je predpisana razdalja 75 m. Tako ne vemo
kakšna so odstopanja pri vǐsjih hitrostih, kjer veliko vlogo igra končna hitrost vozila,
ki je omejena z uporom, močjo, ki jo je dovoljeno uporabiti iz baterije, in prestavnim
razmerjem.
V primeru skidpada imamo točne meritve 4.3.1 za to disciplino in kot smo opazili
je odstopanje preceǰsne. To zavisi znova od nedoločenih podatkov o aerodinamiki,
koeficientu trenja in vǐsini težǐsča. Prav tako trenutno simulacija ne podpira rezultate
o podkrmiljenju in nadkrmiljenju in vsaj pri tej disciplini bi morali to upoštevati. Z
izdatnim testiranjem bi morali ugotoviti iz kje izhajajo te glavne razlike v oceni hitrosti
v ovinku, ki jo simulator oceni kot manǰso, kot je v realnosti.
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Diskusija
Če pogledamo pa disciplino autocross, ki je nekako sestavljenka pospeševanja in ovinkov,
se napake seštevajo. Tako napačne ocena zaviranja in vožnje v ovinku dodata k končni
napaki o skupnem času vožnje. Čeprav dejanski skupni končni čas niti ne odstopa niti
toliko med meritvijo in simulacijo 4.1, pa je to zgolj posledica, da na nekaterih delih
proge pridobimo in nato znova izgubimo čas. Trenutno je tak simulator uporaben pri
enostavnih postavitvah in v naprej predvideni trajektoriji gibanja.
Pri vzdržljivostni preizkušnji, ki se običajno vozi po enaki stezi kot za autocross, pa nas
zanima tudi drugi parametri kot zgolj čas opravljen po stezi. Tako bi potrebovali, da
simulator zna oceniti porabo električne energije, količino regenerirane energije preko
zaviranja in segrevanje motorja ter baterijo. Na ta način bi lažje ocenili potrebno
strategijo za vožnjo vzdržljivostne preizkušnje, ki je ponavadi ne vozimo s polnim
plinom ves čas. Za bolǰso določitev razmer, porabe bi tako potrebovali še podatke
o temperaturi zraka, steze in evalvacija steze.
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6 Zaključki
Tekom zaključne naloge so bile prikazani naslednji postopki, rezultati in ugotovitve:
1. Ugotovili smo, da simulacija dobro popǐse pospeševanje
2. Izmerili smo večja odstopanja pri zaviranju
3. Ugotovili smo, da simulator še slabo popǐse vožnjo v ovinku
4. Ugotovili smo, da je potrebno uvesti nastavitve podvozja in zavornega razmerja
5. Dobljeni rezultati pomenijo, da je potrebno vložiti še veliko dela v uporabnost
simulatorja
6. Dobljeni rezultati pomenijo, da moramo uporabiti validirane spremenljivke
Na podlagi prve iteracije simulatorja in opravljenih meritev lahko tvorimo osnovo
za nadaljnjo delo na programu. Dobljene meritve nam bodo v oporo pri razvoju in
izbolǰsavah simulatorja, ki je nujen za uspešen razvoj formule. Na ta način nam bo
uspelo razviti formulo, ki bo osvajala najvǐsja mesta tudi na najtežjih dirkah.
Predlogi za nadaljnje delo
Tukaj strnemo predloge za razvoj, ki smo jih sproti opisali v diskusiji.
1. Validacija trenutno zgolj simuliranih spremenljivk
2. Tabeliranje podatkov o aerodinamiki glede na režim vožnje
3. Tabeliranje podatkov o koeficientu trenja glede na režim vožnje
4. Na novo določitev radija ovinka v simulatorju
5. Vpeljava zaviralnega razmerja v algoritem za zaviranje
6. Nov merilni sistem za določanje lokacije vozila
7. Vpeljava nastavitev podvozja
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from Functions import *
import numpy as np
import pandas as pd
import matplotlib.pyplot as plt





    name_of_track = "Tracks/" + track + ".csv"
    df = pd.read_csv(name_of_track, index_col=0, low_memory=False)
    df_data = pd.read_csv(formula_data, index_col=0)
    initial_conditions = {"vx_initial": 0, "t_initial": 0, "a_initial": 0}
    df.at[0, "vx_entry"] = initial_conditions["vx_initial"]
    df.at[0, "time"] = initial_conditions["t_initial"]
    df.at[0, "acceleration"] = initial_conditions["a_initial"]
    # basic parameters
    mass = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Mass"].index[0]])
    CG = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "CG in y"].index[0]])
    height_CG = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "CG in z"].index[0]])
    track_width = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Track width"].index[0]])
    wheelbase = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Wheelbase"].index[0]])
    W = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "W"].index[0]])
    # suspension parameters
    coef_friction = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Coefficient of Friction"].index[0]])
    # aerodynamics parameters
    air_density = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Air density"].index[0]])
    frontal_area = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Frontal area"].index[0]])
    coef_of_df = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Coefficient of DF"].index[0]])
    coef_of_drag = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Coefficient of Drag"].index[0]])
    alpha_Cl = air_density * frontal_area * coef_of_df/2
    alpha_Cd = air_density * frontal_area * coef_of_drag/2
    CP = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "CoP in y"].index[0]])
    CoPy = CP / 100 * wheelbase
    CoPz = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "CoP in z"].index[0]])
    # drivetrain parameters
    KF = 0  # which axis is driven, front equals zero
    KR = 1
    g = 9.81
    a = wheelbase*CG/100
    b = wheelbase*(100-CG)/100
    w = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Tire radius"].index[0]])*2
    max_rpm = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Max RPM"].index[0]])
    tire_radius = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Tire radius"].index[0]])
    gear_ratio = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Gear ratio"].index[0]])
    v_max_teo = max_rpm*math.pi*2*tire_radius/(60*gear_ratio)
    max_torque = float(df_data["Value"][df_data.loc[df_data['Parameter'] == "Max torque"].index[0]])
    max_rear_wheel_torque = max_torque*gear_ratio/tire_radius*2
    for x in range(len(df.index)):
        """"Here we calculate max velocity in given corner"""
        radius = df.loc[x, 'R']  # get radius at this segment, between two points
        max_vel_fi = max_velocity_front_inner(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase,
                                              CoPy=CoPy,
                                              alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, mu=coef_friction, K=KF,
                                              d=track_width)
        max_vel_ri = max_velocity_rear_inner(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase,
                                             CoPy=CoPy,
                                             alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, mu=coef_friction, K=KR,
                                             d=track_width)
        def vel_fi(x):
            c4 = max_vel_fi[0]
            c2 = max_vel_fi[2]
            c0 = max_vel_fi[4]
            return (c4 * x ** 4 + c2 * x ** 2 + c0)
        def vel_ri(x):
            c4 = max_vel_ri[0]
            c2 = max_vel_ri[2]
            c0 = max_vel_ri[4]
            return (c4 * x ** 4 + c2 * x ** 2 + c0)
        if radius < 150:
            root_fi = optimize.newton(vel_fi, v_max_teo, maxiter=100000)
            root_ri = optimize.newton(vel_ri, v_max_teo, maxiter=100000)
            df.at[x, "vel_fi"] = root_fi
            df.at[x, "vel_ri"] = root_ri
            df.at[x, "vx_max"] = (root_fi + root_ri)/2
        else:
            df.at[x, "vel_fi"] = v_max_teo
            df.at[x, "vel_ri"] = v_max_teo
            df.at[x, "vx_max"] = v_max_teo
    df.fillna(method="ffill", inplace=True)
    for x in range(len(df.index)):
        vx_entry = df.loc[x, 'vx_entry']  # entry velocity in this section
        acc_x = df.loc[x, "acceleration"]
        radius = df.loc[x, "R"]
        vx_max = df.loc[x, "vx_max"]
        s = df.loc[x, "s"]
        mass_rear = mass * b / wheelbase
        mass_front = mass * a / wheelbase
        # normal force on each tire
        f_nor_r_o = normal_force_rear_outer(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase, CoPy=CoPy,
                                             alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, d=track_width, v=vx_entry, acc=acc_x)
        f_nor_r_i = normal_force_rear_inner(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase, CoPy=CoPy,
                                             alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, d=track_width, v=vx_entry, acc=acc_x)
        f_nor_f_o = normal_force_front_outer(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase, CoPy=CoPy,
                                             alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, d=track_width, v=vx_entry, acc=acc_x)
        f_nor_f_i = normal_force_front_inner(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase, CoPy=CoPy,
                                             alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, d=track_width, v=vx_entry, acc=acc_x)
        # friction force for each tire
        f_fri_r_o = f_nor_r_o * coef_friction
        f_fri_r_i = f_nor_r_i * coef_friction
        f_fri_f_o = f_nor_f_o * coef_friction
        f_fri_f_i = f_nor_f_i * coef_friction
        # some total forces on car
        F_centripental = (mass * vx_entry ** 2 / radius)
        F_centripental_front = (mass_front*vx_entry**2/radius)
        F_centripental_rear = (mass_rear * vx_entry ** 2 / radius)
        F_drag = alpha_drag() * vx_entry ** 2
        F_nor_total = f_nor_f_i + f_nor_f_o + f_nor_r_i + f_nor_r_o
        if f_fri_r_i**2 - (F_centripental_rear/2)**2 < 0:
            F_acc_r_i = 0
            F_acc_r_o = 0
        else:
            F_acc_r_o = np.sqrt(f_fri_r_o ** 2 - (F_centripental_rear/2) ** 2)
            F_acc_r_i = np.sqrt(f_fri_r_i ** 2 - (F_centripental_rear/2) ** 2)
            #F_acc_f_o = np.sqrt(f_fri_f_o ** 2 - (F_centripental_front/2) ** 2)
            #F_acc_f_i = np.sqrt(f_fri_f_i ** 2 - (F_centripental_front/2) ** 2)
        if vx_entry < vx_max:
            F_acceleration_1 = min(F_acc_r_o, F_acc_r_i) * 2 - F_drag
            F_limit = max_rear_wheel_torque - F_drag
            acc = min(F_acceleration_1, F_limit) / mass
            vx_exit = np.sqrt(vx_entry ** 2 + 2 * s * acc)
            df.at[x, "vx_exit"] = vx_exit
            df.at[x + 1, "vx_entry"] = vx_exit
            df.at[x + 1, "acceleration"] = acc
        else:
            df.at[x, "vx_exit"] = vx_max
            df.at[x + 1, "vx_entry"] = vx_max
            df.at[x + 1, "acceleration"] = 0
    #print(df[-10:-1])
    df.fillna(method="ffill", inplace=True)
    for x in range(len(df.index) - 2, 0, -1):
        vx_entry = df.loc[x, 'vx_entry']
        vx_exit = df.loc[x, "vx_exit"]
        radius = df.loc[x, "R"]
        acc_x = df.loc[x+1, "acceleration"]
        s = df.loc[x, "s"]
        F_centripental_front = (mass_front * vx_exit ** 2 / radius)
        F_centripental_rear = (mass_rear * vx_exit ** 2 / radius)
        F_centripental = mass*vx_exit**2/radius
        F_drag = alpha_Cd* vx_exit ** 2
        # normal force on each tire
        f_nor_r_o = normal_force_rear_outer(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase, CoPy=CoPy,
                                            alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, d=track_width, v=vx_entry, acc=acc_x)
        f_nor_r_i = normal_force_rear_inner(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase, CoPy=CoPy,
                                            alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, d=track_width, v=vx_entry, acc=acc_x)
        f_nor_f_o = normal_force_front_outer(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase, CoPy=CoPy,
                                             alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, d=track_width, v=vx_entry, acc=acc_x)
        f_nor_f_i = normal_force_front_inner(a, b, m=mass, g=g, h=height_CG, w=w, alfa_cl=alpha_Cl, l=wheelbase, CoPy=CoPy,
                                             alfa_cd=alpha_Cd, CoPz=CoPz, r=radius, d=track_width, v=vx_entry, acc=acc_x)
        # friction force for each tire
        f_fri_r_o = f_nor_r_o * coef_friction
        f_fri_r_i = f_nor_r_i * coef_friction
        f_fri_f_o = f_nor_f_o * coef_friction
        f_fri_f_i = f_nor_f_i * coef_friction
        F_front_brake = (f_fri_f_o + f_fri_f_i)/2
        F_rear_brake = (f_fri_r_o + f_fri_r_i) / 2
        if vx_entry > vx_exit:
            F_brake_r_o = np.sqrt(F_rear_brake ** 2 - (F_centripental_rear / 2) ** 2)
            F_brake_f_o = np.sqrt(F_front_brake ** 2 - (F_centripental_front / 2) ** 2)
            F_braking = np.sqrt((F_brake_f_o*2 + F_brake_r_o*2) ** 2 - F_centripental ** 2)
            F_deceleretion = F_drag + F_braking
            max_deceleration = -F_deceleretion / mass
            if max_deceleration > -(vx_exit - vx_entry)**2/s:
                new_v_entry = np.sqrt(vx_exit ** 2 - 2 * max_deceleration * s)
                df.at[x, "vx_entry"] = new_v_entry
                df.at[x - 1, "vx_exit"] = new_v_entry
                df.at[x, "acceleration"] = max_deceleration
            else:
                df.at[x, "acceleration"] = -(vx_exit - vx_entry)**2/s
    #print(df[-10:-1])
    plt.plot(list(range(len(df.index))), df["acceleration"][:], "r.", label="Pospešek")
    plt.plot(list(range(len(df.index))), df["vx_max"][:], "g", label="V max")
    plt.plot(list(range(len(df.index))), df["vx_entry"][:], "b", label="V vstopna")
    plt.title("Vstopna in maksimalna hitrost ter pojemek")
    plt.xlabel("Številka odseka")
    plt.ylim(-40, 40)
    plt.ylabel("Hitrost [m/s]" "\n"
               "Pojemek [m/s²]")
    #plt.plot(list(range(len(df.index))), df["vx_entry"][:], "b", label="V entry")
    #plt.plot(list(range(len(df.index))), df["acceleration"][:], "r.", label="Acceleration")
    """plt.plot(list(range(len(df.index))), df["vx_max"][:], "g.", label="V max") 
    plt.plot(list(range(len(df.index))), df["vel_fi"][:], "b.", label="V front inner") 
    plt.plot(list(range(len(df.index))), df["vel_ri"][:], "r.", label="V rear inner")"""
    """plt.plot(df["R"][:], df["vx_max"][:], "g.", label="V max") 
    plt.plot(df["R"][:], df["vel_fi"][:], "b.", label="V front inner") 
    plt.plot(df["R"][:], df["vel_ri"][:], "r.", label="V rear inner")"""
    plt.legend()
    plt.show()
    df.fillna(method="ffill", inplace=True)
    for x in range(len(df.index)):
        vx_entry = df.loc[x, 'vx_entry']
        vx_exit = df.loc[x, "vx_exit"]
        s = df.loc[x, "s"]
        acc = df.loc[x, "acceleration"]
        time = abs(s / ((vx_entry + vx_exit) / 2))
        df.at[x, "time"] = time
        df.at[x, "time_total"] = df["time"].sum()
        t_total = df["time"].sum()
    print(df["time"].sum())
    df.at[0, "pot"] = df.loc[0, "s"]
    for x in range(len(df.index) - 1):
        pot = df.loc[x, "pot"] + df.loc[x + 1, "s"]
        df.at[x + 1, "pot"] = pot
    df.to_csv("Testiranja/2020-07-08_Logatec/autox_sim_2")
    return df["time"].sum()
author = input("Author: ")
name_of_sim = input("Name of Simulation: ")
notes = input("Notes: ")
select_track = input("Track name: ")
selected_settings = input("Data name: ")
df = pd.read_csv(selected_settings)
f = open("Simulations/"+ name_of_sim + ".txt", "w+")
f.write("Author: " + str(author) + "\n")
f.write("Name of Simulation: " + str(name_of_sim) + "\n")
f.write("Notes: " + str(notes) + "\n")
for line in range(len(df.index)):
    f.write(df["Parameter"][line] + ": " + df["Value"][line] + "\n")
lap_time = lap_time_simulation(select_track, selected_settings)
f.write("Total time: " + str(lap_time) + "\n")
f.close()

