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Resumen—Este  documento  presenta  las  caracter ísticas 
pr incipales  del  planificador   de  Inteligencia Ar tificial  que  hace 
par te  de  la  propuesta  del  sistema  INDIGO,  un  sistema  de 
planificación  para  la  composición  de  servicios Web OWL­S,  el 
cual  permite  construir   de  manera  incremental  en  la  Web 
semántica un plan de composición de servicios Web OWL­S que 
pueda  ser   ejecutado  de  manera  concur rente  durante  su 
composición.  Las  caracter ísticas  presentadas  aquí  por   el 
planificador  permiten atacar  problemas asociados al proceso de 
composición  como  son  la  observación  parcial  de  entorno,  las 
restr icciones  impuestas  por   los  usuar ios  sobre  el  tiempo que  el 




Abstract—This  paper   shows  the  main  character istics  of 
Ar tificial intelligence planner  which is par t of INDIGO system’s 
proposal,  a  planning  system  for   OWL­S  Web  services 
composition.  This  system  allows  constructing  on  incremental 
way within Semantic Web an OWL­S Web services composition 
plan  which  can  be  executed  on  concur rent  way  dur ing  its 
composition. The  character istics descr ibed here by  the planner  
allow  face  associated  problems  related  to  composition  process 
such as  the par tial  observation of  environment,  the restr ictions 
imposed by the users about the time that the system could use to 
deliberate  before  acting  and  the  highly  dynamic  behavior  
presenting on the Web environment. 




permitir  de  una  manera  lo  suficientemente  simple  la 
conformación de servicios complejos a partir de servicios más 
simples. Este caso se extiende a los Servicios Web Semánticos 
(SWS)[15],  tales  como  los  especificados  en  OWLS[9], 
WSMO[17] ó WSDL­S[16], donde la composición en tiempo 
de diseño ha sido ampliamente estudiada y hoy en día existen 
diferentes  herramientas  disponibles  que  llevan  a  cabo  esta 
tarea  apoyados  en  diferentes  planificadores  de  Inteligencia 
Artificial [4]. 
Los  planificadores  utilizados  en  dichas  soluciones  se 
desempeñan  adecuadamente  en  la  solución  de  problemas  de 
composición  donde:  a)  se  dispone  de  un  conocimiento 
detallado  y  completo  del  dominio,  b)  no  existe  ninguna 
restricción  de  tiempo  para  su  solución  y  c)  el  mundo  es 
determinístico,  por  lo  que  se  considera  el mismo  durante  la 
planificación  y  la ejecución. Sin embargo,  se ha  identificado 




al  tener  información  incompleta necesitará  recolectar alguna 
información  con  el  fin  de  resolver  el  problema  de 
composición,  b)  en  la Web  para  la mayoría  de  los  usuarios 
existen  limitaciones  sobre  el  tiempo  que  el  sistema  puede 
emplear  deliberando  antes  de  actuar,  y  c)  La  Web  es  un 
mundo  altamente  dinámico  lo  que  hace  que  el  efecto  que 
produce  un  servicio  no  siempre  sea  conocido  ni  predecible. 
Entonces la pregunta que surge es, ¿como se pueden enfrentar 
los  anteriores  problemas  de  composición  mediante  un 
planificador? 
Para  este  propósito,  en  este  documento  se  hace  una 
propuesta general del sistema INDIGO, en el cual se propone 
un planificador que implementa las características básicas de 















donde  existen  restricciones  de  tiempo  y  no  se  tiene  un 
conocimiento  completo  del  dominio,  con  el  fin  de  utilizarlo 
para  la  composición  de  servicios  Web  semánticos.  En 
INDIGO  adicionalmente  se  propone  una  herramienta  de 
conversión  que  traslada  las  descripciones  de  servicios  Web 
OWL­S  1.1  a  sus  correspondiente  descripciones  en  el 
Lenguaje  de  Definición  de  Dominios  de  Planificación 
(PDDL) [5],    lenguaje estándar centrado en la acción, el cual 
desde  su  creación  ha  supuesto  un  punto  de  referencia  como 
lenguaje  de  modelado  para  la  inmensa  mayoría  de  los 
planificadores. Estas  descripciones PDDL,  son  usadas por el 





del  sistema  INDIGO,  seguido  por  una  breve  descripción  del 
modulo  convertidor  de OWL­S  a  PDDL  en  la  sección  3. El 
corazón  del  Sistema  INDIGO,  el  planificador  INDIGO,  es 
presentado y comparado con otros trabajos en las secciones 4 
y  5  respectivamente.  Las  conclusiones  y  trabajo  futuro  son 
presentadas en la sección 6. 
II.  VISION GENERAL DE INDIGO 
La  propuesta  de  INDIGO  consiste  de  varios  módulos  para 
preprocesar  la  información,  planificar  y  ejecutar    de  manera 
incremental una composición de servicios Web. Este toma como 
entrada  un  tiempo  de  respuesta  del  sistema;  un  conjunto  de 
servicios  OWL­S  disponibles;  una  descripción  parcial  del 
dominio  de  la Web  y  una  consulta  de  planificación  expresadas 
mediante  ontologías  OWL.  El  sistema  retorna  al  usuario  el 
resultado correspondiente a  la ejecución de una secuencia de un 
plan de servicios compuesto que satisface el objetivo consultado. 
Esta  propuesta  se  basa  en  el  contexto  de  los  sistemas  de 
planificación  y  ejecución  concurrente  [14]  para  tratar  los 
diferentes  problemas  asociados  con  la  composición  de 
servicios  Web  semánticos  que  fueron  relacionados  en  la 
sección  anterior. Los  sistemas  que  siguen  esta  aproximación 
solapan  los  procesos  de  planificación  y  ejecución.  Estos 
sistemas  ofrecen  diversas  ventajas  frente  a  los  sistemas  de 
planificación  y  ejecución  alternada  utilizados  en  algunas 
propuestas para llevar a cabo la composición de servicios Web 
semánticos,  ya  que  ofrecen  una  mayor  reactividad  a  los 
cambios del entorno y un menor tiempo total de planificación 
Basándose  en  lo  anterior,  la  arquitectura  de  INDIGO 
consta  de  un  Convertidor  de  especificaciones  OWL­S  a 
PDDL,  el  planificador  para  llevar  a  cabo  una  planificación 
incremental de los servicios Web y el ejecutor para inicializar 
el problema de planificación y ejecutar de manera concurrente 




la  consulta,  junto  con  las  descripciones  de  los  servicios 
implementadas  respectivamente  en  OWL  y  OWL­S,  a  las 
descripciones  equivalentes  del  problema  y  el  dominio  en  el 
lenguaje PDDL usando un convertidor de especificaciones. La 
descripción  del  dominio  contiene  la  definición  de  todos  los 
tipos,  predicados  y  acciones,  mientras  la  descripción    del 
problema  incluye  todos  los  objetos,  el  estado  inicial,  y  el 
estado  objetivo.  Ambas  descripciones  son  usadas  por  el 
planificador  de  Inteligencia Artificial de  INDIGO para crear 
un  plan  de  composición  de  manera  incremental  el  cual 
cuando  sea  ejecutado  concurrentemente  logre  solucionar  la 
consulta  dada. Es así, como un operador PDDL del dominio 
de planificación corresponde a un perfil del servicio (service 






2,  donde  el  ejecutor  inicia  el  proceso  de  planificación 
enviándole  las  especificaciones  del  dominio,  el  estado  y  los 
objetivos  en  el  formato  PDDL,    para  lo  cual  el  sistema  de 
planificación  realiza  el    cálculo  de  la  primera  acción  (a0)  y 
luego de un tiempo de espera (que es asignado por el usuario) 
el  ejecutor  realiza  una  petición  de  esta  primera  acción  al 
planificador,  quien  le  entrega  la especificación de  la misma. 
Luego  de  esto,  el  ejecutor  lleva  a  cabo  la  ejecución  de  esta 
acción a0, para lo cual toma un tiempo en dicha ejecución, el 
cual  es  aprovechado  por  el  planificador  para  calcular  la 
segunda  acción  del  plan.  Cuando  el  ejecutor  termina  de
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ejecutar  la primera acción solicita al planificador  la  segunda 
acción  y  se  repite el proceso hasta que se alcancen  todos  los 
objetivos solicitados.  En caso de que falle una de las acciones 
durante  su  ejecución,  el  ejecutor  informa  al  planificador  de 
este evento indicándole el nuevo estado luego de la falla, a lo 
que  el  planificador  realiza un nuevo cálculo de dicha acción 
mientras que el ejecutor espera, y luego del respectivo tiempo, 
el  ejecutor  solicita  al  planificador  la  acción  correspondiente, 
quien le retorna la especificación de la nueva acción. 
Figura  2.  Diagrama de secuencias del funcionamiento de INDIGO 
III.  EL CONVERTIDOR DE OWLSAPDDL 
Con el fin de obtener la definición del dominio PDDL, Este 
módulo  realiza  la  conversión  de  las  clases  (OWL  Class)  y 
propiedades  (OWL  Property)  incluidas  en  las  ontologías  del 
estado  inicial  y  final  a  los  tipos  (PDDL Type)  y  predicados 
(PDDL Predicate) respectivamente del dominio en el PDDL. 
Es así como, por cada clase (OWL Class) que aparezca en la 
ontología  inicial  y  final  escrita  en OWL  se  incluirá  un  tipo 
(PDDL Type) en el dominio del PDDL, mientras que por cada 
propiedad  (OWL  Property)  que  aparezca  representada  en  la 
ontología  inicial  y  final  se  creará  un  predicado  (PDDL 
Predicate)  en  la  descripción  del dominio. Una vez  realizado 
lo  anterior,  el  convertidor  lleva  a  cabo  un  mapeo  de  las 
descripciones  de  los  servicios  OWL­S    a  las  acciones  en  el 
PDDL. Para ello, por cada servicio Web se crea una acción en 
el  dominio  del  PDDL.  La  conformación  de  la  estructura 
interna de cada acción PDDL se lleva a cabo como se describe 





el  caso  de  la  conversión  de  un  parámetro  de  Salida 
(hasOutput parameter)   de un servicio OWL­S particular, es 
decir,  la  información  que  el  servicio  ofrece  al  mundo,  su 
traslación al PDDL es un poco más compleja. El problema es 
que  la  condición  hasEffect  del  servicio  describe 
explícitamente como el estado del mundo cambiará mientras 
este  no  es  el  caso  para  el  valor  de  un  parámetro  de  salida 
(hasOutput  parameter),  aunque  este  puede  implícitamente 
influenciar el proceso de planificación de la composición. Sin 





tipo  especial  del  parámetro  hasEffect  del  servicio.  En 
particular,  toda  variable  de  salida  A  es  descrita  en  y 
adicionada al estado del mundo de planificación por medio de 
un  nuevo  tipo  de  predicado  que  adiciona  un  efecto  en  el 
PDDL  el  cual  se  llamará  “agentKnows(X)”.  De  manera 
similar,  en  el  caso  de  cualquier  parámetro  de  entrada  “Y” 
(hasInput  parameter)  del  perfil  del  servicio OWL­S,  este  se 
correlaciona  con  un  parámetro  del  mismo  nombre  en  la 
acción  PDDL  y  se  le  adiciona  como  precondición  un 
predicado  del  tipo  especial  “agentKnows(Y)”.  Teniendo  en 
cuenta  lo  anterior,  INDIGO  puede  utilizar  la  descripción  de 
un servicio durante su proceso de planificación solamente, si 
el predicado adicional de la precondición “agentKnows(Y)” en 
el  conocimiento  disponible  sobre  el  dato  de  entrada  del 
servicio es satisfecho de tal forma que X = Y se cumple. De lo 
contrario, la ejecución del servicio fallaría ya que al chequear 
las  precondiciones  del  servicio  se  puede  encontrar  que  ellas 
no son satisfechas en el estado actual del mundo. 
Para  obtener  la  definición  del  problema  en  el  PDDL,  el 
convertidor  por  cada  instancia,  tanto  de  una  clase,  como de 
las propiedades de la Ontología OWL inicial genera un objeto 
y  un  predicado  PDDL,  que  hace  parte  de  la  descripción  del 
estado  inicial  del  problema.  Así  mismo,  por  cada  instancia 
tanto  de  una  clase, como de  las propiedades de  la Ontología 
OWL  final,  el  convertidor  genera  un  objeto  PDDL  y  un 
predicado que hace parte de la descripción del estado objetivo 
del problema (consulta de planificación). 
IV.  EL PLANIFICADOR DE INDIGO 
El planificador de INDIGO, está diseñado para trabajar en 
entornos  dinámicos,  buscando  generar  planes  de  forma 
incremental  y  totalmente  deliberativa  dentro  de  una 
arquitectura  que  permita  llevar  acabo  la  construcción  y 
ejecución  de  los  planes  concurrentemente,  para  abordar 
problemas potenciales propios de  la Web, tales como la falta 
de  información  completa  sobre  el  entorno,  la  aparición  de 
situaciones inesperadas y la existencia de restricciones en los 
tiempos  de  respuesta  del  planificador.  En  primer  lugar,  el 
planificador  toma  decisiones  a  partir  de  una  descripción 
incompleta del entorno, consiguiendo lograr primero aquellos 
objetivos que según la información disponible son alcanzables 
y  programando  “acciones  de sensado” mediante  la ejecución 
de  servicios  de  información  cuyos  efectos  sean  del  tipo 




de  ejecución  únicamente  la  siguiente  acción  a  ejecutar, 
reduciendo el esfuerzo de planificación (ya que no se desgasta 
en  calcular  un  plan  completo  donde  cualquier  cambio  en  el 
entorno o en los objetivos puede invalidar tal plan) y evitando 
tener  que  tomar  decisiones  sobre  acciones  lejanas  en  el 






una  tripleta  donde  O  es  el  conjunto  de  operadores,  I  es  el 
estado inicial y G los objetivos a alcanzar.  Para su solución, 
el  algoritmo  del  planificador  de  INDIGO  consta  de  cuatro 
pasos (ver Figura 3): 
Un primer paso, que es el Preproceso, consiste principalmente 
en  una  instanciación  de  los  operadores  y  de  los  predicados 









El  cuarto  paso,  que  consiste  en  la  Ordenación  de  los 
Planes,  con el cual  se busca seleccionar cual  será  la primera 
















el  uso  de  un  parser  se  verifica  que  la  especificación  del 
dominio  y  del  problema  PDDL  sean  sintácticamente 
correctos.  El  planificador  de  INDIGO  permite  el manejo  de 
literales  al  igual  que  el  manejo  de  variables  numéricas, 
también  el manejo de precondiciones y efectos conjuntivos y 
el  uso  de  la  negación  en  las  precondiciones  y  efectos.  Así 
mismo,  incluye  la  habilidad  para  expresar  una  estructura  de 
tipos para  los objetos en un dominio permitiendo expresar el 
tipo  de  los  parámetros  que  aparecen  en  las  acciones  y 
restringiendo los tipos de argumentos en los predicados. 
Instanciación  de  acciones  y  literales,  para  generar  todas 
las  acciones  posibles,  se  sustituyen  los  parámetros  de  los 
operadores  por  valores  concretos,  del  mismo  modo,  para 
generar  los  literales,  se  instancian  los  parámetros  de  los 
predicados. Esta etapa puede realizarse más de una vez dado 
que  en  la ejecución pueden aparecer nuevos objetos o  lo que 
es  lo  mismo,  se  requiera  asignar  nuevos  valores  a  los 
parámetros de los operadores. 
Análisis de alcanzabilidad, en la etapa anterior se generan 
algunas  acciones  no  alcanzables,  es  decir,  que  no  existe  un 
plan  que  pueda  conducir a un estado en el que se satisfagan 
todas  las  precondiciones  de  la  acción.  Esta  comprobación 
tiene un alto costo computacional, por ello, cuando se relaja el 
problema se ignoran las precondiciones numéricas y negadas 
de  las  acciones.  Este  análisis  genera  un  ahorro  de  tiempo 
considerable,  sin  embargo,  durante  el  proceso  de  ejecución 
alguna  de  las  acciones  ignoradas  puede  convertirse  en 
alcanzable  si  el  entorno  de  la  Web  evoluciona  de  forma 
inesperada,  razón  por  la  cual  la  tarea  se  puede  volver  a 
repetir, si el ejecutor así lo notifica. 
Conformación de  la estructura de datos optimizada. Toda 
la  información  del  dominio  y  del  problema  (literales, 
acciones,  objetivos...)  se  almacenan  en  estructuras  de  datos, 
con el fin de obtener nueva información. 
En  INDIGO,  las  dos  primeras  etapas  están  unificadas  de 
manera  que  solo  se  instancien,  aquellas  acciones  que 
corresponden a acciones alcanzables. Inicialmente se compara 
los  literales  de  la  situación  inicial con  las precondiciones de 
los  operadores, cuando estos coinciden,  se almacena el valor 
correspondiente.  Así,  se  obtiene  un  conjunto  de  valores 
posibles  para  cada  parámetro  del  operador.  Probando  luego 
todas  estas  combinaciones,  se  obtienen  un  conjunto  de
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acciones donde algunas son alcanzables, siendo los efectos de 
estas  últimas  los  que  se  añaden  a  la  lista  de  literales.  El 
proceso  termina  cuando  no  es  posible  instanciar  ninguna 
nueva acción. 
C.  Etapa del grafo relajado de planificación 
El Grafo Relajado  de Planificación  (RPG),  proporciona  la 
información  heurística  necesaria  para  la  construcción  de  los 
planes  [1]  [7].   El RPG, es un grafo dirigido y nivelado que 
consta de dos tipos de nodos, literales y acciones, y dos tipos 
de  aristas,  aristas  de  precondiciones  y  de  efectos.  El  primer 
nivel L0, corresponde al nivel de todos los literales ciertos en 
el  estado  actual  S0.  Los  niveles  de  acciones  At  contienen 
todas  las  acciones  aplicables  al nivel anterior de  literales Lt; 
el  nivel  de  literales  se  extiende  Lt+1  con  la  inclusión  de  los 
efectos  positivos  de  dichas  acciones.  La  expansión  del  RPG 
termina cuando se alcanza un nivel de  literales que contiene 
todos  los  objetivos  del  problema,  o  cuando  ya  no  es  posible 
aplicar  ninguna  nueva  acción,  como  señala  el  algoritmo 
descrito en la Figura  4. 
Figura 4.  Expansión tradicional del RPG. 
La  expansión  tradicional  del  RPG  presenta,  sin  embargo, 
varios  inconvenientes,  ya  que  no  tiene  en  cuenta 
características  importantes  del  problema  de  composición  de 
servicios Web, como son la incertidumbre del estado actual de 
la Web, los objetivos numéricos y las acciones de sensado. A 
continuación  se  describen  las  extensiones  que  se  han 





de  la  Web,  se  emplea  una  extensión  definida  como  lógica 
trivaluada  (verdadero,  falso y desconocido),  la cual contrario 
a muchos  planificadores,  permite  dudar  del  valor  de  verdad 
de  un  literal  que  no  se  haya  incluido  explícitamente  en  la 
descripción  de  un  estado.  Tal  literal  es  descrito  como 
desconocido,  así,  los    niveles  de  literales  se  denominaran 
niveles  proposicionales,  ya  que  estos  contendrán 
proposiciones  lógicas  (no  literales).  Igualmente,  el  primer 
nivel  L0,  tendrá  todas  las  proposiciones  lógicas  que  se 
satisfacen en S0. Los niveles de acciones At contiene todas las 
acciones,  cuyas  precondiciones  positivas  y  negativas  se 
encuentran  en  el  nivel Lt;  el  siguiente nivel Lt+1,  extiende Lt 
con los efectos positivos y negativos de las acciones At. Por lo 
anterior,  un  nivel  proposicional  puede  contener  dos 
proposiciones que representen un mismo literal, uno en forma 
positiva  y  otro  en  forma  negativa.  Este  algoritmo  del  RPG 
modificado  se  presenta  en  la  Figura  5. De  esta  forma,  en  t 
pasos de  tiempo, podemos conseguir que una proposición Pi, 





Durante  la  composición  de  servicios  es  necesario  trabajar 
con  problemas  de  planificación  numéricos  por  lo  que  es 
necesario  también  considerar  como  se  va  a  relajar  la  parte 
numérica del problema, es decir las precondiciones numéricas 
de  las  acciones,  y el criterio de optimización. Respecto a  las 
precondiciones y efectos numéricos, se  sigue la aproximación 





de  optimización  o  métrica  del  problema  con  el  fin  de 
seleccionar  la  mejor  alternativa  posible.  Para  tal  fin  se  ha 
modificado el algoritmo de expansión de RPG para asociar a 
los  diferentes  niveles  del  grafo,  los  costos  estimados  de 
acuerdo con la métrica del problema que el planificador debe 
tratar  de  optimizar  (minimizar).  La  propuesta  en  INDIGO, 
consiste  en  calcular  el  costo  de  las  acciones  en  el  estado 
actual  S0.  La  principal  diferencia  con  el RPG  tradicional, es 
que  los  niveles  del  grafo  no  representan  el  número  de 
acciones  aplicadas  sino,  los  costos  relativos  a  la métrica  del 
problema  (m). El RPG expande por orden de costo  todas  las 
posibles  acciones  hasta  alcanzar  los  objetivos.  Por  ello,  para 
calcular  los  niveles  del  grafo  se  debe  estimar  el  costo  de 
ejecutar una acción a: 
cost(a) =  evalue(m, result(a, S0, 0))­evalue(m, S0) + ε  (Ecuación 1) 
If cost(a) < ε then cost(a) =  ε end if 
El costo de una acción, como se detalla en la Ecuación 1, se 
calcula como el incremento en el valor de la métrica causado 
por  la  ejecución  de  a  en  S0,    sin  la  presencia  de  factores 
externos  que  alteran  el  entorno.    La  constante ε,  representa 
que  todas  las  acciones  incluso  aquellas  cuya  ejecución  no 
afecta el valor de  la métrica tienen un costo; el valor de ε es
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un  número  muy  pequeño  para  evitar  afectar 
significativamente el cálculo. 
Finalmente,  se  comprueba  que  el  costo  de  la  acción  sea 
positivo (de otro modo desordena el grafo)  para las acciones 
que decrementan el valor de la métrica, se les asigna el costo 
mínimo de  la  constante ε.  La  expansión  del  grafo se  realiza 
en orden incremental de costo, en el que cada nivel de acción 
Aj, de una forma estimada, cuestan más de alcanzar que las de 
los  niveles  anteriores  Ai,(  i<  j).  Tras  las  anteriores 
consideraciones  una  primera  versión  del  algoritmo  de 
expansión  del  RPG  de  la  que  hace  uso  el  planificador  es  el 
mostrado en la Figura  6. 











es  trabajar  con  información  incompleta  del  entorno,  lo  cual 
requiere  de  mecanismos  de  sensado,  que  en  el  contexto  de  los 
servicios  Web  de  INDIGO  representan  servicios  que  brindan 
información y tienen como efecto el predicado “agentKnows(X)”. 
Para  tener  en  cuenta  este  aspecto,  se  modificó  la  versión  del 
algoritmo de expansión del RPG mostrado en la Figura  6. Para 
realizar esto, es necesario distinguir las acciones normales de las 
acciones de sensado, para lo cual se utilizará la nomenclatura, a y 
α respectivamente. 
Así, el primer paso para calcular un RPG que tenga en cuenta 
las  acciones  de  sensado  es  realizar  una  primera  expansión 
mediante el algoritmo presentado en la Figura  4. Este algoritmo 
ya incluye las acciones de sensado en el grafo, pero no añade sus 
efectos  en  los  niveles  proposicionales.  De  este  modo,  el  RPG 
obtenido  solo  incluirá  aquellas  proposiciones  que  sean 
alcanzables mediante la ejecución de acciones normales, es decir 
sin recurrir a las acciones de sensado. 
Si  en  esta  primera  expansión  se  alcanzan  todos  los 
objetivos  proposicionales  del  problema,  entonces  no  es 
necesario adquirir nueva información a través de las acciones 
de  sensado.  En  caso  contrario,  es  necesario  incluir  los 
posibles  efectos  de  las  acciones  de sensado en  el grafo. Para 
realizar esto se lleva a cabo una segunda expansión del RPG 
mediante el algoritmo detallado en la Figura  7. El objetivo de 
esta  segunda  expansión  es  el  de  obtener,  en  un  orden 




En  esta  segunda  expansión,  dado  que  los  efectos  de  una 
acción de sensado son un conjunto de  literales cuyo valor de 
verdad  se  desconoce,  si  l ∈ L  es  un efecto de una acción de 
sensado α,   en el grafo se deberá incluir tanto a l como a ¬l. 
En primer lugar se obtiene una lista con todas las acciones de 
sensado  insertadas  en  la  primera  expansión  Lsenst 
(proposiciones  cuyo  valor  de  verdad  es  desconocido),  los 
efectos  de  estas  acciones  de  sensado  se  van  añadiendo  por 
orden de costo, por lo que en cada iteración se seleccionará de 
la  acción  de  sensado α  cuyos  efectos  tengan  menor  costo. 
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D.  Etapa del cálculo de planes mono­objetivos 
Con el fin de que el planificador de INDIGO sea capaz de 
trabajar  con  planes  incompletos  para  atender  de  manera 
incremental  las  solicitudes  de  actividades  por  parte  del 
ejecutor  en  una  arquitectura  de  planificación  y  ejecución 
concurrente,  en  este  planificador  se  usa  la  técnica  de 





va  refinando  con  el  tiempo,  esto  permite  la  interrupción  del 




Los  planes Pi  se  construyen  de  forma  regresiva,  sin  tener en 
cuenta las precondiciones numéricas de las acciones. Los planes 
iniciales tienen la siguiente característica: En el cálculo del plan 
se  garantiza  que  la  primera  acción  sea  ejecutable  en  el  estado 
actual (exec(first(Pi), S0) = V), por lo que podría ser una posible 
respuesta  del  planificador.  De  hecho,  la  primera  acción  que  el 
planificador devolverá al ejecutor, corresponderá con la primera 
acción de uno o más planes Pi. 
Los  pasos  para  el  cálculo  de  cada  plan  mono­objetivo  Pi 
para  alcanzar  un  objetivo  proposicional  gi  son:  se  parte 
inicialmente  de  un  plan  vacío  y  de  un  conjunto  de  sub­ 
objetivos  proposicionales  SG,  que  contiene  únicamente  el 
objetivo  que  se  pretende  alcanzar  (gi).  Tras  esta 
inicialización, el primer paso es seleccionar una proposición p 
del  conjunto  de  sub­objetivos  SG  que  de  acuerdo  al  RPG 
calculado tiene asociado un mayor costo, ya que esta permite 
obtener  planes  más  sencillos  de  reparar.  Una  vez,  que  se 
escoge  el  siguiente  sub­objetivo  a  resolver  p,  se  escoge  una 
acción que permita alcanzar p, es decir que p se encuentre en 
sus  efectos.  Esta  acción  se  inserta  al  principio  del  plan  Pi. 
Entre  todo  el  conjunto  de  acciones  que  producen  p,  se 




el  plan  Pi  se  va  construyendo  regresivamente.  Durante  este 
proceso, el conjunto de sub­objetivos SG se sustituye entonces 




Luego  del  cálculo  de  cada  Pi,  se  procede  a  una  fase  de 
refinamiento  la  cual  se  realiza  mientras  el  ejecutor  no 




En  la  validación  se  verifica  la  validez  de  la  secuencia  de 
acciones,  o  lo  que  es  lo  mismo  comprobar  si  Pi  es  un  plan 
válido y alcanza el objetivo. El problema surge en el hecho de 
que muchas veces un sub­plan Pi, puede resultar no válido, ya 
sea  porque  no  alcanza  el  objetivo  gi  o  porque  alguna 
precondición de una de sus acciones no ha sido satisfecha. En 
ambos  casos  existen  dos  posibles  causas  que  son  necesario 
diferenciar: a) existe una acción que falla (afail) por que tiene 
precondiciones  proposicionales  que  no  se  satisfacen  y  b) 
existe  una  acción  que  falla  (afail)  que  tiene  únicamente 
precondiciones numéricas no satisfechas. 
Para  proceder  a  explicar  sus  respectivas  soluciones  se 
supondrá  que Pi  tiene  una  acción  ficticia  an+1,  sin  efectos  y 
con  la  proposición  gi  como  su  única  precondición. 
Adicionalmente  se  define Sj  como  el  estado  sobre  el  cual  se 
aplica cada una de las acciones a j del plan Pi  (ver Figura  8a). 




ocurre,  se escoge de  todas estas precondiciones,   aquella con 
el mayor  costo  (de  acuerdo con el RPG) y se  lleva a cabo el 
siguiente proceso: 
(a) alcanzar un estado en el que se satisfaga la proposición 
que  falla  (pfail).  Para  ello se  calcula  un nuevo plan Pij  desde 
cada estado anterior a afail que satisfaga pfail  (ver Figura  8b); 




una  de  las  alternativas.  Al  igual  que  el  número  de 






En  el  segundo  caso,  es  decir  si  afail  tiene  solo 
precondiciones  numéricas  no  satisfechas,  la  solución  es  un 




numérica  se  cumpla.  Esto  requiere  incluir  un  proceso  de 
exploración  y  búsqueda  para  explorar  las  distintas 
alternativas  (hasta  ahora  no  requerido).  En  INDIGO  esta 
exploración  se  aprovecha  no  solo  para  resolver  las 
precondiciones  numéricas  de  afail,  sino  también  para 
encontrar  un  Pi  válido; La  búsqueda  para  encontrar  un plan 
Pi  válido  se  realiza  en  un  espacio  de  estados  siguiendo  la 
estrategia de búsqueda del Primero el Mejor [12]. El estado de 
partida se corresponde con el estado actual, So, y los sucesores 
(o  hijos)  que  corresponden  a  un  nodo  n,  son  los  estados 





sean  totalmente  ejecutables para cada uno de sus  respectivos 





ser  ejecutado  primero,  se  establecen  unos  criterios  para 
excluir aquellos planes que no deben iniciar su ejecución aún: 
Inversas:  Un  plan  es  excluido  cuando  comienza  con  una 
acción que es inversa a la última acción ejecutada. 
Compartir  secuencias  de  acciones:  si  se  consideran  dos 
planes Pi  ({a i0, a i1, …, a in}) y Pj ({a j0, a j1, …, a jm}), un plan Pi 
es ordenado antes que Pj,  si Pi  incluye  la primera acción del 
plan Pj  (aik = aj0), y la secuencia de acciones {a i0, ….., a ik, a j1, 




un  literal  l.  Esto  es  del  tipo  orden  no  flexible,  ya  que  no  es 
posible ordenar estas acciones a menos que exista una acción 
adicional  que  restaure  l,  y  que  sea  insertada  entre  ellas.  Si 
esta  acción  adicional  existe  en solo uno de estos planes  (por 










anteriores  criterios,  el  planificador  selecciona  uno  de  los 
planes  que  no  ha  sido  excluido.  La  primera  acción  anext  del 
plan  seleccionado  es  enviada  al  ejecutor.    El  planificador 
entonces  actualiza  sus  creencias  con  los  efectos  de  anext.  El 
resto de los planes son descartados y un nuevo plan inicial es 
calculado  nuevamente.  El  proceso  de  planificación  se  repite 
hasta que todos los objetivos son alcanzados. 
V.  TRABAJOSRELACIONADOS 
Una  serie  de  trabajos  orientados  a  la  composición  de 
servicios  Web  utilizando  diferentes  técnicas  de  la 
planificación  IA  existen  en  la  actualidad.  Entre  los  más 
destacados se encuentran los siguientes. 
Un planificador para la composición de servicios DAML­S 
basado  en  la  lógica,  se  desarrollo  en  la  UMBC,  USA  [13]. 
Este  planificador  usa  servicios  bajo  un  estilo  STRIPS  para 
componer  un  plan,  dándole  el  objetivo  y  un  conjunto  de 
servicios.  Este  se  implementa  en  JESS  (Java  Expert  System 
Shell),  y  usa  un  conjunto  de  reglas  para  trasladar  las 
descripciones  DAML­S  a  servicios  atómicos  en  operaciones 
de  planificación. Este  trabajo  se  diferencia  con  INDIGO por 
que realiza la planificación off­line, es decir realiza el proceso 
de  planificación  de  la  composición  del  servicio  sin  tener  en 
cuenta  su  ejecución,  retornando  solamente  el  plan  de  la 
composición.  A  diferencia,  en  INDIGO  se  busca  tener  en 
cuenta lo que pasa durante la ejecución del plan a medida que 
se  realiza  la  planificación  de  dicha  composición. 
Adicionalmente, en el trabajo de la UMBC, es necesario tener 
conocido todas las características del entorno antes de realizar 
el  proceso  de  planificación,  mientas  que  INDIGO  permite 
insertar  información  adicional  del  entorno  durante  la 
planificación. Por último, en este trabajo no se tiene en cuenta 
las  restricciones  de  tiempo,  las  cuales  si  se  consideran  en 
INDIGO. 
Una de las aplicaciones más conocidas para llevar a cabo la 
composición  de  servicios  es  la  planteada  por  la Universidad 
de Maryland, USA [18], en la cual, utilizando una técnica de 
planificación  HTN  [3]  mediante  el  uso  del  planificador 
SHOP2 [8],  se  lleva a cabo  la composición de servicios Web 
descritos  en  el  OWL­S.  Los  autores  proveen  la 
correspondencia entre la semántica del SHOP2 y la semántica 
del cálculo de situaciones del modelo de procesos del OWL­S. 
EL  SHOP2  genera  planes  correctos  y  completos  sobre  un 
conjunto  de  descripciones  OWL­S  y  tratan  la  salida  de  un 
servicio  como  efectos  que  cambian,  ya  sea  el  estado  del 
conocimiento  del  agente  de  planificación  o  el  estado  del 
mundo.  Durante  la  planificación,  los  servicios  Web  no  son
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ejecutados, evitando afectar el estado del mundo. Este trabajo 
contrasta  con  INDIGO,  dado  en  este  último,  si  se  realiza  la 
ejecución  de  servicios  Web  en  tiempo  de  planificación, 
actualizando  constantemente  la  base  de  conocimiento  del 
agente  de  planificación.  Otra  diferencia  que  presenta 
INDIGO,  es  su  característica  anytime,  con  lo  cual,  permite 
tener  restricciones  de  tiempo  en  la  búsqueda  de su solución, 
mientras que el SHOP2 no permite esta característica. 
Otro  de  los  trabajos  en  los  que  se  aplica  las  técnicas  de 
planificación es el presentado por la universidad de St. Gallen 
[11],  en  el  cual  se  utiliza  una  técnica  de  Planificación  de 
Orden    Parcial,  utilizando  el  planificador VHPOP  [19]  para 
llevar  a  cabo  la  composición  de  servicios  Web.  En  este 
utilizan  su  propio  lenguaje  de  marcado  semántico  de  los 
servicios Web llamado SESMA [10] tanto para especificar los 
servicios  a  utilizar  como  para  especificar  el  problema  de 
composición,  especificaciones  que  se  trasladan  a  sus 
respectivas  representaciones  PDDL,  con  el  fin  de  utilizar  el 
planificador. En este trabajo se enfrentan los problemas de la 
información incompleta mediante el uso planes condicionales 
que  son  valorados  luego  durante  la  etapa  de  ejecución 




a  cabo  correctamente  el  plan  inicialmente  planteado,  y  en 
caso  de  que  falle,  se  realiza  un  proceso  de  re­planificación. 
Este  trabajo  tiene  sus  semejanzas  con  INDIGO  en  que 
verifican  que  el  plan  desarrollado  si  sea  correcto 




respectiva  ejecución,  corrigiendo  cada  acción  que  falle 
inmediatamente  se  ha  calculado,  con  lo  cual  los  tiempos  de 
planificación  y  ejecución  pueden  disminuir.  INDIGO  se 
asemeja  a  este  trabajo,  en  cuanto  a  que  ambos  enfrentan  el 
problema del conocimiento incompleto del entorno de la Web. 
VI.  CONCLUSIONES Y TRABAJO FUTURO 
En  este  trabajo  de  ha  presentado  un  sistema  de 
planificación  para  la  composición  de  servicios  Web 
semánticos  especificados  en  OWL­S,  llamado  INDIGO,  el 
cual  permite  de  manera  concurrente  la  composición  y 
ejecución  de  servicios  Web  al  utilizar  un  convertidor  de 
especificaciones  OWL­S  a  PDDL  y  un  planificador 
incremental  que  combina  técnicas  de  planificación  anytime 
con técnicas de planificación heurísticas. 
De  manera  detallada  se  presentaron  las  diferentes 
características  del  corazón  del  sistema  INDIGO,  que  es  su 
planificador.  En  este  planificador  se  plantean  algunas 
características,  no  muy  comunes  en  los  planificadores  en 
Inteligencia Artificial, que le permiten trabajar en el entorno 
de  la Web,  dado  que  soporta  acciones  de sensado,  realiza  la 
planificación  con  restricciones  de  tiempo,  hace  uso  de 
funciones  numéricas,  considera  métricas  para  optimizar  un 
problema,  maneja  la  incertidumbre  del  entorno  de  la  Web 
relacionada  con  el  conocimiento  parcial  de  su  entorno  y  su 
comportamiento altamente dinámico. 
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