EVT per le edizioni critiche digitali: progettazione e sviluppo di una nuova GUI basata sullo schema progettuale MVC by DI PIETRO, CHIARA
Universita` degli studi di Pisa
DIPARTIMENTO DI FILOLOGIA, LETTERATURA E LINGUISTICA
Corso di Laurea Magistrale in Informatica Umanistica
EVT per le edizioni critiche digitali:
progettazione e sviluppo di una nuova GUI
basata sullo schema progettuale MVC
tesi di laurea magistrale
relatori:









1 La critica del testo nell’era digitale 8
1.1 Introduzione all’ecdotica tradizionale . . . . . . . . . . . . . . . . . . 9
1.1.1 Il metodo stemmatico o lachmanniano . . . . . . . . . . . . . 10
1.1.2 Oltre il Lachmann: Bédier e la New Philology . . . . . . . . . 12
1.1.3 Approcci “héraclitéens” . . . . . . . . . . . . . . . . . . . . . 13
1.1.4 Anatomia di un’edizione critica . . . . . . . . . . . . . . . . . 14
1.2 La filologia “moderna” . . . . . . . . . . . . . . . . . . . . . . . . . . 17
1.2.1 Software per la ricerca ecdotica . . . . . . . . . . . . . . . . . 18
1.2.2 La codifica del testo . . . . . . . . . . . . . . . . . . . . . . . 23
1.2.3 Lo standard TEI e il modulo Critical Apparatus . . . . . . . . 24
1.2.4 Visualizzazione di edizioni codificate in TEI . . . . . . . . . . 30
1.3 L’edizione digitale . . . . . . . . . . . . . . . . . . . . . . . . . . . . 31
1.3.1 Tipologie principali . . . . . . . . . . . . . . . . . . . . . . . . 31
1.3.2 Edizioni born digital . . . . . . . . . . . . . . . . . . . . . . . 33
1.3.3 Potenzialità del mezzo elettronico . . . . . . . . . . . . . . . . 34
1.3.4 Problemi inevitabili . . . . . . . . . . . . . . . . . . . . . . . 35
1.3.5 Galleria di esempi rappresentativi . . . . . . . . . . . . . . . 36
1.3.6 Considerazioni conclusive . . . . . . . . . . . . . . . . . . . . 57
1.4 Edition Visualization Technology . . . . . . . . . . . . . . . . . . . . 58
1.4.1 Da Builder a Parser: Refactoring strutturale . . . . . . . . . 59
2 EVT 2.0: Progettazione dell’interfaccia utente 61
2.1 Principi di Human Computer Interaction . . . . . . . . . . . . . . . 62
2.1.1 Accessibilità e usabilità . . . . . . . . . . . . . . . . . . . . . 62
2.1.2 Principi generali di sviluppo . . . . . . . . . . . . . . . . . . . 63
2.1.3 Problemi specifici legati alle edizioni digitali . . . . . . . . . . 64
2.2 Analisi e progettazione concettuale . . . . . . . . . . . . . . . . . . . 65
2.2.1 Componenti fondamentali . . . . . . . . . . . . . . . . . . . . 66
2.2.2 Utenti e casi d’uso . . . . . . . . . . . . . . . . . . . . . . . . 68
2.2.3 Strumenti e funzionalità . . . . . . . . . . . . . . . . . . . . . 70
1
2.3 Interfaccia grafica . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 73
2.3.1 Soluzione al problema della scalabilità . . . . . . . . . . . . . 75
2.3.2 L’apparato critico: incontro fra tradizione e innovazione . . . 77
2.3.3 Maggiore visibilità e interattività delle lezioni . . . . . . . . . 81
2.3.4 Filtro di varianti: selettore a scelta multipla . . . . . . . . . . 83
2.3.5 Heat map per la variabilità testuale . . . . . . . . . . . . . . 84
2.3.6 Testo critico e testimoni . . . . . . . . . . . . . . . . . . . . . 84
2.3.7 Materiali aggiuntivi nascosti, ma facilmente accessibili . . . . 85
2.3.8 Renderizzazione finale . . . . . . . . . . . . . . . . . . . . . . 86
3 Infrastruttura e tecnologie utilizzate 90
3.1 L’ambiente di sviluppo . . . . . . . . . . . . . . . . . . . . . . . . . . 91
3.1.1 Grunt . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 91
3.1.2 Bower . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 92
3.2 Angular JS . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 92
3.2.1 Organizzazione dei moduli . . . . . . . . . . . . . . . . . . . . 99
3.3 Susy . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 100
3.3.1 Organizzazione dei file SASS . . . . . . . . . . . . . . . . . . 101
4 Implementazione 102
4.1 Principali modifiche al core del progetto . . . . . . . . . . . . . . . . 102
4.2 Il modello dei dati . . . . . . . . . . . . . . . . . . . . . . . . . . . . 104
4.2.1 Testimoni . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 105
4.2.2 Entrate d’apparato . . . . . . . . . . . . . . . . . . . . . . . . 107
4.3 Caricamento e configurazione iniziale dei dati . . . . . . . . . . . . . 112
4.3.1 Lo “stato” dell’applicazione . . . . . . . . . . . . . . . . . . . 113
4.4 I parser . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 114
4.4.1 L’elenco dei testimoni . . . . . . . . . . . . . . . . . . . . . . 115
4.4.2 Entrate d’apparato . . . . . . . . . . . . . . . . . . . . . . . . 116
4.4.3 Testo critico e testimone singolo . . . . . . . . . . . . . . . . 122
4.5 Funzionalità più significative . . . . . . . . . . . . . . . . . . . . . . 126
4.5.1 La vista di collazione . . . . . . . . . . . . . . . . . . . . . . . 126
4.5.2 Lezioni accolte e altre varianti . . . . . . . . . . . . . . . . . 128
4.5.3 L’apparato critico . . . . . . . . . . . . . . . . . . . . . . . . 130
4.5.4 I filtri di varianti . . . . . . . . . . . . . . . . . . . . . . . . . 133
4.5.5 La heat map sul testo critico . . . . . . . . . . . . . . . . . . 135





1.1 Output HTML generato a partire da un file MauroTEX . . . . . . . 21
1.2 TextLab: interfaccia di primary (a) e secondary (b) editing . . . . . 22
1.3 Codex Sinaiticus: interfaccia principale . . . . . . . . . . . . . . . . . 37
1.4 Parzival Digitale: interfaccia principale . . . . . . . . . . . . . . . . . 38
1.5 Parzival Digitale: confronto testimoni . . . . . . . . . . . . . . . . . 39
1.6 Dante’s Commedia: interfaccia principale . . . . . . . . . . . . . . . 40
1.7 Dante’s Commedia: apparato critico . . . . . . . . . . . . . . . . . . 41
1.8 The Wandering Jew’s Chronicle: The Text - Single Mode . . . . . . 42
1.9 The Wandering Jew’s Chronicle: The Text - Multiple Mode . . . . . 42
1.10 The Wandering Jew’s Chronicle: apparato critico . . . . . . . . . . . 43
1.11 The Wandering Jew’s Chronicle: illustrazioni . . . . . . . . . . . . . 43
1.12 The Online Froissart: vertical orientation . . . . . . . . . . . . . . . 44
1.13 The Online Froissart: horizontal orientation . . . . . . . . . . . . . . 45
1.14 Petrus Plaoul: interfaccia principale . . . . . . . . . . . . . . . . . . 46
1.15 De trein der traagheid: leesweergave . . . . . . . . . . . . . . . . . . 47
1.16 De trein der traagheid: parallelle weergave . . . . . . . . . . . . . . . 48
1.17 De trein der traagheid: problemi di scalabilità . . . . . . . . . . . . . 49
1.18 Vespasiano da Bisticci, Lettere: interfaccia principale . . . . . . . . . 50
1.19 Vespasiano da Bisticci, Lettere: vista da dispositivo mobile . . . . . 50
1.20 Electronic Beowful 4.0: interfaccia principale . . . . . . . . . . . . . 51
1.21 Mark Twain Project Online: testo e revisioni . . . . . . . . . . . . . 53
1.22 Mark Twain Project Online: sezione “my Citations” . . . . . . . . . 53
1.23 The Shelley-Godwin Archive: interfaccia principale . . . . . . . . . . 54
1.24 The Shelley-Godwin Archive: ricerca granulare . . . . . . . . . . . . 54
1.25 Melville Electronic Library: sequence narratives . . . . . . . . . . . . 55
1.26 Melville Electronic Library: confronto testimoni . . . . . . . . . . . . 56
1.27 Proust Prototype: writing sequence . . . . . . . . . . . . . . . . . . . 56
1.28 EVT Builder: flusso di trasformazione . . . . . . . . . . . . . . . . . 60
2.1 Progettazione GUI: struttura principale . . . . . . . . . . . . . . . . 74
2.2 Progettazione GUI: struttura singoli contenitori . . . . . . . . . . . . 74
2.3 Progettazione GUI: confronto testimoni (soluzioni scartate) . . . . . 75
3
2.4 Progettazione GUI: confronto testimoni (soluzione accolta) . . . . . 76
2.5 Progettazione GUI: responsiveness nella vista di confronto testimoni 77
2.6 Progettazione GUI: apparato critico (prima soluzione: popup) . . . . 78
2.7 Progettazione GUI: apparato critico (seconda soluzione: colonne ad
apertura progressiva) . . . . . . . . . . . . . . . . . . . . . . . . . . . 80
2.8 Progettazione GUI: apparato critico (soluzione finale) . . . . . . . . 80
2.9 Progettazione GUI: apparato critico annidato . . . . . . . . . . . . . 81
2.10 Progettazione GUI: interazioni con le varianti . . . . . . . . . . . . . 82
2.11 Progettazione GUI: interazione con le varianti in modalità collazione 82
2.12 Progettazione GUI: errore di codifica . . . . . . . . . . . . . . . . . . 83
2.13 Progettazione GUI: errore di codifica con tentativo di correzione . . 83
2.14 Progettazione GUI: filtro delle varianti . . . . . . . . . . . . . . . . . 83
2.15 Progettazione GUI: filtri di varianti attivi . . . . . . . . . . . . . . . 84
2.16 Progettazione GUI: lacune (a) e testimoni frammentari (b) . . . . . 85
2.17 Progettazione GUI: barra degli strumenti principale . . . . . . . . . 86
2.18 Progettazione GUI: lista dei testimoni della tradizione . . . . . . . . 86
2.19 Interfaccia finale: testo critico . . . . . . . . . . . . . . . . . . . . . . 87
2.20 Interfaccia finale: strumenti testo critico (1) . . . . . . . . . . . . . . 87
2.21 Interfaccia finale: strumenti testo critico (2) . . . . . . . . . . . . . . 88
2.22 Interfaccia finale: apparato critico . . . . . . . . . . . . . . . . . . . 88
2.23 Interfaccia finale: vista di collazione . . . . . . . . . . . . . . . . . . 88
2.24 Interfaccia finale: testimoni con lacune e testimoni frammentari . . 89
2.25 Interfaccia finale: informazioni introduttive dell’edizione . . . . . . . 89
3.1 AngularJS: Two-Way Data Binding . . . . . . . . . . . . . . . . . . . 93
3.2 EVT 2.0: infrastruttura di sviluppo . . . . . . . . . . . . . . . . . . 100
3.3 EVT 2.0: organizzazione dei file SASS . . . . . . . . . . . . . . . . . 101
4.1 EVT 2.0: organizzazione dei file principali . . . . . . . . . . . . . . . 103
4.2 EVT 2.0: modello dati utilizzato per i testimoni della tradizione . . 105
4.3 EVT 2.0: modello dati utilizzato per le voci d’apparato . . . . . . . 108
4.4 EVT 2.0: modelli dati utilizzati per i contenuti delle voci d’apparato 109
4.5 EVT 2.0: flusso iniziale . . . . . . . . . . . . . . . . . . . . . . . . . 112
4.6 EVT 2.0: vista di collazione . . . . . . . . . . . . . . . . . . . . . . . 126
4.7 EVT 2.0: strumenti utili per controllare i testimoni da confrontare . 127
4.8 EVT 2.0: varianti colorate in base ai metadati registrati . . . . . . . 128
4.9 EVT 2.0: struttura di evtReading . . . . . . . . . . . . . . . . . . . 130
4.10 EVT 2.0: struttura di evtCriticalApparatusEntry . . . . . . . . . 131
4.11 EVT 2.0: strumento per filtrare le varianti evidenziate . . . . . . . . 134
4.12 EVT 2.0: strumento di heat map sul testo critico . . . . . . . . . . . 135
4.13 EVT 2.0: strumento di bookmark . . . . . . . . . . . . . . . . . . . . 136
4
Introduzione
L’applicazione delle nuove tecnologie agli studi umanistici, avvenuto ormai quasi
cinquanta anni fa1, ha portato alla diffusione di strumenti innovativi per la ricerca
ecdotica: il filologo ha oggi la possibilità di pubblicare su supporto digitale i risultati
degli studi compiuti su un particolare testo, in quella che è comunemente chiamata
edizione elettronica, caratterizzata in primo luogo dal fatto di essere uno strumen-
to multimediale e ipertestuale per la ricerca accademica. Se la prima generazione
di edizioni multimediali rilasciate era pubblicata esclusivamente su supporto ottico
(CD-ROM e DVD-ROM) e principalmente legata a software proprietari, oggi assi-
stiamo ad una proliferazione di edizioni basate su standard open source, pubblicate
su web e per lo più liberamente accessibili.
Il problema che tende ad accomunare le edizioni digitali esistenti e gli strumenti
per produrle è legato alla (non) facilità di utilizzo, sia dal punto di vista dell’editore,
le cui conoscenze informatiche spesso non vanno oltre la codifica del testo (XML
TEI2, LATEX3, etc.), sia dal punto di vista dell’utente finale, che spesso si trova
davanti a interfacce confusionarie e disorientanti, finendo per sfruttare solo una
piccola parte delle informazioni e degli strumenti offerti.
Il software EVT (Edition Visualization Technology)4, sviluppato in seno all’Uni-
versità di Pisa, si inserisce proprio nell’ambito della pubblicazione di edizioni digitali,
in particolare di quelle basate sugli schemi di codifica proposti dal consorzio TEI.
Esso nasce nel contesto più ampio del progetto Vercelli Book Digitale5 e si propone
sin dall’inizio come strumento ad uso generico, che permette anche a singoli studio-
si, che non hanno la possibilità di affidarsi ad un team di tecnici specializzati, di
pubblicare e diffondere in rete i risultati del proprio lavoro.
Originariamente pensato per la pubblicazione di edizioni imaged based diploma-
tiche e/o interpretative, il software è stato esteso e arricchito con nuove funzionalità
grazie a diverse collaborazioni, in particolare la realizzazione del Codice Pelavicino
1 Il primo progetto di informatica umanistica può essere fatto risalire al 1949, padre Roberto Bu-
sa S.J. preparò le concordanze dell’opera di S. Tommaso con gli elaboratori a schede perforate
dell’IBM-USA. Cfr. (Fiormonte 2003, p. 255).
2 TEI: Text Encoding Initiative: http://www.tei-c.org/.
3 LATEX: https://www.latex-project.org/.
4 EVT: http://sourceforge.net/projects/evt-project/.
5 Digital Vercelli Book: http://vbd.humnet.unipi.it/.
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Digitale6. La scelta di utilizzare EVT per la realizzazione dell’edizione digitale dei
tre principali manoscritti che conservano il testo dell’Editto di Rotari7 ha fatto poi
nascere l’esigenza di estendere alle edizioni critiche il supporto offerto dal software
originario, portando inoltre alla ridefinizione dell’infrastruttura sottostante8.
L’integrazione del supporto alle edizioni critiche all’interno di EVT è stato il
punto di partenza di questa tesi e si è inserito nel contesto più ampio di una col-
laborazione nell’ambito del progetto PRIN 2012 “ALIM - Archivio della Latinità
Italiana del Medioevo”, nato con lo scopo principale di raccogliere in un’unica piat-
taforma online tutti i testi latini scritti in Italia durante l’epoca medievale9. Nel
presente elaborato verranno dunque illustrate le diverse fasi in cui si è articolato il
lavoro svolto, argomentando le motivazioni principali che hanno spinto a prendere
determinate scelte per la realizzazione dell’interfaccia utente, sia dal punto di vista
grafico, sia dal punto di vista implementativo.
Per inquadrare meglio il contesto di applicazione, è stato innanzitutto necessa-
rio svolgere un’attenta analisi dello stato dell’arte per quanto riguarda le edizioni
critiche, sia dal punto di vista delle metodologie di lavoro tradizionali, sia da quello
degli strumenti introdotti dalle nuove tecnologie.
Come vedremo, l’attenta analisi delle edizioni esistenti ha dimostrato che uno
dei problemi principali delle edizioni critiche digitali è legato all’interfaccia grafica
del supporto utilizzato per la diffusione. Non solo non sembra ancora essere stata
raggiunta una forma standard di pubblicazione, ma la notevole varietà delle pro-
poste avanzate dai diversi progetti tende ad influire negativamente sulla curva di
apprendimento per la fruizione dei contenuti da parte degli utenti.
Per questo motivo, gran parte del lavoro si è focalizzato sulla fase di progetta-
zione, con particolare attenzione all’interfaccia utente. Il lavoro è dunque partito
da un’analisi dei componenti principali da integrare, degli utenti cui rivolgersi, dei
possibili casi d’uso e delle funzionalità da mettere a disposizione.
Alla luce di tali analisi, tenendo a mente le problematiche dei sistemi esistenti,
sono stati poi modellati i singoli elementi da integrare all’interno dell’interfaccia
finale; le proposte grafiche avanzate sono state guidate dal desiderio di arrivare ad
un pieno sfruttamento delle potenzialità dell’ambiente digitale, pur mantenendo il
modello tradizionale come punto di riferimento principale.
L’analisi delle funzionalità e dei casi d’uso ha portato alla definizione di requisiti
minimi per l’effettiva implementazione del software. Come già detto, ciò si è inserito
in un più ampio lavoro di ristrutturazione di EVT ed è stato uno dei principali
motori per la scelta dell’approccio e delle tecnologie da utilizzare.
6 Codice Pelavicino Digitale: http://pelavicino.labcd.unipi.it/.
7 Buzzoni e Rosselli Del Turco 2015.
8 EVT 2.0: https://github.com/evt-project/evt-viewer/.
9 ALIM - Archivio della Latinità Italiana del Medioevo: http://www.alim.dfll.univr.it/.
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Riassumendo, il lavoro svolto si è articolato in tre fasi principali:
• studio dello stato dell’arte e analisi delle edizioni critiche digitali esistenti;
• progettazione grafica dei singoli elementi e definizione del layout finale;
• implementazione di un prototipo all’interno di EVT a supporto di edizioni
codificate secondo il metodo parallel segmentation indicato nel modulo TEI
Critical Apparatus delle linee guida TEI10.
Nel capitolo 1, si fornirà una sintesi in materia di studi filologici ed edizione
critica, analizzando sia le metodologie tradizionali, sia i nuovi strumenti informatici,
soffermandosi soprattutto sull’“edizione elettronica”; si analizzeranno dettagliata-
mente le linee guida per la codifica XML dell’apparato critico secondo lo standard
TEI; e si mostreranno i risultati di uno studio dello stato dell’arte nel panorama
delle edizioni critiche digitali.
Nel capitolo 2, dopo una breve introduzione a proposito delle norme esisten-
ti in materia di sviluppo di interfacce efficienti, verrà illustrato il percorso che
ha portato alla definizione dell’interfaccia grafica finale, evidenziando le principali
problematiche affrontate e le motivazioni che hanno favorito determinate scelte.
Nel capitolo 3, verranno brevemente illustrati i diversi strumenti e tecnologie che
sono stati utilizzati per implementare il prototipo finale, con particolare attenzione
ad AngularJS11, che è stato scelto come framework principale.
Nel capitolo 4, verranno illustrate le varie fasi dell’implementazione: dalla de-
finizione dei modelli alla base dell’applicazione, alla predisposizione del flusso di
caricamento e alla realizzazione dei parser per l’estrazione dei dati; infine, verranno
descritte le funzionalità ritenute più interessanti.
Nel capitolo conclusivo, infine, si valuterà quanto realizzato, analizzando le so-
luzioni proposte anche in prospettiva di possibili sviluppi futuri ed evoluzioni del
software EVT.




La critica del testo nell’era
digitale
L’edizione digitale1 rappresenta un salto di qualità decisivo nell’ambito degli studi
ecdotici, in quanto offre possibilità e modalità di studio e analisi dei testi, nonché
di pubblicazione dei risultati ottenuti, prima impensabili o difficilmente realizzabili.
Un aspetto in particolare che rivoluziona il concetto di edizione in contesto digitale
è che i limiti fisici imposti dalla bidimensionalità della pagina stampata vengono
messi da parte e superati: «si ha a disposizione uno spazio illimitato», in cui si
possono «mettere in relazione fra loro documenti diversi» e «fornire rappresentazioni
parallele» di una stessa opera2. Tra le diverse tipologie di pubblicazioni accademiche
e scientifiche, l’edizione critica, in particolare quella di stampo lachmanniano, data
la sua complessità e natura “tridimensionale” anche nella forma più tradizionale3,
è quella che potrebbe trarre maggiori vantaggi dall’informatica, se si stabilisse uno
standard condiviso per la sua pubblicazione digitale.
Nel corso di questo capitolo, dopo aver presentato un breve resoconto delle me-
todologie di ricerca ecdotica tradizionali e analizzato i principali elementi e caratte-
ristiche che identificano l’edizione critica a stampa, verranno introdotte le principali
innovazioni metodologiche e offerta una panoramica di strumenti innovativi a dispo-
sizione del filologo moderno. Infine, dopo aver analizzato i vantaggi e gli svantaggi
principali delle edizioni elettroniche, verrà proposta una selezione rappresentativa di
edizioni critiche digitali realizzate sino ad oggi, delle quali verranno evidenziate le
debolezze e registrati i punti di forza da cui prendere spunto per la realizzazione del
prototipo finale.
1 Un approfondimento riguardo l’“edizione digitale” verrà fornito nella sezione 1.3.
2 Chiesa 2012, p. 195.
3 Cfr. «l’apparato critico costituisce una sorta di approfondimento verticale, una “terza dimensione”
del testo» in ibid., p. 194.
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1.1 Introduzione all’ecdotica tradizionale
Il testo di un’opera non è un dato immobile e definito una volta per tutte; esso cresce
in maniera progressiva nelle mani del suo autore, subendo revisioni, aggiustamenti,
modifiche e riscritture, e anche quando raggiunge una forma da lui ritenuta definitiva
viene sottoposto a continue manipolazioni e modifiche, più o meno consapevoli, da
parte dei successivi fruitori del testo (divulgatori, copisti ed editori).
Prima dell’invenzione della stampa, i testi scritti circolavano grazie all’opera di
laboriosi amanuensi che trascorrevano gran parte delle loro giornate copiando a ma-
no opere di varia natura. Ogni copia o esemplare di una certa opera era unico e
diverso dall’altro, sia per quanto riguarda elementi esteriori (formato della carta o
della pergamena, impaginazione, numero di fogli utilizzati, numerazione di pagina,
grafia, etc.), sia per quanto riguarda il testo vero e proprio. Infatti, non era raro che
nei testi copiati venissero introdotte piccole o grandi modifiche, sia involontariamen-
te per disattenzione o cattiva comprensione dei segni grafici o del senso del discorso,
sia volontariamente per desiderio di migliorare stilisticamente il testo, correggere le
forme ritenute errate o modificare i contenuti in base al proprio credo ideologico4.
Poiché spesso il manoscritto originale era disponibile per la copia soltanto per un
breve periodo iniziale della storia testuale di un’opera, con il susseguirsi delle co-
piature, le modifiche si assommavano le une alle altre, fino anche ad allontanare
considerevolmente il testo dalla sua forma originaria.
Con l’invenzione della stampa, le copie di un’opera iniziarono ad essere rea-
lizzate meccanicamente a partire da una stessa matrice, riprodotta ripetutamente
attraverso un procedimento di impressione. Questo comporta ovviamente una mag-
gior sicurezza circa il testo originale dei testi pervenutici prodotti e pubblicati dopo
il XV secolo; tuttavia, anche per tali opere, non sono rari i casi in cui vi sia un origi-
nale da ricostruire, sia quando si tratta di edizioni postume, sia quando si tratta di
edizioni uscite sotto il controllo dell’autore. Infatti, soprattutto nei primi anni dopo
l’invenzione gutenberghiana, anche le copie di una stessa tiratura non erano sempre
identiche: la stampa comportava una continua manipolazione delle matrici e vi era
quindi la possibilità che esse venissero modificate in corso d’opera, sia per ragioni
accidentali, sia per ripensamenti da parte dell’autore stesso. L’invenzione del libro
stampato si porta dietro, inoltre, un importante e problematico “effetto collaterale”:
la prima pubblicazione a stampa di un’opera antica o medioevale (editio princeps),
per il solo fatto di essere in circolazione, tendeva a dare al testo che riportava «an
authority and a permanence which in fact it rarely deserved»5. Il problema princi-
pale di questa attitudine era che, solitamente, il tipografo utilizzava come modello
un manoscritto scelto per lo più in maniera arbitraria: il più recente, il più facile
4 Per una rassegna più dettagliata circa le varie tipologie di errore si può far riferimento a Reynolds
e Wilson 1991, pp. 222 - 233.
5 Cfr. «the early printers, by the act of putting a text into print, tended to give that form of the
text an authority and a permanence which in fact it rarely deserved». Da ibid., p. 208.
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da leggere, il più facilmente reperibile, il meno prezioso, potenzialmente, quindi, un
testimone di cattiva qualità. Inoltre, per la pubblicazione delle edizioni successive,
spesso, non si ripartiva più dai manoscritti antichi, ma si utilizzava come modello
una qualche edizione precedente. Ciò portava a dimenticarsi del complesso processo
di trasformazione che l’opera aveva subito nell’antichità e a considerare come punto
fermo e autorevole l’editio princeps, a prescindere dalla qualità della sua fonte.
La critica testuale (o ecdotica, dal greco ékdotos = “pubblicazione, edizione”) «è
la disciplina che [...] indaga la genesi e l’evoluzione di un’opera di carattere lettera-
rio, individuando le sue varie forme [...] e studiandone le trasformazioni nel corso del
tempo»6, con l’obiettivo finale di consentire la pubblicazione di un testo “affidabile”
e “autorevole”, che possa costituire una solida base per altri studi, come quelli di
carattere letterario o storico. Nonostante esistano diversi approcci al problema, il
punto di partenza è sempre lo stesso: esaminare attentamente i documenti esistenti
(detti testimoni dell’opera), valutarli e se necessario restaurare il testo sulla loro
base, registrando le forme presenti in ognuno di essi (lezioni, “ciò che si legge”), con-
frontando le differenze (varianti) e scegliendo le varianti con maggiori probabilità
di corrispondere a quelle originarie (oppure procedendo a una ricostruzione diversa
qualora le lezioni tramandate siano tutte insoddisfacenti).
La conclusione naturale di uno studio di ecdotica è la realizzazione di un’edizione
critica, ovvero un’edizione “scientifica” del testo che solitamente è rivolta agli studiosi
e costituisce il presupposto per edizioni scolastiche, spesso commentate, o per il
grande pubblico.
1.1.1 Il metodo stemmatico o lachmanniano
Per quanto riguarda la critica ricostruttiva – campo della critica testuale preso in
considerazione in questo elaborato per la realizzazione del software di visualizzazio-
ne – il metodo più utilizzato è il metodo stemmatico, noto anche come metodo di
Lachmann. Esso fu teorizzato sinteticamente dal filologo Karl Lachmann a metà
dell’Ottocento e mirava all’eliminazione del giudizio personale e soggettivo del sin-
golo filologo per una ricostruzione il più possibile oggettiva (quasi meccanica) del
testo originale delle opere antiche e medievali7.
La prima fase di questo complesso percorso di ricostruzione critica comprende
la rassegna e il confronto dei documenti esistenti che riportano il testo, completo o
parziale, dell’opera in esame. Tale fase è nota come recensio e parte dallo studio
della trasmissione8, sia scritta sia orale, dell’opera in esame e della sua tradizione,
che può comprendere
6 Chiesa 2012, p. 11.
7 Cfr. Timpanaro 2003, Fiesoli 2000 e Kenney 1995.
8 La trasmissione di un’opera è il processo, sia scritto che orale, attraverso il quale una determinata
opera è stata tramandata nel corso dei secoli, a partire dalla sua prima elaborazione.
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«tutti i manoscritti conosciuti, interi, parziali o frammentari, e le edizioni
a stampa precedenti alle prime edizioni critiche (tradizione diretta), e
anche i rifacimenti, i riassunti, gli estratti, le traduzioni, le imitazioni,
le riprese parodiche, nonché le citazioni che di una determinata opera si
trovano in altri testi (tradizione indiretta)»9.
Poiché un testo riflette in qualche modo il periodo storico in cui viene composto
(o copiato), accanto all’analisi dei singoli testi sarà necessario effettuare anche un
approfondimento della mentalità, della cultura, delle idee e degli interessi dei fruitori
(copisti e lettori), delle vicende di cui il testo è stato protagonista, dell’interesse che
esso ha suscitato e delle diverse interpretazioni che ne sono state date nelle corso dei
vari periodi storici.
Ottenute tutte le possibili informazioni circa la tradizione di un’opera, i mano-
scritti e documenti a stampa censiti vengono, poi, collazionati ovvero confrontati
l’uno con l’altro in maniera sistematica, con lo scopo di individuarne le differenze,
sia di sostanza (ad esempio una parola per un’altra) sia di forma (una stessa parola
che risulta graficamente o foneticamente differente). Tale operazione, detta colla-
tio codicum, viene solitamente effettuata utilizzando un testo-base o “esemplare di
collazione”, scelto secondo criteri più o meno arbitrari, e registrando tutte le lezioni
nelle quali il singolo testimone presenta una lezione differente10. La collazione è im-
portante in quanto serve a formulare una valutazione qualitativa su ogni testimone,
a ricostruire i rapporti reciproci esistenti tra essi (eventualmente rappresentati sotto
forma di albero genealogico, noto come stemma codicum) e ad eliminare le copie
di cui sia disponibile l’antigrafo (eliminatio codicum descriptorum)11, che risultano
quindi inutili per la ricostruzione del testo.
Una volta stabiliti i rapporti tra i vari testimoni, si ha un criterio di valutazione
oggettivo sulle lezioni da essi presentate e uno strumento per la selezione tra le
varianti concorrenti. Lo stemma permette, infatti, di eliminare le lezioni che, data
la posizione assunta dai testimoni che le riportano, sono riconoscibili con certezza
come innovazioni; tale operazione viene chiamata eliminatio lectionum singolarium12
e consiste solitamente nell’eliminazione delle lezioni che sono state attestate soltanto
in singoli testimoni posizionati ai rami più bassi dello stemma, che in quanto isolati
dal resto della tradizione non possono essere considerate originarie13.
Dopo la collazione e l’eliminazione delle lezioni catalogabili con certezza come
innovazioni, si procede con la ricostruzione del testo originario (constitutio textus);
nel caso di tradizioni bipartite (due subarchetipi) o multipartite (tre o più subar-
chetipi), tale fase è preceduta da una selezione (selectio) fra le varianti concorrenti
9 Chiesa 2012, p. 35.
10 Ibid., p. 49.
11 Sulla eliminatio codicum descriptorum cfr. Pasquali 1932, p. 478 e Scialuga 2003, pp. 57 - 58.
12 La procedura dell’eliminazione delle lezioni dei testimoni rimasti isolati è stata battezzata
eliminatio lectionum singolarium da Maas in Critica del Testo, 1975 (ed. orig. Textkritik, 1960).
13 Cfr. Chiesa 2012, p. 79 e Reynolds e Wilson 1991, pp. 212 - 213.
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dei testimoni posizionati ai piani più alti dello stemma (subarchetipi). Con una tra-
dizione multipartita, la selectio procede in modo automatico e meccanico in quanto
è solitamente possibile applicare il criterio della maggioranza numerica, secondo la
quale la lezione originaria è quella attestata nel maggior numero dei casi. Con una
tradizione bipartita, invece, ogni volta che i due rami attestano varianti concorrenti,
la scelta dovrà essere effettuata dall’editore sulla base di altri fattori: «se le due
lezioni sono di qualità palesemente diversa (l’una migliore, l’altra peggiore), è evi-
dente che la scelta non potrà ricadere che sulla migliore delle due»14; se invece le
lezioni sono concorrenti anche dal punto di vista qualitativo, l’editore dovrà pro-
cedere utilizzando criteri di natura differente, che tengono in considerazione fattori
come ad esempio lo stile dell’autore (usus scribendi). Infine, nelle tradizioni prive di
archetipo, le diverse lezioni possono sia risalire tutte all’autore ed essere parimenti
originali, sia essere tutte innovazioni indipendenti; in quest’ultimo caso, l’editore
dovrà procedere per congettura (emendatio o divinatio).
Una volta stabilito il testo critico, è possibile avvicinarlo ai canoni moderni di
scrittura e punteggiatura (facies graphica), e di suddivisione dei paragrafi, o dei versi
se si tratta di testi poetici (dispositio textus).
Infine, per poter essere pubblicata, un’edizione critica ha bisogno di essere corre-
data di una serie di elementi che permettano al lettore di verificare punto per punto
l’ipotesi di lavoro presentata ed eventualmente confutare le proposte ritenute erronee
o infondate. In quest’ultima fase (instructio editionis), quindi, si procede redigendo
l’introduzione (o “nota al testo”), la presentazione dei manoscritti, l’apparato delle
varianti rifiutate, l’analisi degli aspetti linguistici del testo, eventuali glossari o indici
e commenti di altro tipo.
1.1.2 Oltre il Lachmann: Bédier e la New Philology
Una delle principali critiche che furono fatte nei confronti del metodo di Lachmann
è quella avanzata dal filologo francese Joseph Bédier, il quale era più interessato alla
storicità di un testo piuttosto che alla sua autenticità.
Pur non mettendo in discussione l’importanza teorica di ricostruire l’originale,
egli riconosceva l’inattuabilità di una ricostruzione perfetta e totalmente sicura: se-
condo lui, infatti, il metodo stemmatico portava alla produzione di testi compositi
frutto dell’ingegno emendatore, ma mai esistiti nella realtà, in quanto la tendenza
della tradizione alla bipartizione in due grandi famiglie rendeva impossibile una scel-
ta veramente meccanica e oggettiva della lezione da accettare15. La sua soluzione
empirica consisteva, piuttosto, nell’identificazione tra i testimoni realmente possedu-
ti e studiati del bon manuscript, ovvero della copia ritenuta la migliore, identificata
14 Chiesa 2012, p. 84.
15 Nel 1913, Bédier si accorge che 105 su 110 edizioni analizzate sono bipartite e arriva a teorizzare
la legge secondo la quale «nella flora filologica ci sono alberi di un solo tipo: il tronco si divide
sempre in due rami principali, e in due soltanto» (Cit. Stussi 2006, p. 71) e che quindi la
ricostruzione perfetta e totalmente sicura dell’originale è inattuabile.
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a seguito di un serio lavoro di recensio, sulla base dello stemma costituito16. Tale
testimone doveva poi essere utilizzato come base per la pubblicazione e l’editore
doveva «limitarsi a riprodurlo introducendo solo correzioni ovvie e indispensabili [in
modo da offrire al lettore un testo] che ha avuto una esistenza storica»17.
Nel secondo dopo guerra si sono sviluppate diverse varianti e modifiche del meto-
do di Lachmann (Neo-/Post- Lachmannismo), in cui, pur recuperando quest’ultimo
come metodo di razionalizzazione dei dati, viene abbandonato il mito della ricostru-
zione dell’originale per dare maggiore importanza alla singola realtà culturale e sto-
rica di ogni manoscritto, che in quanto testimone di una specifica fase di lavorazione
del testo merita la giusta attenzione.
Tale interesse al manoscritto come opera a sé stante viene ripreso ed ampliato
dalla New Philology, che enfatizza il rapporto tra il testo e il supporto attraverso
cui esso si tramanda. Secondo tale approccio, il supporto deve essere considerato
come parte integrante del significato dell’opera che rappresenta, e diventa quindi
importante guardare al documento e alle relazioni tra il testo e tutto ciò che lo
riguarda (supporto, miniature, rubriche, apparato, commenti, . . . ).
1.1.3 Approcci “héraclitéens”
Accanto alla cultura dominante del testo unico, si sono sviluppati nuovi approcci
che riconoscono l’importanza dell’instabilità, del cambiamento e della variazione di
un testo. Nel blog Fonte Gaia, Monica Zanardo li definisce “eraclitei”, riferendosi
all’immagine del fiume di Eraclito «où on ne peut pas se baigner deux fois dans
les mêmes eaux»18. Si tratta di metodi interessati non tanto a recuperare una
qualche forma originaria o genuina, ma ad analizzare il percorso che un’opera ha
compiuto e la variabilità cui è stata sottoposta a partire dalla sua prima stesura.
Da un lato troviamo la critica genetica, che studia come un’opera ha raggiunto la
sua forma definitiva attraverso varie fasi di redazione, e dall’altro lato la teoria del
testo “fluido” (fluid text19), che si occupa dei testi che esistono in versioni multiple,
tutte criticamente ed equamente significative.
Entrambe le metodologie sono orientate allo studio dell’opera attraverso le sue
diverse fasi di trasformazione, ma mentre la prima si focalizza sui singoli momenti
di variazione, proponendo una rappresentazione del testo per fotogrammi ed elimi-
nando le distinzioni tra testo, materiali preparatori e apparato, la seconda pone
maggiore attenzione al processo che ha portato l’opera alla sua versione finale. Tale
teoria si fonda sul fatto che, nel rivedere i propri testi, o quelli di altre persone, gli
scrittori cancellano il passato, lo rimodellano o lo reinventano, creando versioni di sé
16 Il bon manuscript di Bédier si distingue dal vecchio metodo del codex optimus in quanto la scelta
del codice su cui basare la pubblicazione è effettuata sulla base dello stemma codicum ricostruito,
e non a priori, per antichità, aspetto o minor numero di errori (Cfr. Chiesa 2012, p. 30).
17 Stussi 2006, p. 24.
18 Fonte Gaia Blog: https://fontegaia.hypotheses.org/1496/.
19 Briant 2002.
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stessi e identità testuali multiple, che diventano importanti testimonianze di realtà
storiche e culturali differenti, spesso nascoste dalla storia; l’analisi dell’evoluzione
di una sequenza di revisioni può essere, quindi, utile sia nello studio della crescita
letteraria e linguistica di un autore, sia nello studio delle realtà culturali e sociali
passate in cui egli ha vissuto. In questo ambito, dal momento che è molto difficile, se
non addirittura impossibile, essere certi circa l’ordine esatto delle revisioni, diventa
fondamentale argomentare e supportare una determinata sequenza con un’appro-
priata “narrativa” che fornisce i materiali necessari per eventuali discussioni circa la
validità della proposta avanzata.
1.1.4 Anatomia di un’edizione critica
Come già detto, l’edizione critica è principalmente «un’edizione di studio, non desti-
nata alla divulgazione, ma alla ricerca»20; tuttavia essa ha un’importanza e un’auto-
rità tale da essere considerata il presupposto per le edizioni di maggiore circolazione
destinate al grande pubblico.
Esistono diverse tipologie e forme di edizione scientifica, spesso legate all’obiet-
tivo dello studio del filologo e alla natura della tradizione del testo stesso, tuttavia è
possibile identificare elementi comuni presenti in ogni pubblicazione di questo tipo.
In accordo con quanto affermato da Robinson (2007), un’edizione critica deve in-
nanzitutto presentare un testo e le sue diverse forme storiche, fornire una spiegazione
circa tale variabilità, spiegare le modalità con cui l’editore ha svolto le sue analisi
e ha curato il suo lavoro e fornire al lettore gli strumenti necessari per verificare
i metodi adottati ed eventualmente confutare le conclusioni presentate. Anche se
un’edizione a stampa non è sempre in grado di raggiungere pienamente tali obiettivi,
essa si presenta con una serie di elementi che permettono all’editore di presentare
i risultati del proprio lavoro, e lasciano al lettore la possibilità di seguire e analiz-
zare con occhio critico il percorso che ha portato ad essi. Tali costituenti verranno
analizzati nei paragrafi seguenti.
Il testo critico
Nella forma più tipica di edizione critica, ovvero quando il suo obiettivo principale
è quello di presentare un testo unitario, si ha solitamente una netta distinzione tra
testo e apparato critico. Il testo critico costituisce l’oggetto della pubblicazione e
contiene le lezioni che l’editore ha ritenuto conformi al testo da presentare, ovvero
le lezioni «“esatte”, “genuine”, “originarie”»; l’apparato critico, che verrà analizzato
nel paragrafo successivo, accoglie invece tutte le lezioni che non sono conformi al
testo, ritenute dunque «“erronee”, “spurie”, “innovative”»21.
20 Chiesa 2012, p. 171.
21 Ibid., p. 175.
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Se si parla di edizione genetica, e quindi si vuole rendere conto delle diverse fasi
attraverso le quali il testo ha raggiunto la sua forma definitiva, il testo principale
presentato dall’autore come testo critico sarà il più recente.
Se, invece, si parla di edizione evolutiva e si vuole quindi presentare l’evoluzione
dell’opera dopo la sua prima elaborazione, il testo principale sarà il primo licenziato
dall’autore (o il primo ritenuto abbastanza “stabile”).
Questa opposizione tra testo e apparato critico risulta, però, insufficiente (o ad-
dirittura fuorviante) nel caso in cui l’obiettivo dell’edizione sia la presentazione di
diversi testi a confronto (edizioni comparative). Le edizioni con finalità compara-
tiva, infatti, devono presentare al lettore le differenze dei testi presi in esame ed
eventualmente indicarne le modifiche nel corso del tempo; per questo motivo esse
non possono adottare la tradizionale struttura binomiale testo-apparato, ma devono
utilizzare qualcosa di più articolato per evidenziare le parti del testo che sono state
soggette a modifica. Comunemente, in casi simili, si fa largo uso di particolari artifici
tipografici, come per esempio caratteri di stampa differenti, colonne affiancate, va-
rianti affiancate orizzontalmente o verticalmente, etc. Proprio a causa di tali artifici
per presentare testi paralleli da confrontare, le edizioni comparative su carta sono
solitamente di difficile lettura e, come vedremo più avanti, rappresentano uno dei
campi in cui l’utilizzo dei supporti informatici ha portato maggiori vantaggi per la
fruizione dei testi.
L’apparato critico
Uno degli elementi principali e più importanti di un’edizione critica è l’apparato
critico, ovvero la sezione «dedicata a documentare lo stato della tradizione di un
testo, dando conto delle scelte operate dall’editore nella costituzione del testo stes-
so»22. Tradizionalmente collocato a piè pagina, o più raramente in fondo al testo
critico, esso può contenere materiali diversi in base agli scopi finali dell’edizione e
alla natura del testo pubblicato:
• nell’ambito della ricostruzione dell’originale perduto, accoglierà le lezioni dei
testimoni che sono state classificate come innovazioni;
• nell’ambito della riproduzione dell’originale conservato, verrà utilizzato per
presentare le forme modificate dall’editore (per esempio i refusi di stampa, i
trascorsi di penna, etc);
• nell’ambito della riproduzione di un originale conservato tra tanti, compren-
derà le forme presentate dagli altri originali conservati.
In generale, è possibile affermare che «l’apparato critico ha natura strettamente
testuale [e] di norma non comprende annotazioni di altra natura»23: commenti storici
22 Wikipedia, the free encyclopedia: Apparato critico.
23 Chiesa 2012, p. 171.
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o letterari, spiegazioni o interpretazioni del contenuto devono essere quindi inseriti
in altre sezioni dell’edizione.
L’apparato critico può essere di due tipologie principali:
• positivo: viene registrata la lezione accolta nel testo e i testimoni in cui essa
è presente e, generalmente dopo il segno “]”, viene segnalato ciò che è stato
escluso, indicando anche in questo caso i testimoni che attestano ogni variante
nominata;
• negativo: vengono registrate soltanto le lezioni scartate e i rispettivi testimoni
che le attestano.
La scelta della tipologia di apparato da utilizzare è arbitraria e spesso guidata da
necessità pratiche come lo spazio disponibile; spesso gli apparati risultano di con-
sultazione faticosa, soprattutto quando la tradizione è ampia e vi sono numerose
lezioni che differiscono l’una dall’altra. Se nell’apparato convivono varianti d’autore
e innovazioni, queste vengono solitamente separate in due apparati distinti, oppure
rese con grafie differenti.
Accanto all’apparato critico, inoltre, è possibile avere i loci paralleli e un apparato
delle fonti, in cui vengono indicati i diversi testi che sono stati utilizzati dall’editore
come modello o documentazione nei vari passi dell’opera. In pratica, l’editore riporta
tutto «il materiale comparativo necessario alla piena comprensione del testo e alla
sua ricostruzione»24.
Introduzione e indici
Altri due elementi che l’editore può inserire all’interno all’edizione come supporto al-
la sua proposta editoriale sono l’introduzione e gli indici. L’introduzione comprende
solitamente:
• una storia degli studi critici sul testo pubblicato nella quale, presentando
le edizioni precedenti, possono essere evidenziati i punti di novità proposti
dall’editore;
• l’indicazione dei testimoni utilizzati per l’analisi con eventuale descrizione e/o
immagini campione (in particolare nel caso di edizioni a testimone unico);
• l’esposizione dei principi e degli obiettivi dell’edizione in cui vengono riportati
i risultati della recensio, presentato l’eventuale stemma codicum identificato,
descritto l’eventuale archetipo e giustificati i criteri di selectio tra le varianti e
di eventuale emendatio;
• una nota al testo in cui vengono esposte le modalità di costituzione dell’ap-
parato critico e indicati i criteri seguiti per quanto riguarda la punteggiatura,
l’ortografia, la divisione in paragrafi e altri aspetti di resa editoriale.
24 Ibid., p. 174.
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Gli indici sono elenchi di parole di particolare interesse, che grazie all’eventuale
indicazione delle coordinate testuali, offrono al lettore un accesso diretto alle occor-
renze delle stesse all’interno dell’intero testo; essi variano sia in base alla natura
dell’opera presentata sia in base agli obiettivi del lavoro editoriale. Tra i più comu-
nemente utilizzati troviamo l’index nominum, ovvero l’elenco di tutti i nomi propri
che compaiono nell’opera, e l’index verborum, ovvero l’indice di tutte le parole del
testo. Essi risultano meno importanti all’interno di un’edizione digitale, in quan-
to le ricerche su testi elettronici sono notevolmente più semplici rispetto a quelle
tradizionali.
Il conspectus siglorum
Il conspectus siglorum è l’elenco delle sigle che sono state associate ai testimoni
utilizzati per la realizzazione dell’edizione. Esso risulta molto importante in quanto
all’interno dell’apparato critico vengono solitamente utilizzate le sigle identificative
dei testimoni e non il loro nome di riferimento completo.
Lo stemma codicum
Lo stemma codicum è un albero genealogico della tradizione che descrive i rapporti
tra i testimoni e permette al lettore di studiare la diffusione del testo nella storia;
a differenza degli alberi genealogici tradizionali viene generalmente visualizzato ca-
povolto, con la radice in alto; in esso «gli individui sono contrassegnati con sigle
a iniziale maiuscola e le famiglie e sottofamiglie con lettere minuscole o greche»25.
La sua ricostruzione avviene solitamente in fase di recensio, in particolare quando
l’edizione ha come obiettivo la ricostruzione di un testo; esso viene incluso all’interno
dell’introduzione. Alla radice di tale albero troviamo solitamente l’originale (con-
servato o meno) da cui partono diverse ramificazioni, una per ogni copia diretta e
indiretta dell’originale; per offrire al lettore un quadro immediato della tradizione e
delle sue ramificazioni nel tempo, i testimoni vengono posizionati a distanze diverse
dal vertice a seconda della loro epoca26. I rapporti tra i testimoni sono rappresen-
tati mediante linee di collegamento, le quali sono «verticali e divergenti in caso di
trasmissione normale» e «orizzontali e convergenti in caso di contaminazione»27.
1.2 La filologia “moderna”
Prima dell’era digitale, il complesso procedimento di studio e ricostruzione di un
testo per la pubblicazione dell’edizione critica di un’opera veniva eseguito comple-
tamente a mano; con l’avvento delle nuove tecnologie, il filologo si trova davanti ad
una moltitudine di strumenti informatici appositamente creati per gestire il processo
25 Contini e Leonardi 2014, p. 34.
26 Tale disposizione è attuabile solo se si conosce l’epoca cui risale il testimone da posizionare.
27 Chiesa 2012, p. 180.
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editoriale per la realizzazione di un’edizione critica in ogni sua fase, dalla trascri-
zione e gestione del testo, all’analisi ecdotica, fino alla pubblicazione a stampa o su
web. Chiesa sostiene che tali strumenti rendono il lavoro accademico «più semplice,
rapido e sicuro»28, mantenendo invariata la metodologia di base; in realtà, come
vedremo nella sezione 1.3.2, non è solo questione di semplificare o velocizzare il com-
pito del filologo: il digitale, infatti, ha recentemente portato alla definizione di nuove
metodologie di ricerca e di approccio allo studio dei testi e della loro variabilità.
Per quanto riguarda il prodotto conclusivo di un lavoro di ricerca ecdotica, il filo-
logo può oggi arrivare alla pubblicazione di edizioni digitali da distribuire su supporti
di diverso tipo (CD, DVD, Web, etc.); in quest’ambito è doveroso fare subito una
distinzione tra edizione propriamente “digitale” ed edizione “digitalizzata”: mentre
la prima è una pubblicazione curata appositamente per sfruttare le reali potenzia-
lità del mondo digitale (tridimensionalità, ipertestualità, multimedialità), tanto che
non può essere stampata senza che ci sia perdita di informazione o di funzionali-
tà, la seconda è più semplicemente una rappresentazione in formato elettronico del
tradizionale modello a stampa, in cui il paradigma è limitato allo spazio bidimen-
sionale della “pagina” e a mezzi tipografici di rappresentazione delle informazioni.
Nel primo caso, in particolare, la metodologia più diffusa, per quanto non l’unica, è
quella della codifica testuale, che permette di arricchire il testo di partenza con utili
metadati e annotazioni tipografiche, strutturali e/o semantiche.
In questa sezione, dunque, dopo aver illustrato brevemente alcuni importanti
software esistenti, finalizzati alla realizzazione sia di edizioni tradizionali da pubbli-
care in forma stampata, sia di prodotti digitali da diffondere su appositi supporti,
verranno approfondite le metodologie legate alla codifica testuale, con particolare
attenzione agli schemi di codifica TEI, punto di partenza di questa tesi.
1.2.1 Software per la ricerca ecdotica
Gli strumenti messi a disposizione dello studioso moderno sono di varia tipologia: da
programmi per la trascrizione e produzione, come ad esempio CTE29 e TUSTEP30,
a software appositamente pensati per facilitare la pubblicazione, online oltre che a
stampa, come ad esempio Anastasia31, fino anche a strumenti di collazione automa-
28 Ibid., p. 201.
29 Il Classical Text Editor (http://cte.oeaw.ac.at/) è un word processor a pagamento per Win-
dows, sviluppato alla fine degli anni ’90 e costantemente aggiornato. Esso fu progettato apposi-
tamente per consentire agli accademici di preparare edizioni critiche gestendo fasce di apparato
multiple; attualmente permette l’esportazione sia in un formato pronto per la stampa (PDF), sia
in un formato prettamente elettronico XML-TEI o HTML.
30 TUSTEP – TUebingen System of TExt Processing tools (http://www.tustep.uni-tuebingen.
de/) è un software multipiattaforma che offre diversi strumenti per tutte le fasi dell’elaborazione
di testi accademici, dall’acquisizione di testi e immagini, all’analisi testuale, alla manipolazione
del testo e alla pubblicazione elettronica o a stampa.
31 Anastasia (http://www.sd-editions.com/anastasia/index.html) è un software open source
progettato appositamente per la pubblicazione di documenti codificati in SGML/XML ampi
e altamente complessi.
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tica, come ad esempio CollateX32 o Juxta33, che permettono di confrontare diverse
versioni di uno stesso testo (anche in numero elevato per quanto riguarda il primo)
e offrono output innovativi per la visualizzazione delle varianti e dei risultati della
collazione.
Nell’ambito della produzione finalizzata alla stampa utilizzando strumenti digi-
tali, è doveroso ricordare il celebre programma LATEX, figlio del meno recente TEX34,
che permette di impaginare i contenuti secondo standard qualitativi elevati. Nel
campo delle edizioni critiche, LATEX è stato adoperato a partire dagli anni ’80; nel
corso degli anni sono stati sviluppati diversi pacchetti esplicitamente progettati per
codificare e pubblicare edizioni critiche corredate da più livelli di apparati; tra que-
sti i più importanti sono EDMAC, ledmac, ednotes e poemscol. Tali pacchetti sono
stati, tuttavia, progettati avendo in mente solo l’aspetto tipografico del prodotto
finale, senza dare in alcun modo la possibilità di gestire l’aspetto semantico dei con-
tenuti testuali. Un piccolo passo avanti in questa direzione si ha con Mauro-TEX,
che, come vedremo nel prossimo paragrafo, offre diverse funzionalità specifiche per
la costruzione di un’edizione critica, tra cui la possibilità di distinguere le varianti
grafiche da quelle di sostanza.
Infine, nell’ambito dei più recenti studi di edizioni di testi “fluidi” e di edizioni
collaborative, è doveroso ricordare TextLab, un software open source sviluppato alla
Hofstra University di Long Island (New York), che permette di lavorare su testi
per i quali si vuole ricostruire il processo creativo giusto, utilizzando lo standard di
codifica XML TEI P5 e sfruttando le API di JuxtaCommons per la visualizzazione
della collazione tra le diverse versioni del testo. Questi ultimi due strumenti verranno
brevemente illustrati nei prossimi paragrafi.
1.2.1.1 LATEX e Mauro-TEX
LATEX35 è un programma che, grazie ad alcuni pacchetti dedicati, può essere utiliz-
zato per l’impaginazione di edizioni critiche. Si tratta di un’interfaccia utente per
TEX ideata da Leslie Lamport nel 1985 per automatizzare le operazioni più comuni
che coinvolgono la realizzazione di un documento. Si tratta di un linguaggio che
32 CollateX (http://collatex.net/) è un software Java open source sviluppato nel 2010 che per-
mette l’allineamento automatico di due o più testi, dividendo ogni versione in token da confrontare
e individuando somiglianze e differenze tra i testimoni, e di esportare i risultati ottenuti in for-
mati differenti. Esso può essere utilizzato per la produzione di un apparato critico o per eseguire
un’analisi stemmatica della genesi di un testo.
33 Juxta (http://www.juxtasoftware.org/) è un’applicazione desktop stand alone che permette di
confrontare e collazionare versioni differenti di uno stesso testo e di esportare i risultati in un
formato allineato agli standard TEI. Grazie alle API messe a disposizione (Juxta Commons) può
essere facilmente integrato in altri software.
34 TEX è un programma di composizione tipografica «destinato alla creazione di bei libri, [...] spe-
cialmente [quelli] che contengono un sacco di matematica» (Cit. Knuth 1986, p. V), creato
intorno al 1978 a Stanford da Donald Knuth, che aveva bisogno di uno strumento di editoria




contiene istruzioni che indicano le modalità con le quali una certa parte di testo
deve essere trattata, in base all’etichetta ad essa riferita. Non si tratta, però di
una marcatura semantica. Come si legge sul sito Gruppo Utilizzatori Italiani TeX e
LaTeX (GuIT)36, l’utilizzo di tale strumento per la stampa di edizioni critiche offre
molti vantaggi tra cui l’automatizzazione di operazioni altrimenti difficili e noiose,
come il riferimento al numero di riga, e la possibilità di produrre, dopo opportuna
compilazione, un documento in un formato pronto per la riproduzione a stampa o
su schermo (principalmente PDF, ma anche PostScript o DVI37).
Il Mauro-TEX38 è un linguaggio di marcatura, sviluppato da un gruppo di ricerca
dell’Università di Pisa nell’ambito del progetto di edizione delle opere scientifiche
di Francesco Maurolico39 per la trascrizione e l’edizione critica di testi matematici
tràditi in più testimoni. Si tratta di un sistema di trascrizione elettronica nato dalla
necessità di trascrivere in modo scientifico conoscenze e informazioni filologiche:
basato su LATEX e «arricchito [...] di comandi “filologici”»40, esso permette di gestire
ogni tipo di edizione di testo, scientifico o meno, con apparato critico, note editoriali,
figure, etc., per qualsiasi numero di testimoni. È compatibile con tutte le piattaforme
e permette di realizzare un prodotto finale che include il testo critico, tiene conto
di tutta la tradizione manoscritta e a stampa, e rispetta «determinati standard di
qualità e di eleganza filologica»41.
Il comando più importante è \VV{}, che permette di gestire le varianti registrate
fra i diversi testimoni e di costruire un apparato critico uniforme per l’intera edizione
a partire dalla collazione di un numero qualsiasi di testimoni; inoltre, grazie alla
macro \VB{}, l’editore ha la possibilità di indicare le varianti banali che non devono
comparire nell’apparato critico finale, senza cancellarle e rischiare di vanificare tutto
il lavoro svolto durante la fase della collatio.
A fianco di tale linguaggio di marcatura sono stati sviluppati dei particolari
programmi che permettono di trasformare i file Mauro-TEX in file HTML per poterli
consultare su web. L’interfaccia di visualizzazione (Fig. 1.1) utilizza dei frames per
mostrare l’apparato critico e gli indici di navigazione, entrambi collegati in maniera
ipertestuale al testo critico.
Pur offrendo la possibilità di ottenere in output configurazioni utili in fase di
preparazione dell’edizione critica, come ad esempio il riepilogo degli errori congiun-
tivi di due testimoni e di quelli singolari di un particolare testo, si tratta di uno
strumento che presenta alcuni limiti. A riguardo, alcuni esempi calzanti potrebbero
36 GuIT: http://www.guit.sssup.it/.
37 DVI (DeVice Independent) è il formato di output del linguaggio di impaginazione TEX progettato
per dare la migliore qualità visiva possibile; un file DVI consiste di dati binari, contenenti una
descrizione della pagina indipendente dal dispositivo di uscita, e normalmente viene interpretato
da un apposito driver che produce una rappresentazione bitmap da stampare o visualizzare. Cfr.
Abrahams, Berry e Hargreaves 1990, p. 8.
38 Mauro-TEX: http://www.maurolico.unipi.it/mtex/mtex.htm.




Figura 1.1: Output HTML generato a partire da un file MauroTEX
essere l’impossibilità di estrarre un elenco delle concordanze fra un testimone e il
testo scelto come esemplare di collazione, di trovare le discordanze di un testimone
rispetto ad un altro che non sia necessariamente l’esemplare di collazione oppure di
estrarre le lezioni comuni a più di due testimoni, obbligando l’utente che necessita
di tale funzionalità ad eseguire un controllo manuale. Inoltre, non dà la possibilità
di rinominare i file di output, con il rischio inevitabile di sovrascrivere eventuali
risultati precedenti. Infine, anche se può essere considerato uno strumento ottimo
per la realizzazione di edizioni critiche in un formato pronto per la stampa, l’output
HTML che offre è caratterizzato da un’interfaccia grafica piuttosto datata che non
risponde assolutamente alle esigenze di usabilità e accessibilità odierne.
1.2.1.2 TextLab
TextLab42 è un innovativo software appositamente pensato per lo sviluppo e studio
di edizioni di testi fluidi (fluid text editions), che è stato sviluppato all’interno di
un più ampio progetto di digitalizzazione, la Melville Electronic Library (MEL),
nato con lo scopo di realizzare un archivio critico delle opere di Herman Melville,
arricchito di adattamenti delle stesse, immagini e altro materiale. Si tratta di un
software libero, distribuito sotto GNU General Public License, che permette ad un
team di redattori/collaboratori di rivedere digitalmente i testi, fornendo spiegazioni
critiche delle motivazioni che li hanno spinti ad editare il testo in un certo modo.
Gli studiosi e gli editori possono non solo rivedere e/o modificare un lavoro, ma
anche creare una narrativa di revisione (revision narrative), ovvero un’argomentazio-
ne che giustifica l’ordine indicato per una determinata sequenza di revisione. Inoltre,
dal momento che ognuno modifica e interpreta i testi in modo diverso, TextLab per-
42 TextLab: http://mel.hofstra.edu/TextLab/.
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mette di salvare le proprie sequenze e narrative di revisione come testo personale
(comunque collegato al testo originale trascritto/pubblicato) in modo che qualsiasi
altro editore o studioso possa farsi avanti, proporre le proprie sequenze e narrative, e,
quindi, instaurare una discussione con chi è venuto prima. In sostanza, al classico e
tradizionale mondo della rivista accademica letteraria è stato aggiunto un “motore”
digitale: le conversazioni e le discussioni accademiche che una volta necessitavano
anni di pubblicazioni e confronto di articoli relativi alla stessa opera per portare ad
una qualche conclusione, grazie a TextLab possono avvenire alla stessa velocità con
la quale gli studiosi sono in grado di scrivere le proprie opinioni e argomentare le
proprie tesi.
(a) (b)
Figura 1.2: TextLab: interfaccia di primary (a) e secondary (b) editing
L’applicazione web messa a disposizione permette di lavorare a due livelli diffe-
renti. Al livello di primary editing (Fig. 1.2a), l’utente può creare una trascrizione,
codificata e marcata secondo gli standard XML TEI, di ogni folio del manoscritto
o pagina del testo stampato; grazie ad appositi strumenti è inoltre possibile identi-
ficare sull’immagine le aree in cui sono presenti una o più revisioni (revision sites)
e collegarle al testo corrispondente, arricchite eventualmente da una serie di meta
informazioni. Una volta salvata e approvata dall’amministratore del progetto o dal-
l’editore incaricato di pubblicare l’edizione digitale, tale trascrizione codificata ha
un duplice scopo: da un lato viene utilizzata per realizzare (tramite trasformazioni
XSLT) l’interfaccia di visualizzazione dell’edizione dell’opera in questione, che potrà
essere consultata in tre diverse versioni (trascrizione diplomatica, versione base e te-
sto di lettura), dall’altro lato, se presenta revision sites, serve come base per il livello
di secondary editing (Fig. 1.2b). A questo livello, infatti, l’utente potrà utilizzare i
revision sites precedentemente identificati e codificati per creare le sequenze ordinate
e le narrative di ogni set di revisioni. In tal modo le singole lezioni che si succedono
nella revisione di un particolare passaggio del testo sono collegate direttamente sia
alla relativa porzione di immagine selezionata, sia alla sua trascrizione codificata in
XML TEI.
Grazie all’utilizzo delle API di Juxta Commons, TextLab offre anche un utile
strumento di confronto e collazione di testi. Le caratteristiche della collazione sono
ereditate dalle funzionalità messe a disposizione da Juxta: varianti corrispondenti
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affiancate e sempre collegate, vertical scrolling sincronizzato per confrontare i testi
con più facilità, mappa di intensità (heat map) per analizzare il grado di variazione
per una determinata porzione di testo.
1.2.2 La codifica del testo
Il punto di partenza per la realizzazione di un’edizione da diffondere su supporto
elettronico è la digitalizzazione dei materiali da includere in essa, ovvero la loro con-
versione in un formato digitale. Ad un livello generale, essa può avvenire in modalità
differenti, principalmente per acquisizione meccanica, con appositi macchinari che
estraggono il contenuto informativo del documento/oggetto in questione e lo inviano
ad un computer, o per digitazione tramite tastiera. In quest’ultimo caso è possibile
arricchire la semplice trascrizione del testo con informazioni di tipo strutturale o
semantico, grazie all’utilizzo di opportuni schemi di codifica testuale.
Esistono due diversi approcci che possono essere utilizzati: annotazioni in li-
nea (embedded markup), che prevedono la codifica delle informazioni all’interno dei
dati annotati, e marcatura stand-off, in cui il dato testuale primario è “fisicamen-
te separato” dall’annotazione che lo descrive. Entrambe le metodologie presentano
vantaggi e svantaggi; in particolare, l’annotazione embedded tende ad essere facile
da applicare e da manutenere, poiché gli elementi annotati sono associati alle anno-
tazioni in maniera diretta; tuttavia essa comporta numerose difficoltà per la codifica
simultanea di livelli differenti di annotazioni applicati ad un medesimo testo sorgen-
te. Pertanto, talvolta è preferibile utilizzare l’approccio stand-off, che permette una
più flessibile annotazione di strati multipli di informazioni, evitando di corrompere
eventuali annotazioni esistenti43.
I linguaggi di codifica possono essere di due tipologie principali: procedurali,
ovvero orientati al documento e utilizzati per segnalare all’elaboratore alcune carat-
teristiche del testo codificato (per esempio LATEX); o dichiarativi, ovvero orientati al
testo e utilizzati per catturare il significato semantico degli elementi, tralasciando
l’aspetto che essi dovranno avere al momento della visualizzazione (per esempio i
linguaggi della famiglia SGML). I linguaggi dichiarativi diventano molto importanti
nell’ambito delle pubblicazioni digitali in quanto permettono sia di far coesistere in
uno stesso documento livelli di analisi e interpretazione multipli, sia di offrire vi-
sualizzazioni differenti di uno stesso contenuto; per esempio, nel caso dell’XML44,
grazie all’utilizzo di fogli di stile XSLT45, diventa possibile ottenere viste multiple a
partire da un unico file digitale.
43 Dipper 2005, pp. 39 - 50.
44 In informatica, XML (eXtensible Markup Language) è un metalinguaggio appartenente alla fa-
miglia SGML, che permette di definire e controllare il significato degli elementi contenuti in
un documento o in un testo. Cfr. Extensible Markup Language (XML) - Sito ufficiale W3C
(https://www.w3.org/XML/).
45 XSLT (Extensible Stylesheet Language Transformation) è un linguaggio della famiglia XSL per la
trasformazione dei file XML in altri documenti XML. Cfr, XSL Transformations - Sito ufficiale
W3C (https://www.w3.org/TR/xslt/).
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Nell’ambito della critica testuale digitale, la codifica dei testi diventa molto im-
portante, in quanto offre la possibilità allo studioso di rappresentare e modellare la
realtà della tradizione dell’opera che sta approfondendo, in modo tale che le informa-
zioni raccolte possano essere elaborate e “comprese” da un calcolatore per estrarre
nuova conoscenza da esse. La codifica di un testo può essere condotta su piani diversi
in base alla quantità di meta-informazione che si vuole conservare e trasmettere.
La diffusione delle nuove tecnologie ha determinato lo sviluppo di numerosi sche-
mi di codifica, relativi a settori disciplinari diversi; nell’ambito delle scienze umane,
uno dei progetti più rilevanti è la TEI, che ha portato alla diffusione di uno standard
di codifica XML per la creazione di documenti elettronici annotati46.
1.2.3 Lo standard TEI e il modulo Critical Apparatus
La TEI (Text Encoding Initiative)47 è un consorzio internazionale nato nel 1987
con l’obiettivo principale di sviluppare, mantenere e diffondere uno standard per la
rappresentazione di materiali testuali in formato digitale. Adottando sin dall’inizio
una codifica di tipo dichiarativo (inizialmente SGML – Standard Generalized Markup
Language, poi XML – eXtensible Markup Language), la TEI definisce schemi di
codifica, opportunamente documentati nelle Guidelines48, utilizzabili come standard
per la marcatura del testo. Tali linee guida, che hanno trovato largo consenso nella
comunità accademica, sono ormai considerate un punto di riferimento importante e
vengono utilizzate da un gran numero di progetti nell’ambito delle scienze umane49.
La versione attuale (TEI P550), rilasciata il 1 novembre 2007 e da allora aggiornata
piuttosto frequentemente, ha apportato diversi miglioramenti tra cui una maggiore
modularità degli elementi dimarkup definiti, in modo da permettere una più semplice
personalizzazione al fine di ottenere uno schema di codifica il più aderente possibile
alle caratteristiche del testo da codificare.
Il modulo TEI specializzato per la gestione delle informazioni che riguardano
l’evoluzione del testo nelle sue varianti e per la codifica dell’edizione critica è il
TEI Critical Apparatus51. Esso può ovviamente essere utilizzato in congiunzione
a qualsiasi altro modulo TEI esistente. A partire dal 2014 è iniziato un lavoro
collaborativo di riscrittura di tale modulo, con la finalità primaria di renderlo più
potente e più adatto alle esigenze di codifica dei filologi52. Un primo risultato di
46 Gli schemi proposti permettono di utilizzare sia una marcatura di tipo embedded, sia quella stand-
off (Cfr. TEI: Stand-off Markup: http://www.tei-c.org/Activities/Workgroups/SO/sow06.
xml); tuttavia, nel presente elaborato verrà presa in considerazione principalmente la modalità
di annotazione del primo tipo.
47 TEI: Text Encoding Initiative: http://www.tei-c.org/.
48 TEI: Guidelines: http://www.tei-c.org/Guidelines/.
49 Huitfeldt 2003.
50 TEI: P5 Guidelines: http://www.tei-c.org/Guidelines/P5/.
51 TEI Critical Apparatus: http://www.tei-c.org/release/doc/tei-p5-doc/en/html/TC.html.
52 Per maggiori informazioni riguardo la discussione avvenuta intorno alla riscrittura del modulo TEI
Critical Apparatus si vedano i documenti online Representing Textual Variation (https://docs.
google.com/document/d/10R5FfpvCh9v2c2zeG1hgYMcyuT8o-PfHiaWYVrLf56k/), Critical Ap-
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tale discussione è stato ottenuto con la versione 2.9.1 delle linee guida P5, rilasciata
il 15 ottobre 2015, che ha introdotto un’importante novità proprio all’interno del
modulo Critical Apparatus: permettendo l’inclusione all’interno di <lem> e <rdg>
di elementi strutturali come <l>, <p> e <div>, rende infatti possibile la codifica di
variazioni ad un livello strutturale. Alla data odierna il lavoro di riscrittura non
risulta ancora terminato; come vedremo nei prossimi capitoli, le scelte effettuate in
fase di implementazione hanno permesso di realizzare un software molto flessibile,
in modo tale da rendere più facile un adattamento ad eventuali novità e modifiche
future.
TEI Critical Apparatus
Le specifiche di codifica formalizzate nel modulo Critical Apparatus nascono da una
riproposizione dell’impostazione tradizionale della filologia testuale nell’ambito del
mondo elettronico e digitale: «dare notizia della variabilità del testo nei suoi te-
stimoni, documentare e argomentare i passaggi interpretativi del processo ecdotico,
ma alla fine stabilire un testo dell’editore (il più possibile vicino al testo “giusto”,
ovvero al testo dell’autore)»53.




I primi due sono entrambi basati sul meccanismo di registrazione della variazione
all’esterno del corpo del testo, sia inline sia in una sezione separata del documento.
Il location-referenced method offre un meccanismo di codifica di apparati tradi-
zionali a stampa: l’apparato viene collegato al testo base indicando esplicitamente
soltanto il blocco di testo in cui vi è variazione (rilevato solitamente da uno schema




<l n="1">Experience though noon Auctoritee</l>
<l>Were in this world ...</l>
</div>





paratus Workgroup - TEIWiki (http://wiki.tei-c.org/index.php/Critical_Apparatus_
Workgroup) e SIG:MSS - TEIWiki (http://wiki.tei-c.org/index.php/SIG:MSS).
53 Monella 2006.
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Il double-end-point-attached method funziona in maniera analoga al precedente,
ma prevede l’indicazione esplicita sia dell’inizio (@from) sia della fine (@to) del lem-
ma di riferimento nel testo base, permettendo un collegamento non ambiguo di ogni




<l n="1" xml:id="WBP.1">Experience<anchor xml:id="WBP-A2"/>
though noon Auctoritee</l>
<l>Were in this world ...</l>
</div>





Il parallel segmentation method, infine, prevede una biforcazione del flusso di
testo laddove si verificano lezioni diverse nella tradizione; ogni variante è posta,
dunque, allo stesso livello del testo e il flusso generale si “ri-unisce” quando termina
la variazione. I testi confrontati sono quindi suddivisi in segmenti corrispondenti
tutti sincronizzati tra loro; ciò permette il confronto diretto di qualsiasi porzione di
testo in qualsiasi testimone con quella in qualsiasi altro testimone e rende piuttosto
semplice l’estrazione, mediante apposito software, del testo completo di ognuno di
essi. Ogni segmento di testo in cui è stata registrata una variazione è codificato me-
diante l’utilizzo dell’elemento <app>; ogni lezione diversa verrà codificata con uno
o più <rdg>, eventualmente raggruppati in <rdgGrp>, mentre le lezioni preferite o











<l>Were in this world ...</l>
In questo metodo due o più variazioni non possono sovrapporsi, anche se possono in-
vece annidarsi l’una dentro l’altra; per questo motivo esso risulta meno conveniente
per la codifica di tradizioni molto complesse.
Per codificare la lista dei testimoni presi in esame è possibile utilizzare l’elemento
<listWit>, da inserire in coda al materiale introduttivo dell’edizione oppure all’in-
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terno dell’elemento <sourceDesc> dell’intestazione54. Tale elemento può contenere
una serie di <witness>, eventualmente raggruppati in un <listWit> annidato, al
cui interno è possibile inserire una breve descrizione del testimone di riferimento, una
descrizione bibliograficamente più dettagliata (utilizzando gli elementi <msDesc> e










All’elemento rappresentativo di un particolare testimone deve essere assegnato un
identificatore univoco (@xml:id), che potrà poi essere utilizzato per fare riferimento
al testimone stesso, per esempio per indicare una particolare variante registrata in
esso; nel caso di un <listWit> annidato, l’identificatore univoco potrà essere utiliz-
zato per far riferimento a tutti i testimoni che appartengono al gruppo in questione.
Una lista opportunamente codificata può rendere facoltativo l’inserimento in ogni
voce d’apparato dell’elenco esaustivo dei testimoni che concordano con il testo ba-
se per quanto riguarda una particolare variante. Infatti, un software applicativo
può teoricamente confrontare i testimoni indicati per ciascuna lezione registrata con
quelli indicati nella lista completa e recuperare automaticamente quelli che sono in
accordo con il testo base.
Le informazioni circa le diverse lezioni registrate nella tradizione di un’opera
possono essere codificate in una serie di entrate d’apparato, ognuna delle quali uti-
lizzata per documentare una variazione, o un insieme di lezioni diverse, all’interno
del testo. L’elemento utilizzato per raggruppare tutte le lezioni che costituiscono
la variazione è <app>, che può essere classificato mediante l’utilizzo dell’attributo
@type ed eventualmente collegato al testo base grazie ad attributi come @from, @to
e @loc. Al suo interno si possono inserire una o più lezioni (<rdg>), un eventuale
lemma (<lem>) e un’eventuale nota esplicativa (<note>).
<app>
<lem wit="#A">creaturae tuae</lem>
<rdg wit="#B #E">creaturas tuas</rdg>
<rdg wit="#C">creaturarum tuarum</rdg>
<note>This is a note</note>
</app>
L’elemento <lem> viene utilizzato per indicare la forma originale, per marcare la
54 In alternativa a <listWit> è possibile utilizzare anche <listBibl>, che permette di codificare un
elenco di voci bibliografiche <bibl>.
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lezione di un testo base o per indicare la preferenza dell’editore per una particola-
re situazione di variabilità testuale. Le lezioni differenti registrate nella tradizione
possono essere codificate individualmente mediante l’elemento <rdg> o raggruppate
all’interno di un elemento <rdgGrp>. La scelta di raggruppare le lezioni è arbitraria
e può essere motivata da situazioni differenti: varianti con valori identici su uno
o più attributi, varianti che formano una sequenza di variazione autonoma, etc. I
raggruppamenti possono essere annidati in maniera ricorsiva, in modo da classificare
le varianti a qualsiasi livello di profondità; dal momento che l’entrata di apparato
stessa può essere annidata dentro un’altra, è possibile utilizzare anche l’elemento
<app> per raggruppare lezioni collegate, ma non vi è alcuna regola specifica che
indichi quando preferire un sotto-<app> e quando invece utilizzare un <rdgGrp>.
Per indicare le entità fisiche (manoscritto, tavola, papiro, edizione a stampa)
in cui è stata registrata la lezione di riferimento si utilizza l’attributo @wit, il cui
valore sarà una lista di una o più sigle55, solitamente precedute dal simbolo “#” e
separate da spazi. In alternativa, è possibile utilizzare l’elemento <wit> a seguito
di un <lem>, <rdg> o <rdgGrp>; tale codifica rende, però, più difficile l’estrazione
automatica del testo del testimone di riferimento da parte di un’eventuale software.
Utilizzando gli attributi @type e @cause è possibile classificare una particolare
lezione (o gruppo di lezioni) in base ad una qualche tassonomia di riferimento (per
esempio, variante “ortografica” o “lessicografica”), o in base alla causa che ha portato
alla variazione che si sta registrando (per esempio, falsa emendazione).
Inoltre, è possibile segnalare l’agente responsabile di una particolare lezione pre-
sente nel testimone di riferimento (scriba, autore, mano 1, mano 2, etc.) utilizzando
l’attributo @hand.
Infine, gli attributi @resp e @cert permettono rispettivamente di indicare il
responsabile dell’interpretazione o dell’intervento (per esempio, un traduttore o un
editore) e il grado di certezza dell’intervento editoriale o dell’interpretazione, oppure
possono essere utilizzati per indicare la persona responsabile della scelta editoriale
registrata e il grado di certezza che, secondo la persona che si occupa della codifica,
può essere associato a tale decisione.
Nel caso in cui gli attributi siano assegnati all’elemento <rdgGrp>, i valori re-
gistrati vengono ereditati dai <lem> o <rdg> annidati, a meno che non vengano
sovrascritti da nuove specifiche degli stessi attributi assegnati alle singole varianti.
Gli attributi @hand e @resp assumono un significato reale solo quando sono legati ad
una lezione associata ad un singolo testimone; nel caso in cui per la lezione registrata
sono indicate più sigle, è necessario utilizzare l’elemento <witDetail> per fornire
indicazioni dettagliate circa la mano o il responsabile per un testimone singolo.
55 Le sigle utilizzate all’interno dell’attributo @wit fanno riferimento agli identificatori univoci








<witDetail target="#r01" wit="#A" resp="#CDP">
Ornamental capital.
</witDetail>
Eventualmente, per fornire dettagli più approfonditi circa la discussione edi-
toriale e di interpretazione costruita intorno ad una specifica variante, è possibile
utilizzare l’elemento <note> inserito all’interno dell’apparato. Anche in questo ca-
so, per associare una nota ad un testimone specifico sarà necessario utilizzare il già
citato elemento <witDetail>.
Quando si vuole indicare la determinata sequenza con la quale si pensa che le
varianti si siano susseguite, è possibile utilizzare l’attributo @varSeq per indicare la





Oltre agli attributi specifici collegati alla variabilità testuale, con gli elementi
<app>, <rdg>, <lem> e <rdgGrp> è possibile utilizzare gli attributi generici come
@xml:id, @n e @lang, gli attributi di rendering come @rend, @style e @rendition,
gli attributi di collegamento ipertestuale come @corresp e @sameAs, e molti altri56.
Infine, grazie a <witStart/>, <witEnd/>, <lacunaStart/> e <lacunaEnd/>, che
possono essere inseriti soltanto all’interno di un <lem> o un <rdg>, è possibile codi-
ficare testimoni incompleti, che sono conservati in frammenti o che presentano una o
più lacune sostanziose. Anche in questo caso, mediante l’attributo @wit è possibile




<rdg wit="#C #D #E"><lacunaEnd wit="#E"/>auctorite</rdg>
</app>
56 Per un elenco completo degli attributi utilizzabili con gli elementi citati si rimanda alle linee
guida TEI P5.
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1.2.4 Visualizzazione di edizioni codificate in TEI
La modalità comunemente utilizzata per la visualizzazione dei documenti codificati
in XML TEI (o più semplicemente in XML) prevede l’utilizzo di fogli di stile che,
oltre a renderizzare in un certo modo determinati elementi, sono in grado di elabo-
rare e trasformare il testo codificato in base alle esigenze di presentazione. Tra gli
strumenti che utilizzano XSLT per la visualizzazione di edizioni critiche codificate in
TEI P5, è necessario ricordare la Versioning Machine57, un framework open source
sviluppato nel 2000 da Susan Schreibman e attualmente aggiornato alla versione 5.0
rilasciata a gennaio 2016, che utilizza una collezione di file XSLT 1.0 per la renderiz-
zazione di versioni multiple di testi opportunamente codificati secondo lo standard
TEI P5. Tra le varie funzionalità che offre troviamo la gestione delle annotazioni e
del materiale introduttivo, il confronto di versioni diplomatiche dei testimoni della
tradizione e la possibilità di confrontare facilmente un’immagine del manoscritto con
una sua versione diplomatica.
Un altro strumento interessante, sviluppato negli ultimi mesi e ancora in fase di
completamento, è il TEI Critical Edition Toolbox58. Si tratta di un’applicazione web
sviluppata da Marjorie Burghart, appositamente pensata per coloro che si accingo-
no a preparare un’edizione critica digitale nativa utilizzando il parallel-segmentation
method definito negli schemi di codifica TEI. Tale software, utilizzando trasforma-
zioni XSLT basate su TEI BoilerPlate 59, permette di visualizzare l’edizione “in
divenire” e di verificare la coerenza della codifica prima che questa sia ultimata. Le
funzionalità primarie sono:
• visualizzare l’edizione in una modalità facile da leggere, anche prima di averla
portata a termine;
• eseguire i controlli di qualità della codifica e verificare, per esempio, se ci si è
dimenticati di elencare un testimone in un’entrata di apparato;
• visualizzare il testo di uno o più testimoni specifici.
Come si legge sul sito, tale software è in grado di gestire sia apparati che conten-
gono solo varianti alternative codificate con <rdg>, sia apparati che contengono un
<lem> e uno o più <rdg>, anche in uno stesso file. Quando l’apparato contiene un
lemma, nel testo dell’edizione viene visualizzato soltanto il testo contenuto in tale
elemento, mentre le varianti sono inserite in una nota pop-up; nel caso in cui non sia
indicato alcun lemma, invece, nel testo compariranno tutte le varianti registrate cir-
coscritte da parentesi graffe per agevolare la lettura. Nel caso in cui l’editore abbia
raggruppato le varianti in <rdgGrp>, il contenuto di ogni gruppo verrà visualizzato
all’interno di parentesi tonde doppie, formattate in grassetto.
57 Versioning Machine: http://v-machine.org/.
58 TEI Critical Edition Toolbox: http://ciham-digital.huma-num.fr/teitoolbox/index.php.
59 TEI Boilerplate: http://dcl.ils.indiana.edu/teibp/.
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Tra i vari strumenti, il Toolbox mette a disposizione una specie di filtro di varian-
ti che permette di personalizzare le varianti evidenziate nell’edizione, per esempio
quelle che contengono un lemma, quelle che contengono solo <rdg>, quelle in cui un
testimone compare più di una volta oppure quelle in cui non è menzionato alcun
testimone.
Inoltre, è possibile confrontare in parallelo i testi dei singoli testimoni (affiancan-
dovi eventualmente anche il testo critico formato sulla base dei <lem>), scegliendo
quanti e quali testimoni visualizzare. In questa visualizzazione le varianti sono evi-
denziate con colori diversi per distinguere quelle che concordano con il lemma, quelle
che discordano e quelle per le quali non è stato registrato alcun lemma; nel caso in
cui non sia possibile risalire al testo del testimone in questione a partire dalle entrate
di apparato, per probabili errori di codifica, nel testo vengono visualizzati dei punti
interrogativi.
1.3 L’edizione digitale
L’espressione “edizione digitale” «ha assunto [negli anni] eccezioni diverse al pun-
to da essere ambigua» e soggetta ad una pluralità di interpretazioni; se da un lato,
infatti, «essa si riferisce a testi pubblicati su supporto informatico», dall’altro «deno-
mina un insieme di attività relative allo sviluppo di programmi che siano in grado di
favorire l’interazione fra l’editore e l’elaboratore»60. Tale distinzione porta ad iden-
tificare la “filologia digitale” come il lavoro di ricerca che porta alla digitalizzazione
e codifica dei testi e a una loro visualizzazione ipertestuale, e a distinguerla dalla
“filologia computazionale”, che può essere identificata invece come la disciplina che
si occupa della realizzazione di nuovi software e applicazioni da offrire negli studi del
primo tipo. «La differenza è quindi quella [...] tra prodotto e processo»61. In ogni
caso, è possibile affermare che l’edizione digitale è un nuovo tipo di prodotto degli
studi ecdotici, che permette la diffusione di contenuti in un formato elettronico e in
un ambiente ipertestuale e multimediale, in cui l’utente finale (studioso, studente o
generico interessato) ha a disposizione particolari strumenti per condurre analisi più
approfondite ed elaborate.
1.3.1 Tipologie principali
Una delle prime distinzioni che può essere fatta è quella tra edizioni di tipo acca-
demico appositamente pensate per un pubblico di studiosi e ricercatori (definite,
nel mondo anglosassone, SDE - Scholarly Digital Editions o DSE Digital Scholar-
ly Editions) ed edizioni rivolte al grande pubblico. Non si tratta di una dicotomia
nettamente distinta, bensì spesso la prima può essere utilizzata per la successiva pub-
60 Bozzi 2006, pp. 207-208.
61 Meschini 2013, p. 25.
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blicazione di edizioni del secondo tipo che vengono distribuite al grande pubblico
con finalità didattiche o di comunicazione.
Le edizioni digitali, inoltre, variano dal punto di vista delle tecnologie utilizzate
(software proprietari e stand alone, come CTE, o standard riconosciuti, come gli
schemi di codifica TEI), delle modalità di diffusione (online o su supporto ottico
come CD o DVD62), e dei materiali integrati; in quest’ultimo caso, è possibile di-
stinguere, per esempio, tra edizioni solo testo, edizioni facsimile, che offrono l’accesso
a scansioni ad alta definizione di uno o più manoscritti, eventualmente corredate da
schede descrittive o annotate e affiancate alle trascrizioni testuali, ed edizioni criti-
che complete che oltre al testo dell’edizione mettono a disposizione tutte (o buona
parte) le varianti registrate e permettono di accedere al testo integrale dei testimoni.
Una classificazione plausibile delle diverse tipologie di raccolte di materiali te-
stuali identificabili come “edizione elettronica” o “digitale” può essere la seguente:
• edizioni online o su supporto ottico di singole opere o autori, eventualmente
distinguibili in edizioni basate su immagini (ad esempio l’Electronic Beowulf
di Kevin S. Kiernan63 o il Digital Vercelli Book64, la cui realizzazione è stata
curata e seguita dal professor Rosselli Del Turco), edizioni ipermediali (come il
Rossetti Archive65) ed edizioni critiche ipertestuali (ad esempio The Wanderer
di Tim Romano66);
• collezioni di testi online create e gestite all’interno di progetti collaborativi
(quali Wikisource67 e Open Library68);
• collezioni o biblioteche digitali di testi critici e/o diplomatici in ambito acca-
demico (come The University of Oxford Text Archive69 e ALIM70);
• banche dati documentali tematiche (ad esempio Normattiva71);
• piattaforme o applicazioni web per attività di collaborazione nell’ambito della
trascrizione e codifica di edizioni digitali testuali (come Annotation Studio72
62 Il supporto ottico era il metodo di pubblicazione più utilizzato in una prima fase di sperimentazio-
ne con le edizioni digitali. Tra le prime pubblicazioni, un esempio molto interessante e altamente
innovativo in relazione al periodo in cui è stato pubblicato è The Exeter Anthology of Old English
Poetry, un’edizione digitale del Codice Exeter (o The Exeter Book), disponibile su supporto ottico
DVD e basata sul testo della seconda edizione del manoscritto (Muir, Bernard J. editore – 2000).
63 Electronic Beowulf : http://ebeowulf.uky.edu/.
64 The Digital Vercelli Book: http://vbd.humnet.unipi.it/.
65 The Rossetti Archive: http://www.rossettiarchive.org/.
66 The Wandered: http://aimsdata.com/tim/anhaga/WandererMain1.htm.
67 Wikisource: https://it.wikisource.org/.
68 Open Library: https://openlibrary.org/.
69 The University of Oxford Text Archive: https://ota.ox.ac.uk/.
70 Archivio della Latinità Italiana del Medioevo: http://www.alim.dfll.univr.it/.
71 Normattiva: http://www.normattiva.it/.
72 Annotation Studio: http://www.annotationstudio.org/.
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e Recogito73) o di riproduzioni digitali di immagini e oggetti 3D (ad esempio,
Scribe74).
Nella forma più semplice, dunque, si hanno pubblicazioni di facsimile, che per-
mettono all’utente di visualizzare documenti che altrimenti sarebbero difficilmente
(o per niente) accessibili. Talvolta le scansioni sono annotate e/o accompagnate da
trascrizioni del testo, eventualmente codificate ad un qualche livello descrittivo e af-
fiancate da apparati introduttivi e note critiche. Tra gli strumenti più comuni messi
a disposizione degli utenti si ha la navigazione ipertestuale che permette un accesso
non necessariamente lineare ai contenuti; la ricerca testuale, che nella maggior parte
dei casi permette di circoscrivere i risultati a livelli di granularità differenti; zoom e
tool di elaborazione di immagini che permettono uno studio più approfondito delle
scansioni del manoscritto; a volte si hanno anche funzionalità più innovative che
permettono un collegamento diretto tra testo immagine, l’annotazione testuale in-
line, l’allineamento di varianti alternative e la partecipazione attiva dell’utente alla
discussione accademica.
1.3.2 Edizioni born digital
Uno dei primi modelli editoriali born digital, che secondo Pierazzo rappresenta forse
il tentativo più radicale di sfruttare le capacità del mezzo elettronico75, è quello
noto come approccio “cladistico” o “filogenetico”. Esso si basa sul principio secondo
il quale la variazione esistente nella tradizione manoscritta di un’opera si compor-
ta in maniera molto simile alle mutazioni genetiche del DNA negli esseri viventi e
può quindi essere studiata per mezzo di un rizoma, ovvero una struttura diversa
dall’albero, in cui non vi sono punti di entrata o di uscita ben definiti, né sono
presenti gerarchie interne76. Tale approccio fa largo uso di strumenti di filologia
computazionale e analisi statistica, che permettono di eseguire collazioni automati-
che dei testimoni; pertanto viene spesso criticato poiché rischia di non tenere conto
dell’importanza che ha il giudizio umano nella valutazione della variazione testuale.
La diffusione di Internet, e in particolare del Web 2.0, in cui l’utente non è più
fruitore passivo di contenuti ma ha la possibilità di interagire attivamente con il
web, ha portato, inoltre, alla diffusione di edizioni “sociali”, in cui la comunità ac-
cademica ha la possibilità non solo di annotare, commentare o tradurre determinati
passaggi, ma può contribuire in maniera significativa alla pubblicazione finale, ag-
giungendo, modificando o eliminando parti del testo, con o senza controllo editoriale
da parte di un moderatore. Secondo McGann, tale componente sociale esiste an-
che nella ricezione del testo da parte dei lettori, che riflettono la propria singolarità
73 Recogito: http://pelagios.org/recogito/.
74 Scribe: http://scribeproject.github.io/.
75 Pierazzo 2014, p. 23.
76 Macé e Baret 2006.
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nella comprensione dei contenuti testuali producendo una pluralità di testi possibi-
li77. Ciò apre l’edizione al contribuito dell’intera comunità accademica e rischia di
compromettere il ruolo della lettura privilegiata fornita dell’editore78.
1.3.3 Potenzialità del mezzo elettronico
I nuovi aspetti caratteristici delle edizioni digitali, che hanno avuto e continue-
ranno ad avere conseguenze sul metodo di lavoro, sono strettamente collegati alle
potenzialità tecniche del mezzo elettronico.
Il mondo digitale offre innanzitutto la possibilità di gestire ed elaborare gran-
di quantità di dati di varia tipologia, permettendo di avvicinarsi alla realizzazione
delle prospettive ideali indicate da filologi tradizionalisti come Domenico De Ro-
bertis, secondo il quale una buona edizione critica è quella che «offre i materiali
necessari e sufficienti per un’altra edizione critica della stessa opera condotta se-
condo criteri differenti»79. La perdita dei vincoli imposti dall’edizione a stampa
permette di aggiungere all’edizione tutti i materiali, tradizionalmente esclusi, che si
ritengono fondamentali per mettere il lettore in condizione tale da poter verificare
(ed eventualmente confutare) le scelte editoriali avanzate. I testimoni della tradi-
zione possono essere presentati con il loro testo integrale e confrontati l’uno con
l’altro, eventualmente in rapporto al testo critico contenente le proposte editoriali
del curatore; ciò permette di contestualizzare in maniera diretta e veloce le varianti
registrate in apparato, sia nel contesto della trascrizione, sia nel contesto “originale”
del manoscritto, qualora si siano integrate nell’edizione anche le scansioni dei singoli
testimoni. Anche l’apparato critico non è più necessariamente limitato da consi-
derazioni di spazio, ma può essere fornito sempre nella sua completezza e talvolta
reso anche adattabile dinamicamente in base alle esigenze dell’utente, riuscendo a
trasformarsi da semplice contenitore di varianti, a luogo in cui le scelte editoriali
vengono valutate e giudicate80.
Nell’ambiente digitale, inoltre, i dati possono essere collegati con rapidità, preci-
sione e complessità non raggiungibili da uno o più testi stampati. Questo permette
una consultazione dinamica dell’edizione, vicina alle proprie esigenze di studio; gra-
zie all’ipertestualità del testo elettronico e ai nuovi strumenti di ricerca avanzata, le
opere possono essere esplorate in maniera più approfondita, consentendo di ottene-
re risultati precedentemente impensabili o eventualmente raggiungibili solo in tempi
elevati. Grazie all’utilizzo di linguaggi standard comunemente accettati, riconosciuti
e utilizzati è anche possibile far sì che i dati dell’edizione comunichino con altri dati
disponibili online, permettendo operazioni come le ricerche aggregate tra edizioni
77 McGann 2004, p. 206.
78 Siemens et al. 2012.
79 Mordenti 2001, p. 67.
80 Buzzoni e Rosselli Del Turco 2016.
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differenti o l’utilizzo di materiali che risiedono su server Web diversi da quello che
ospita l’edizione.
Inoltre, dal momento che l’edizione digitale non è assolutamente legata ad uno
specifico indirizzo filologico, ma è «neutra in sé»81, può essere costruita in modo
da confrontare tra loro più metodologie, permettendo eventualmente di valutare le
differenze tra un approccio e l’altro; l’editore, per esempio, non è più costretto a
scegliere se pubblicare un’edizione diplomatica piuttosto che critica, in quanto nel-
l’ambiente virtuale possono convivere tranquillamente livelli di edizione differenti,
ognuno con i suoi strumenti di analisi testuale o di visualizzazione ed elaborazione di
immagini e altri oggetti multimediali. Tale libertà si riflette anche nella possibilità
di aprire una stessa edizione digitale ad un pubblico multiplo (sia generico, sia spe-
cializzato): dove appropriato, l’editore può infatti fornire le informazioni necessarie
per permettere all’utente di leggere il testo nella sua forma originale arcaica o in
una forma modernizzata, con o senza correzioni di errori ovvi, con o senza apparato
di varianti, includendo o escludendo varianti puramente ortografiche, con o senza
commenti di critica testuale o storica, con o senza una traduzione letterale o libera.
Infine, nel mondo digitale è possibile offrire a chi non ha curato l’edizione la
possibilità di partecipare attivamente alle discussioni e correzioni di passaggi non
chiari o non del tutto corretti. Si riducono così i tempi di reazione al prodotto
scientifico e si apre un dialogo diretto e immediato tra editore e lettore critico, e
talvolta tra gli stessi lettori.
1.3.4 Problemi inevitabili
I nuovi media non risultano, però, privi di problemi, ma anzi si portano dietro dei
pericoli in termini di qualità e (non) valutazione accademica, durabilità e inaccessi-
bilità.
Innanzitutto l’ambiente digitale, soprattutto quello del World Wide Web è un
ambiente meno strutturato e controllato, in cui ogni risorsa rischia di avere lo stesso
peso e la stessa credibilità, ed è spesso difficile valutare la qualità e l’autenticità delle
informazioni e dei dati trasmessi. Potenzialmente tutto può diventare parte dell’e-
dizione, ma è necessario non dimenticarsi mai della qualità dei contenuti trasmessi:
anche se il mondo digitale permette di fornire all’utente tutti i materiali offerti dalla
tradizione senza alcuna valutazione o selezione, non è detto che si debba accettare
tutto indistintamente. L’utente, infatti, non deve aver accesso a tutta l’informazione
disponibile, ma solo a quella che secondo l’editore è necessaria per raggiungere una
conoscenza del testo articolata e approfondita. Ovviamente, un’edizione digitale
può ospitare una quantità di informazione molto più vasta rispetto ad un’edizione a
stampa; tuttavia, «un’edizione e un apparato non devono essere [una] “discarica di




che l’utente possa essere in grado sia di sviluppare una propria interpretazione, sia
di valutare quella proposta dall’editore.
Un altro problema è quello legato alla durabilità: i documenti digitali sono anco-
ra più fragili di gran parte di quelli analogici e la loro durata fisica rischia di rivelarsi
inferiore a quella di argilla, pietra, papiro, pergamena e carta; i rischi cui si va in-
contro rientrano sia nell’ambito dell’obsolescenza dell’hardware, che potrebbe non
essere più in grado di decodificare i supporti o di eseguire i programmi di interpreta-
zione, sia nell’ambito dell’obsolescenza del software, che potrebbe non riuscire più a
interpretare i dati. Ad esempio, l’utilizzo di edizioni legate ad un software specifico
(software centered) è limitato esclusivamente a chi ha la possibilità di accedere a tale
tecnologia. Diventa, quindi, necessario assicurarsi che il proprio prodotto rimanga
leggibile, usabile e sfruttabile nel lungo termine; una strategia per venir incontro a
tale problema è, ad esempio, l’utilizzo di forme standard indipendenti da qualsiasi
sistema informatico, oppure l’estensione del software originale mediante periodici
aggiornamenti83.
Infine, anche se il digital divide84 è stato ridotto e sempre più persone han-
no imparato a relazionarsi con il mondo digitale, spesso le competenze richieste
per produrre, o anche solo consultare, un’edizione digitale risultano troppo elevate.
Creare un’edizione digitale completa è spesso molto costoso e necessita competenze
multidisciplinari (filologia, codifica dei testi, sviluppo di software per l’elaborazio-
ne dei testi o la modifica delle immagini, etc.); la scelta digitale, quindi, comporta
un mutamento profondo anche per quanto riguarda il metodo di lavoro, che vede il
passaggio dal singolo studioso ad una équipe multidisciplinare che lavora in parallelo.
1.3.5 Galleria di esempi rappresentativi
Le edizioni digitali hanno ormai più di vent’anni di storia alle spalle85, ma sebbene
ne sia stato pubblicato un numero relativamente elevato, non è ancora stato stabilito
uno standard di pubblicazione accademicamente equivalente alle tradizionali edizioni
a stampa. Inoltre, le soluzioni relative ai problemi tipici dell’edizione critica (in
particolare la navigazione tra varianti, il modo di presentare l’apparato critico, la
gestione dei testimoni, etc.) sono piuttosto diverse l’una dall’altra.
83 Un sollievo parziale e non risolutivo al problema della durabilità dei prodotti digitali proviene dagli
emulatori, ovvero programmi che permettono di eseguire su computer contemporanei software
originariamente scritti per altre macchine, anche scomparse.
84 Il divario digitale o digital divide è la disparità esistente tra chi ha accesso alle nuove tecnologie
dell’informazione (in particolare personal computer e internet) e chi ne è parzialmente o total-
mente escluso. Se inizialmente era legato esclusivamente all’accesso fisico alle tecnologie, tale
termine include oggi anche il divario dal punto di vista delle competenze possedute, necessarie
per acquisire risorse e interagire attivamente con gli strumenti digitali. Cfr. DiMaggio e Hargittai
2001, Hargittai 2002 e Dijk 2006.
85 I due cataloghi più completi sono il Catalogue of Digital Editions di G. Franzini, reso disponibile
a settembre 2015 su GitHub (https://github.com/gfranzini/digEds_cat/) e il catalogo di P.
Sahle A catalog of Digital Scholarly Editions (http://www.digitale-edition.de/).
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In questa sezione verrà proposta e brevemente analizzata una selezione di edizioni
critiche digitali, tale da presentare un panorama sufficientemente esaustivo di quello
che è lo stato dell’arte in questo ambito e dare quindi voce alla variabilità delle
modalità di presentazione esistenti.
1.3.5.1 Codex Sinaiticus
Il Codex Sinaiticus Project86 è una collaborazione internazionale nata con l’obiettivo
di riunire in forma digitale il manoscritto risalente al IV secolo e contenente la Bibbia
cristiana in greco, per renderlo accessibile per la prima volta al grande pubblico. I
testi, scaricabili con licenza Creative Commons, sono codificati nel formato TEI
XML con particolari personalizzazioni per risolvere alcuni problemi di marcatura.
All’origine del progetto c’erano dati molto eterogenei: immagini digitali delle pagine
del codice, file XML contenenti la trascrizione e la traduzione, fogli di calcolo Excel
contenenti la descrizione fisica, etc. Tutto questo materiale creato e raccolto da
più persone, in momenti diversi, sulla base di standard differenti, è stato integrato
all’interno di un’unica interfaccia web, che fa uso di tecnologie standard (HTML
CSS, JavaScript e Ajax) per garantire la mantenibilità nel lungo periodo.
Figura 1.3: Codex Sinaiticus: interfaccia principale
Tale interfaccia è in grado di presentare in maniera ottimale (Fig. 1.3):
• le immagini digitalizzate del manoscritto, affiancate non solo da strumenti di
manipolazione e di zoom, ma anche dalla possibilità di variare la direzione del-
l’illuminazione (normale/radente), in modo da permettere di cogliere dettagli
altrimenti invisibili;
86 Codex Sinaiticus Project: http://codexsinaiticus.org/.
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• la trascrizione diplomatica dei testi, con note critiche e con collegamento testo-
immagine a livello di singola parola, sia in formato “pagina” sia nella classica
formattazione in versetti a due colonne della Bibbia;
• quando disponibile, una traduzione del testo originale.
La navigazione è altrettanto efficace grazie alla possibilità di scegliere direttamente
il passo biblico o il foglio desiderato. Infine, tutto il sito (UI e testi) è disponibile in
quattro lingue (inglese, tedesco, greco, russo).
La ricchezza della documentazione e del materiale introduttivo, il buon funziona-
mento dell’edizione web e le numerose funzionalità che mette a disposizione fanno di
questa edizione un modello di successo, sia dal punto di vista strettamente filologico,
sia dal punto di vista tecnico e di UI development.
1.3.5.2 Parzival Project
Il Parzival Project87 è un progetto finanziato dalla Swiss National Science Founda-
tion (SNF) e dal German Research Council (DFG) con lo scopo primario di realiz-
zare un’edizione critica elettronica basata su quattro testimoni del Parzival, uno dei
maggiori poemi epici medievali attribuito al poeta tedesco Wolfram von Eschenbach.
Il formato dei dati era originariamente quello del software TUSTEP, che solo re-
centemente prevede la possibilità di esportare nel formato XML; il testo dell’edizione
non è disponibile in un formato sorgente.
Figura 1.4: Parzival Digitale: interfaccia principale
L’edizione digitale presenta un’interfaccia grafica che permette di operare un con-
fronto tra il testo base della collazione e gli altri testimoni, utilizzando le trascrizioni
e le immagini digitali dei diversi manoscritti (Fig. 1.4). Offre, inoltre, l’opportunità
87 Parzival Project: http://www.parzival.unibas.ch/home.html.
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di visualizzare le varianti dei testimoni nel più ampio contesto del foglio del ma-
noscritto e non come singola forma all’interno dell’apparato critico, e di mettere a
confronto i quattro testimoni collazionati (Fig. 1.5), anche se non è possibile scegliere
né quali visualizzare, né l’ordine con cui affiancarli.
Figura 1.5: Parzival Digitale: confronto testimoni
La grafica dell’interfaccia è basata su un’impostazione molto tradizionale, con
frame fissi di uguali dimensioni; l’immagine non è zoomabile e non è possibile acce-
dere in modo diretto alle informazioni dettagliate di ogni testimone (le quali sono
comunque presenti nel sito principale).
Tra le caratteristiche degne di nota troviamo la presenza di parole “sensibili”
direttamente collegate all’apparato in basso a sinistra (ma solo in modo unidirezio-
nale, da testo ad apparato e non viceversa) e l’utilizzo di formattazioni particolari
per veicolare informazioni aggiuntive (ma nessuna legenda che ne spieghi i riferimen-
ti e i significati). Vi è, inoltre, un collegamento diretto delle sigle dell’apparato con
il pannello del testimone di riferimento: basta un click per aggiornare il posiziona-
mento del testo in modo da fornire una contestualizzazione della variante; tuttavia,
l’immagine non si aggiorna e questo crea confusione in quanto non è nemmeno chiaro
a quale testimone si riferisca quest’ultima.
Di ogni testimone è fornito il testo completo e cliccando sulla sigla di ognuno
all’interno dell’apparato è possibile vederne l’immagine nel box in basso a destra,
anche se non viene data alcuna informazione visiva circa il testimone di riferimento
dell’immagine visualizzata, creando, come detto precedentemente, confusione quan-
do il box testuale dei testimoni scorre per allinearsi al contesto di una certa variante
cliccata.
Nonostante risulti eccellente da un punto di vista strettamente filologico, que-
sta edizione critica digitale soffre di un’impostazione piuttosto datata per quanto
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riguarda la visualizzazione e la presentazione dei dati, che ne limita in parte anche
la fruibilità.
1.3.5.3 Dante Alighieri: Commedia. A Digital Edition
L’edizione critica digitale Dante’s Commedia è uno dei numerosi progetti curati
da SDE88; realizzata con il software Anastasia, essa è disponibile sia su supporto
ottico (DVD), sia in forma di applicazione web, consultabile pienamente solo previo
abbonamento89. In essa si ritrovano le trascrizioni, le collazioni e le analisi di Prue
Shaw di sette manoscritti chiave della Commedia di Dante Alighieri. Le trascrizioni
sono accompagnate da immagini digitali ad alta risoluzione delle pagine di sei dei
manoscritti e dal testo completo delle edizioni di Petrocchi e Sanguineti. I testi sono
stati codificati nel formato TEI XML.
Figura 1.6: Dante’s Commedia: interfaccia principale
Facendo uso di una grafica molto tradizionale, questa edizione, come altre cura-
te dalla SDE, permette di navigare cantiche e canti della Commedia visualizzando
contemporaneamente le immagini dei manoscritti e varie tipologie di testo (trascri-
zione, collazione, edizione critica) e di effettuare ricerche avanzate, con possibilità
di limitare i risultati ad un determinato contesto. La modalità di presentazione è
piuttosto vicina al modello cartaceo e non sfrutta pienamente le potenzialità del-
l’ambiente ipertestuale; per esempio, non offre alcun collegamento testo-immagine
che permetta di individuare rapidamente le aree dei manoscritti in cui è riportato
un brano di testo o una variante.
88 Digital Scholarly Editions: http://www.sd-editions.com/.
89 Dante Alighieri: Commedia. A Digital Edition: http://sd-editions.com/Commedia/index.
html.
40
Di ogni testimone, oltre al testo completo e alle immagini digitali, sono disponibili
descrizione e nota di trascrizione. L’apparato critico soffre dello spazio limitato che
gli è riservato (Fig. 1.7), e del fatto che le sigle dei testimoni non sono collegamenti
al testo degli stessi (o per lo meno alle immagini dei manoscritti corrispondenti).
Figura 1.7: Dante’s Commedia: apparato critico
Tra le caratteristiche più avanzate, e pressoché uniche nel panorama complessivo
delle edizioni critiche, troviamo la marcatura di ogni singola parola e la possibilità
di visualizzare per ognuna di esse diverse forme: letterale, originale, correzioni di
prima mano, correzioni di seconda mano. Inoltre, è disponibile una collazione word-
by-word che mostra le varianti per ogni singola parola e permette di visualizzare le
differenze significative tra le edizioni. Le sigle dei diversi testimoni, in questo caso, si
presentano come hyperlink e permettono quindi un accesso diretto al contesto della
variante selezionata.
Molto interessante è la Variant Map, che permette di visualizzare il rapporto fra
i testimoni; si tratta di un filogramma senza radice, creato utilizzando il software
di induzione filogenetica PAUP90 a partire dalla collazione dei testi; esso, sulla base
delle evidenze disponibili, mostra i raggruppamenti ipotetici dei testimoni in “fami-
glie”: i testimoni che appartengono ad una stessa famiglia sono raggruppati come
nodi discendenti da un altro nodo.
Dal punto di vista filologico e testuale si tratta di un’edizione eccellente, con
molte caratteristiche interessanti e diversi strumenti utili; probabilmente trarrebbe
grande giovamento da un aggiornamento dell’interfaccia grafica e da un maggiore
utilizzo dell’ipertestualità del mezzo digitale.
1.3.5.4 The Wandering Jew’s Chronicle
The Wandering Jew’s Chronicle91 è un archivio che contiene immagini e trascrizioni
dell’omonima storica ballata inglese, stampata approssimativamente tra il 1630 e il
1830 in vari formati, versioni ed edizioni. Tale archivio include le immagini e le tra-
scrizioni di almeno un membro di ciascuna delle quattordici edizioni superstiti della
ballata, le illustrazioni xilografiche contenute in esse, la bibliografia e una cronologia
delle pubblicazioni. Le trascrizioni sono codificate secondo gli standard TEI P5, e
trasformate in HTML tramite i fogli di stile XSLT della Versioning Machine. Le
immagini sono visualizzate utilizzando OpenLayers92.
90 PAUP* 4.0: http://paup.csit.fsu.edu/.
91 The Wandering Jew’s Chronicle: http://wjc.bodleian.ox.ac.uk/HTML/WJC.html.
92 OpenLayers 3: http://openlayers.org/.
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La sezione riguardante il testo (The Text) prevede due modalità di fruizione dei
contenuti: Single (Fig. 1.8), in cui si può visualizzare l’immagine e la trascrizione
di una sola ballata, e Multiple (Fig. 1.9), in cui, invece, è possibile visualizzare più
versioni della ballata contemporaneamente. In questa seconda modalità di visua-
lizzazione rimane comunque possibile visualizzare le immagini delle singole versioni
cliccando sull’apposita icona nella parte in alto a destra di ogni colonna. Le versioni
possono essere selezionate tramite il menu di navigazione nella parte sinistra del sito,
che propone sia un elenco testuale sia un elenco di thumbnails.
Figura 1.8: The Wandering Jew’s Chronicle: The Text - Single Mode
Figura 1.9: The Wandering Jew’s Chronicle: The Text - Multiple Mode
Con un click del mouse è possibile visualizzare tutte le varianti di una parte o di
tutta la riga (il testimone attivo nel box di riferimento è reso in grassetto - Fig. 1.10).
Tuttavia non c’è modo di raggiungere in maniera diretta il contesto della variante
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selezionata per una determinata versione (è necessario aprire il testimone indicato e
andare a cercare manualmente la variante di interesse).
Figura 1.10: The Wandering Jew’s Chronicle: apparato critico
La sezione Illustrations, invece, permette di mettere a confronto le illustrazioni
xilografiche presenti nelle diverse versioni della ballata (Fig. 1.11).
Figura 1.11: The Wandering Jew’s Chronicle: illustrazioni
Anche in questa edizione digitale le potenzialità del mezzo elettronico non ven-
gono sfruttate pienamente: per esempio, non c’è alcun collegamento tra il testo e
l’immagine e non c’è modo di salvare ciò che si è selezionato e condividere con altri
la visualizzazione corrente. Tali limitazioni, tuttavia, sono state ereditate dallo stru-
mento utilizzato per la visualizzazione (la Versioning Machine), che non è in grado
di gestire le suddette funzionalità.
1.3.5.5 The Online Froissart
The Online Froissart93 è un progetto collaborativo e interdisciplinare guidato da
Peter Ainsworth e Godfried Croenen, pubblicato il 31 marzo 2010 a seguito di due
anni di intenso lavoro. L’edizione attuale è la versione 1.5, pubblicata il 20 dicembre
2013.
I testi sono stati codificati nel formato XML TEI P5 e per generare la collazione
è stato utilizzato il software Collate scritto da Peter Robinson. Per la visualizzazione
e manipolazione delle immagini ad alta risoluzione è stato utilizzato il viewer Vir-
tual Vellum94, sviluppato da Peter Ainsworth e Michael Meredith; tra le tecnologie
utilizzate per la gestione dell’interfaccia web troviamo JSP (JavaServer Pages), una
tecnologia di programmazione Web in Java per sviluppare applicazioni Web secondo
93 The Online Froissart: http://www.hrionline.ac.uk/onlinefroissart/.
94 Virtual Vellum: http://hridigital.shef.ac.uk/virtual-vellum/.
43
la logica di presentazione (tipicamente secondo il pattern MVC) e fornire contenuti
dinamici in formato HTML o XML.
L’edizione offre diversi materiali tra cui immagini ad alta risoluzione, trascrizioni
complete dei testi e materiali secondari come descrizioni codicologiche, indici di no-
mi di persona e di luoghi, commenti storici e testuali, glossari e saggi di riferimento.
L’utente ha la possibilità di effettuare ricerche limitando i risultati solo a determi-
nate categorie di testi (trascrizioni, annotazioni, saggi introduttivi). Le modalità di
navigazione e accesso alle risorse primarie dell’archivio sono diverse: per miniature,
per titolo del capitolo, per riferimento alla pagina di una specifica edizione a stampa,
etc.
All’interno dell’interfaccia di visualizzazione interattiva (Fig. 1.12) troviamo di-
verse funzionalità tra cui la possibilità di mettere a confronto due o più testimoni
(quattro al massimo), eventualmente collazionandoli parola per parola, e di perso-
nalizzare le impostazioni di visualizzazione, optando per esempio per un confronto
in verticale piuttosto che in orizzontale (Fig. 1.13), oppure per un layout del testo
più vicino a quello del manoscritto piuttosto che uno più moderno e leggibile. I testi
sono suddivisi per pagine e per ogni variante emendata è disponibile sia la rispettiva
versione originale del manoscritto, sia il nome dell’editore responsabile dell’emen-
dazione; tali informazioni sono inserite in una finestra popup che si apre al click
del mouse sulla variante stessa. I nomi di entità sono collegati ad una breve nota
esplicativa che si apre inline al click del mouse, dalla quale si ha accesso diretto sia
ad un approfondimento più articolato, sia all’elenco di tutte le occorrenze dell’entità
stessa all’interno dell’edizione.
Figura 1.12: The Online Froissart: vertical orientation
Nella modalità di visualizzazione Synchronise by word ogni parola diventa un
link che permette di allineare i manoscritti aperti con un semplice click. Tale sincro-
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Figura 1.13: The Online Froissart: horizontal orientation
nizzazione tuttavia non avviene nell’immediato, bensì necessita di un ricaricamento
della pagina, obbligando l’utente ad attendere che essa (e con lei tutti i testi) sia
nuovamente caricata.
Nonostante alcune problematiche grafiche come l’apertura delle note inline in un
punto casuale dell’interfaccia, e mancanze funzionali, come l’assenza di strumenti
immagine nella visualizzazione interattiva dei testimoni, nel complesso si tratta di
un’edizione che riesce a sfruttare molto bene l’ipertestualità e l’interattività del
mezzo elettronico. Tra gli accorgimenti presi per rendere l’interfaccia più usabile si
segnala il controllo sul numero massimo di testimoni da confrontare, che permette
di evitare la presenza di colonne troppo piccole che renderebbero difficile la lettura
del testo (lo stesso accorgimento non è stato però preso per la modalità di confronto
orizzontale). Uno dei principali vantaggi riscontrato in questa edizione è la possibilità
di salvare la pagina tra i bookmark senza perdere il segno: infatti, la vista corrente e
tutte le impostazioni di visualizzazione vengono salvate nella URL, che funge quindi
da segnalibro e permette all’utente di accedere direttamente alla vista salvata ed
eventualmente condividerla con altre persone tramite riferimento diretto.
1.3.5.6 Petrus Plaoul – Editiones Electronicas
Il sito Petrus Plaoul – Editiones Electronicas95 si propone come trampolino di lancio
verso un’eventuale edizione critica del Sentences Commentary di Peter Plaoul. La
maggior parte dei testi è identificata come “bozza di lavoro” ed è accessibile solo
previo permesso specifico; i testi sono conservati su server diversi e la visualizzazione
è nettamente separata dal contenuto.
95 Petrus Plaoul – Editiones Electronicas: http://petrusplaoul.org/.
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Tutti i testi sono codificati secondo uno schema XML TEI P5, personalizzato
sulla base delle esigenze di edizione e trascrizione del Sentences Commentary e te-
nendo ben presente la possibilità di avere più persone che collaborano all’edizione
in modo diverso.
Figura 1.14: Petrus Plaoul: interfaccia principale
L’interfaccia utente (Fig. 1.14) è piuttosto lineare e presenta numerose funzio-
nalità interessanti:
• un menu “contestuale” presente in ogni paragrafo permette di accedere a di-
verse funzionalità, come ad esempio l’apparato critico, la visualizzazione del
sorgente XML, il confronto di due testi, statistiche come il conteggio delle
parole, etc.;
• un pop-up permette di accedere alle informazioni contestuali di piccole dimen-
sioni;
• alcune finestre temporanee permettono di visualizzare le immagini relative alle
trascrizioni che si stanno leggendo;
• vi è la possibilità di evidenziare le occorrenze di alcune parole (nomi o titoli),
personalizzando anche il colore dell’evidenziazione;
• vi è la possibilità di leggere/aggiungere commenti al testo, con link al paragrafo
cui si riferisce il commento stesso;
• vi è la possibilità di confrontare due testi, grazie all’utilizzo delle API di Juxta
Commons.
Nel complesso, si tratta di un progetto di edizione molto interessante e solido
dal punto di vista tecnico, anche se alcune soluzioni di visualizzazione (per esempio
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il menu di opzioni per ogni singolo paragrafo) non sembrano essere pienamente
efficienti per quanto riguarda l’usabilità.
1.3.5.7 De trein der traagheid
L’edizione digitale De trein der traagheid96 si propone come edizione critica del testo
dell’autore fiammingo Herman Thiery, conosciuto anche con lo pseudonimo Johan
Daisne; è stata sviluppata in conformità con gli attuali standard internazionali per
la rappresentazione e la formattazione del testo, in modo da garantirne integrità
accademica in tutte le fasi della realizzazione, dalla rappresentazione (trascrizione e
annotazione) alla presentazione. Il testo è codificato in XML TEI secondo le regole
del parallel-segmentation method e può essere esportato sia nel formato originale
XML, sia come PDF.
Alla base di tutte le operazioni di ricerca e visualizzazione c’è un database eXist.
I dati e le informazioni necessarie alla visualizzazione sono recuperati direttamente
dal file XML e renderizzati grazie ad appositi template e funzioni XSLT; le ricerche
all’interno dei testimoni sono effettuate per mezzo di script XQuery e la conversione
in PDF è effettuata grazie a XSL-FO. Per quanto riguarda l’interfaccia, sono stati
utilizzati gli standard della programmazione web (XHTML, CSS e JavaScript).
Figura 1.15: De trein der traagheid: leesweergave
L’edizione si presenta con un’interfaccia dinamica che consente all’utente di vi-
sualizzare e/o confrontare qualsiasi versione del testo con qualsiasi altra. I testi pos-
sono essere visualizzati in due modalità differenti: leesweergave (lettura) o parallelle
weergave (visualizzazione in parallelo); entrambe le viste permettono di paragonare
il testo con una più versioni di confronto. Nel primo caso (Fig. 1.15), dopo aver
selezionato i testimoni da confrontare con il testo editato (o con un altro testo base
di interesse), spostando il mouse su un paragrafo si visualizzano le varianti rispet-
to ad almeno uno dei testimoni selezionati; un click sulla variante permette poi di
96 De trein der traagheid: http://edities.kantl.be/daisne/index.htm.
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allineare il box di sinistra all’apparato critico di riferimento, nel quale le sigle dei
testimoni permettono di modificare in maniera diretta il testo base per la lettura.
Nella visualizzazione in parallelo (Fig. 1.16), invece, le diverse versioni di testo
sono mostrate affiancate l’una all’altra; l’utente è in grado di scegliere i testimoni da
confrontare e di modificare l’ordine di affiancamento con un drag&drop della sigla
di intestazione. Le varianti sono cliccabili e, come prima, permettono di allineare
la finestra di sinistra all’apparato di riferimento; la variante selezionata avrà un
colore di sfondo diverso a seconda della concordanza o meno rispetto alla lezione
presente nel testo di riferimento (ovvero quello nel primo box). Anche in questo caso,
cliccando sulla sigla nell’apparato di sinistra, l’edizione parallela verrà “ri-orientata”
sulla base del testo selezionato.
Figura 1.16: De trein der traagheid: parallelle weergave
Oltre a questi utili strumenti di confronto, l’edizione è consultabile anche nella
sua versione facsimile in cui la trascrizione è affiancata dalla scansione dei mano-
scritti, pur non essendo presente alcuno strumento di collegamento. L’utente ha a
disposizione anche un indice ipertestuale che mostra la struttura del testo e con-
sente un accesso rapido alle sezioni di interesse. Infine, la ricerca testuale avanzata
permette di filtrare i risultati in base ad uno o più testimoni di riferimento.
Tra i punti di forza di questa edizione, oltre alla ricerca granulare e alla possibilità
di esportare i sorgenti, troviamo la grande libertà data all’utente di organizzare la
vista da consultare, sia dal punto di vista delle versioni da visualizzare, sia dal punto
di vista del testo da utilizzare come base per i confronti. La scelta di utilizzare colori
diversi per varianti diverse è ottima in quanto permette di capire a colpo d’occhio
chi non concorda con la versione del testo di riferimento. Inoltre, lo stato corrente
dell’applicazione viene salvato nella URL, in modo tale da permettere all’utente di
non perdere il segno e di condividere una determinata vista.
Tra le debolezze è doveroso segnalare problemi di usabilità dell’interfaccia: senza
leggere prima la guida, alcune funzionalità rimangono un po’ nascoste all’utente.
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Inoltre, nella visualizzazione in parallelo, non c’è alcun controllo sul numero massimo
dei testi da confrontare e l’utente può potenzialmente scegliere di selezionare tutti i
testi ottenendo un’interfaccia decisamente poco funzionale (Fig. 1.17); in ogni caso,
si tratta di una situazione limite che raramente potrà verificarsi.
Figura 1.17: De trein der traagheid: problemi di scalabilità
1.3.5.8 Vespasiano da Bisticci, Lettere
Il progetto97, inserito nell’attività di ricerca del CRR-MM (Centro di Risorse per la
Ricerca dell’Ateneo di Bologna), prevedeva la realizzazione di un’edizione digitale
ipertestuale delle lettere risalenti al XV secolo inviate e ricevute dal biblioteca-
rio e copista Vespasiano da Bisticci, caratterizzate per essere state scritte da mani
differenti. Tale edizione è stata concepita come «archivio in costante processo di
arricchimento in una potenziale dimensione collaborativa»98. L’edizione offre una
navigazione tematica organizzata in quattro categorie differenti: corrispondente,
luogo, data, segnatura.
Le trascrizioni sono codificate in XML TEI P5 e accessibili per mezzo di un’in-
terfaccia web creata con gli standard HTML5 e CSS3. Il modello di codifica è stato
appositamente progettato per annotare i metadati necessari alla navigazione e i tre
possibili punti di accesso al contenuto delle varie lettere: persone citate, testi citati
e manoscritti realizzati dalla scuola di Vespasiano, e lessico tecnico della copia e del
commercio librario.
97 Vespasiano da Bisticci, Lettere: http://vespasianodabisticciletters.unibo.it/.
98 Vespasiano da Bisticci, Lettere – Il markup e l’ipertesto:
http://vespasianodabisticciletters.unibo.it/modello_markup.html.
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Figura 1.18: Vespasiano da Bisticci, Lettere: interfaccia principale
Figura 1.19: Vespasiano da Bisticci,
Lettere: vista da dispositivo mobile
Ogni tag è associato ad uno speci-
fico URI, che permette di recuperare il
riferimento esatto dell’entità all’interno
di repositories esterni che ne forniscono
un’identificazione univoca. Dal punto di
vista grafico, tali elementi sono identifi-
cati per mezzo di colori e icone evocative
differenti; tuttavia di essi non viene da-
ta alcuna informazione aggiuntiva, fatta
eccezione per le persone, per le quali è
spesso presente una nota nella colonna
di destra. In tale colonna trovano spazio
anche ulteriori note aggiuntive, all’inter-
no delle quali eventuali riferimenti ad
altre sezioni (altre lettere, elementi bi-
bliografici, etc) sono collegamenti diretti
alle stesse.
L’interfaccia utente proposta è pulita e abbastanza intuitiva, e tenta di rispettare
i principi fondamentali di usabilità e accessibilità: per esempio, le categorie di parole
sono segnalate anche da icone e l’informazione non è affidata esclusivamente al colore,
che potrebbe non essere visualizzato da tutti allo stesso modo. Inoltre, pur con
alcune piccole problematiche di visualizzazione (Fig. 1.19), la leggibilità dei contenuti
è garantita anche su dispositivi mobili.
Nonostante presenti alcune carenze grafiche e interattive (per esempio l’assen-
za di un diretto collegamento tra le persone identificate nel testo e il commento
di riferimento presente nella nota esplicativa), si tratta sicuramente di un’edizione
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interessante e innovativa, soprattutto per quanto riguarda l’utilizzo di ontologie e di
Linked Open Data per collegare le entità ad una loro rappresentazione strutturata.
Tra gli altri vantaggi registrati troviamo anche la possibilità offerta all’utente di
ottenere un riferimento stabile (permalink) ad ogni singola lettera e la presenza di
collegamenti tematici per garantire un accesso non lineare ai contenuti.
1.3.5.9 Electronic Beowulf 4.0
La quarta edizione dell’Electronic Beowulf 99 è una versione gratuita disponibile on-
line del poema anglosassone, progettata appositamente per soddisfare esigenze dif-
ferenti, dalla possibilità di consultare la trascrizione diplomatica, allo studio della
grammatica e della metrica del poema, fino all’analisi approfondita dell’apparato
critico contenente migliaia di restauri settecenteschi, correzioni editoriali e restauri
congetturali basati sul manoscritto. Si tratta di un’applicazione web che utilizza
tecnologie standard (HTML, CSS, JavaScript).
Figura 1.20: Electronic Beowful 4.0: interfaccia principale
Come opzione predefinita, l’interfaccia si presenta con due finestre (Fig. 1.20): a
sinistra il testo dell’edizione, a destra la scansione del manoscritto; i lettori hanno
comunque la possibilità di modificare tale vista in base alle proprie esigenze e prefe-
renze di visualizzazione, sia dal punto di vista dei contenuti da visualizzare, sia dal
punto di vista delle dimensioni dei box principali. La navigazione ipertestuale per-
mette sia di scorrere il manoscritto avanti e indietro, sia di raggiungere in maniera
diretta una determinata pagina o riga di interesse.
All’interno dell’edizione è disponibile una ricerca avanzata, che include una ta-
stiera virtuale con lettere particolari dell’inglese antico, e alcune utili opzioni, come
ad esempio il range che permette di limitare la ricerca a particolari righe, pagine,
99 Electronic Beowulf 4.0 : http://ebeowulf.uky.edu/.
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scriba, etc. Ogni risultato permette al lettore di raggiungere in maniera diretta il
contesto (immagine o trascrizione).
L’edizione critica permette di visualizzare i restauri e le emendazioni congettu-
rali. Cliccando sulle singole lezioni si apre, in una nuova finestra, una nota testuale,
eventualmente accompagnata da immagini dettagliate della lezione in questione,
spesso frutto di scansioni in controluce o effettuate con raggi ultravioletti, dispo-
nibili anche ad alta risoluzione. Tali dettagli sono accessibili anche a partire dalla
scansione dell’intera pagina del manoscritto, con un click del mouse sulle aree sen-
sibili identificate. Ciò permette all’utente di accedere a tutti i materiali disponibili
che documentano determinate scelte editoriali.
Tra gli strumenti testuali troviamo un glossario e una tabella di statistiche me-
triche; l’utente, inoltre, ha la possibilità di personalizzare le informazioni da visua-
lizzare nel tooltip che compare al passaggio del mouse sopra ogni parola (traduzione,
definizione, informazioni grammaticali).
Dal punto di vista filologico può essere considerato un lavoro eccellente, che offre
tantissimi strumenti utili per lo studio del testo del famoso poema anglosassone e
delle scansioni dei manoscritti. L’interfaccia grafica potrebbe essere migliorata, in
modo da mettere maggiormente in evidenza le diverse funzionalità e offrire all’u-
tente un accesso più immediato ad esse; il sistema di navigazione risulta piuttosto
faticoso e complesso da comprendere, soprattutto senza previa consultazione della
guida. Infine, l’apertura delle note d’apparato, per quanto permetta di visualizzare
testo e immagini in nota in uno spazio adeguatamente ampio, segue la tendenza
un po’ datata di aprire una nuova finestra, che risulta meno funzionale di un fra-
me integrato nell’interfaccia in quanto obbliga l’utente a dover gestire più finestre
contemporaneamente per poter leggere le note senza perdere il riferimento testuale
completo.
1.3.5.10 Mark Twain Project Online
Il Mark Twain Project Online100, nato con lo scopo di produrre un’edizione critica
digitale, completamente annotata, di tutti gli scritti di Mark Twain, offre un accesso
illimitato a testi affidabili e commenti delle opere dello scrittore e docente statu-
nitense. Il prodotto realizzato è un’edizione critica arricchita da un apparato che
contiene anche approfondimenti di critica genetica.
I testi sono codificati nel formato XML TEI P4, esteso e personalizzato per
gestire particolari situazioni, e vengono gestiti per mezzo del framework open source
XTF101 insieme alle rispettive immagini e ai metadati che li descrivono.
Ogni edizione è proposta con modalità di visualizzazione differenti: in quella
predefinita si hanno due frame di testo affiancati, uno contenente la trascrizione
del testo, l’altro contenente altri materiali come il processo di revisione, l’eventuale
100 Mark Twain Project Online: http://www.marktwainproject.org/.
101 XTF: http://xtf.cdlib.org/.
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Figura 1.21: Mark Twain Project Online: testo e revisioni
discussione collegata e le note proposte dal curatore; l’apparato critico e le note sono
collegate al testo e accessibili grazie ad un click del mouse. Nel secondo frame, invece,
è possibile visualizzare le immagini digitalizzate dei manoscritti (Facsimile), che
possono essere ingrandite per analisi migliori. Inoltre, il testo può essere consultato
come un unico documento con note e apparato in fondo (Print View).
Uno strumento molto utile che si ritrova in questa edizione digitale è quello della
citazione, che permette di salvare i brani citati in una sezione apposita (“My Cita-
tions”), utilizzando il formato standard specificato nel Chicago Manual of Style per
la formattazione (Fig. 1.22). Tali citazioni rimangono tuttavia salvate solo nella ses-
sione, ovvero rimangono fintantoché l’utente continua a navigare all’interno del sito
e vengono cancellate non appena egli chiude la pagina; fortunatamente è possibile
esportare le citazioni selezionate durante la navigazione inviandosele per email.
Figura 1.22: Mark Twain Project Online: sezione “my Citations”
Il progetto si presenta quindi come vera e propria biblioteca digitale e permette
di consultare i testi in maniera efficiente e funzionale, per mezzo di un’interfaccia
grafica piuttosto gradevole e usabile.
1.3.5.11 The Shelley-Godwin Archive
L’archivio Shelley-Godwin102 ha lo scopo principale di fornire accesso alle scansioni
digitali dei manoscritti di Percy Bysshe Shelley, Mary Wollstonecraft Shelley, Wil-
liam Godwin e Mary Wollstonecraft. Le trascrizioni dell’archivio, le applicazioni
software e le librerie sono pubblicate su GitHub, il tutto disponibile sotto licenze
open (Apache 2.0 e Creative Commons Attribution).
102 Shelley-Godwin: http://shelleygodwinarchive.org/.
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Figura 1.23: The Shelley-Godwin Archive: interfaccia principale
L’infrastruttura tecnica utilizzata si basa sui principi dei Linked Open Data e
su standard emergenti come TEI Genetic Edition vocabulary e Shared Canvas103,
un nuovo modello di dati progettato appositamente per facilitare la descrizione e
presentazione di artefatti fisici nell’ecosistema dei Linked Open Data.
Tutti i testi sono stati codificati in XML TEI, e l’utente ha la possibilità di
visualizzare direttamente il codice sorgente. A ciascun manoscritto sono associati
dei metadati che permettono di navigare l’edizione basandosi o sui testimoni o sulla
struttura logica delle opere.
Per quanto riguarda la visualizzazione del testo, l’immagine digitalizzata vie-
ne affiancata alla trascrizione per mezzo di un’impostazione piuttosto tradizionale;
l’utente ha inoltre la possibilità di scegliere tra trascrizione diplomatica e testo dell’e-
dizione (Reading Text, non necessariamente accompagnato da un apparato critico).
Tra le funzionalità interessanti si ritrova la possibilità di isolare il testo scritto da
una particolare mano e la possibilità di effettuare ricerche granulari (Fig. 1.24).
Figura 1.24: The Shelley-Godwin Archive: ricerca granulare
In conclusione, si tratta di un progetto innovativo molto interessante in quanto
segue alcune delle tendenze di sviluppo più recenti; nonostante l’infrastruttura di
base piuttosto complessa, le modalità di presentazione del contenuto rimangono
piuttosto tradizionali.
103 Sanderson et al. 2011.
54
1.3.5.12 Melville Electronic Library
LaMelville Electronic Library104 (MEL) è un progetto di digitalizzazione nato con lo
scopo di realizzare un archivio critico open source di tutte le fonti primarie e secon-
darie del romanziere e poeta americano Herman Melville che diventasse la risorsa
online primaria per gli studi su tale autore ed offrisse a studiosi, critici, studenti
e lettori generici il pieno accesso alle versioni digitali affidabili e interconnesse di
tutta la sua opera manoscritta e a stampa. Dal momento che quasi tutte le opere
di Melville esistono in versioni multiple, tutte criticamente ed equamente significa-
tive, l’edizione che viene proposta è legata al concetto dei testi fluidi elaborato dal
professor John Bryant105.
I testi sono codificati in XML TEI P5 e sono generati all’interno dell’ambiente
collaborativo TextLab; proprio grazie all’utilizzo di questo software (appositamente
sviluppato all’interno del progetto), la MEL va oltre il concetto di archivio critico
e, promuovendo un processo editoriale combinato e una navigazione interpretativa,
tenta di diventare un luogo per studi indipendenti e discussioni interattive.
Figura 1.25: Melville Electronic Library: sequence narratives
La fluidità del testo nell’edizione diplomatica è data dalla co-presenza di tutte
le diverse versioni dello stesso e dalla differente resa grafica che permette di capire
a colpo d’occhio cosa è stato cancellato e cosa è stato aggiunto. Dal momento che,
però, tali accorgimenti grafici non permettono di capire le modalità o l’ordine di
revisione, l’interfaccia web mette a disposizione una feature di visualizzazione delle
sequenze (Fig. 1.25); i dettagli di ognuna sono organizzati in una tabella in cui, tra
le varie cose, viene fornito il contesto (a livello di frase o di paragrafo) e la relativa
argomentazione.
104 Melville Electronic Library: http://mel.hofstra.edu/.
105 Briant 2002.
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Grazie all’utilizzo della API di Juxta Commons, la MEL offre il confronto tra
i testimoni (Fig. 1.26) e la visualizzazione per mappa di intensità (heat map), che
indica il grado di varianti presenti all’interno delle versioni di testo caricate rispetto
al testo selezionato come base.
Figura 1.26: Melville Electronic Library: confronto testimoni
Nel complesso si tratta di un progetto interessante sia nell’ambito delle edizioni
digitali di testi “fluidi”, sia nell’ambito delle edizioni digitali sociali. Esso infatti, an-
che se a livello generale presenta una grafica piuttosto tradizionale, riesce a sfruttare
pienamente i vantaggi derivati dall’ipertestualità del mezzo elettronico per offrire ai
lettori le diverse ipotesi di lettura e ordinamento delle revisioni di determinati pas-
saggi, che sono state proposte dai vari collaboratori opportunamente argomentate e
contestualizzate.
1.3.5.13 Proust Prototype
Il Proust Prototype106 è un prototipo dimostrativo che permette di visualizzare in
sequenza tutte le fasi di redazione di sei pagine di un testo proustiano; esso permette
inoltre di scorrere la sequenza secondo l’ordine di lettura consigliato.
Figura 1.27: Proust Prototype: writing sequence
106 Proust Prototype: http://research.cch.kcl.ac.uk/proust_prototype/.
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Per la trascrizione del testo sono stati utilizzati i nuovi elementi TEI per trascri-
zioni documentarie; per la visualizzazione è stato utilizzato SVG, per posizionare il
testo sopra l’immagine, e JavaScript per riprodurre le animazioni della sequenza.
Come ammettono gli stessi autori, si tratta di un prototipo, quindi non di un’e-
dizione vera e propria, che però risulta molto interessante in quanto cerca di fare
qualcosa che nel formato cartaceo è impossibile da realizzare; esso, infatti, offre una
lettura migliore del testo proposto, che non potrebbe essere correttamente fruito
nella modalità standard read-me-top-to-bottom, e sfrutta il facsimile del documento
come supporto strutturale. Unico limite potrebbe essere l’utilizzo del formato di vi-
sualizzazione SVG che, nonostante sia molto potente, è supportato solo dai browser
più moderni 107.
1.3.6 Considerazioni conclusive
Lo studio dello stato dell’arte in materia di edizioni digitali, di cui sopra sono stati
approfonditi soltanto gli esempi di edizioni critiche e genetiche ritenuti più interes-
santi e significativi, ci permette di affermare che la tendenza maggioritaria delle
edizioni elettroniche è ormai quella di essere pubblicate online. Ciò risulta fonda-
mentale proprio per le nuove metodologie di lavoro che portano alla realizzazione di
edizioni sociali, collaborative e distribuite.
Nonostante si sia potuta registrare una certa tendenza all’utilizzo di tecnologie
standard per quanto riguarda i framework di codifica sottostanti (TEI XML come
formato base per i dati testuali, RDF/OWL per le ontologie, siti web Ajax basati
su tecnologie standard e collaudate come HTML5, CSS, etc.), è risultata piuttosto
evidente una diffusa disomogeneità delle edizioni, soprattutto per quanto riguar-
da l’organizzazione dei contenuti a livello di visualizzazione, design dell’interfaccia
utente e tecnologie utilizzate per la pubblicazione. Tale frammentazione ha come
conseguenza ovvia un aumento della learning curve necessaria ogni volta che viene
rilasciata una nuova pubblicazione digitale; ciò costituisce forse il maggior ostacolo
per una fruizione vantaggiosa di questo tipo di edizione, soprattutto se si effettua il
confronto con un paradigma saldo e immutabile come quello dell’edizione a stampa
tradizionale. Quello che manca è uno standard di pubblicazione che definisca le
caratteristiche che possono portare l’edizione critica digitale a livelli di qualità ed
eleganza filologica eguagliabili a quelli tradizionalmente riconosciuti nelle edizioni
cartacee.
Tra i problemi di interfaccia più importanti in ambito di edizioni critiche digitali
parallele troviamo la scalabilità dell’interfaccia in rapporto al numero dei testimoni
da affiancare per il confronto. Le possibili soluzioni a questo problema sono di natura
diversa: per esempio l’edizione The Online Froissart risolve il problema mettendo un
limite massimo al numero di testimoni confrontabili, mentre l’edizione De trein der
107 Can I use. Support tables for HTML5, CSS3, etc: http://caniuse.com/#feat=svg.
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traagheid tenta un adattamento automatico delle dimensioni di ogni frame testuale.
Come vedremo nel prossimo capitolo, ognuna di queste soluzioni presenta vantaggi
e svantaggi che è necessario tenere presente in fase di progettazione dell’interfaccia.
Un altro problema non trascurabile è quello della citabilità, argomento partico-
larmente importante in campo accademico: spesso, infatti, non è possibile ottenere
un riferimento diretto ad una determinata porzione di testo e diventa quindi difficile
condividere108 o anche solo salvare una determinata “vista” dell’edizione per poter
interrompere la consultazione senza necessariamente “perdere il segno”.
Per questo motivo, prima di continuare a sviluppare nuovi strumenti di analisi
da aggiungere alle edizioni digitali, diventa fondamentale uno studio approfondito
dell’interfaccia finale dell’edizione digitale, che tenga in considerazione tutte le norme
di usabilità e accessibilità proposte dal consorzio W3C109, e sia comunque moderna,
chiara ed intuitiva e vada incontro alle reali esigenze degli studi filologici.
1.4 Edition Visualization Technology
Alla base del presente lavoro troviamo EVT (Edition Visualization Technology)110,
un software open source sviluppato da un gruppo di ricerca dell’Università di Pisa –
di cui faccio parte personalmente dal 2013 – appositamente pensato per la creazione
di edizioni web basate su immagini di testi codificati in XML TEI P5. Si tratta di uno
strumento molto utile soprattutto per coloro che non hanno particolari competenze
informatiche – o non hanno abbastanza fondi per affidarsi ad un team specializzato
– ma vogliono comunque pubblicare online il proprio lavoro, senza rinunciare a
tutti i benefici che un’interfaccia web ben strutturata può offrire. Il prodotto finale
ottenuto con EVT è un’applicazione web completamente client side, che permette di
navigare, esplorare e studiare l’edizione digitale tramite un’interfaccia user friendly,
arricchita da strumenti come lo zoom e la lente di ingrandimento per analizzare
meglio le scansioni, il collegamento testo-immagine, il motore di ricerca interno che
permette di limitare i risultati solo ad un determinato livello di edizione, le liste di
entità e molto altro.
Nato all’interno del progetto di digitalizzazione del Vercelli Book111, e utilizzato
recentemente per la pubblicazione del Codice Pelavicino Digitale112, EVT si presenta
come uno strumento generico e molto flessibile, in grado di adattarsi piuttosto bene a
diverse tipologie di testi. Un file di configurazione permette, infatti, di riorganizzare
108 Tra le edizioni presentate soltanto il Mark Twain Project Online, il The Online Froissart e il
De trein der traagheid permettevano di salvare e condividere riferimenti diretti a sezioni dell’e-
dizione; di queste edizioni soltanto la prima presentava un pulsante di condivisione/salvataggio
esplicito.
109 Linee guida per l’accessibilità dei contenuti Web (WCAG) 2.0: https://www.w3.org/
Translations/WCAG20-it/.
110 EVT: http://sourceforge.net/projects/evt-project/.
111 Digital Vercelli Book: http://vbd.humnet.unipi.it/.
112 Codice Pelavicino Digitale: http://pelavicino.labcd.unipi.it/evt/.
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facilmente l’interfaccia in base alle necessità, per esempio attivare/disattivare la
visualizzazione delle scansioni, o gestire l’elenco di named entities da evidenziare
nel testo. Inoltre, la modularità del codice permette un livello di personalizzazione
molto profondo, dalla semplice modifica degli stili dell’interfaccia (colori, fonts, icone,
. . . ), alla modifica dei template di trasformazione XSLT per modificare l’output di
determinati elementi, fino anche all’aggiunta di nuovi livelli di edizione.
1.4.1 Da Builder a Parser: Refactoring strutturale
Fin dalla sua origine, EVT è stato progettato per essere uno strumento generico
per la pubblicazione di edizioni digitali. Per questo motivo, oltre ai vari strumenti
di manipolazione dell’immagine o di collegamento di quest’ultima con il testo, il
software offriva anche il supporto a due diversi livelli di edizione, diplomatico e
interpretativo, entrambi codificati all’interno dello stesso file XML TEI.
Man mano che lo sviluppo è andato avanti e che il software è cresciuto in termini
di caratteristiche, sono aumentati anche i problemi, in particolare quelli legati alla
configurazione dei vari parametri da parte di studiosi con competenze informatiche
di base e quelli legati alla navigazione all’interno dell’edizione digitale e alla gestione
di un’applicazione completamente client side. Per coprire un numero maggiore di
casi d’uso, infatti, le variabili di configurazione e gli elementi all’interno dell’appli-
cazione web sono aumentati notevolmente; ciò ha fatto crescere il grado di difficoltà
dell’utilizzo di EVT e ha reso più difficile e lungo lo sviluppo di nuove funzionali-
tà, soprattutto perché ogni diversa variabile che influisce sul layout dell’interfaccia
utente finale può interagire e potenzialmente entrare in conflitto con le altre. Se si
pensa, poi, che le funzioni JavaScript, con cui è gestita l’intera applicazione web,
incrementano notevolmente, sia l’utilizzo di memoria principale utilizzata dal bro-
wser, sia l’occupazione della CPU necessaria, si comprende che il problema legato
al grado di difficoltà nell’utilizzo/sviluppo, si completa con un ben più grande pro-
blema, che è quello legato alle prestazioni dell’interfaccia, che tendono a rallentare
considerevolmente.
Per questo motivo, si è deciso di rimodellare l’intera struttura del software, in
modo da renderlo più leggero, usabile e adattabile, usufruendo dell’approccio Model
View Controller (MVC)113, un pattern architetturale molto comune nella program-
mazione orientata agli oggetti che permette di separare le logiche di presentazione
dei dati dalla logica applicativa e dal nucleo di elaborazione. Volendo mantenere la
caratteristica originaria di EVT, e quindi non abbandonare l’approccio client only,
si è deciso di utilizzare AngularJS114, un framework JavaScript ispirato alla logica di
programmazione MVC, particolarmente adatto per lo sviluppo di applicazioni Web
client side, che permette di definire componenti HTML personalizzati e sfrutta il
meccanismo del data-binding per associare il modello agli elementi dell’interfaccia
113 MVC - Wikipedia: https://en.wikipedia.org/wiki/Model-view-controller/.
114 AngularJS. Superheroic JavaScript MVW Framework: https://angularjs.org/.
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utente e gestire gli aggiornamenti di quest’ultima evitando manipolazioni dirette del
DOM.
Prima del refactoring, EVT era composto da due unità principali: EVT Builder,
per la trasformazione del testo codificato tramite appositi template XSLT 2.0, e
EVT Viewer, per la visualizzazione su browser dei risultati della trasformazione e
l’interazione con essi (Fig. 1.28).
Figura 1.28: EVT Builder: flusso di trasformazione
L’idea che sta alla base della nuova versione di EVT (da ora in poi EVT 2.0)
è invece quella di lasciare a EVT Viewer il compito di leggere e parsare il file del
testo codificato in XML e salvare quanto più possibile all’interno di un modello dati
che rimane client side nella memoria principale, ed è organizzato in maniera tale
da permettere un rapido accesso ai dati in caso di necessità. Ciò porta ovviamente
all’eliminazione del livello di EVT Builder e permette, quindi, allo studioso di aprire
la propria edizione digitale direttamente nel browser, senza dover effettuare alcuna
trasformazione tramite processore Saxon. Il complesso lavoro di refactoring ha por-
tato con sé numerose difficoltà (per esempio riscrivere in JavaScript le funzioni che
permettono la suddivisione in pagine del file XML) e modifiche dell’interfaccia uten-






Negli ultimi anni, i software disponibili sono cresciuti in complessità e raffinatezza e
hanno raggiunto un pubblico sempre meno tecnico. Ciò ha inevitabilmente spostato
la progettazione e lo studio dell’interfaccia utente (UI) in una posizione di rilievo:
infatti, per essere realmente utili, i nuovi strumenti digitali devono essere intuitivi,
facili da usare e accessibili, così da poter essere adoperati dal più alto numero di
persone.
Ciò vale anche nel campo delle edizioni digitali: le innovative funzionalità di ri-
cerca granulare, allineamento di varianti, collegamenti ipertestuali e intratestuali che
potenziano le edizioni accademiche pubblicate in formato elettronico sono importan-
ti, in quanto permettono di raggiungere livelli di studio e analisi precedentemente
impensabili; tuttavia, se queste rimangono nascoste nell’interfaccia e quindi difficil-
mente accessibili dall’utente, risulteranno inutili. Un’interfaccia complessa, inoltre,
va contro lo scopo secondario di molti progetti di digitalizzazione di far uscire il
proprio lavoro dalla piccola nicchia del mondo accademico e diffonderlo nel grande
pubblico: sia la persona completamente estranea al mondo delle edizioni critiche,
sia lo studente che ha iniziato da poco a familiarizzare con tale ambiente, devono
riuscire ad orientarsi e cogliere almeno le informazioni principali riguardo l’edizione
digitale visualizzata.
Risulta quindi fondamentale iniziare a curare maggiormente la progettazione
dell’interfaccia grafica di un’edizione digitale; deve essere semplice, chiara e intuitiva;
deve mettere l’utente in condizione tale da sapere subito cosa fare, cosa cliccare, cosa
aspettarsi; deve permettere una navigazione dell’edizione sia a un livello profondo
di analisi e ricerca testuale, sia a un livello più “superficiale” di semplice raccolta di
informazioni a proposito del testo presentato; deve infine essere piacevole e ispirare
affidabilità1.
1 Pierazzo 2014, p. 174.
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Dopo aver introdotto brevemente le norme esistenti che guidano lo sviluppo di
interfacce efficienti, in questo capitolo verrà illustrato il percorso che ha portato
alla definizione dell’interfaccia grafica finale di EVT 2.0, evidenziando le principali
problematiche affrontate e approfondendo lo studio legato agli elementi caratteristici
di un’edizione critica digitale.
2.1 Principi di Human Computer Interaction
La Human Computer Interaction (HCI) è una disciplina nata agli inizi degli anni
’802, che si occupa della progettazione, valutazione e implementazione di sistemi
informatici interattivi e dello studio dei principali fenomeni che li circondano, con
l’obiettivo principale di realizzare prodotti usabili, sicuri e efficaci. Si tratta di
un’area interdisciplinare in cui si possono ritrovare aspetti di informatica, psicolo-
gia, sociologia, ergonomia, ingegneria e visual design. I principi dell’HCI «mirano a
rendere adeguate le tecnologie alle categorie di utenti a cui sono indirizzate [e] per-
mettono di tenere conto sistematicamente delle caratteristiche degli utenti finali, dei
loro bisogni, delle loro capacità e dei contesti in cui essi interagiranno col prodotto
tecnologico»3.
2.1.1 Accessibilità e usabilità
Quando si progettano e sviluppano applicazioni interattive, uno degli obiettivi prin-
cipali è quello di renderle usabili per gli utenti finali. Lo standard W3C ISO 9241
definisce l’usabilità come «la misura in cui un prodotto può essere usato da specifici
utenti per raggiungere determinati obiettivi con efficacia, efficienza e soddisfazione,
in uno specifico contesto d’uso»4. Un sistema si dice, dunque, usabile quando rende
efficiente e soddisfacente l’esperienza dell’utente che lo sta visitando e risponde ai
suoi bisogni informativi, fornendogli facilità di accesso e navigabilità, e consenten-
dogli un adeguato livello di comprensione dei contenuti. L’usabilità risulta molto
importante in quanto aumenta l’efficienza e la sicurezza delle interazioni, limita gli
errori e riduce il bisogno di addestramento e di supporto degli utenti, che quindi
accettano più volentieri l’uso di applicazioni informatiche.
Un altro tema centrale dell’HCI è quello dell’accessibilità; un sistema viene consi-
derato accessibile quando può essere visitato da qualsiasi utente indipendentemente
dal dispositivo usato, dalla velocità del collegamento internet, dal browser, dalla lin-
2 Nel 1983, Card Moran e Newell introdussero per la prima volta il termine nel loro libro The
Psychology of Human-Computer Interaction in cui evidenziarono che il computer dialoga con
l’utente «in modo flessibile e aperto». Cit. Gamberini, Chittaro e Paternò 2012, p. 3.
3 Ibid., p. 11.
4 Cfr. «Usability: extent to which a product can be used by specified users to achieve specified
goals with effectiveness, efficiency and satisfaction in a specified context of use.» da ISO 9241-
11:1998(en), Ergonomic requirements for office work with visual display terminals (VDTs) - Part
11: Guidance on usability: https://www.iso.org/obp/ui/#iso:std:16883:en.
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gua o cultura dell’utente, dalla sua posizione e dalle sue capacità fisiche o mentali5.
Nei sistemi accessibili, il contenuto dell’informazione e la sua presentazione sono so-
litamente indipendenti l’uno dall’altra, in modo da permettere una riorganizzazione
dei contenuti sulla base delle esigenze reali dell’utente.
Usabilità e accessibilità sono strettamente correlate, ma non sono la stessa cosa:
l’accessibilità è volta ad allargare il numero degli utenti, mentre l’usabilità è volta a
rendere gli utenti più efficienti e soddisfatti. Può esserci, infatti:
• usabilità senza accessibilità: il sistema è perfettamente usabile, ma vi sono
fasce di utenti che non riescono ad accedervi;
• accessibilità senza usabilità: tutti gli utenti riescono ad accedervi ma alcuni di
essi incontrano difficoltà perché il sistema non è usabile.
Le tecniche di progettazione proposte dalla HCI tengono fortemente in considera-
zione tali concetti per la realizzazione di nuovi sistemi e strumenti informatici.
2.1.2 Principi generali di sviluppo
La migliore interfaccia utente è quella invisibile che non frappone ostacoli al repe-
rimento dei contenuti; essa deve essere progettata in modo tale da massimizzare
l’efficienza e il facile utilizzo da parte dell’utente.
Prendendo come punto di riferimento le dieci euristiche di Nielsen6, è possibile
affermare che un’interfaccia grafica deve innanzitutto permettere all’utente di es-
sere consapevole della situazione, ovvero capire cosa sta succedendo per mezzo di
opportuni feedback e percepire correttamente gli elementi e il loro significato.
L’associazione dei dati e delle loro relazioni con gli oggetti deve essere precisa
e funzionale e i concetti devono essere facilmente riconosciuti: i contenuti più im-
portanti devono essere evidenziati e occupare una posizione centrale, evitando di
confondersi con gli altri meno rilevanti. Azioni e strutture secondarie devono essere
messe in secondo piano, ma rimanere comunque facilmente identificabili e accessibili.
In ogni caso, è necessario fare in modo che gli utenti riconoscano agevolmente gli
oggetti e capiscano subito come questi possono essere utilizzati.
L’interfaccia deve inoltre evitare di presentare informazioni irrilevanti o rara-
mente necessarie; gli elementi devono essere selezionati attentamente e le modalità
di presentazione devono essere semplici e chiare.
5 Una prima definizione di accessibilità, limitata al panorama dei siti web, è stata data dalla W3C
Web Accessibility Initiative (https://www.w3.org/WAI/); l’articolo 2 della legge italiana 4/2004,
ricordata come “Legge Stanca”, ha poi esteso tale definizione a tutti i sistemi informatici: «“ac-
cessibilità”: la capacità dei sistemi informatici, nelle forme e nei limiti consentiti dalle conoscenze
tecnologiche, di erogare servizi e fornire informazioni fruibili, senza discriminazioni, anche da parte
di coloro che a causa di disabilità necessitano di tecnologie assistive o configurazioni particolari».
6 Ten Heuristics for User Interface Design: Article by Jakob Nielsen: https://www.nngroup.com/
articles/ten-usability-heuristics/.
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Nell’assegnare precise posizioni nello spazio agli elementi dell’interfaccia, defi-
nendone così la disposizione (layout), è opportuno trasmettere visivamente un’or-
ganizzazione di facile comprensione, che fornisca una percezione di raggruppamento
per quegli elementi che sono raggruppati a livello logico. È inoltre importante ga-
rantire una certa regolarizzazione degli elementi, in quanto, oltre ad un notevole
miglioramento estetico, la prevedibilità di un pattern ripetitivo consente all’osser-
vatore di scandire più facilmente gli elementi dell’interfaccia; una regolarizzazione
può avvenire, per esempio, tramite allineamento lungo assi comuni, oppure tramite
riduzione delle componenti a forme geometriche di base, standardizzazione o ripeti-
zione delle loro dimensioni e degli spazi che le separano e utilizzo di forme simili per
elementi logicamente affini e correlati.
I componenti di un’interfaccia devono produrre un insieme autoconsistente e
unito: i dati e le loro relazioni devono essere presentati in modo uniforme e il siste-
ma deve accettare comandi in maniera coerente; la memoria dell’utente non deve
essere “sovraccaricata” di informazioni e gli oggetti devono essere immediatamente
riconoscibili nel contesto in cui sono resi disponibili.
La navigazione all’interno dell’interfaccia deve essere un procedimento semplice
e facilmente assimilabile e l’utente deve sentirsi in pieno controllo dello spazio di
lavoro, evitando di dover imparare complicate sequenze di azioni per raggiungere un
determinato contenuto, o di perdersi lungo il percorso.
Infine, una buona GUI deve essere in grado di adattarsi alle risorse disponibili
nell’ambiente in cui viene utilizzata e funzionare correttamente in ogni situazione.
La diversità sempre maggiore dei dispositivi e delle piattaforme, attraverso le quali
gli utenti possono accedere ad un sistema, rende necessaria una cura più attenta
dell’interfaccia anche in termini di fluidità e responsiveness, ovvero di adattamento
ed eventuale riorganizzazione degli elementi.
Riassumendo, nella progettazione di un’interfaccia grafica è necessario trovare
un buon punto di equilibrio tra espressività, intesa come capacità di esprimere l’in-
formazione desiderata, ed efficacia, intesa come capacità di comunicare determinati
contenuti in modo che siano facilmente reperibili. Diventa quindi importante evitare
di considerare esclusivamente gli aspetti funzionali interni, e cercare di tenere sem-
pre in considerazione l’utente e i compiti (task) che egli intende eseguire, pensando
alla presentazione dei contenuti soltanto dopo aver effettuato un’attenta analisi delle
funzionalità.
2.1.3 Problemi specifici legati alle edizioni digitali
La progettazione e lo sviluppo di interfacce grafiche per edizioni digitali richiede ul-
teriori accorgimenti per il raggiungimento della soluzione ottimale, deve cioè tenere
in considerazione anche altri requisiti, che sono dettati dalle funzionalità specifiche
richieste (per esempio la ricerca testuale avanzata o la manipolazione di immagini)
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e dalla natura dell’edizione stessa7. I progettisti si trovano di fronte a nuove sfide,
legate soprattutto alla grande quantità e varietà di contenuti che possono essere
inglobati all’interno di un’edizione digitale (vedi sezione 1.3.3): immagini, glossari,
concordanze, appendici, archivi di materiale accessorio o di fonti primarie e secon-
darie, etc.; tutto deve essere offerto all’utente in modo chiaro e per mezzo di una
GUI coerente e facilmente navigabile. La complessità e molteplicità delle funzio-
nalità ipertestuali deve sempre tradursi in semplicità e uniformità di strumenti di
navigazione, e i materiali supplementari, pur mantenendo una posizione secondaria,
devono essere accessibili e ben integrati con i contenuti principali.
Spesso si ha inoltre a che fare con testi scritti in lingue antiche, con un vocabolario
formato esclusivamente da caratteri “speciali”, che devono essere opportunamente
gestiti in modo tale da permettere una corretta visualizzazione del testo.
Infine, soprattutto per quanto riguarda le edizioni critiche, non esistendo ancora
una norma comunemente condivisa di presentazione e resa grafica dei dati, diven-
ta maggiormente importante trovare le modalità di presentazione più adatte che
trasmettano una quantità maggiore di informazioni rispetto alla pagina stampata,
pur mantenendo una certa rigorosità e un legame con le norme tradizionali, e siano
dunque non solo innovative e più utili, ma anche accettabili dal punto di vista acca-
demico. Come afferma Pierazzo, «l’edizione critica è stata modellata dalla stampa
[...] e continua a rispondere alle circostanze ed esigenze accademiche del passato, ov-
vero alla necessità di condensare il maggior numero di informazioni nel minor spazio
possibile, per un pubblico formato soltanto da pochi eruditi»8. Oggi, tali circostanze
sono cambiate, sia dal punto di vista dei limiti spaziali, sia per quanto riguarda la
tipologia e il numero dei potenziali lettori; tale modello risulta, quindi, poco adatto
e piuttosto restrittivo. Pertanto, diventa fondamentale analizzare con attenzione i
singoli componenti e il ruolo che essi hanno all’interno dell’edizione e capire dove
e in che misura è preferibile rispettare le convenzioni tradizionali di presentazione
e dove è invece possibile adottare soluzioni innovative più funzionali, adatte ad un
ambiente digitale.
2.2 Analisi e progettazione concettuale
Come abbiamo visto, nel progettare l’interfaccia di un nuovo sistema è necessario
partire dai requisiti, stilando indicazioni dettagliate circa le funzionalità che il siste-
ma deve offrire e le caratteristiche che deve avere, in modo tale da definire dei vincoli
per la fase di progettazione vera e propria. Sulla base degli studi esposti nel capi-
tolo 1, sono stati quindi identificati i componenti principali da integrare all’interno
dell’interfaccia finale, gli utenti cui rivolgersi, i possibili casi d’uso e le funzionalità
da mettere a disposizione.
7 Rosselli Del Turco 2011.
8 Tradotto da Pierazzo 2014, p. 169.
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2.2.1 Componenti fondamentali
Le analisi effettuate in materia di edizioni critiche tradizionali (sez. 1.1.4) e di poten-
zialità del mezzo elettronico (sez. 1.3.3) hanno permesso di identificare gli elementi
fondamentali da integrare all’interno di EVT 2.0.
Prima di avanzare proposte grafiche complete, sono stati modellati i singoli com-
ponenti, evidenziandone le caratteristiche peculiari e le modalità di interazione re-
ciproca. Tale modellazione è partita dall’analisi delle convenzioni tradizionali, in
quanto si è ritenuto fondamentale imporre un requisito minimo per il prodotto finale:
offrire agli studiosi ciò che essi sono abituati a vedere in un’edizione critica.
Dopodiché, si è cercato di estendere le caratteristiche dei singoli elementi in
modo da offrire modalità innovative che permettano sia un miglior accesso a ciò
che tradizionalmente viene inserito in un’edizione critica, sia l’accesso a materiali
solitamente esclusi o relegati a posizioni non direttamente accessibili (per esempio
le varianti formali e il testo integrale dei testimoni).
Tale procedimento è stato seguito per la progettazione di tutte le singole com-
ponenti e ha influenzato sia gli aspetti grafici di presentazione degli elementi, sia gli
aspetti funzionali di interazione e accesso ai contenuti.
Di seguito si elencano i componenti principali identificati.
• Testo critico: costituendo l’oggetto principale della pubblicazione, dovrà avere
una posizione di rilievo ed essere facilmente distinguibile dal resto dell’edizione;
esso sarà ricostruito in base ai lemmi codificati all’interno delle voci d’apparato.
• Apparato critico: tradizionalmente statico e formato dalle minime informazioni
necessarie (lemma e varianti significative), dovrà essere ampliato e arricchito
con elementi solitamente esclusi (come le varianti di forma) e funzionalità nuove
(per esempio l’accesso diretto al contesto di una determinata lezione)9.
• Materiali di supporto (nota introduttiva, indici, conspectus siglorum, etc.):
in quanto documentazione secondaria, dovranno essere posizionati in una zo-
na decentrata dell’interfaccia, ma rimanere comunque facilmente accessibili
per l’utente che li richiede; anche in questo caso sarà necessario prevedere
opportuni arricchimenti a livello di contenuti e di interazioni offerte.
• Testo completo dei testimoni: non dovendo più rientrare nei limiti imposti
dalla pagina stampata, diventa possibile affiancare il testo critico con quello
dei singoli testimoni utilizzati durante lo studio e la codifica del testo; in tal
modo diventa possibile permettere una fruizione del testo a vari livelli e offrire
al lettore la possibilità di visualizzare le lezioni alternative all’interno del loro
contesto reale e, quindi, di confrontare in maniera più estesa le diverse versioni
9 Le varianti che verranno accolte all’interno dell’apparato critico espanso faranno sempre
riferimento a quelle che sono state effettivamente codificate nel file di partenza.
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dell’opera presentata. Il testo integrale di ogni testimone verrà ricostruito in
maniera automatica sulla base delle lezioni codificate per ognuno di essi; se
opportunamente marcate nel file di partenza, dovranno essere segnalate anche
le rispettive interruzioni di pagina.
• Lezioni accolte e varianti: all’interno del testo critico o di quello di un deter-
minato testimone, le lezioni soggette a variazione dovranno essere opportuna-
mente evidenziate, in modo da permettere all’utente una rapida comprensione
della variabilità della tradizione. Eventuali informazioni aggiuntive (per esem-
pio, la tipologia o il grado di certezza) dovranno essere veicolate al lettore per
mezzo di colori o altri artifici grafici. Ad ogni lezione dovrà essere assegna-
to un identificatore univoco (recuperato dalla codifica o generato in maniera
automatica) che renderà possibile un collegamento diretto con l’apparato di
riferimento e con le varianti presenti negli altri testimoni; l’utente dovrà avere
la possibilità di accedere facilmente all’apparato critico completo, per esempio
tramite click del mouse sulla lezione coinvolta.
La presenza/assenza di ogni elemento sarà strettamente legata a ciò che è stato
codificato all’interno del file XML di partenza; il sistema dovrà essere in grado di
capire in maniera automatica quali elementi mettere a disposizione e quali escludere
dall’interfaccia.
Infine, dovranno essere previste opportune segnalazioni grafiche per evidenzia-
re le dimenticanze e gli errori tecnici di codifica delle voci d’apparato commessi
dall’editore e riconosciuti dal sistema.
Considerazioni sul testo critico
Come approfondito nella sezione 1.1.4, il testo critico costituisce l’oggetto della pub-
blicazione e contiene le lezioni che l’editore ha ritenuto conformi al testo da presen-
tare; esso dovrà dunque essere ricostruito sulla base dei lemmi recuperati dal file
XML di partenza.
Dal momento che EVT si propone come visualizzatore di testi codificati secondo
gli standard TEI, è necessario tenere in considerazione la possibilità che all’interno
delle voci d’apparato non sia stata indicata alcuna preferenza da parte dell’editore;
infatti, le linee guida TEI (sez. 1.2.3) non obbligano all’utilizzo di un lemma all’in-
terno dell’apparato critico, rendendo così possibile la presenza di <app> popolati da
sole lezioni alternative (<rdg>). Diventa quindi fondamentale ideare un meccani-
smo che permetta all’editore sia di pubblicare edizioni critiche basate sulle lezioni
esplicitamente accolte nel testo critico, sia di realizzare edizioni esclusivamente pa-
rallele, in cui il lettore può soltanto confrontare i singoli testimoni e accedere alle
note critiche fornite, oppure edizioni in cui il testo principale è in realtà costruito
sulla base di un particolare manoscritto, opportunamente scelto dall’editore in fase
di configurazione.
67
Estendendo questa seconda ipotesi progettuale e integrandola nell’interfaccia co-
me vera e propria funzionalità aggiuntiva, si riuscirebbe, inoltre, a sfruttare maggior-
mente la dinamicità del prodotto elettronico e l’interattività dell’ambiente digitale,
avvicinandosi all’approccio proposto da Vanhoutte per l’edizione digitale di De te-
leurgang van den Waterhoek10, in base al quale ogni singola variante testuale viene
presentata al lettore confrontandola con un testo base e non necessariamente con il
testo critico editato.
2.2.2 Utenti e casi d’uso
Per quanto riguarda gli utenti a cui EVT 2.0 intende rivolgersi, sono state identificate
due tipologie principali: l’editore e il lettore.
Il primo utilizzerà EVT 2.0 per pubblicare il suo lavoro e, quindi, avrà bisogno di
uno strumento flessibile e facilmente configurabile, tale che gli permetta di ottenere
un risultato adeguato alle proprie necessità e preferenze; il secondo, invece, consul-
terà l’edizione digitale pubblicata in tal modo e dovrà, quindi, riuscire ad orientarsi
facilmente all’interno dell’interfaccia e a sfruttare tutti i materiali e gli strumenti di
studio messi a disposizione.
L’analisi delle interazioni del primo tipo ha guidato principalmente l’organizza-
zione e lo sviluppo dell’infrastruttura sottostante, mentre lo studio dell’interazione
utente è stato fondamentale nella progettazione dell’interfaccia grafica finale.
Dopo aver identificato le tipologie di utenti cui si rivolge EVT 2.0, sono state
analizzate le loro principali esigenze e identificati i possibili casi d’uso; questi sono
riassumibili in due concetti chiave:
• alto grado di flessibilità e possibilità di personalizzazione per l’editore,
• accesso semplice, veloce e interattivo ai contenuti per quanto riguarda il lettore.
Flessibilità e personalizzazione del prodotto finale
Oltre agli elementi ereditati dalla tradizione, in un’edizione critica digitale possono
trovare spazio materiali di natura differente (testo, immagini, metadati, etc), la cui
presenza o assenza è dovuta sia a fattori esterni, come l’irreperibilità di determi-
nati contenuti, sia a scelte effettuate attivamente dall’editore che seleziona ciò che
deve essere offerto al lettore. Nel mondo digitale, e in particolare nell’ambito della
codifica dei testi, lo studioso può potenzialmente codificare un testo a qualsiasi li-
vello; diventa, quindi, importante avere la possibilità di selezionare le informazioni
da sfruttare e quelle da lasciare momentaneamente da parte, senza necessariamente
cancellare o modificare il markup, perdendo inutilmente il proprio lavoro.
10 Vanhoutte 2006.
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Sono state, quindi, identificate alcune possibili esigenze che l’editore potreb-
be dover o voler soddisfare per pubblicare la propria edizione critica in formato
elettronico; di seguito elenchiamo i punti principali.
• Scegliere la tipologia di varianti da rendere evidenti. In fase di codifica del
testo, infatti, l’editore può decidere di codificare il più possibile, posticipando
l’effettiva selezione dei materiali da includere nell’edizione; nel momento della
pubblicazione, egli deve quindi avere la possibilità di effettuare tale scelta,
senza necessariamente cancellare la codifica realizzata e vanificare il lavoro
fatto in precedenza.
• Selezionare la vista di partenza dell’edizione, per esempio un messaggio di
benvenuto piuttosto che la descrizione dettagliata del progetto; oppure il testo
critico e l’apparato delle varianti, piuttosto che il testo affiancato da immagine
oppure il testo critico insieme ad una selezione di testimoni a confronto11.
• Selezionare quali testimoni rendere accessibili e confrontabili, eventualmente
escludendo quelli che, nonostante siano stati collazionati e codificati, non sono
ritenuti degni di nota per la particolare pubblicazione che si vuole ottenere.
• Personalizzare l’interfaccia finale in termini di strumenti offerti, sulla base delle
reali esigenze del lettore verso cui è rivolta l’edizione realizzata e degli effettivi
materiali di partenza; per esempio, se un’edizione non dispone delle scansioni
dei manoscritti, tutti i vari strumenti immagine messi a disposizione diventano
inutili e quindi devono essere opportunamente esclusi dal prodotto finale.
Tali esigenze possono essere riassunte in un’unica parola: “personalizzazione”, ovvero
possibilità di costruire il prodotto finale in base alle proprie esigenze e preferenze.
Il primo requisito ottenuto da questa analisi è dunque la necessità di un ambien-
te flessibile e dinamico, che permetta all’editore di configurare e personalizzare il
prodotto finale in maniera intuitiva e rapida. Questo aspetto verrà approfondito nei
prossimi capitoli, in cui saranno illustrate e approfondite le tecnologie utilizzate e le
scelte progettuali a livello di infrastruttura.
Contenuti a portata di mano e funzionalità interattive
Dal punto di vista del lettore, le principali modalità di interazione identificate sono
elencate di seguito:
• consultare la lista completa dei testimoni, con informazioni dettagliate a ri-
guardo; avere la possibilità di accedere direttamente al loro testo integrale,
ai diversi livelli di edizione per la consultazione e alle scansioni del relativo
manoscritto se presenti;
11 La scelta della configurazione iniziale dell’interfaccia di un’edizione critica digitale è solitamente
legata all’opera studiata e alla natura degli studi effettuati.
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• consultare le informazioni di approfondimento (nota introduttiva, stemma
codicum, apparato delle fonti, indice di entità, etc.);
• consultare l’apparato critico completo, con la possibilità di visualizzare una
determinata lezione nel contesto più ampio del manoscritto che la attesta;
• confrontare i testimoni (se disponibili integralmente) tra loro o con il testo
critico emendato, scegliendo quali affiancare e in che ordine;
• visualizzare in maniera immediata le parti di testo soggette a variazioni, con la
possibilità di filtrare le varianti per tipologia, responsabile, grado di certezza
e altri parametri;
• eseguire ricerche testuali semplici e complesse all’interno di tutto il testo, in uno
o più testimoni selezionati o in determinate posizioni del testo (per esempio,
in tutte le espunzioni dei testimoni A, C e D);
• salvare lo stato corrente dell’applicazione, in modo da avere un riferimento
diretto e preciso di una certa vista che possa essere condiviso con altri utenti.
Come vedremo più avanti, tali funzionalità sono stati il punto di partenza della
progettazione della GUI finale di EVT 2.0.
2.2.3 Strumenti e funzionalità
Dopo aver modellato le caratteristiche dei componenti più importanti da integrare
nell’interfaccia di EVT 2.0 e stabilito i possibili casi d’uso del prodotto finale, sono
stati individuati i principali strumenti da mettere a disposizione dell’utente lettore.
Alcune delle funzionalità elencate di seguito (ad esempio la possibilità di affiancare
i vari testimoni o la possibilità di visualizzare la variabilità testuale per mezzo di
una heat map) sono state riprese dalle edizioni digitali esistenti analizzate nella
sezione 1.3.5 e migliorate laddove si erano identificate maggiori criticità.
Visualizzazione della variabilità testuale
L’utente dovrà avere la possibilità di visualizzare la variabilità testuale nella sua
interezza; a seconda delle preferenze e delle necessità, dovrà essere possibile sia
prendere in considerazione tutte le varianti, sia limitare la finestra di studio alle
varianti significative o a quelle di una certa tipologia.
Questa funzionalità può diventare utile anche in caso di assenza del testo criti-
co, per offrire all’utente una visione immediata della variabilità della tradizione in
rapporto ad uno specifico testimone selezionato.
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Dinamicità dell’apparato critico
L’apparato critico dovrà presentarsi come strumento dinamico e interattivo, in grado
di adattarsi automaticamente al contenuto. In esso dovranno essere presenti sia le
varianti significative, sia quelle di forma, opportunamente posizionate in una zona
di rilievo inferiore rispetto alle prime.
Le sigle identificative di ogni testimone, affiancate alla variante da loro attestata,
dovranno permettere all’utente di visualizzare la variante nel suo contesto: cliccando
su di esse, il testimone di riferimento dovrà dunque essere aperto e allineato alla
lezione di riferimento.
Lo stesso apparato sarà accessibile sia a partire dai lemmi all’interno del testo
critico, sia a partire dalle varianti dei singoli testimoni; in quest’ultimo caso, l’utente
avrà un’indicazione visiva della posizione del testimone di riferimento all’interno
dell’apparato stesso.
Collazione dei testimoni
L’utente dovrà avere la possibilità di confrontare i testi dei singoli testimoni, even-
tualmente in relazione al testo presentato dall’editore come base di lettura (testo
critico o testimone di preferenza). Sarà dunque necessario prevedere una “vista di
collazione” interattiva in cui, tramite appositi strumenti (ad esempio menù di sele-
zione o pulsanti di aggiunta/chiusura testimone), sarà possibile scegliere i testimoni
da visualizzare e in quale ordine affiancarli. Non dovrà essere imposto alcun limite
al numero di testimoni da confrontare, se non il totale degli stessi; l’editore potrà
eventualmente indicare un numero massimo diverso e inferiore a quest’ultimo.
Per ogni testimone dovrà essere possibile visualizzare anche le informazioni bi-
bliografiche e le scansioni, se presenti e opportunamente codificate. Eventuali in-
terruzioni di pagina codificate nel file XML di partenza dovranno essere opportuna-
mente segnalate.
Le lezioni alternative codificate dovranno essere ben visibili e collegate l’una
all’altra, in modo da permettere un allineamento automatico del testo dei singoli
testimoni.
Filtro di varianti
Ogni lezione dovrà essere differenziata dalle altre in base alla tipologia, alla mano,
al grado di certezza, al responsabile di trascrizione ed emendazione o ad altre meta-
informazioni codificate nel file di partenza. Per veicolare tali informazioni dovranno
essere utilizzati dei colori, opportunamente documentati all’interno di una legenda.
Dovendo rispettare i requisiti dettati dalle norme e good practices per l’accessibi-
lità di un sistema, sarà necessario scegliere i colori all’interno di una gamma che
contiene quelli facilmente distinguibili anche da persone con disturbi della vista ed
eventualmente prevedere anche altri artifici grafici.
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Un opportuno filtro, modellato e costruito in maniera semi-automatica sulla
base dei precedenti attributi, dovrà permettere di visualizzare soltanto le varianti di
interesse; esso dovrà agire sia a livello globale, ovvero su tutti i testimoni visualizzati,
sia a livello locale, ovvero per un singolo testo. Per quanto riguarda il testo critico, le
lezioni potranno essere filtrate in base a grado di certezza (@cert) e responsabilità
(@resp) dell’emendazione; invece, le varianti alternative presentate nel testo dei
singoli testimoni potranno essere selezionate in base alla tipologia (@type), alla mano
(@hand) e alla causa (@cause). La gestione automatizzata dei filtri permetterà al
sistema di eliminare automaticamente i filtri dall’interfaccia quando gli attributi di
riferimento non sono mai stati utilizzati all’interno del file di partenza per codificare
una qualche lezione; l’editore dovrà inoltre avere la possibilità di specificare altri
attributi da utilizzare come parametri di selezione.
Il meccanismo di selezione, di default, sarà per unione, ovvero verranno visualiz-
zate tutte le lezioni che rispettano almeno una delle condizioni selezionate; tuttavia,
in fase di configurazione l’editore dovrà poter scegliere di attivare una seconda mo-
dalità di selezione, secondo la quale verranno visualizzate le varianti che soddisfano
almeno una condizione all’interno di un gruppo di filtri, e almeno un’altra all’interno
degli altri gruppi di filtri per i quali è stato selezionato un particolare valore.
Le due tipologie di filtro (unione e intersezione) dovranno funzionare in maniera
diversa. Supponiamo ad esempio di avere a disposizione due gruppi:
• type, con i filtri substantive e orthographic
• hand, con i filtri m1, m2 e m3.
Selezionando substantive, m1 e m2, nel primo caso (unione) verranno visualizzate
le lezioni che soddisfano almeno uno dei filtri selezionati, ovvero tutte le varianti
ortografiche e tutte le varianti commesse da m1 o da m2. Nel secondo caso (interse-
zione), invece, verranno evidenziate tutte le varianti ortografiche commesse da m1 e
tutte le varianti ortografiche commesse da m2. Com’è possibile notare, nel secondo
caso, l’intersezione verrà effettuata tra gruppi e non tra singoli filtri.
Condivisione vista
L’utente dovrà avere la possibilità di recuperare uno status link da salvare nei suoi
segnalibri o condividere con altri; esso dovrà contenere tutte le informazioni neces-
sarie per riorganizzare la pagina nello stesso modo in cui la stava visualizzando. Il
sistema dovrà quindi essere in grado di tenere traccia della modalità di visualiz-
zazione, del documento, della pagina e del livello di edizione (in caso di edizioni
diplomatiche), dei testimoni collazionati e delle rispettive pagine correnti, e infine
dell’eventuale porzione di testo selezionata (variante o paragrafo).
Tale status link dovrà essere accessibile sia a livello globale sia a livello locale,
ovvero a partire da particolari elementi testuali, per esempio l’apparato critico.
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Offrendo un riferimento preciso ad un determinato passaggio del testo, questo
strumento permetterà, inoltre, di andare incontro al problema della citabilità delle
edizioni digitali.
Altri strumenti
L’applicazione web dovrà mettere a disposizione anche gli strumenti già presenti
in EVT 1.0, opportunamente integrati nella nuova interfaccia: tutti gli strumenti
ad azione globale (ad esempio, le liste di entità con rispettive occorrenze o l’elenco
dei riferimenti bibliografici) dovranno essere posizionati esternamente ai contenitori
principali, preferibilmente in una barra di intestazione sempre visibile; invece, i tool
ad azione locale (come le note o i selettori di entità) dovranno essere inseriti in un
apposito menù collocato all’interno di ogni singolo contenitore di testo o immagine.
L’interfaccia, inoltre, dovrà essere dotata di strumenti tradizionalmente utilizzati
per rendere un’applicazione più usabile, come ad esempio i controlli per la gestione
della dimensione del font.
2.3 Interfaccia grafica
Sulla base delle analisi esposte nelle sezioni precedenti, è stato quindi avviato il
lavoro di progettazione grafica vero e proprio.
Anche se l’idea iniziale era quella di mantenere una certa continuità con l’inter-
faccia di EVT per le edizioni diplomatiche, la soluzione finale proposta si allontana
leggermente da quest’ultima. Come vedremo, la caratteristica principale che la rende
differente dall’interfaccia della versione precedente è l’abbandono degli spazi inuti-
lizzati, che possono essere considerati un elemento di ingombro nella gestione di
edizioni con versioni di testo parallele. Infatti, nel caso di edizione diplomatica con
immagine affiancata, il margine intorno al contenitore principale comportava una
semplice riduzione dei contenitori interni con immagine e testo; invece, in un’edizio-
ne in cui si prevede la possibilità di mettere a disposizione un confronto parallelo
dei testi integrali di tutti i testimoni, anche pochi pixel di margine possono fare la
differenza.
La GUI proposta (Fig. 2.1) è composta da due elementi principali:
• una testata in cui compare il nome dell’edizione e trovano posto gli strumen-
ti ad azione globale, come il cambio vista, l’apertura delle informazioni sul
progetto, la ricerca su tutto il testo, la lista testimoni, etc.;
• un corpo formato da tanti box quanti necessari per l’organizzazione dei conte-
nuti in base alla modalità di visualizzazione selezionata dall’utente (ad esem-
pio, nella vista testo/immagine saranno due, in quella di confronto testimoni
più di due, etc).
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Figura 2.1: Progettazione GUI: struttura principale
Ogni box (Fig. 2.2) è strutturato secondo un pattern ben definito e prevede
• una testata, contenente gli strumenti di navigazione (per esempio la selezione
del testimone o della pagina);
• un footer, in cui trovano spazio gli strumenti che agiscono sul testo o sull’im-
magine a livello locale (ricerca, controllo dimensioni carattere, filtro varianti,
zoom, etc);
• un corpo, in cui viene visualizzato il contenuto principale (testo o immagine);
• uno o più box interni, visibili solo se necessario, da utilizzare per mostrare
contenuti diversi dal testo principale, come i risultati della ricerca, le liste di
entità, i filtri attivi, etc.
(a) (b)
Figura 2.2: Progettazione GUI: struttura singoli contenitori
Per quanto riguarda i singoli elementi caratteristici di un’edizione critica, la
modellazione è partita dall’analisi delle convenzioni tradizionali, anticipata nella
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sezione 1.1.4, in quanto si è ritenuto fondamentale imporre un requisito minimo per
il prodotto finale: offrire agli studiosi ciò che sono abituati a vedere in un’edizione
critica.
La semplice integrazione della tradizione non avrebbe permesso di sfruttare pie-
namente le potenzialità del mezzo elettronico; pertanto si è cercato di estendere le
caratteristiche dei singoli elementi, in modo da offrire modalità innovative che, da
un lato, permettano un miglior accesso a ciò che tradizionalmente viene inserito in
un’edizione critica, dall’altro lato consentano di consultare velocemente e con fa-
cilità anche i materiali solitamente esclusi o relegati a posizioni non direttamente
accessibili (per esempio le varianti formali e il testo integrale dei testimoni).
Nei prossimi paragrafi verranno analizzati in maniera più approfondita i princi-
pali problemi affrontati e le soluzioni adottate; inoltre, verranno motivate le scelte
progettuali e grafiche più innovative.
2.3.1 Soluzione al problema della scalabilità
Il primo problema affrontato è stato quello legato alla “vista di collazione” e alla
scalabilità dell’interfaccia in presenza di un numero tendenzialmente infinito di testi-
moni da confrontare. Consapevoli sin da subito del fatto che anche lo schermo pone
dei limiti in termini di quantità di contenuti visualizzabili contemporaneamente, l’o-
biettivo principale non è stato quello di far sì che si riuscissero a visualizzare tutti i
testimoni disponibili, bensì quello di farne vedere il più possibile mantenendo sempre
una certa pulizia dell’interfaccia, in modo da evitare situazioni come quelle viste in
The Wandering Jew’s Chronicle (Fig. 1.9) o in De trein der traagheid (Fig. 1.17).
(a) (b)
(c) (d)
Figura 2.3: Progettazione GUI: confronto testimoni (soluzioni scartate)
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Sulla base della vista testo testo già presente in EVT, sono state dunque avanzate
le prime proposte:
• pannello affiancato al testo principale in cui posizionare i testimoni da con-
frontare (Fig. 2.3a e 2.3b);
• box a scorrimento orizzontale posto al di sotto del testo principale (Fig. 2.3d);
• pannelli di dimensioni uguali per il confronto tra soli testimoni (Fig. 2.3c).
Per evitare la destrutturazione dell’interfaccia con l’aggiunta di nuovi pannelli, tali
soluzioni sono state pensate per un confronto fino ad un massimo di quattro testimoni
per volta (o tre più testo critico).
Pur essendo riusciti a raggruppare gli elementi simili in modo da renderli facil-
mente riconoscibili, rispettando così una delle indicazioni dell’HCI, e a mantenere
l’interfaccia armoniosa e ben strutturata, tali proposte non sono state ritenute sod-
disfacenti; si è infatti immaginato un ipotetico scenario di utilizzo dell’interfaccia e
si è constatato che la consultazione di più testi risulta più naturale quando questi
vengono disposti uno accanto all’altro piuttosto che uno sopra l’altro12. Si è quindi
raggiunta la proposta finale (Fig. 2.4), che prevede un allineamento dei testimoni
sull’asse orizzontale.
Figura 2.4: Progettazione GUI: confronto testimoni (soluzione accolta)
Per riuscire a gestire un numero ipoteticamente infinito di testimoni da con-
frontare mantenendo l’interfaccia ben strutturata, si è arrivati ad una soluzione di
compromesso che sfrutta i principi del responsive design soltanto in parte.
Partendo dalla situazione in cui si sta confrontando il testo critico con un sin-
golo testimone (Fig. 2.5a), l’aggiunta di un nuovo pannello alla vista di collazione
comporta un ridimensionamento automatico dei box visibili, che vanno ad occupare
ognuno circa un terzo dello spazio disponibile (Fig. 2.5b). Se al confronto viene
aggiunto un terzo testimone, il ridimensionamento non è più proporzionale allo spa-
zio disponibile, ma è guidato da una larghezza minima; da quel momento in poi, i
12 Se avessimo avuto diverse edizioni cartacee da confrontare avremo disposto le versioni allo stesso
modo, ovvero una accanto all’altra.
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nuovi box vengono semplicemente affiancati ai precedenti, senza essere ridimensio-
nati; come si vede in Fig. 2.5c e Fig. 2.5d, l’interfaccia rimane stabile e l’accesso ai




Figura 2.5: Progettazione GUI: responsiveness nella vista di confronto testimoni
Il contenitore del testo critico rimane fisso nel primo terzo dell’interfaccia, ha
visivamente maggiore importanza ed è sempre ben distinguibile dalle versioni alter-
native; come vedremo più avanti, tale distinzione verrà rafforzata anche dal colore
del bordo assegnato al suo pannello contenitore.
Come nelle precedenti, anche in questa soluzione continua a non essere possibile
visualizzare più di tre o quattro testimoni per volta; tuttavia, si tratta di un proble-
ma inevitabile e si ritiene che la soluzione proposta possa essere considerata un buon
compromesso. Infatti, anche se una tradizione può arrivare a contare un numero di
testimoni molto elevato, difficilmente l’editore sentirà la necessità di confrontarli con-
temporaneamente tutti insieme in quanto quelli più interessanti, corrispondenti alle
famiglie di testimoni posizionate nei livelli più alti dello stemma, sono solitamente
pochi13.
2.3.2 L’apparato critico: incontro fra tradizione e innovazione
L’elemento che ha portato maggiori difficoltà in fase di progettazione, è stato l’appa-
rato critico che, come visto nella sezione 1.1.4, comprende una lista delle varianti non
accettate dall’editore all’interno del testo pubblicato e ritenute tuttavia importanti
per documentare e giustificare la scelta effettuata.
13 Stussi 2006, p. 71.
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Una delle soluzioni ormai affermatasi in tema di apparato critico digitale, è
quella di utilizzare il collegamento ipertestuale per accedervi in maniera diretta, sia
esso posizionato in una sezione in fondo al testo, in una finestra separata o in un
popup inline. Tuttavia, oltre ad offrire un accesso più immediato alla lista delle
varianti per una determinata porzione di testo, si è sempre rimasti molto legati
alla tradizione: presentazione del lemma ed elencazione delle varianti ritenute più
significative, seguite da un elenco di sigle indicatrici dei testimoni che attestano la
lezione di riferimento, talvolta trasformate in hyperlink per un rapido accesso al
contesto completo.
Data l’esigenza di rimanere in parte legati alle convenzioni tipicamente seguite
per le edizioni a stampa, ciò che si è cercato di ottenere è stato un buon compro-
messo, che da un lato avesse le caratteristiche e l’eleganza tipiche di un apparato
tradizionale, e dall’altro lato riuscisse ad essere realmente arricchito dal digitale,
offrendo al lettore contenuti più ampi e maggiori possibilità di interazione.
Innanzitutto, si è identificata la posizione migliore in cui inserirlo.
Una delle prime soluzioni prese in considerazione prevedeva l’utilizzo di un popup,
attivabile con un click del mouse sulla porzione di testo di riferimento. Alle varianti
di sostanza vengono affiancate le eventuali varianti di forma e le note critiche colle-
gate, dando a queste ultime visibilità diversa rispetto alle prime e organizzandole in
tre sezioni distinte (Fig. 2.6):
(a) (b)
Figura 2.6: Progettazione GUI: apparato critico (prima soluzione: popup)
• Parte iniziale: apparato tradizionale, ovvero lemma, eventualmente seguito
dalle sigle dei testimoni che attestano tale lezione, parentesi quadra, varianti
significative seguite dalle sigle dei testimoni di riferimento, elencate nell’ordine
in cui sono state codificate.
• Parte centrale: materiale aggiuntivo tradizionalmente escluso, ovvero varianti
formali eventualmente raggruppate in base alla tassonomia indicata dall’edi-
tore in fase di codifica per mezzo di opportuni attributi.
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• Parte finale: note critiche associate all’entrata d’apparato, che tradizionalmen-
te vengono collocate in una sezione differente.
Il minor grado di importanza assegnato alle varianti grafiche si riflette sul loro aspet-
to grafico: carattere più piccolo e accesso tramite un box ad espansione. Anche le
note critiche, pur avendo importanza maggiore rispetto alle varianti grafiche risul-
tano ben distinte da esse, in particolare grazie ad un margine superiore piuttosto
marcato.
Nonostante le piccole dimensioni di un elemento come il popup, si è ritenuto
inizialmente che esso fosse lo strumento migliore per presentare l’apparato critico,
in quanto i testi codificati secondo il metodo parallel-segmentation, esposto nelle
linee guida TEI (sez. 1.2.3) e preso in considerazione nel presente lavoro, presenta-
no solitamente apparati non eccessivamente ampi. Tale proposta è stata tuttavia
scartata poiché ci si è resi conto che il popup, rimanendo “sollevato” rispetto al con-
tenuto principale, rischia di coprire il testo da consultare e di obbligare l’utente a
visualizzare o l’uno o l’altro; inoltre, si è constatato che nello sviluppo di layout
fluidi e dinamici, esso tende ad essere un elemento di difficile collocazione e gestio-
ne: necessita infatti numerosi controlli prima dell’apertura sia per ottenere le giuste
dimensioni, sulla base del contenuto reale, sia per essere correttamente posizionato
nell’interfaccia, in modo da non risultare nascosto in alcun modo.
Una seconda proposta di posizionamento presa in considerazione prevedeva, in-
vece, l’espansione orizzontale per aperture progressive di colonne. Secondo tale
approccio le varianti significative dell’apparato vengono ospitate in una colonna alla
destra del testo critico, di dimensioni inferiori rispetto a quest’ultima; a seguire un’e-
ventuale altra colonna per la visualizzazione delle varianti di forma e delle eventuali
note critiche (Fig. 2.7). Un click del mouse sulla singola lezione provoca l’apertura
e l’allineamento al testo dell’apparato di riferimento.
Pur permettendo di rendere sempre chiara all’utente la funzione logica del posi-
zionamento degli elementi, tale soluzione ha come conseguenza inevitabile una dimi-
nuzione dello spazio disponibile in cui collocare gli altri elementi, come ad esempio i
testimoni di collazione. Inoltre, l’utilizzo di un’unica colonna per ospitare le varianti
e le note, rischia di creare confusione nell’interazione con la singola lezione attestata
in un testimone, che da specifiche deve permettere all’utente di accedere all’appa-
rato completo: se infatti l’utente seleziona una variante all’interno del testimone
sulla destra dello schermo, l’apparato completo si apre sulla sinistra, ad una certa
distanza da esso, costringendo l’utente a spostare lo sguardo verso una parte dello
schermo diversa da quella in cui stava guardando. Infine, in caso di apparati molto
corposi, il testo incolonnato risulta tendenzialmente più difficile da leggere.
Pertanto, siamo arrivati a definire una terza soluzione, che prevede l’utilizzo di
un contenitore inline, che si accoda alla lezione selezionata dividendo il testo in
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Figura 2.7: Progettazione GUI: apparato critico
(seconda soluzione: colonne ad apertura progressiva)
due e si distingue da quest’ultimo grazie ad uno sfondo differente (Fig. 2.8)14. In
tale pannello, la parte più tradizionale dell’apparato (formata da lemma e varianti
significative) si posiziona in alto in una sezione che rimane fissa, mentre il resto
del contenuto viene inserito nella parte inferiore, suddiviso in apposite schede per
permettere un accesso veloce ai contenuti aggiuntivi di interesse.
In tali schede possono trovare posto sia le note critiche, sia le varianti di forma
e tutti i metadati associati all’apparato stesso, come ad esempio il responsabile o il
grado di certezza. In assenza di maggiori informazioni viene visualizzato il solo appa-
rato tradizionale e la sezione contenente i materiali aggiuntivi viene dinamicamente
nascosta.
Figura 2.8: Progettazione GUI: apparato critico (soluzione finale)
La soluzione scelta per il posizionamento dell’apparato critico è stata dunque
quest’ultima, in quanto buon compromesso che permette di visualizzare l’apparato
critico senza ricorrere a frame aggiuntivi; oltre ad offrire uno spazio virtuale ben
più ampio rispetto a quello dei popup, essa si presta, inoltre, ad essere arricchita
facilmente con altre funzionalità, come per esempio la visualizzazione dei raggrup-
pamenti delle varianti.
14 Il colore utilizzato nel mockup è stato scelto esclusivamente a scopo illustrativo.
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Dopo aver stabilito la posizione e l’organizzazione dei contenuti principali, è sta-
to affrontato il problema della visualizzazione di eventuali sotto strutture codificate
come apparati annidati. Volendo evitare perdita di informazioni in tali situazioni, si
è deciso che il sistema dovrà permettere all’utente di accedere in maniera indipen-
dente sia all’apparato più interno (Fig. 2.9a) sia a quello più esterno (Fig. 2.9b). In
quest’ultimo caso, le varianti presenti nell’apparato più interno saranno visualizzate
come elenco e racchiuse da parentesi tonde doppie. Eventuali note critiche colle-
gate all’apparato più interno saranno disponibili soltanto nell’apparato collegato a
quest’ultimo.
(a) (b)
Figura 2.9: Progettazione GUI: apparato critico annidato
2.3.3 Maggiore visibilità e interattività delle lezioni
Le lezioni accolte nel testo e quelle registrate nei testimoni hanno un ruolo impor-
tante all’interno di un’edizione critica in quanto forniscono sia informazioni circa la
variabilità della tradizione, sia dettagli a proposito delle scelte effettuate dall’edito-
re. Si è dunque ritenuto opportuno segnalare visivamente la presenza di porzioni
di testo per le quali esistono lezioni alternative. Dopo aver valutato diversi artifici
grafici, tra cui la sottolineatura o il grassetto, si è optato per l’evidenziazione tramite
colore di sfondo, in quanto essa permette di veicolare facilmente anche informazioni
aggiuntive associate alla lezione in questione; diventa infatti possibile correlare to-
nalità diverse a tipologie distinte (indicando, per esempio, gli omotelèuti in azzurro
e le false emendazioni in rosso) e affidare al grado di intensità l’informazione circa
la variabilità della tradizione (colore più intenso per porzioni di testo per le quali
è stata registrata maggiore variabilità). Dal momento che le regole dell’usabilità
consigliano di non assegnare ai colori informazioni essenziali, il riconoscimento delle
varianti è affidato anche ad un sottile bordo di contorno15.
I colori utilizzati verranno recuperati e assegnati automaticamente a partire da
una palette appositamente scelta per permettere anche a chi ha problemi di vista di
distinguere le differenze16; le informazioni circa il collegamento tra colore e attributo
saranno registrate all’interno di un’apposita legenda.
15 In futuro sarà necessario svolgere uno studio più approfondito e mirato per scegliere l’artificio
grafico alternativo al colore più funzionale ed efficace, in modo tale da non avere alcuna perdita
di informazioni qualora l’utente non sia in grado di distinguere pienamente i colori.
16 L’editore avrà comunque la possibilità di modificare tali colori in base alle proprie preferenze ed
esigenze.
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Figura 2.10: Progettazione GUI:
interazioni con le varianti
L’utente potrà interagire con la lezio-
ne in due modi: passaggio e click del
mouse. In entrambi i casi riceverà un
opportuno feedback da parte del sistema
(Fig. 2.10): nel primo caso il colore di
sfondo della variante diventerà più inten-
so, mentre nel secondo caso il cambiamen-
to sarà più evidente, in modo tale da per-
mettere all’utente di distinguere meglio la
variante selezionata dal resto del testo.
Il click del mouse sulla variante, inoltre, permetterà di accedere all’apparato
critico ad essa collegato; al suo interno la variante selezionata verrà opportunamente
evidenziata per permettere all’utente di localizzarla velocemente e spostare la sua
attenzione sulle altre lezioni registrate.
Nella modalità collazione, l’interazione con una particolare lezione provocherà
un cambiamento del colore di sfondo anche per le varianti collegate ad essa presenti
negli altri testimoni visualizzati (Fig. 2.11).
Figura 2.11: Progettazione GUI: interazione con le varianti in modalità collazione
Gestione degli errori di codifica riconosciuti
Il prerequisito per l’utilizzo di EVT 2.0 è avere un file XML privo di errori e op-
portunamente codificato secondo le indicazioni fornite dal consorzio TEI; tuttavia
non esistendo ancora software efficaci per la validazione della codifica a livello di
consistenza17, possono facilmente verificarsi situazioni in cui l’editore dimentichi di
17 Il TEI Critical Edition Toolbox (http://ciham-digital.huma-num.fr/teitoolbox/index.php),
illustrato nella sezione 1.2.4, è uno strumento innovativo ideato appositamente per verificare la
consistenza della codifica di edizioni critiche codificate secondo gli standard TEI.
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codificare il lemma utilizzando l’apposito elemento <lem>. Per questo motivo, per
evitare di privare completamente l’utente di porzioni di testo, si è deciso di mo-
strare tutte le alternative possibili e utilizzare una particolare segnalazione grafica
(Fig. 2.12) per rendere evidente la presenza di un simile “errore” di codifica.
Figura 2.12: Progettazione GUI: errore di codifica
Nel caso in cui nel file di configurazione sia stato indicato un testimone di riferimento,
il sistema dovrà provvedere a suggerire come lemma la lezione del testimone indicato.
Tuttavia, poiché non si tratta di una scelta attiva dell’editore, ma di una soluzione
automatizzata, tale situazione dovrà essere resa evidente al lettore per mezzo di
opportuna segnalazione grafica (Fig. 2.13).
Figura 2.13: Progettazione GUI: errore di codifica con tentativo di correzione
Come per le normali lezioni, anche in questo caso sarà possibile consultare l’entrata
d’apparato di riferimento con un click del mouse.
2.3.4 Filtro di varianti: selettore a scelta multipla
Figura 2.14: Progettazione GUI:
filtro delle varianti
Il filtro delle varianti è lo strumento proget-
tato per permettere all’utente di scegliere la
tipologia di lezioni da evidenziare nel testo.
Sulla base delle considerazioni approfondi-
te nella sezione 2.2.3, si è scelto di utilizza-
re un selettore a scelta multipla per la sua
rappresentazione grafica (Fig. 2.14).
I possibili valori di selezione verranno
raggruppati in base all’attributo di riferi-
mento e il colore di sfondo più scuro per-
metterà all’utente di capire a colpo d’occhio
cosa ha selezionato; con all verranno sele-
zionati tutti i valori disponibili per un certo
filtro. A fianco di ogni valore verrà riportato
il colore ad esso associato.
Dal momento che l’etichetta del selettore ha dimensioni limitate, nel caso di
selezione multipla, il valore selezionato verrà sostituito dal numero dei filtri attivi.
Per ricordare all’utente quali filtri ha selezionato, in ogni pannello verranno aggiunti
tanti badge quanti sono i valori selezionati, colorati in base alla tonalità assegnata
loro dal sistema (Fig. 2.15).
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Figura 2.15: Progettazione GUI: filtri di varianti attivi
2.3.5 Heat map per la variabilità testuale
Sull’esempio di Juxta, si è scelto di utilizzare una mappa di intensità per fornire
all’utente informazioni immediate circa la variabilità testuale della tradizione del-
l’opera. Secondo tale artificio, il colore di sfondo che permette di evidenziare la
lezione all’interno del testo critico, risulterà più o meno intenso in base al numero
di lezioni alternative registrate nella tradizione: più il colore sarà intenso, maggiore
sarà il numero di lezioni alternative riconosciute dal sistema registrate per la voce
d’apparato in questione. Nel caso in cui l’utente modifichi le condizioni per il calcolo
della variabilità, considerando per esempio le sole varianti di una certa tipologia, al-
l’interno del pannello testuale verrà data un’opportuna segnalazione visiva, tramite
un badge esplicativo.
2.3.6 Testo critico e testimoni
Come abbiamo visto all’inizio della sezione corrente, i contenitori testuali saranno
strutturati tutti allo stesso modo: testata, corpo principale, footer e contenitori
secondari. A seconda della tipologia di testo mostrato, essi presenteranno alcune
differenze in termini di pulsanti e selettori di navigazione posizionati nella testata
o nel footer, di corpo del testo e colore di riferimento e di layout generale (colori,
posizionamento, etc.). In particolare, il testo critico tenderà ad occupare sempre una
posizione di rilievo e verrà evidenziato grazie all’utilizzo di un colore di riferimento
più scuro rispetto a quello utilizzato per i testimoni.
Per quanto riguarda i pulsanti, nel caso del testo critico, l’unico strumento di
navigazione offerto sarà il selettore del documento da visualizzare, utile nel caso in
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cui si stia consultando un’opera strutturata in parti separate, come ad esempio la
Divina Commedia; non essendo previste divisioni di pagina all’interno di un testo
ricostruito, il selettore delle pagine non sarà disponibile. Nel caso del testimone,
invece, in base alle informazioni codificate nel file di partenza, saranno presenti
anche un selettore di pagine per una più rapida navigazione del testo e un selettore
che permetterà di visualizzare il testo a livelli di edizione differenti (diplomatico o
interpretativo).
Tra gli altri strumenti ad azione locale posizionati nel menù inferiore sarà pos-
sibile trovare il filtro delle varianti, la ricerca contestuale e i pulsanti per modificare
le dimensioni del carattere in base alle esigenze; nel caso del testo critico saranno
presenti anche il pulsante per attivare/disattivare la heat map e quello per aprire il
contenitore delle note critiche.
Eventuali lacune e testimoni frammentari verranno opportunamente segnalati
per mezzo di specifici artifici grafici (Fig. 2.16). In entrambi i casi sarà possibile
accedere alla porzione di testo corrispondente presente negli altri testimoni.
(a) (b)
Figura 2.16: Progettazione GUI: lacune (a) e testimoni frammentari (b)
2.3.7 Materiali aggiuntivi nascosti, ma facilmente accessibili
Tutti gli elementi di supporto all’edizione (come la nota introduttiva in cui vengono
esposti i criteri editoriali, la bibliografia di riferimento, le specifiche della codifica,
etc.), se opportunamente codificati nel file di partenza, saranno messi a disposizione
del lettore all’interno dell’edizione; come stabilito nella sezione 2.2.1, essi non oc-
cuperanno una posizione centrale, bensì saranno visibili solo su richiesta esplicita
dell’utente. Essendo strumenti di utilità globale, ovvero che concernono l’edizio-
ne nella sua interezza, l’accesso ad essi sarà garantito mediante appositi strumenti
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posizionati all’esterno dei contenitori del testo o dell’immagine, in particolare nella
testata principale, e quindi disponibili in ogni momento (Fig. 2.17).
Figura 2.17: Progettazione GUI:
barra degli strumenti principale
Tra questi materiali troveremo anche la lista
dei testimoni della tradizione presi in considera-
zione dall’editore e codificati all’interno del file
XML (Fig. 2.18). L’utente avrà la possibilità di
interagire con tale lista per ottenere maggiori in-
formazioni su un particolare testimone; in caso
di risorsa esterna verrà aperto il link di riferi-
mento indicato, altrimenti, in base al materiale
fornito nel file di partenza, sarà possibile visua-
lizzare la versione diplomatica o interpretativa
dello stesso direttamente nell’interfaccia di EVT 2.0.
Figura 2.18: Progettazione GUI: lista dei testimoni della tradizione
2.3.8 Renderizzazione finale
Dopo aver stabilito il layout dei singoli elementi, questi sono stati riuniti all’interno
di mockup completi.
Per quanto riguarda la scelta dei colori si è deciso di tenere in considerazione i
principi fondamentali del design, che suggeriscono di utilizzare colori freddi e neu-
trali per gli elementi di contorno e per la navigazione ordinaria dell’interfaccia, e di
lasciare ai colori caldi e accesi il compito di attirare l’attenzione sulle informazioni
importanti. Inizialmente sono state proposte due possibili palette: una tendente al
marrone, tale da mantenere una certa continuità con EVT 1.0, e una tendente al blu-
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grigio, più neutra. Per evidenziare maggiormente la differenza rispetto alla versione
precedente del software, si è deciso di proporre quest’ultima come configurazione di
default, ma di preparare anche dei fogli di stile per la prima, offrendo così all’editore
la libertà di scegliere in base alle sue preferenze18.
Inoltre, si è sempre cercato di mantenere un buon contrasto tra testo/ogget-
to e sfondo, in modo da rendere l’interfaccia il più accessibile possibile ed evitare
distorsioni nella percezione dei colori vicini.
Di seguito verrà mostrata una rassegna di renderizzazioni dell’interfaccia finale.
Figura 2.19: Interfaccia finale: testo critico
(a) Lista testimoni (b) Legenda
Figura 2.20: Interfaccia finale: strumenti testo critico (1)
18 L’editore con conoscenze informatiche più avanzate avrà anche la possibilità di creare un foglio
di stile totalmente personalizzato.
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(a) Filtro varianti (b) Heat Map
Figura 2.21: Interfaccia finale: strumenti testo critico (2)
Figura 2.22: Interfaccia finale: apparato critico
Figura 2.23: Interfaccia finale: vista di collazione
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(a) Lacuna (b) Frammento
Figura 2.24: Interfaccia finale: testimoni con lacune e testimoni frammentari





Come anticipato nella sezione 1.4.1, l’infrastruttura di EVT 1.0 ha subito un re-
factoring generale con l’obiettivo principale di rendere l’ambiente di sviluppo più
modulare e facilitare la personalizzazione dell’interfaccia finale. Nonostante tale
cambiamento strutturale sia iniziato prima del presente lavoro, la necessità di in-
tegrazione del supporto all’edizione critica è stata una delle motivazioni principali
che ha spinto il gruppo degli sviluppatori a rivedere tutto il sistema. La gestione
delle funzionalità evidenziate nel paragrafo precedente adesso necessita molte più
interazioni tra i diversi elementi dell’interfaccia; dovendo rimanere client only, ciò si
traduce in un maggiore flusso di aggiornamenti e manipolazioni del DOM, quindi in
una sempre più difficile gestione degli eventi e della sincronizzazione tra le diverse
componenti dell’interfaccia. Per tale motivo la scelta del framework da utilizzare è
ricaduta su AngularJS1, nato appositamente per lo sviluppo di applicazioni a singola
pagina (SPA - Single Page Application2), proprio per la sua caratteristica di utiliz-
zare un meccanismo bidirezionale per l’associazione del modello alle viste (two-way
data-binding). Sempre per facilitare la manutenzione e velocizzare lo sviluppo del
codice, si è inoltre deciso di iniziare ad utilizzare i fogli di stile Sass (Syntactically
Awesome Style Sheets)3, in particolare la sintassi non indentata SCSS, e il layout
engine Susy4 per poter gestire meglio la responsività dell’interfaccia.
In questo capitolo verranno brevemente illustrati i diversi strumenti e framework
utilizzati in fase di implementazione.
1 AngularJS: https://angularjs.org/.
2 «A Single Page Application (SPA) is an application delivered to the browser that does not reload
the page during use. Like all applications, it is intended to help the user complete a task, like
“write a document” or “administer a web server”». Da Mikowski e Powell 2013.
3 Sass (http://sass-lang.com/) è un’estensione del linguaggio CSS che permette di utilizzare fun-
zionalità come variabili, annidamenti o funzioni che non sono solitamente supportate dal linguaggio




3.1 L’ambiente di sviluppo
Prima di iniziare l’opera di trasposizione delle vecchie funzionalità di EVT 1.0, è
stato necessario impostare l’ambiente di sviluppo per automatizzare le operazioni
ripetitive, come la compressione (minification) di file JavaScript, la compilazione di
file Sass, l’esecuzione dei test, la validazione del codice, etc., e per ottimizzare le
performance di esecuzione del prodotto finale. I software scelti per la costruzione
dell’infrastruttura di sviluppo sono stati Grunt5 e Bower6.
3.1.1 Grunt
Grunt è un JavaScript task runner scritto in Node.js7 che permette di costruire un
workflow efficiente per la realizzazione di applicazioni web; rilasciato per la prima
volta nel marzo 2012 da Ben Alman8 e attualmente aggiornato alla versione 0.4, ha
ottenuto un grande successo all’interno della comunità open source, specialmente con
la rinascita di JavaScript a seguito dell’incremento su scala mondiale della domanda
di applicazioni web9.
Tra i task supportati nativamente troviamo:
• init, per creare i file e le cartelle di base per un progetto basandosi su una
serie di template definiti;
• concat, per concatenare una serie di file;
• lint, per validare la sintassi utilizzata nei vari file con JSHint10;
• min, per minificare file JavaScript con UglifyJS11;
• test e qunit, per eseguire test rispettivamente con nodeunit12 e QUnit13;
• server, per avviare un server web statico;
• watch, per eseguire specifici task quando determinati file vengono modificati.
Inoltre, è possibile aggiungere ulteriori task sotto forma di plugin.
La maggior parte di essi può contenere dei sotto-task, detti target, che permettono
di diversificare l’output tra ambiente di sviluppo e ambiente di produzione.
5 Grunt: http://gruntjs.com/.
6 Bower: http://bower.io/.
7 Node.js è un framework event-driven asincrono che permette di realizzare applicazioni web server-
side utilizzando l’interprete Javascript V8 di Google Chrome. Cfr. Node.js: https://nodejs.
org/.
8 Pillora 2014, p. 7.
9 Ibid., p. 8.
10 JSHint, a JavaScript Code Quality Tool: http://jshint.com/.
11 UglifyJS – a JavaScript parser/compressor/beautifier: https://github.com/mishoo/UglifyJS/.
12 Nodeunit, Easy unit testing in node.js: https://github.com/caolan/nodeunit/.
13 QUnit: A JavaScript Unit Testing framework: https://qunitjs.com/.
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Per poter funzionare correttamente, Grunt necessita di npm (Node.js packa-
ge manager), ovvero del gestore di pacchetti di default per l’ambiente a runtime
JavaScript Node.js, che facilita la condivisione, il riutilizzo e l’aggiornamento del
codice.
La configurazione dei diversi task viene effettuata per mezzo di un oggetto Ja-
vaScript all’interno del Gruntfile situato alla base del progetto. La prima parte
di questo file è solitamente occupata dalla funzione wrapper, che incapsula la con-
figurazione di Grunt. Per essere usato al meglio, è necessario aggiungere un file
package.json, in cui definire le varie dipendenze del progetto.





La scelta di utilizzare Grunt è stata guidata in particolare dal suo successo all’in-
terno della comunità open source e dalla grande quantità di materiale informativo
presente online.
3.1.2 Bower
Bower è un gestore di pacchetti per lo sviluppo web, che permette di installare
automaticamente la versione più appropriata dei plugin o dei framework e delle
loro dipendenze, necessarie per il corretto funzionamento dell’applicazione. Non
permette di eseguire operazioni di concatenazione o compressione, pertanto viene
solitamente utilizzato insieme a un task runner, come il già citato Grunt.
Esso viene solitamente utilizzato da riga di comando per scaricare e salvare i
pacchetti necessari, dei quali si tiene poi traccia in un file manifest, codificato come
oggetto JSON.
3.2 Angular JS
Per l’implementazione di EVT 2.0 si è deciso di utilizzare AngularJS14, un framework
JavaScript open source creato nel 2009 da Miško Hevery e Adam Abrons e suppor-
tato da un team di sviluppo di Google; si tratta di un’infrastruttura appositamente
pensata per SPA che per lo sviluppo propone una strutturazione modulare formata
da vari componenti, ognuno con una funzione ben precisa.
Tra le principali funzionalità che caratterizzano questo framework troviamo il
supporto a pattern architetturali di separazione delle competenze, come ad esempio
14 Nel progetto è stata utilizzata la versione più aggiornata di AngularJS 1, poiché la nuova versione
pubblicata (Angular 2) era ancora in beta quando è iniziato il lavoro. Nell’implementazione si è
tuttavia cercato di limitare il più possibile l’utilizzo degli elementi rimossi dalla nuova versione,
in modo da facilitare la transizione.
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MVC (Model View Controller), in cui si fa un’attenta distinzione tra i dati sottostan-
ti l’applicazione (model) e le modalità con le quali essi vengono presentati all’utente
(view), e l’interazione tra le due parti è gestita da un componente separato (control-
ler). La flessibilità con la quale AngularJS supporta tale pattern ha portato alcuni
ad interpretarlo più come MVVM (ModelView ViewModel)15 o, come i suoi stessi
autori lo hanno definito, MVW o MV* (Model View Whatever)16. Tra i principali
vantaggi della separazione della logica applicativa dalla presentazione troviamo una
maggiore indipendenza tra i componenti coinvolti e una più semplice manutenibilità
dell’applicazione: per esempio, diventa possibile apportare modifiche alla vista senza
intervenire sul modello, ma anche avere viste differenti di uno stesso modello di dati
senza necessariamente intervenire sulla vista.
AngularJS permette, inoltre, di estendere l’HTML con tag e attributi persona-
lizzati, che rimangono indipendenti dal resto dell’applicazione e, se ben progettati,
possono essere riutilizzati in altri progetti.
Altre importanti funzionalità sono la dependency-injection, che permette di ge-
stire in maniera efficiente ed efficace le dipendenze tra i vari moduli, e il data-binding
bidirezionale (two-way data-binding), che permette di sincronizzare il modello e la
vista senza particolari artifici di programmazione, in modo da riflettere nella vista
ogni cambiamento avvenuto nei dati di riferimento, e viceversa (Fig. 3.1).
Figura 3.1: AngularJS: Two-Way Data Binding
Infine, AngularJS offre un meccanismo di routing che permette di passare da una
vista all’altra senza necessariamente ricaricare la pagina: è infatti possibile mappare
uno specifico URL ad una certa vista, dando all’utente l’illusione di navigare tra
pagine diverse.
Le principali componenti che caratterizzano il framework sono:
• i moduli;
• i controller e gli $scope;
• i filtri;
15 Gaudioso 2010.




Nelle prossime sezioni verrà fornita una breve descrizione degli elementi sopra citati,
in modo tale da facilitare la comprensione dell’implementazione del software.
I moduli
Un modulo è una collezione di direttive, filtri, servizi e altre funzioni che indicano
ad Angular come deve essere avviata l’applicazione. La sintassi da utilizzare per
definire un modulo è la seguente:
angular.module("nomeModulo", [d1, ..., dn]);
dove:
• angular è un namespace globale sempre raggiungibile,
• nomeModulo è il nome identificativo del modulo stesso
• e [d1, ..., dn] è un array di 0 o più dipendenze.
Grazie alla direttiva ng-app è poi possibile indicare ad Angular il modulo da utiliz-
zare in una specifica parte dell’applicazione:
<html ng-app="nomeModulo"> ... </html>
In linea generale, i moduli favoriscono la separazione dei compiti definendo un’in-
terfaccia pubblica e limitando la visibilità del funzionamento interno. Essi permet-
tono, quindi, di definire l’inizializzazione dell’applicazione, la sua modularizzazione e
la gestione delle dipendenze; inoltre, forniscono aiuto per l’incapsulamento di librerie
di terze parti e per i test di unità.
Anche se non è obbligatorio, AngularJS consiglia di avere un modulo per ogni
funzionalità, un modulo per ogni componente riutilizzabile (in particolare le direttive
e filtri) e un modulo di livello applicativo che dipende dagli altri e contiene i codici
di inizializzazione.
I controller
I controller permettono di gestire l’interazione tra l’utente dell’applicazione e il
modello; vengono solitamente associati ad un elemento del DOM e quindi hanno
accesso diretto allo $scope. La sintassi per definire un controller è la seguente:
angular.module("nomeModulo", [ ])




dove: nomeController è il nome univoco assegnato al controller che si sta definendo.
Uno dei loro compiti principali è la configurazione dello stato iniziale del modello
dei dati, ovvero la definizione delle funzionalità da utilizzare nella vista e del com-
portamento di determinati elementi. Essendo un semplice punto di incontro tra vista
e modello, in un controller, in genere, non si troveranno manipolazioni dirette del
DOM o dei dati (formattazione dell’input e filtro dell’output), né si gestirà la con-
divisione di funzionalità con altri controller. A differenza dei servizi, che verranno
illustrati più avanti, i controller possono essere istanziati più di una volta.
Gli $scope
Lo $scope definisce le funzionalità dell’applicazione, i metodi dei controller e le
proprietà delle view; secondo quanto affermato nella pagina ufficiale della documen-
tazione di AngularJS, esso costituisce «la colla tra il controller e la view»17: è infatti
il componente che permette la comunicazione tra vista e controllore, rendendo possi-
bile l’accesso al modello e la sincronizzazione con esso. Un’importante caratteristica
degli $scope è la loro organizzazione gerarchica modellata sulla struttura del DOM;
così come i controller possono ereditare metodi e proprietà da altri controller geni-
tori, anche uno $scope eredita tutte le proprietà e i metodi di quelli che, in ordine
gerarchico, vengono prima di lui, a partire da quello associato all’elemento principale
dell’applicazione, chiamato $rootscope.
Talvolta è preferibile definire controller senza ricorrere agli $scope, ma utilizzan-
do piuttosto il meccanismo degli alias, tramite il costrutto controller as, che, pur
non potendo sfruttare l’ereditarietà degli $scope, permette di mantenere il codice
HTML più pulito e chiaro in caso di controller annidati.
3.2.0.1 I filtri
I filtri di AngularJS permettono di formattare in un determinato modo il valore di
un’espressione da visualizzare; essi possono essere utilizzati all’interno dei template,
nei controller e nei servizi. Oltre ai filtri standard (per esempio number o currency)





dove nomeFiltro è il nome assegnato al filtro.
La funzione utilizzata per registrare un nuovo filtro deve essere pura, ovvero
stateless e idempotente: l’input non deve essere modificato dalla funzione stessa e
17 AngularJS: Developer Guide, Scopes: https://docs.angularjs.org/guide/scope/.
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non deve causare altri effetti collaterali (idempotenza); se viene eseguita più volte
utilizzando lo stesso input, l’output generato sarà sempre lo stesso (stateless).
È possibile definire anche filtri a stateful, ma Angular non garantisce l’ottimiz-
zazione della loro esecuzione.
I servizi
I servizi offrono funzionalità indipendenti dall’interfaccia utente, funzionalità che
devono poter essere accessibili dagli altri componenti dell’applicazione. Dal punto
di vista tecnico, si tratta di singleton, ovvero di oggetti eseguiti e istanziati una sola
volta, esclusivamente quando necessari; per questo motivo possono essere utilizzati
per la comunicazione tra componenti differenti. Un controller può memorizzare i
dati in un service ed un eventuale nuovo controller può scaricare tali dati dal servizio
senza richiederli nuovamente al server o avviare funzioni di parsing già eseguite.
AngularJS mette a disposizione cinque modalità differenti per definire un servi-
zio: constant, value, service, factory e provider.
I primi due metodi (constant e value) vengono solitamente utilizzati per defi-
nire valori primitivi o oggetti da iniettare nei vari componenti dell’applicazione; la
differenza tra i due metodi consiste nel fatto che le costanti possono essere utilizzate
in fase di configurazione e non possono mai essere modificate dai vari componenti.






• “nomeCostante” e “nomeValore” sono i nomi univoci di riferimento
• e constantObject e valueObject sono i valori che esse assumono.
Il metodo service permette di registrare un servizio più complesso sfruttando
la metodologia type/class, tipica dei linguaggi di programmazione orientati agli
oggetti; il nuovo servizio potrà poi essere richiamato utilizzando il metodo new. Un
service viene solitamente definito come segue:
angular.module("nomeModulo", [ ])
.service("nomeServizio", function([d1, ..., dn]){ [...] });
dove
• nomeServizio è il nome identificativo del service,
• function([d1, ..., dn]) è il costruttore della funzione che verrà istanziata,
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• e [d1, ..., dn] è un array di 0 o più dipendenze.
Un’altra modalità di creazione di un servizio simile al service è la factory:
angular.module("nomeModulo", [ ])
.factory("nomeFactory", function([d1, ..., dn]){
var myFactory = { [...] }
return myFactory;
});
dove myFactory è l’istanza di oggetto che rappresenta il servizio e che viene restituita
alla fine della funzione.
La differenza tra i due meccanismi consiste principalmente nel fatto che, tramite
il primo, viene fornita l’istanza della funzione associata al servizio, invece, nel se-
condo caso si fornisce soltanto il valore restituito in fondo; la scelta dell’approccio
da utilizzare è, quindi, strettamente legata al modo in cui il servizio dovrà essere
utilizzato: il metodo service viene preferito quando si ha necessità di definire il
servizio come una classe, mentre factory viene utilizzato quando si vuole definire
il servizio come istanza di un oggetto e non si ha quindi necessità di invocare un
costruttore.
L’ultima modalità per definire un servizio in AngularJS è il provider. Questo
metodo differisce dagli altri due in quanto è l’unico che può essere iniettato nei
componenti che ne hanno bisogno nella fase iniziale di configurazione (config). Il
provider è definito come un tipo custom che implementa il metodo $get. La parte
interna di questo metodo viene istanziata come service ed esposta a tutti i moduli
che lo iniettano. La sintassi per definire un provider è la seguente:
angular.module("nomeModulo", [ ])




• nomeProvider è il nome identificativo del provider,
• function([d1, ..., dn]) è una funzione che crea una nuova istanza di un
servizio,
• e [d1, ..., dn] è un array di 0 o più dipendenze.
Le direttive personalizzate
Le direttive di AngularJS sono l’unico componente autorizzato ad operare mani-
polazioni del DOM, intervenendo direttamente sull’interfaccia utente; esse permet-
tono, infatti di estendere il linguaggio HTML o modificare il comportamento di
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un elemento standard. AngularJS mette a disposizione numerose direttive prede-
finite, solitamente riconoscibili dal prefisso ng- (per esempio, ng-show, ng-class,
ng-repeat, etc.), ma permette anche di definirne di nuove, specificandole sia come
elementi o attributi, sia come classi o commenti. Solitamente una direttiva viene
utilizzata per semplificare il codice HTML dell’applicazione, quando questo risulta
molto ripetitivo.
Una direttiva viene definita con uno specifico nome e una funzione che restituisce
un oggetto contenente le impostazioni della direttiva stessa. Per una direttiva, oltre
a dichiarare la tipologia che ne restringe il campo di utilizzo (elemento, attributo,
classe, commento) è possibile specificare un particolare template, definire le variabili
di $scope e assegnare un controller per gestire la vista. Talvolta, è necessario
aggiungervi del codice JavaScript per effettuare operazioni preliminari o definire
comportamenti non descrivibili solo per mezzo del template. La sintassi da utilizzare









scope: bool or object,
controller: string,
require: string,
link: function postLink(scope, element, attrs) {
[...] },
compile: function compile(element, attrs, transclude) {
return {
pre: function preLink(scope, element, attrs){
[...] },





• nomeDirettiva è il nome identificativo della nuova direttiva creata;
• restrict indica la tipologia della direttiva e quindi come essa dovrà essere
invocata; i valori possibili sono quattro:
– A - Attributo
– E - Elemento
– C - Classe
– M - Commento
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• priority indica la priorità di esecuzione da assegnare alla direttiva nel caso
in cui questa venga utilizzata contemporaneamente ad un’altra in uno stesso
elemento del DOM;
• template e templateUrl indicano il codice HTML da appendere o sostituire
alla direttiva, eventualmente definito in un file separato;
• transclude consente di spostare il contenuto della direttiva all’interno del
template definito, sostituendolo (se true) al tag marcato con ng-transclude;
• scope permette di assegnare alla direttiva un proprio scope;
• controller indica il nome del controller da assegnare alla direttiva;
• require consente di indicare la dipendenza della direttiva da un’altra;
• compile e link permettono di dichiarare una funzione per aggiornare il DOM
o registrare listeners su determinati elementi; nel primo caso la funzione viene
eseguita prima della trasformazione dal template alla vista, nel secondo caso
dopo; solitamente, la funzione compile viene utilizzata per modificare qualcosa
in comune a tutte le copie, in quanto a differenza dell’altra viene eseguita una
volta sola.
Per evitare eventuali collisioni con standard futuri, è consigliato anteporre una
propria sigla ai nomi delle direttive definite.
3.2.1 Organizzazione dei moduli
Per quanto riguarda l’infrastruttura e l’organizzazione dei moduli di AngularJS, in
EVT 2.0 sarà presente un modulo diverso per ogni elemento diverso dell’interfac-
cia, e ognuno di essi sarà progettato in modo da essere il più possibile generico e
riutilizzabile (Fig. 3.2).
Per ogni modulo sarà possibile avere:
• un file di configurazione in cui definire i valori di alcune costanti e configurare
il modulo stesso;
• un provider, che può essere inizializzato in fase di configurazione del modulo;
• un servizio, se necessario;
• una direttiva, se necessario;
• e un controller, se necessario (sicuramente per tutti i moduli coinvolti nel-
la navigazione in quanto essenziale per inizializzare il routing); nel controller
verrà gestito tutto ciò che riguarda individualmente la singola istanza; tenden-
zialmente verranno definiti gli stessi metodi che nel servizio vengono utilizzati
per eseguire operazioni cumulative.
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Figura 3.2: EVT 2.0:
infrastruttura di sviluppo
Alcuni moduli, in particolare quelli uti-
lizzati per gestire i dati, vengono definiti
esclusivamente da un servizio.
Per la definizione dei servizi abbia-
mo deciso di utilizzare principalmente il
provider per i moduli che devono esse-
re istanziati più di una volta; tale scel-
ta è stata guidata innanzitutto dal fat-
to che il provider può essere iniettato
nei moduli che ne hanno bisogno in fa-
se di configurazione; inoltre, dal punto
di vista teorico diventa possibile creare
componenti in maniera programmatica
e dare accesso a tutte le funzioni defini-
te nel servizio ad un oggetto che non è
definito direttamente da una direttiva.
3.3 Susy
Per facilitare la gestione della responsività dell’interfaccia si è deciso di utilizzare
il framework CSS Susy, che a differenza di molti altri (ad esempio Bootstrap18 o
Foundation19) non viene fornito con regole di stile di default che necessitano spesso
sovrascritture per rispettare le proprie necessità e preferenze di layout. Si tratta di
un sistema di griglia che permette di costruire layout flessibili per le applicazioni
web.
Nella terminologia del web design, le griglie sono un insieme di linee verticali che
vengono utilizzate come base per l’organizzazione degli elementi di un’interfaccia
web. Esse aiutano a suddividere lo spazio disponibile in colonne e gutter, ovvero
spazi tra colonne adiacenti.
Progettato per lavorare con Compass20, Susy è compatibile con quasi tutti i
flussi di lavoro Sass. Uno dei suoi vantaggi maggiori è legato al fatto che esso
non obbliga ad aggiungere classi predeterminate agli elementi HTML della propria
applicazione, permettendo così di mantenere una netta separazione tra contenuto
e stile, e di lavorare su file HTML più semplici e più “semantici”21. Infatti, il suo
scopo è esclusivamente quello di prendersi carico dei calcoli matematici da svolgere




21 I framework come Bootstrap solitamente offrono classi CSS grid-based preimpostate che ob-
bligano lo sviluppatore ad aggiungere al markup anche informazioni legate esclusivamente alla
presentazione.
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3.3.1 Organizzazione dei file SASS
Figura 3.3: EVT 2.0:
organizzazione dei file SASS
Anche per quanto riguarda l’organizzazione
dei fogli di stile sono state decise delle op-
portune regole di organizzazione, per rende-
re il software più modulare (Fig. 3.3). Si è
dunque deciso di utilizzare un file principale
(main.scss) in cui definire gli stili dell’inter-
faccia generale, e di gestire le regole relative
ad ogni diverso componente in un file separato
_nomeComponente.scss22.
Per la gestione di valori utilizzati più volte
all’interno delle regole di stile, come ad esempio
i colori, saranno utilizzate delle variabili SASS23
definite in un apposito file _variables.scss; l’utilizzo delle variabili permetterà
una modifica più veloce delle impostazioni di stile legate a colori, font e dimensioni.
Il file _function.scss è predisposto per ospitare eventuali funzioni SASS perso-
nalizzate 24 necessarie per la gestione di regole di stile più complesse (come il calcolo
dell’altezza di un pannello in base ad uno specifico valore).
Per evitare di riscrivere più volte uno stesso gruppo di regole saranno sfruttati i
mixin25 di SASS, opportunamente definite nel file _mixins.scss.
Le regole di stile associate a specifici elementi TEI saranno definite in un apposito
file tei.scss; in questo caso il nome del file non sarà preceduto da un underscore
in quanto si vuole generare per esso un file separato, evitando di mescolare le regole
editoriali specifiche agli stili legati all’interfaccia generale. Durante la compilazione,
tale file non verrà minificato in modo tale da permettere facili personalizzazioni degli
stili da parte dell’editore.
22 L’underscore prima del nome del file fa in modo che non venga compilato il relativo file *.css,
così da mantenere tutto lo stile compilato all’interno di un unico file.
23 Sass Documentation: Variables: http://sass-lang.com/documentation/file.SASS_
REFERENCE.html#variables_.
24 Sass Documentation: Function Directives: http://sass-lang.com/documentation/file.SASS_
REFERENCE.html#function_directives.
25 Un mixin è una direttiva SASS che permette di creare gruppi di selettori e proprietà CSS che si
ripeteranno all’interno dei fogli di stile di un progetto. Il concetto di mixin si avvicina a quello
di funzione in quanto è possibile applicarvi parametri arbitrari in modo da modificare le regole





Dopo aver progettato l’interfaccia utente e stabilito le tecnologie da utilizzare, si è
passati alla fase di implementazione vera e propria. Per prima cosa sono stati definiti
i modelli per la memorizzazione e la gestione dei dati all’interno dell’applicazione
web; dopodiché sono stati implementati i nuovi moduli ritenuti necessari e sono state
migliorate le funzionalità di alcuni di quelli già presenti1, definendo talvolta nuove
direttive e nuovi servizi.
In questo capitolo, oltre a presentare i modelli definiti e motivare particolari scelte
implementative, verranno dunque illustrate le funzionalità ritenute più interessanti2;
in particolare verrà analizzato il flusso di inizializzazione, già predisposto alla ge-
stione di codifiche differenti da XML TEI, i parser del servizio evtCriticalParser,
la gestione dell’apparato critico insieme ad altre funzionalità collegate alle varianti
(filtro e heat map) e lo strumento di bookmarking.
4.1 Principali modifiche al core del progetto
Come già accennato, il presente lavoro è partito da una base strutturale già pronta,
realizzata insieme al resto del team di sviluppo di EVT per il refactoring completo del
software. L’implementazione del supporto alle edizioni critiche e delle funzionalità
definite in fase di progettazione ha implicato la modifica e l’aggiunta di diversi
componenti.
In particolare, sono state estese le direttive evtBox3 e evtSelect4, in modo da
renderle pronte per la gestione delle nuove tipologie di contenuti, e sono state appor-
1 L’infrastruttura generale e l’organizzazione dei moduli di base sono state realizzate insieme al
resto del team di sviluppo di EVT.
2 Per questioni di spazio, del codice verranno mostrati soltanto piccoli estratti. Per visualizzare
il codice completo si rimanda al repository online disponibile su GitHub alla pagina https://
github.com/evt-project/evt-viewer/tree/critical-edition/.
3 La direttiva evtBox identifica un singolo pannello, il cui contenuto in termini di strumenti
disponibili si adatta alla tipologia dei dati di riferimento (per esempio testo, immagine, etc.).
4 La direttiva evtSelect identifica un selettore personalizzato che interagisce con gli altri elementi
dell’applicazione in base alla tipologia di dati di riferimento (per esempio elenco di pagine, elenco
di testimoni, etc.).
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Figura 4.1: EVT 2.0: organizzazione dei file principali
tate delle modifiche ai moduli interface e dataHandler, che offrono funzionalità
per il controllo dell’interfaccia in generale e per la gestione dei dati.
All’interno di interface è stata aggiunta le gestione dello “stato” dell’applica-
zione, della navigazione e del sistema di bookmarking, che, come vedremo più avanti,
permette una riorganizzazione iniziale dell’interfaccia sulla base della URL.
Il modulo dataHandler, invece, è stato esteso per gestire opportunamente la
nuova tipologia di dati, ovvero l’elenco dei testimoni della tradizione, con le rispettive
interruzioni di pagina e il testo integrale, e quello delle entrate d’apparato e dei
possibili filtri da utilizzare per la selezione delle varianti. In particolare sono stati
aggiunti nuovi attributi e funzioni all’interno del service parsedData, in cui viene
salvato il modello dei dati, e all’interno di evtParser, in cui sono definite le funzioni
generiche di parsing5.
Le funzioni utilizzate per il parsing di elementi tipicamente presenti in un’edi-
zione critica (elenco testimoni, elenco delle entrate d’apparato, testo critico, testo
integrale dei testimoni e rispettivo elenco delle pagine, etc.) sono state definite e
raccolte all’interno di un nuovo service, evtCriticalParser. Tali funzioni verranno
approfondite nella sezione 4.4.
Sono state, inoltre, implementate tre nuove direttive:
• evtReading per identificare una lezione cui è collegato un determinato appa-
rato critico; essa è stata utilizzata principalmente per la realizzazione delle
funzionalità di collegamento di varianti in modalità collazione, di filtro e di
heat map.
• evtCriticalApparatusEntry per identificare un’entrata d’apparato, i cui con-
tenuti si organizzano secondo le specifiche definite in fase di progettazione;
5 Ricordiamo che il service di AngularJS è un componente che offre funzionalità indipendenti dall’in-
terfaccia e consente solitamente di implementare la logica dell’applicazione, ovvero le funzionalità
per l’elaborazione e/o il recupero dei dati da visualizzare nelle viste tramite i controller ; esso, inol-
tre, permette la condivisione di funzionalità che devono essere accessibili dagli altri componenti
dell’applicazione.
103
• evtWitnessRef per identificare una sigla di testimone all’interno dell’apparato
critico e gestire quindi l’accesso al contesto di una determinata lezione.
Infine, sono stati aggiunti due file appositamente pensati per rendere il software
flessibile rispetto alle reali esigenze dell’editore:
• un file di configurazione JSON, in cui l’editore, oltre a indicare il percorso per
accedere al file contenente l’edizione completa, ha la possibilità di personaliz-
zare l’interfaccia in termini di vista predefinita, testimoni accessibili, possibili
filtri di varianti, etc.;
• un foglio di stile riservato alle regole di visualizzazione degli elementi TEI, in
cui l’editore ha la possibilità di personalizzare l’output grafico dei singoli ele-
menti (per esempio le cancellature, le aggiunte, etc.), senza influire sull’aspetto
generale dell’applicazione web6.
Poiché il pacchetto di distribuzione finale del software prevede la concatenazione
e la minificazione di tutti i file JavaScript e CSS, è stato necessario escludere dal
flusso di compressione i suddetti file, in modo da mantenerli facilmente leggibili e
modificabili.
4.2 Il modello dei dati
L’idea alla base di EVT 2.0 è stata sin da subito quella di eliminare il passaggio
intermedio di trasformazione XSLT e di prevedere, invece, la lettura diretta del
file contenente l’edizione completa codificata (sez. 1.4.1) e il salvataggio delle in-
formazioni principali all’interno di un’apposita struttura, tale da essere facilmente
accessibile ogni volta che se ne presenta la necessità. Dal momento che il framework
utilizzato è una libreria JavaScript, si è scelto di non memorizzare i dati direttamente
nel formato originale XML, bensì di utilizzare apposite strutture JSON (JavaScript
Object Notation), organizzate in modo tale da permettere un rapido reperimento dei
dati.
Le collezioni di elementi, nonostante si tratti concettualmente di elenchi e quindi
siano più affini ad una struttura come l’array, sono state modellate come oggetti, in
modo tale da poter sfruttare il meccanismo chiave/valore e avere accesso immediato
a un determinato elemento sulla base del suo identificativo. Prevedendo, inoltre,
la necessità di dover recuperare tutti gli elementi, talvolta nell’ordine esatto in cui
sono stati codificati, all’interno di ogni struttura è stato inserito un apposito array
di indici contenente le chiavi d’accesso di ognuno di essi7.
6 In tale file l’editore avrà la possibilità di inserire anche regole per sovrascrivere quelle legate al
layout generale dell’interfaccia.
7 Tale accorgimento è necessario in quanto all’interno di un oggetto JSON le chiavi perdono il loro
ordinamento originale e vengono memorizzate in ordine alfabetico.
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var collection = {
"element_1" : { [ ... ] },
...
"element_n" : { [ ... ] },
"_indexes" : [ "element_1", ..., "element_n"]
}
Nelle prossime sezioni verranno, dunque, analizzati più approfonditamente i modelli
utilizzati per memorizzare i testimoni e le entrate d’apparato.
4.2.1 Testimoni
L’oggetto utilizzato per la memorizzazione delle informazioni riguardanti i testimoni
della tradizione codificati nel file XML è witnessesCollection (Fig. 4.2).
Figura 4.2: EVT 2.0: modello dati utilizzato per i testimoni della tradizione
Al suo interno è possibile trovare oggetti witness ed oggetti group: i primi per-
mettono di registrare le informazioni relative ai singoli testimoni (sigla, descrizione,
elenco di pagine, testo, etc.), i secondi, invece, vengono utilizzati per tenere traccia
di eventuali raggruppamenti.
Per quanto riguarda l’oggetto witness, il parametro description contiene la
descrizione bibliografica completa del testimone, così come è stata codificata nel
file di partenza, pronta per essere renderizzata su schermo quando necessaria. Da
essa viene estratto il name da associare ad ogni testimone, generato automaticamente
come sottostringa della descrizione stessa oppure ottenuto sulla base di un particolare
elemento della codifica, indicato tra i parametri di configurazione (per esempio il
nodo figlio <title> piuttosto che l’attributo @n).
Il parametro pages contiene un elenco di identificatori di pagina, mentre text
viene utilizzato per memorizzare il testo integrale del testimone di riferimento, even-
tualmente suddiviso in documenti e in livelli di edizione. Quest’ultimo viene recu-
perato e salvato soltanto quando l’utente lo richiede espressamente o utilizza una
particolare funzionalità dell’interfaccia che ne fa uso8.
8 Tale accorgimento è stato necessario per evitare inutili attese o rallentamenti dell’interfaccia: lo
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Il parametro _group è stato pensato per essere utilizzato soltanto nel caso in cui
il testimone appartenga ad un gruppo, per memorizzarne l’identificativo.
Per quanto riguarda l’oggetto group, invece, il parametro name contiene l’eti-
chetta assegnata al raggruppamento in questione, sulla base del contenuto di uno
specifico nodo XML (<head> per default). Il campo content è un elenco di identifi-
cativi, che possono far riferimento sia a singoli testimoni, sia ad altri raggruppamenti
annidati. Per riuscire a gestire raggruppamenti annidati, anche in questo oggetto è
presente un parametro _group.
Eventuali attributi aggiuntivi assegnati ai testimoni e ai raggruppamenti vengono
memorizzati all’interno del parametro attributes, organizzato come collezione di
coppie chiave/valore, in cui la chiave corrisponde al nome dell’attributo.
All’interno della collezione è presente anche un parametro _indexes, utilizzato
per memorizzare gli indici di accesso ai testimoni; questi vengono organizzati in
modalità differenti a seconda delle esigenze previste:
• encodingStructure: array ordinato degli indici dei figli di primo livello del-
l’elemento principale in cui sono codificati tutti i testimoni;
• witnesses: array ordinato degli indici dei testimoni;
• groups: array ordinato degli indici dei gruppi.
All’interno dell’elenco encodingStructure vengono codificati soltanto gli indici
degli elementi di primo livello, in quanto per recuperare le informazioni dettagliate
circa la struttura della codifica originale basta controllare se l’oggetto di riferimento
è un gruppo, e continuare dunque a ricostruire l’albero originario utilizzando gli
indici all’interno del campo content di tale gruppo.
Esempio. La lista di testimoni codificata come segue:
<listWit>
<witness xml:id="Dd1" n="Dd1">





<bibl><title>Works</title>, Dyce 1, 1850</bibl>
</witness>
<witness xml:id="D2">




script che recupera il testo integrale di un testimone risulta piuttosto costoso, quindi è preferibile
che venga eseguito quando ce ne è effettiva necessità; una volta memorizzato il risultato, esso verrà
recuperato direttamente dal modello, senza eseguire nuovamente lo script.
106
diventa:
var witnessesCollection = {
"_indexes" : {
"witnesses" : [ "Dd1", "D1", "D2" ],
"groups" : [ "D" ],
"encodingStructure" : [ "Dd1", "D" ] },
"Dd1" : {
"id" : "Dd1",
"name" : "Old Plays",
"description" : "<bibl><title>Old Plays</title>, ed. Dodsley, 1744</bibl>",
"attributes" : {
"n" : "Dd1" },




"description" : "<bibl><title>Works</title>, Dyce 1, 1850</bibl>",
"_group" : "D",
"_type" : "witness" },
"D2" : { ... },
"D" : {
"id" : "D",
"name" : "Dyce works",
"content" : [ "D1", "D2" ],
"_type" : "group" }
}
4.2.2 Entrate d’apparato
Nella progettazione dell’oggetto da utilizzare per la memorizzazione delle entrate
d’apparato è stato necessario tenere in considerazione molti fattori, tra cui la possi-
bilità di avere apparati annidati, raggruppamenti di varianti, strutture per la codi-
fica di inizio/fine di lacune o frammenti e altri elementi non appartenenti al modulo
textcrit, come ad esempio le interruzioni di riga o i paragrafi. Dal momento che
le modalità di codifica sono molto numerose, sono state tuttavia fatte delle scelte
a proposito delle strutture da supportare per il momento: innanzitutto si è scelto
di prendere in considerazione soltanto il metodo parallel-segmentation; per quanto
riguarda il contenuto di ogni singola lezione si è cercato di tenere in considerazione
tutti i singoli nodi, in modo da supportare anche le sotto-strutture come <div>
o <p>9; invece, nel caso degli elementi <app> sono stati gestiti soltanto i casi in
cui come figli diretti troviamo gli elementi <lem>, <rdg> o <rdgGrp>, escludendo
l’elemento <witDetail>10.
9 Il modulo TEI Critical Apparatus è in continuo aggiornamento e la possibilità di utilizzare elementi
strutturali come <div> e <p> all’interno di una voce d’apparato è stata introdotta recentemen-
te, a partire dalla versione 2.9.1 delle linee guida TEI (http://www.tei-c.org/release/doc/
tei-p5-doc/readme-2.9.1.html).
10 Il modello implementato risulta tuttavia facilmente espandibile e adattabile anche alla gestione
degli elementi momentaneamente esclusi.
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In fase di implementazione sono state, inoltre, aggiunte particolari sotto strutture
al modello di partenza per facilitare l’accesso a determinati elenchi di varianti in
modo tale da permettere una visualizzazione dell’apparato come definita durante la
progettazione grafica (sez. 2.3.2).
L’oggetto criticalApparatusEntryCollection (Fig. 4.3a) si presenta dunque
come una collezione di oggetti di tipo apparatusEntry (Fig. 4.3b).
(a) (b)
Figura 4.3: EVT 2.0: modello dati utilizzato per le voci d’apparato
Al suo interno troviamo altre due sotto strutture: una in cui vengono memorizzati gli
indici di accesso alle singole entrate critiche, secondo vari ordini, un’altra che viene
invece utilizzata per la gestione dei filtri di varianti recuperati dal file di partenza.
Ogni apparatusEntry (Fig. 4.3b) è caratterizzato dalle seguenti proprietà:
• id: identificativo univoco, recuperato dall’apposito attributo (@xml:id per
quanto riguarda le codifiche TEI), se presente, o costruito in maniera auto-
matica sulla base del path del nodo, ovvero della sua posizione all’interno
dell’albero del documento;
• attributes: attributi recuperati dal nodo XML, organizzati in una struttura
tale che il nome dell’attributo è la chiave e il contenuto è il valore;
• lemma: identificativo univoco della lezione indicata come lemma, se presente;
• note: stringa contenente il testo dell’eventuale nota esplicativa associata al-
l’entrata critica per mezzo di un elemento <note> codificato all’interno di
<app>, completo di tag HTML dove necessario;
• content: collezione di elementi reading, group o subApp (Fig. 4.4), rappre-
sentanti rispettivamente, una lezione, un raggruppamento e un sotto apparato;
• _indexes: collezione di array di indici utilizzati per memorizzare le chiavi di
accesso degli elementi di content, opportunamente ordinate e raggruppate se-
condo determinati criteri, per esempio, ordine di codifica (encodingStructure),
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tipologia (readings, groups e subApp), significatività (readings._significant),
etc.; inoltre, grazie al parametro witMap si tiene traccia della lezione atte-
stata in ogni singolo testimone, mentre nel parametro missingWits vengono
riportati i testimoni per i quali non è stata registrata alcuna lezione11;
• _lacuna e _fragment: attributi di supporto che, tramite un valore booleano,
tengono traccia del fatto che un’entrata d’apparato è stata o meno utilizzata
per codificare l’inizio o la fine di una lacuna e/o di un frammento;
• _subApp: attributo di supporto che, tramite un valore booleano, tiene traccia
del fatto che l’entrata d’apparato in questione è o meno un sotto apparato;
• _variance: attributo di supporto in cui viene salvato il grado di variazio-
ne, calcolato come numero di varianti significative registrate, in rapporto al
numero di testimoni utilizzati;
• _xmlSource: contenuto dell’elemento di origine; tali informazioni vengono me-
morizzate per fornire un accesso diretto al codice di origine della lezione e
permettere un’eventuale ricostruzione e visualizzazione dello stesso.
Figura 4.4: EVT 2.0: modelli dati utilizzati per i contenuti delle voci d’apparato
Gli oggetti group e subApp sono in realtà strutture d’appoggio che vengono
utilizzate principalmente per la memorizzazione degli indici delle lezioni contenute
nei raggruppamenti e nei sotto apparati.
L’oggetto reading, invece, è quello che identifica direttamente una lezione, sia
essa considerata variante, sia essa accolta come lemma all’interno del testo critico.
Ogni reading è caratterizzato dalle seguenti proprietà:
• id: identificativo univoco della lezione, recuperato dall’apposito attributo se
presente o costruito in maniera automatica sulla base del path del nodo;
11 Il parser non è momentaneamente in grado di riconoscere se l’assenza di una lezione per un
determinato testimone è dovuta o meno ad una lacuna.
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• wits: array di sigle corrispondenti ai testimoni che attestano la lezione in
questione; può assumere valore null in caso di lemmi emendati che non fanno
riferimento ad alcun testimone specifico12;
• attributes: attributi recuperati direttamente dal nodo XML;
• content: contenuto della variante; dal momento che le linee guida TEI non
impongono alcuna restrizione per la codifica di apparati all’interno di varianti
o lemmi, il valore di content è definito mediante un array, al cui interno è
possibile trovare elementi di tipo stringa, oggetti subApp che offrono un riferi-
mento diretto al sotto apparato in questione e altri elementi non appartenenti
al modulo textcritic, utilizzati per tenere traccia di sotto strutture diverse
dagli apparati;
• _significant: attributo di supporto che, tramite un valore booleano, tiene
traccia del fatto che la lezione in questione è stata riconosciuta come variante
significativa;
• _group: attributo di supporto che tiene traccia dell’eventuale gruppo cui la
lezione faceva parte;
• _xmlSource: contenuto dell’elemento di origine; come nel modello precedente,
tali informazioni vengono memorizzate per fornire un accesso diretto al codice
di origine della lezione e permettere un’eventuale ricostruzione e visualizzazio-
ne dello stesso.
Esempio. Un estratto di testo codificato come segue:











<note>This is a note</note>
</app> virtus tua, <!-- [ ... ] --> aliqua portio
<app>
<lem wit="#A">creaturae tuae</lem>
<rdg wit="#B #E">creaturas tuas</rdg>
<rdg wit="#C #D">creaturarum tuarum</rdg>
</app> et homo circumferens <!-- [ ... ] -->




"filters" : { ... },
"_indexes" : {
"encodingStructure" : [ "app01", "app02" ],






"encodingStructure" : [ "app01_lem", "app01_group01", "app01_group02" ],
"readings" : {
"_indexes" : [ "app01_rdg01", "app01_rdg02", ... ],
"_significant" : [ "app01_rdg01" ]
},












"wits" : [ "A" ],
"attributes" : { ... },
"content" : [ "magna" ],
"_significant" : true,













"content" : [ "app01_rdg01", "app01_rdg02" ],




"note" : "This is a note",
"_subApp" : false,
"_xmlSource" : "<lem xml:id=’app01_lem’ wit=’#A’>magna</lem><rdgGrp> ..."
},
"app02" : { ... }
}
Come vedremo nelle prossime sezione, i modelli appena definiti sono l’elemento
principale di tutta l’applicazione web, in quanto possono essere considerati la base
di molte delle funzionalità implementate.
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4.3 Caricamento e configurazione iniziale dei dati
Figura 4.5: EVT 2.0: flusso iniziale
Durante il boot iniziale dell’interfaccia,
dopo aver letto il file di configurazione
JSON e aggiornato gli appositi parame-
tri nel modello interno, il sistema avvia
una richiesta Ajax e recupera il contento
del file indicato dall’editore, che può es-
sere sia un file locale sia una risorsa on-
line13. Se non si verificano errori duran-
te la lettura del file, il sistema procede
quindi affidando i dati letti ad apposite
funzioni che si occupano di salvare una
copia del contenuto originale all’interno
di un apposito attributo del modello e
di lanciare gli opportuni parser per il re-
cupero di determinate informazioni (per
esempio, l’elenco dei testimoni o delle
pagine).
I parser implementati sono basati sugli schemi definiti dalle linee guida TEI;
tuttavia il software è già predisposto sia per la gestione di codifiche XML non TEI,
sia per la gestione di dati in formato completamente diverso.
var addXMLDocument = function(doc) {
var docElements = xmlParser.parse(doc);




// Parse witnesses list
evtCriticalParser.parseWitnesses(docElements);




/* Gestione di codifiche diverse dalla TEI */
}
};
Ogni parser, una volta recuperati i dati necessari, li riorganizza in opportuni og-
getti JSON e li salva all’interno del modello dei dati che viene in parte utilizzato
dall’applicazione per l’inizializzazione e la gestione delle viste.
13 Come EVT 1.0, se si utilizza il software localmente, senza alcun server d’appoggio, l’accesso ai
file mediante Ajax sarà possibile soltanto all’interno di browser come Mozilla Firefox, oppure
dopo aver disabilitato l’opzione che blocco l’accesso ai file locali.
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Una volta definito il modello, l’interfaccia viene aggiornata sulla base dei para-
metri di configurazione e di eventuali valori recuperati direttamente dalla URL.
4.3.1 Lo “stato” dell’applicazione
Lo “stato” dell’applicazione definito in termini di documento, pagina o livello di edi-
zione corrente, oppure di elenco di testimoni collazionati e rispettive pagine, viene
salvato all’interno di uno specifico modello, separato da quello per la memorizza-
zione dei dati, che si impone sugli elementi dell’interfaccia e fa in modo che essi si
organizzino di conseguenza. Tale modello viene definito nel service evtInterface,
che offre apposite funzioni per la lettura e la modifica dei singoli parametri e, può
essere iniettato in tutti i componenti che sono coinvolti nella navigazione e in ope-
razioni che modificano la visualizzazione14.











Tutte le operazioni di navigazione e di riorganizzazione dei contenuti, dunque, non
agiscono direttamente né sulla vista né sulla URL, bensì procedono per progres-
sive modifiche al modello principale di riferimento, che grazie al meccanismo del
data-binding offerto da AngularJS, permette poi un aggiornamento automatico del-
l’interfaccia.
Per esempio, per gestire la vista di collazione in termini di affiancamento di






In questo caso, la direttiva ng-repeat permette di avere in interfaccia tanti box di
tipo witness quanti sono i testimoni, recuperando l’elenco corrente direttamente dal
modello per mezzo della funzione getCurrentWitnesses(). Nel momento in cui il
valore ritornato da tale funzione cambia, vengono modificati anche i box visualizzati.
14 La dependency injection è un design pattern che delega ad un’entità esterna il compito di
individuare e fornire risorse di cui un oggetto ha bisogno.
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Utilizzando lo stesso meccanismo è stato possibile gestire in maniera automatica
anche la navigazione per pagina, documento e livello di edizione.
La definizione di un modello centrale per l’organizzazione degli elementi dell’in-
terfaccia ha permesso di avere sempre a disposizione un’“istantanea” della situazione
corrente dell’applicazione ed è stato uno degli elementi principali su cui si è basata
l’implementazione della funzionalità di bookmarking, illustrata più approfonditamen-
te nella sezione 4.5.6.
4.4 I parser
Come visto nella sezione precedente, EVT 2.0 è stato strutturato in modo tale da
rendere veloce un’eventuale gestione di file codificati secondo schemi diversi da quello
proposto dalla TEI. Tuttavia, nell’ambito del presente lavoro ci si è concentrati
esclusivamente sulla gestione di file correttamente codificati in TEI, che utilizzano
il metodo parallel segmentation per la gestione delle entrate d’apparato.
I vari parser JavaScript utilizzati per estrarre dal file di partenza gli elemen-
ti caratterizzanti un’edizione critica sono stati inseriti in evtCriticalParser, uno
specifico service definito all’interno del modulo dataHandler. Essi sono a grandi
linee strutturati tutti allo stesso modo: innanzitutto procedono percorrendo l’albero
DOM del documento di partenza, alla ricerca di specifici nodi, il cui nome è definito
in apposite variabili di configurazione15; dopo aver recuperato le necessarie infor-
mazioni, sfruttano le apposite funzioni definite nel service parsedData per salvare
quanto necessario all’interno del modello dei dati dell’applicazione.
Poiché la TEI non impone limiti ai possibili annidamenti di molti elementi ca-
ratteristici di un’edizione critica (come <listWit>, <app> o <rdgGrp>), la maggior
parte dei parser implementati presenta una struttura ricorsiva, tale da riuscire a
gestire qualsiasi livello di annidamento.
Oltre alle funzioni per l’estrazione di specifici dati necessari al corretto funziona-
mento dell’applicazione (come l’elenco dei testimoni collazionati, o le entrate d’ap-
parato codificate), è stata implementata anche una funzione generica che trasforma
in nodi XML TEI in elementi HTML16; per non perdere i diversi metadati codifi-
cati, il nome del nodo diventa una classe aggiunta all’elemento, mentre per quanto
riguarda l’attributo vengono sfruttati i data-attributes offerti da HTML517. Sia le
classi che i data-attributes vengono poi mappati in apposite regole di stile CSS che
ne definiscono gli stili; come già detto, tale file rimane separato dagli altri in modo
tale da facilitare eventuali personalizzazioni del layout di determinati elementi.
15 Il punto di partenza dei vari parser sono state le linee guida TEI P5, approfondite nella sezione
(1.2.3); tuttavia si è cercato di rendere le funzioni il più possibile flessibili, utilizzando apposite
variabili di configurazione per la definizione dei nomi dei tag e degli attributi da prendere in
considerazione durante la fase di estrazione dei dati.
16 Il software è comunque già predisposto per accettare anche un file XSLT 1.0 per semplici
trasformazioni degli elementi.
17 HTML Global data-* Attributes: http://www.w3schools.com/tags/att_global_data.asp
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In questa sezione verranno dunque analizzate più dettagliatamente le funzioni
specificatamente collegate alla gestione delle edizioni critiche, in particolare quelle
che si occupano di estrarre:
• l’elenco dei testimoni codificati, delle rispettive informazioni bibliografiche e
dell’eventuale paginazione indicata nella codifica;
• l’elenco delle entrate d’apparato, complete di lemma (se presente), varianti,
attributi e note aggiuntive;
• il testo critico formato sulla base dei lemmi specificati all’interno della codifica
e il testo di ogni singolo testimone, anche nel caso presenti lacune o si tratti
di testimone frammentario.
4.4.1 L’elenco dei testimoni
Un esempio di parser è quello che si occupa dell’estrazione della lista dei testimoni
della tradizione. Come approfondito nella sezione 1.2.5, per codificare la lista dei
testimoni viene solitamente utilizzato l’elemento <listWit>, al cui interno è pos-
sibile inserire una serie di elementi <witness>, eventualmente raggruppati in un
<listWit> annidato all’interno del primo; ogni <witness> può essere arricchito da









Talvolta, soprattutto se i testimoni collazionati sono opere a stampa, può essere






La funzione per estrarre la lista dei testimoni procede dunque cercando all’in-
terno del file XML di partenza l’elemento identificato come contenitore dell’elenco
dei testimoni, nel caso base <listWit>19. Si procede dunque ciclando i nodi figli:
18 Per maggiori informazioni riguardo gli elementi <listBibl> e <bibl> si consulti la sezione 3.1
Bibliographic Citations and References delle linee guida TEI, disponibile all’indirizzo http://
www.tei-c.org/release/doc/tei-p5-doc/en/html/CO.html#COBI.
19 Il nome dell’elemento che identifica il contenitore della lista di testimoni viene salvato in un’ap-
posita variabile di configurazione in modo tale da permettere all’editore di aggiungere la ge-
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se si tratta di un nodo corrispondente ad un singolo testimone, sulla base del tag
definito nell’apposita variabile di configurazione, si genera un elemento JSON op-
portunamente strutturato per memorizzare identificativo univoco e nomenclatura,
completa di eventuali collegamenti ipertesturali a risorse esterne; se invece si tratta
di una lista annidata, utilizzata talvolta per raggruppare testimoni affini, si procede
richiamando ricorsivamente la funzione di parsing della lista di testimoni:
var listDef = "listWit, listChange",
versionDef = "witness, change";
/* **************************************************************************** */
var parseListWit = function(listWit) {
var list = { [...] };
angular.forEach(listWit.childNodes, function(child){
if (child.nodeType === 1) {
if (listDef.indexOf(child.tagName) >= 0) {
/* Richiamo ricorsivamente il parser per estrarre
l’oggetto relativo ad una lista
e lo aggiungo al contenuto del raggruppamento */
}
else if (versionDef.indexOf(child.tagName) >= 0){
/* Recupero l’oggetto relativo al testimone interno






In entrambi i casi si procede aggiungendo l’oggetto JSON generato al modello,
utilizzando il metodo addWitness() definito nel service parsedData. Il modello così
generato sarà poi messo a disposizione di ogni modulo che ne avrà bisogno, senza
dover necessariamente accedere una seconda volta al file XML di origine.
4.4.2 Entrate d’apparato
Per implementare il parser che si occupa di salvare nel modello i dati relativi alle
entrate d’apparato è stato necessario tenere in considerazione alcuni aspetti di queste
ultime, soprattutto in riferimento alle linee guida TEI:
• possibilità di avere apparati annidati a più livelli;
• possibilità di raggruppare le lezioni in gruppi e sotto gruppi;
• possibilità di utilizzare entrate d’apparato per codificare l’inizio o la fine di
una lacuna o di un testimone frammentario;
stione di un’etichetta personalizzata. Per esempio, diventa teoricamente possibile estrarre l’e-
lenco delle revisioni apportate ad un testo codificate per mezzo degli elementi <listChange> e
<change>. Per maggiori informazioni riguardo gli elementi <listChange> e <change> si con-
sulti la sezione 2.6 The Revision Description delle linee guida TEI, disponibile all’indirizzo
http://www.tei-c.org/release/doc/tei-p5-doc/en/html/HD.html#HD6.
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• possibilità di identificare i testimoni di riferimento per mezzo dell’identificativo
del gruppo di appartenenza;
• possibilità di avere apparati senza lemmi.
La funzione implementata procede dunque cercando all’interno del file di partenza i
nodi corrispondenti ad un’entrata d’apparato; grazie al metodo handleAppEntry()
ogni nodo viene poi parsato e opportunamente salvato nel modello. Inoltre, si ef-
fettua un controllo per identificare le entrate utilizzate per la codifica di lacune e
le entrate che contengono l’inizio o la fine di un frammento; il salvataggio di tale
informazione all’interno del modello sarà poi necessario per identificare velocemente
tali entrate ed eventualmente distinguerle dalle altre. Infine, prima di aggiungere
l’entrata critica al modello si effettuano altre due operazioni: si calcola il grado di
variabilità della variante, in termini di lezioni significative (lemma escluso) rappor-
tate al numero totale dei testimoni20 e si identificano i testimoni “mancanti”, ovvero
quelli per i quali non è stata registrata alcuna lezione.
var apparatusEntryDef = "app";
/* **************************************************************************** */
parser.parseCriticalEntries = function(doc) {
var currentDocument = angular.element(doc);
angular.forEach(currentDocument.find(apparatusEntryDef)),
function(element) { handleAppEntry(element); });
};
var handleAppEntry = function(app) {







var totWits = parsedData.getWitnessesList(),
significantReadings = entry._indexes.readings._significant,
significantReadingsTot = significantReadings.length;
if (entry.lemma !== ’’ && significantReadings.indexOf(entry.lemma) >= 0) {
significantReadingsTot -= 1; //escludo il lemma
}
entry._variance = significantReadingsTot/totWits.length || 0;
var witMap = Object.keys(entry._indexes.witMap),
missingWits = [];
if (witMap.length < totWits.length){
for (var i in totWits) {






20 Come verrà illustrato nelle sezione 4.5.5, l’informazione circa la variabilità di una lezione viene
sfruttata per la gestione dello strumento heat map.
117
La funzione parseAppEntry(element) restituisce un oggetto di tipo entry,
strutturato secondo lo schema illustrato nella sezione precedente. Inizialmente viene
generato un identificativo univoco sulla base di un determinato attributo o, in sua
assenza, del path del nodo:






Dopodiché si verifica se all’interno della voce di apparato corrente ne è presente
un’altra annidata, e si salva tale informazione nell’apposito parametro:
entry._subApp = evtParser.isNestedInElem(app, apparatusEntryDef);
Quindi, si prosegue recuperando gli attributi del nodo e salvandoli nell’apposita col-
lezione attributes della entry:
for (var i = 0; i < app.attributes.length; i++) {









Poiché in un’entrata d’apparato è possibile inserire lemma, varianti, raggruppamenti
di varianti, note e altri elementi che al momento non verranno considerati, si procede
eseguendo una funzione diversa a seconda del nodo incontrato:
• se si tratta di una nota critica collegata all’apparato, il nodo viene clonato
all’interno dell’attributo entry.note;
if (criticalNoteDef.indexOf("<"+child.tagName+">") >= 0) {
entry.note = child.cloneNode(true);
}
• se si tratta di un sotto apparato, si procede richiamando ricorsivamente la
funzione parseAppEntry(child) sull’elemento figlio in questione, e salvando
nella entry principale un oggetto di tipo subApp che contiene il riferimento
alla subEntry risultante;
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if (apparatusEntryDef.indexOf("<"+child.tagName+">") >= 0) {
var subEntry = parseAppEntry(child);





• se si tratta di un raggruppamento di varianti, si prosegue con un’analisi di tale
raggruppamento e dei rispettivi nodi figli; in questo caso è necessario passare
alla funzione il riferimento dell’oggetto entry, in quanto le singole lezione ver-
ranno aggiunte ad esso: all’interno dell’oggetto group sarà sufficiente salvarne
il riferimento, come visto nel modello definito. Poiché in un raggruppamento
è possibile trovare altri raggruppamenti, la funzione parseGroupReading() è
ricorsiva.




var parseGroupReading = function(entry, elem) {
var group = { ... };
/* ... */
angular.forEach(elem.childNodes, function(child) {
if (/* variante o lemma */ ) {
var reading = parseAppReading(entry, child);
reading._group = group.id;
group.content.push(reading.id);
/* Associo gli attributi del raggruppamento alla lezione
se questi non sono già stati definiti per essa */
entry._indexes.readings._indexes.push(reading.id);
entry.content[reading.id] = reading;








• infine, se si tratta di un elemento indicante una lezione (sia essa un lemma
o una variante alternativa), si procede con il parsing della lezione in que-
stione (parseAppReading(child)) e con l’aggiunta della stessa all’interno del
content della entry. L’identificativo dell’oggetto reading risultante viene
poi salvato salvato nell’oggetto entry in base all’identità della lezione: se si
tratta di un lemma, nella proprietà lemma, altrimenti negli appositi indici delle
varianti, sulla base della significatività della lezione stessa.
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if (readingDef.indexOf("<"+child.tagName+">") >= 0) {
var reading = parseAppReading(entry, child);












La funzione parseAppReading(element) si occupa del parsing delle singole
lezioni identificate all’interno di un’entrata critica. Essa segue lo schema degli
altri parser : recupera o genera un identificativo univoco, memorizza tutti gli
attributi del nodo di partenza, facendo particolare attenzione all’attributo che
identifica i testimoni di riferimento, e salva il contenuto della lezione analizzan-
do i nodi figli21, richiamando le opportune funzioni in caso di raggruppamenti,
apparati annidati o elementi di altro tipo22. Inoltre, sia durante l’analisi degli
attributi, sia nel ciclo sui nodi figli, vengono eseguiti gli opportuni controlli per
capire se si tratta di una lezione significativa o meno. Per stabilire la signi-
ficatività di una variante in maniera flessibile, è stata utilizzata una variabile
di configurazione, in cui si definiscono i parametri che identificano una lezione
come non significativa, in termini di nodi figli e attributi assegnati alla variante
stessa, per esempio "<orig>, <sic>, [type=orthographic]".
Durante l’analisi degli attributi dei nodi, vengono inoltre memorizzati i possibi-
li filtri di varianti utilizzando l’apposito metodo definito nel service parsedData.
Tale metodo si occupa di aggiungere al modello il nuovo filtro, identificato come
coppia chiave/valore, se il nome dell’attributo corrisponde ad uno dei possibili fil-
tri definiti nelle apposite variabili di configurazione possibleVariantFilters e
possibleLemmaFilters23. Al nuovo filtro viene anche assegnato un colore recu-
perato dall’apposito parametro di configurazione, se presente, oppure da una palette
predefinita24.
21 In questo caso vengono presi in considerazione anche i nodi testuali e gli elementi non appartenenti
al modulo textcritic.
22 Il parser per la gestione di elementi non appartenenti al modulo textcritic è strutturato in
maniera molto simile agli altri e restituisce un oggetto il cui campo content può essere ospitato
sia da nodi testuali, sia da sotto apparati e altri elementi.
23 Mentre possibleVariantFilters stabilisce i possibili filtri attivabili sul testo dei testimoni,
possibleLemmaFilters definisce i parametri secondo i quali è possibile filtrare le lezioni accolte
all’interno del testo critico.
24 Come stabilito in fase di progettazione, all’editore è stata data massima possibilità di personaliz-
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var possibleVariantFilters = "@type, @cause, @hand, @resp, @cert";
/* **************************************************************************** */
parsedData.addCriticalEntryFilter = function(name, value) {
var possibleVariantFilters = config.possibleVariantFilters,
possibleLemmaFilters = config.possibleLemmaFilters,
filtersCollection = criticalAppCollection.filtersCollection;
if (possibleVariantFilters.indexOf(name) >= 0 ||
possibleLemmaFilters.indexOf(name) >= 0) {
// create group for filter if not exist




lemma : possibleLemmaFilters.indexOf(name) >= 0,





// add value if not already added
if ( filtersCollection.filters[name].values[value] === undefined) {
// assign color
var color;
if (config.variantColors[name] !== undefined &&
config.variantColors[name][value] !== undefined &&
config.variantColors[name][value] !== ’’ ){
color = config.variantColors[name][value];
















Poiché le funzioni per l’estrazione delle informazioni legate alle entrate d’appa-
rato risultano molto costose, il sistema è già stato predisposto per eseguire il parsing
solo quando strettamente necessario. In ogni caso, una volta salvata nel modello, le
informazioni legate ad essa saranno recuperate direttamente dal modello, evitando
di eseguire nuovamente l’analisi dell’intera struttura di partenza.
zazione: all’interno del file JSON di configurazione è infatti presente un campo variantColors,
in cui è possibile indicare il colore preciso da assegnare ad una specifica tipologia di varianti, sulla
base dei metadati codificati.
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4.4.3 Testo critico e testimone singolo
I parser che si occupano di estrarre il testo critico e quello di un singolo testimone
sono strutturati in maniera simile. Ogni elemento XML viene trasformato in un
elemento HTML per mezzo di un’opportuna funzione definita nel service evtParser
(parseXMLElement()), che genera un elemento <span> che ha come classe il tagName
dell’elemento e tanti data-attributes quanti sono i suoi attributi. Da tale trasforma-
zione sono esclusi alcuni nodi che devono essere invece gestiti in maniera particolare
(per esempio le note <note>, le interruzioni di pagina <pb> e tutti gli elementi del
modulo textcritic).
Per quanto riguarda il testo critico, prima di attuare la suddetta trasformazio-
ne, si procede con la trasformazione delle entrate d’apparato in opportuni elementi
<evt-reading>, definiti per mezzo della nuova direttiva evtReading25. Per ogni
entrata d’apparato identificata, viene generato il relativo identificativo che permette
di recuperare la entry salvata nel modello nella fase di inizializzazione, in modo da
evitare di ripercorrere nuovamente la sua struttura, che come abbiamo visto risulta
essere un’operazione piuttosto costosa26.
Per generare il nuovo elemento HTML si utilizza dunque l’apposita funzione
getEntryLemmaText(entry), che si occupa di recuperare il lemma o la lezione
di un eventuale testimone di preferenza definito tra le variabili di configurazione
(preferredWitness); in questo secondo caso, al nuovo elemento viene assegnata
la classe autoLemma, che permetterà di distinguere graficamente le lezioni recupe-
rate automaticamente sulla base del testo di preferenza, come stabilito in fase di
progettazione (Fig. 2.13).
Per ogni attributo della collezione attributes della lezione in questione viene
quindi creato un data-attribute, e per ogni sotto-struttura identificata all’interno del
lemma viene chiamata ricorsivamente la funzione getEntryLemmaText(subEntry).
Da tale operazione viene escluso l’attributo xml:id in quanto già utilizzato per
assegnare l’identificativo univoco alla lezione.
Nel caso in cui la lezione in questione sia stata utilizzata per codificare una
lacuna, l’elemento in output sarà identificato mediante un’opportuna classe, che ne
permetterà una gestione differente.
25 La prima operazione da effettuare è l’analisi delle entrate critiche in quanto, in assenza di
opportuno attributo, l’assegnazione dell’identificativo per ognuna di esse è basata sul path
originale.
26 Se l’entrata d’apparato non risulta presente all’interno del modello prima di creare il nuo-
vo elemento <evt-reading> si procede eseguendo il parsing sul nodo che la rappresenta e
salvandola poi all’interno del modello dei dati generale, sfruttando nuovamente la funzione
handleAppEntry(appNode).
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var getEntryLemmaText = function(entry){
var spanElement;




/* Gestione lacuna */
} else if (entry.lemma !== undefined && entry.lemma !== ’’) {
for (var i in entry.content[entry.lemma].content) {
/* Recupero il contenuto della lezione,
gestendo anche i sotto apparati
e gli altri elementi non appartenenti al modulo textcritic */
}
} else if (preferredWitness !== ’’) {
spanElement = getEntryWitnessReadingText(entry, preferredWitness);
spanElement.className = ’autoLemma’;
} else {
/* Gestione errore */
}
for (var key in Object.keys(entry.attributes)) {
var attrib = attribKeys[key];
var value = entry.attributes[attrib];









La funzione getEntryWitnessReadingText(entry, wit) si occupa di recuperare il
contenuto della lezione attestata in un determinato testimone e, come vedremo più
avanti, sarà utilizzata anche dal parser che si occupa di estrarre il testo integrale
di un singolo testimone. In essa si utilizza la proprietà witMap aggiunta all’interno
dell’attributo _indexes della singola entry per identificare velocemente la lezione
di riferimento.
Dopo aver trasformato tutte le entrate d’apparato e i singoli elementi XML, l’out-
put generato viene salvato nel modello, in modo da evitare di eseguire nuovamente
il parser quando l’utente richiede la visualizzazione del testo critico.
Per quanto riguarda il testo di un singolo testimone, il procedimento è molto
simile: si crea un elemento <evt-reading> per ogni entrata d’apparato registrata,
si trasformano i singoli nodi XML in opportuni elementi HTML e si salva l’output
nel modello per evitare di ripetere l’esecuzione del parser se l’utente richiede più
volte la visualizzazione del testimone.
Dopo aver recuperato il contenuto della lezione attestata nel testimone in questio-
ne per mezzo della funzione getEntryWitnessReadingText(entry, wit), si pro-
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cede recuperando le eventuali interruzioni di pagina dello specifico testimone e sal-
vandole nell’apposito attributo pages appartenente all’oggetto che lo rappresenta.
parser.parseWintessPageBreaks(docDOM, witObj);
Dopodiché, si gestiscono le eventuali lacune registrate per tale testimone.
parser.parseWintessLacunas(docDOM, wit);
La funzione parseWintessLacunas() procede recuperando gli apparati delimitatori
di inizio e fine delle lacune del testimone in questione e, utilizzando un’espressione
regolare basata sugli identificativi univoci di questi, sostituisce il testo compreso tra
ogni coppia con un apposito elemento che identifica la lacuna.
parser.parseWintessLacunas = function(docDOM, wit) {
var startLacunasWit, endLacunasWit;
/* Recupero i delimitatori di lacuna iniziali e finali
del testimone in questione */
if (startLacunasWit.length === endLacunasWit.length) {
for(var k = startLacunasWit.length-1; k >= 0; k--) {




var match = "<evt-reading.*data-app-id.*"+appStartId+
".*<\/evt-reading>(.|[\r\n])*?<evt-reading.*data-app-id.*"+
appEndId+".*<\/evt-reading>";








docDOM.innerHTML = "<span class=’error’>There was a problem...</span>";
}
};
Infine, se il testimone è identificato come frammentario27, si procede estraendo
dal testo completo i singoli frammenti identificati.
parser.parseFragmentaryWitnessText(docDOM, wit);
Similmente alla gestione delle lacune, l’estrazione dei frammenti di un determinato
27 Un testimone viene identificato come frammentario se nella codifica originaria esiste almeno
un lemma o una variante al cui interno è stato inserito un delimitatore di testo frammentario
(<startWit/> o <endWit/>), collegato al testimone in questione mediante l’apposito attributo
wit.
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testimone procede recuperando gli apparati delimitatori; sulla base dei loro identifi-
cativi viene definita un’espressione regolare che permette di recuperare il contenuto
HTML compreso tra essi.
parser.parseFragmentaryWitnessText = function(docDOM, wit) {
var startsWit, endsWit;
/* Recupero i delimitatori iniziali e finali
per il testimone in questione */
var fragmentaryText = ’’;
if (starts.length === ends.length) {
for(var k = startsWit.length-1; k >= 0; k--) {




var match = "<evt-reading data-app-id=’"+appStartId+
".*<\/evt-reading>(.|[\r\n])*?<evt-reading data-app-id.*"+
appEndId+".*<\/evt-reading>";
var sRegExInput = new RegExp(match, "ig");







return "<span class=’error’>There was a problem...</span>";
}
};
Prima di essere restituito alla vista e salvato nel modello dei dati, il testo viene
bilanciato, in quanto, soprattutto nel caso siano stati estratti frammenti o elimi-
nate porzioni di testo identificate come lacune, l’albero HTML potrebbe presen-
tare tag aperti ma non chiusi. Tale operazione è svolta per mezzo della funzione
balanceXHTML() definita nel service evtParser, che prende in input la stringa rap-
presentativa dell’albero XHTML del documento. La prima operazione che viene ese-
guita è l’eliminazione di eventuali tag “rotti” (per esempio <stro anziché <strong>).
Dopodiché vengono recuperati gli elementi “rotti”, ovvero quelli che non presentano
il tag di apertura o di chiusura: per mezzo di un’espressione regolare, si recuperano
tutte le etichette e si genera l’elenco dei tag di apertura che non presentano un cor-
rispettivo tag di chiusura. Infine, per ognuno di essi, viene generato l’appropriato
tag di chiusura e opportunamente concatenato alla stringa XHTML di origine.
Nel caso particolare del bilanciamento di un testo che presenta lacune, tale fun-
zione viene richiamata all’interno della funzione parseWintessLacunas() ogni volta
che viene eliminata una porzione di testo.
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4.5 Funzionalità più significative
Sulla base delle specifiche definite in fase di progettazione, nell’applicazione web
finale sono state implementate diverse funzionalità, in particolare legate alle singole
varianti e all’apparato critico: colore di sfondo assegnato alle lezioni in base ad alcuni
metadati recuperati dal file di partenza, possibilità di filtrare le varianti per tipologia,
mappa di intensità per visualizzare a colpo d’occhio il grado di variabilità del testo,
etc. Nella maggior parte dei casi si è deciso di ricorrere a servizi e direttive offerti
nativamente da AngularJS; talvolta, invece, è stato necessario creare metodi, servizi
e direttive personalizzate. In particolare, si è fatto spesso ricorso ai provider che, in
fase di inizializzazione, si occupano di salvare in un apposito modello il riferimento
di ogni singolo elemento collegato.
In questa sezione verranno dunque approfondite le funzionalità e gli strumenti
ritenuti più significativi28.
4.5.1 La vista di collazione
La vista di collazione è una particolare modalità di visualizzazione dell’applicazione
in cui uno o più testimoni vengono affiancati l’uno all’altro e messi eventualmente a
confronto con il testo critico o con un testimone di riferimento29.
Figura 4.6: EVT 2.0: vista di collazione
Testo utilizzato: estratto di un’edizione critica dell’opera Edward II di Christopher Marlowe30.
28 Per realizzare i vari screenshots di esempio sono stati utilizzati testi differenti, tutti codificati
secondo lo standard XML TEI P5. Il riferimento esatto di ogni testo utilizzato verrà fornito in
corrispondenza della schermata esemplificativa in cui è stato utilizzato.
29 Non si tratta di una collazione automatica di più testi, bensì di una riorganizzazione delle infor-
mazioni circa le varianti attestate nei diversi testimoni e opportunamente codificate nel file XML
di partenza.
30 Testo originariamente codificato e reso disponibile dalla Perseus Digital Library, recuperato grazie
al progetto Tei By Example, all’indirizzo http://teibyexample.org/examples/TBED07v00.htm#
marlowe.
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Come definito nella fase di progettazione, l’utente ha la possibilità di confrontare
fino ad un massimo di tre testi; a differenza del testo critico che rimane fisso nella
parte sinistra dello schermo, i testimoni sono inseriti in un contenitore a scorrimento
orizzontale. Per modificare l’ordine e il numero dei testimoni collazionati sono messi
a disposizione tre strumenti principali:
Figura 4.7: EVT 2.0: strumenti utili per controllare i testimoni da confrontare
• un selettore posizionato nel menu superiore di ogni box (Fig. 4.7a) che permette
di cambiare il testimone visualizzato in quel determinato contenitore;
• un pulsante (Fig. 4.7b) che permette di chiudere il testimone di riferimento;
• un pulsante di aggiunta posizionato al di sopra di tutti gli altri (Fig. 4.7c)31
che permette infine di aggiungere un testimone in coda a quelli già visualizzati,
selezionandolo da un’apposita lista; in questo caso il contenitore a scorrimento
orizzontale viene allineato al nuovo testimone aggiunto.
Come anticipato nella sez. 4.3.1, l’affiancamento dei testimoni nella vista di col-
lazione è gestito sfruttando apposite funzioni definite nel service evtInterface,
all’interno del quale viene salvato lo stato dell’applicazione. Oltre alla funzione
getCurrentWitnesses(), che fornisce la lista ordinata dei testimoni correntemente
visualizzati, tale servizio mette a disposizione altri importanti metodi con i quali è
possibile modificare il modello di riferimento e, quindi, aggiornare l’interfaccia:
• addWitness(newWit), che aggiunge la sigla identificativa del nuovo testimone
in coda all’array dei testimoni correnti;
• removeWitness(wit), che rimuove dall’array dei testimoni correnti la sigla di
un determinato testimone;
• addWitnessAtIndex(newWit, index), che aggiunge la sigla di un determinato
testimone in una posizione specifica;
• switchWitnesses(oldWit, newWit), che scambia di posizione le sigle di due
determinati testimoni.
31 Per stabilire la resa grafica del pulsante di aggiunta testimoni in modalità collazio-
ne ci si è ispirati al material design (https://www.google.com/design/spec/components/
buttons-floating-action-button.html).
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Le prime due funzioni vengono utilizzate rispettivamente dai pulsanti di aggiunta
(Fig. 4.7c) e di chiusura (Fig. 4.7b) visti sopra; le altre due, invece, vengono uti-
lizzate dal selettore. Il metodo switchWitnesses() viene utilizzato in particolare
per evitare che uno stesso testimone sia aperto più volte contemporaneamente: se,
infatti, il nuovo testimone selezionato è già visualizzato in un box, il sistema esegue
uno scambio tra i due.
Infine, a seguito di ogni azione di modifica dei testimoni affiancati, viene utilizza-
to il metodo evtInterface.updateUrl() per tenere aggiornati i parametri inseriti
nella URL. Maggiori dettagli sulle modalità di implementazione di quest’ultima parte
verranno forniti nella sezione 4.5.6.
4.5.2 Lezioni accolte e altre varianti
Le lezioni accolte nel testo critico e le singole varianti attestate nei testimoni della
tradizione vengono renderizzate per mezzo della nuova direttiva evtReading.
<evt-reading data-app-id="app001">magma</evt-reading>
Esse sono associate ad uno specifico identificativo, che fa rifermento all’id del-
l’entrata critica salvata nel modello, e permette quindi di recuperare tutti i contenuti
necessari per eseguire determinate operazioni.
Graficamente esse si presentano con sfondi differenti a seconda di particolari
metadati che sono stati loro associati; un’apposita legenda esplicita il significato
associato ad ogni colore32.
Figura 4.8: EVT 2.0: varianti colorate in base ai metadati registrati
Testo utilizzato: Pseudo-edizione delle Confessioni di S. Agostino33.
32 I colori visualizzati in Fig. 4.8 sono esemplificativi.
33 Testo realizzato con finalità di analisi da Marjorie Burghart, scaricabile all’indirizzo http://
ciham-digital.huma-num.fr/teitoolbox/pseudo-edition-test-file.xml.
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Il colore di sfondo è impostato in maniera automatica grazie al metodo imple-
mentato nel controller colorFilters(). Tale funzione sfrutta il service parsedData
e per ogni coppia attributo/valore associata alla lezione in questione recupera il ri-
spettivo colore di sfondo associato all’interno del modello34; in caso di più attributi
e quindi più colori viene creato uno sfondo sfumato utilizzando i linear-gradient
di CSS335.
Le possibilità di interazione con un elemento <evt-reading> sono due:
• al passaggio del mouse, il colore di sfondo diventa più intenso e un tooltip
mostra eventuali metadati collegati alla variante in questione;
• al click del mouse, viene aperto (o chiuso) l’apparato critico di riferimento; in
modalità collazione, inoltre, i testi dei singoli testimoni vengono opportuna-
mente allineati alla lezione collegata a quella selezionata.
Ogni volta che l’utente clicca su una particolare lezione, questa viene “seleziona-
ta”: diventa la lezione “attiva” all’interno del modello sia a livello di provider, sia a
livello di interfaccia36
La direttiva evtReading è strettamente collegata ad un provider che si occupa
di memorizzare i riferimenti di ogni elemento <evt-reading>, in modo tale da poter





this.$get = function() {




reading.build = function(id, scope) {
var currentId = /* ... */
/* Espansione dello scope della direttiva reading
con le opportune informazioni legate
alla tipologia, all’apparato, etc. */
collection[currentId] = angular.extend(scope.vm, scopeHelper);
list.push({ id: currentId });
return collection[currentId];
};




34 I possibili colori sono recuperati da una palette preimpostata, ma l’utente/editore può modificarli
per adattarli maggiormente alle proprie esigenze.
35 CSS3 Gradients: http://www.w3schools.com/css/css3_gradients.asp.
36 Come vedremo, la lezione “attiva” è quella che verrà salvata tra i parametri della URL che
permettono la funzionalità di bookmarking.
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Grazie a tale provider è stato possibile implementare diverse funzionalità di in-
terazione con le singole varianti; per esempio, in modalità collazione, il passaggio del
mouse sopra una singola sfrutta il metodo mouseOverById(appId), cui viene pas-
sato l’identificativo dell’entrata d’apparato di riferimento, per mettere in evidenza
tutte le lezioni collegate allo stesso apparato.
reading.mouseOverById = function(appId) {
angular.forEach(collection, function(currentReading) {







L’utente ha la possibilità di accedere all’apparato critico di una determinata lezione
in ogni momento, sia a partire dalla versione accolta nel testo critico, sia selezionando
la variante attestata in un determinato testimone. Per la gestione di tali elementi, ol-
tre alla direttiva evtReading, è stata utilizzata anche evtCriticalApparatusEntry.
Figura 4.9: EVT 2.0: struttura di evtReading
Ogni singola lezione, come abbiamo visto, viene inserita in un <evt-reading>,
che presenta un attributo data-app-id in cui viene inserito l’identificativo univoco
per recuperare l’entrata critica di riferimento salvata nel modello.
Al suo interno è presente un elemento <evt-critical-apparatus-entry>, cui






• data-app-id, che memorizza l’identificativo dell’apparato stesso e viene uti-
lizzato per recuperare il contenuto completo;
• data-reading-id, che memorizza l’identificativo della lezione da cui è stato
richiamato l’apparato e viene utilizzato per evidenziare la lezione in questione
all’interno dell’apparato;
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• data-scope-wit, che memorizza l’identificativo dell’eventuale testimone di
riferimento e viene utilizzato per bloccare i link collegati alla sigla del testimone
in questione; in caso di lezioni interne al testo critico, il suo valore è vuoto.
La gestione dell’apertura dell’apparato è affidata al metodo toggleApparatus()
definito nel controller della direttiva evtReading, che modifica la variabile di scope
vm.apparatus.opened; la visibilità dell’apparato è controllata dalla direttiva di An-
gularJS ng-show, che rende visibile l’elemento cui è assegnato se il suo valore è true:
in particolare, per sapere se l’apparato critico è aperto o chiuso, si utilizza il metodo
isApparatusOpened(), che recupera il valore del parametro vm.apparatus.opened





Il contenuto di ogni apparato critico viene generato solo quando necessario; per mez-
zo della direttiva ng-if, infatti, ogni apparato viene inizializzato soltanto quando
la variabile di scope vm.apparatus._loaded diventa uguale a true, ovvero quando
l’utente clicca sulla lezione di riferimento per la prima volta.
Durante l’inizializzazione della direttiva evtCriticalApparatusEntry, il conte-
nuto dell’apparato viene recuperato utilizzando un apposito service che, analizzando
l’oggetto JSON relativo all’entrata critica, riorganizza le informazioni distinguendo-
le per tipologia, in modo facilitarne la gestione per la visualizzazione. Il metodo
principale di tale service è getCriticalApparatus(): si tratta di una funzione che
analizza il parametro content del modello di una determinata entry e recupera
tutte le informazioni necessarie, comprese le eventuali sotto strutture annidate.
Figura 4.10: EVT 2.0: struttura di evtCriticalApparatusEntry
Il template della direttiva evtCriticalApparatusEntry presenta due macro aree:









• other-content, in cui viene invece inserito il resto dei contenuti, opportuna-












La gestione delle schede è stata implementata utilizzando alcune direttive pre-
definite di AngularJS. I contenuti aggiuntivi collegati ad una voce d’apparato da
organizzare all’interno di tali schede vengono salvati in fase di inizializzazione del-
la direttiva, in un’apposita variabile di scope tabs; tale variabile viene utilizzata
per gestire in maniera automatica le schede all’interno di un apparato: grazie alle
direttive ng-repeat e ng-switch è infatti possibile delegare al sistema la gestione
dell’effettiva presenza delle tab e l’organizzazione dei contenuti di riferimento.
<!-- Intestazioni -->
<div class="critical-apparatus-entry_other-content_headers"
ng-class="{’closed’: vm._subContentOpened === ’’}">














Nel passaggio da una scheda all’altra, invece, entra in gioco un particolare para-
metro definito all’interno del modello dell’apparato, che tiene traccia della partico-
lare tab correntemente aperta; l’apertura/chiusura di una certa scheda è resa quindi
possibile dall’utilizzo della direttiva ng-class che permette di associare la classe
active quando il valore _subContentOpened corrisponde al nome di riferimento.
<div ng-class="{’active’ : vm._subContentOpened == tab}"></div>
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L’evento scatenato al click di una particolare tab consiste, quindi, in una modifica
al modello di riferimento.
this.toggleSubContent = function(subContentName) {






Le schede gestite momentaneamente sono quattro: nota critica, elenco di varianti
non significative, altre informazioni recuperate dalla codifica, come ad esempio il
responsabile o la tipologia assegnata ad una certa lezione, e sorgente xml della voce
di apparato.
Le sigle all’interno dell’apparato sono trasformate in collegamenti ipertestuali e
vengono codificate utilizzando la nuova direttiva evtWitnessRef.
<evt-witness-ref witness="T" data-scope-wit=""></evt-witness-ref>
Cliccando su di esse, l’utente ha accesso immediato contesto della lezione in que-
stione: un nuovo box di tipo witness, contenente il testo integrale del testimo-
ne di riferimento, viene aperto alla destra del box corrente e, quindi, opportu-
namente allineato alla lezione selezionata37. In questo caso, si utilizza il meto-
do addWitnessAtIndex(newWit, index), visto precedentemente, impostando come
valore di index la posizione successiva a quella del testimone di scope38.
Alla direttiva evtWitnessRef viene passata, inoltre, l’informazione circa il te-
stimone correntemente visualizzato nel box di riferimento, in modo tale da rendere
più semplice una differenziazione della sua sigla e permettere quindi un veloce repe-
rimento della variante di riferimento in mezzo alle altre presenti. Nel caso in cui si
sia aperto un apparato all’interno del box contenente il testo critico, il valore di tale
attributo sarà vuoto.
4.5.4 I filtri di varianti
Come definito in fase di progettazione, all’interno dell’applicazione web è stato imple-
mentato uno strumento che permette all’utente di selezionare le tipologie di varianti
da evidenziare nel testo.
L’elenco dei possibili valori di selezione viene costruito in maniera automati-
ca sulla base degli attributi che sono stati identificati all’interno del file sorgente,
associati agli elementi relativi all’apparato critico. Grazie a due parametri di confi-
37 Nel caso in cui l’applicazione non sia in modalità collazione, il sistema provvede automaticamente
a cambiare vista e riorganizzare l’interfaccia come necessario.
38 Nel caso in cui si sfrutti tale funzionalità a partire da un apparato aperto all’interno del testo
critico, il nuovo testimone dovrà aprirsi in prima posizione, quindi index = 0.
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gurazione, uno per i lemmi e uno per le varianti, l’editore ha la possibilità di definire
una lista di filtri accettati, in modo tale da escludere alcuni attributi.
possibleLemmaFilters : "resp, cert",
possibleVariantFilters : "type, cause, hand",
Come per gli altri elementi, anche la gestione dei filtri è affidata ad uno specifico
modello, che viene recuperato quando serve per mezzo di opportune funzioni.
I filtri sono momentaneamente disponibili soltanto a livello locale (uno per ogni
box) e vengono dunque associati allo scope dell’elemento contenitore, se questo è di
tipo text o witness; lo stato dei filtri attivi all’interno di un particolare box è definito
in un apposito modello che viene recuperato dalle singole varianti quando necessario.
Figura 4.11: EVT 2.0:
strumento per filtrare le varianti evidenziate
Testo utilizzato: Pseudo-edizione delle Confessioni di S. Agostino39.
Per la gestione della visualizzazione delle varianti sulla base dei filtri selezio-
nati si è deciso di sfruttare la direttiva ng-class di AngularJS, che permette di
associare una determinata classe in base alla validità di una specifica condizione; al-
l’interno del template della direttiva evtReading è stato dunque aggiunto l’attributo
ng-class="’invisible’:!vm.fitFilters()", che permette di assegnare la classe
invisible alla lezione quando questa non soddisfa i filtri selezionati nel box in cui
39 Appositamente modificato per illustrare lo strumento di filtro. Testo originale realizzato con fina-
lità di analisi da Marjorie Burghart, scaricabile all’indirizzo http://ciham-digital.huma-num.
fr/teitoolbox/pseudo-edition-test-file.xml.
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compare. Alla classe invisible è stata poi associata una particolare regola di stile
che elimina qualsiasi colore di sfondo o altro artificio identificativo.
Per stabilire se una certa lezione soddisfa o meno determinati parametri, viene
dunque utilizzato il metodo fitFilters() definito nel controller di riferimento;
esso scorre tutti i valori di filtri selezionati, recuperati dallo scope padre, relativo
al box di appartenenza, e ne verifica la presenza all’interno del campo attributes
della lezione in questione, restituendo true o false a seconda del caso. Prima di
terminare, viene inoltre aggiornato un particolare parametro di scope della direttiva
(vm.hidden), per mezzo del quale viene attivata o bloccata qualsiasi interazione con
la lezione di riferimento, come ad esempio l’apertura dell’apparato critico.
4.5.5 La heat map sul testo critico
La heat map è uno strumento messo a disposizione solamente all’interno del box
in cui viene visualizzato il testo critico. Essa si occupa di regolare l’intensità del
colore di sfondo sulla base del grado di variazione associato alla lezione in questione,
definito in termini di varianti significative registrate.
Figura 4.12: EVT 2.0: strumento di heat map sul testo critico
Testo utilizzato: estratto dell’edizione fluida del testo Walden40.
Per implementare questa funzionalità è stato necessario predisporre il template
della direttiva evtReading in modo tale da poter regolare facilmente il colore di
sfondo:
<span class="reading__text" style="{{vm.backgroundColor()}}"></span>
La funzione backgroundColor() definita nel controller permette la modifica auto-
matica del colore di sfondo sulla base della variabilità registrata all’interno dell’ap-












var colorVariance = function() {
if ($scope.$parent.vm.state.heatmap) {
var maxVariance = parsedData.getCriticalEntriesMaxVariance();
var opacity = vm.over ? "1" : vm.variance/maxVariance;
return "background: rgba(101, 138, 255, "+opacity+")";
} else {
return "background: rgba(255, 108, 63, .3)";
}
};
Il grado di variazione di ogni singolo apparato viene recuperato dal modello e messo
in rapporto con il numero totale dei testimoni; per ottenere il valore opportuno di
opacità da assegnare al colore di sfondo si procede pesando tale numero sulla va-
riabilità massima registrata in fase di parsing e opportunamente salvata nel service
parsedData all’interno della collezione delle entrate critiche.
4.5.6 Bookmark
Lo strumento bookmark permette di ottenere un riferimento diretto ad una deter-
minata vista o sezione del testo. In particolare, i parametri di cui si tiene traccia
sono la modalità di visualizzazione, il documento, la pagina, il livello di edizione, i
testimoni visualizzati e le rispettive pagine e l’eventuale entrata d’apparato selezio-
nata; tra di essi non esiste una vera e propria gerarchia, anzi, possono talvolta essere
presenti in assenza di altri42.
Figura 4.13: EVT 2.0: strumento di bookmark
41 La funzione backgroundColor() permette anche di regolare il colore di sfondo in base ai metadati
collegati alla lezione in questione. In questo caso, la funzione che si occupa di stabilire la giusta
tonalità è colorFilters().
42 Per esempio, se nell’edizione non sono state codificate le interruzioni di pagina, tale parametro
non sarà mai presente, ma la sua assenza non pregiudicherà la navigazione.
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Per implementare la suddetta funzionalità, è stato utilizzato il sistema di routing
offerto dal modulo ngRoute di AngularJS43. La configurazione delle rotte è stata














Come si vede dall’estratto di codice, si è deciso di utilizzare il path soltanto per
guidare le modalità di visualizzazione principali (testo/testo, collazione, testo/im-
magine, etc.) e di delegare invece ai parametri di ricerca (location search parameters)
la gestione di tutte le altre variabili. Tra i vantaggi dei parametri di ricerca troviamo
la possibilità di avere più insiemi indipendenti di coppie chiave/valore, di poter mo-
dificare sottoinsiemi di tale collezione senza necessariamente corrompere i parametri
esistenti e soprattutto di evitare inutili reload dei controller44.
Sono stati dunque stabiliti dei nomi di riferimento per la rapida identificazio-
ne di ognuno di essi45 e si sono implementate le necessarie funzioni all’interno del
service dell’interfaccia per recuperare tali valori durante la fase di inizializzazione e
riorganizzare l’interfaccia come necessario.
Data la quantità di parametri da memorizzare, e prevedendo ulteriori aggiunte,
si è però deciso di non collegare l’aggiornamento del modello, e quindi della vista,
alla URL, ma di utilizzare piuttosto un meccanismo inverso: la navigazione e le
altre interazioni provocano un cambiamento nel modello che a sua volta oltre ad
aggiornare la vista si occupa di aggiornare i parametri della URL. Così facendo,
la URL diventa un semplice segnalibro, utilizzato esclusivamente durante la fase di
inizializzazione per la riorganizzazione dell’interfaccia e delle sue componenti, che
può essere utilizzato per condividere con altre persone una certa vista dell’edizione.
I parametri sono stati definiti come segue:
• d: documento corrente;
• p: pagina corrente (dell’edizione diplomatica o interpretativa, ma non del
singolo testimone);
43 AngularJS: API: ngRoute: https://docs.angularjs.org/api/ngRoute/.
44 Inoltre, diventa più facile estendere la funzionalità di bookmark con altri parametri.
45 Prevedendo la presenza di numerose variabili, si sono scelte sigle di uno o due caratteri in modo
da evitare un inutile allungamento della URL.
137
• e: livello di edizione corrente;
• ws: elenco di sigle di testimoni separate da virgole; se un testimone è allineato
ad una determinata pagina, l’id della pagina corrente viene accodato alla sigla
di riferimento e separato da essa mediante un simbolo “@”;
• app: identificativo dell’ultima entrata critica selezionata.
Di seguito di propone un esempio di URL:
myCriticalEdition.it/#/collation?d=doc1&ws=B@2v,C@254r,D@128r
In questo caso l’interfaccia dovrà posizionarsi sulla vista di collazione del documen-
to doc1 e riorganizzarsi in modo tale da mostrare i testimoni B, C e D allineati
rispettivamente alle pagine 2v, 254r e 128r.
Durante la prima inizializzazione, viene richiamata la funzione updateParams(),
che si occupa di salvare le variabili recuperate dalla URL all’interno del model-
lo centrale relativo allo “stato” dell’applicazione. Per ogni parametro recuperato,
la funzione sfrutta alcuni metodi del service parsedData per effettuare gli oppor-
tuni controlli circa l’effettiva presenza dei valori richiesti all’interno del modello
dei dati. Per esempio, analizzando il parametro dell’elenco dei testimoni messi a
confronto, prima di aggiornare il modello dello stato, viene richiamata la funzione
parsedData.getWitness(wit); se questa restituisce un valore indefinito, signifi-
ca che il testimone cercato non esiste e, quindi, i parametri della URL cui si sta
accedendo sono sbagliati46.
In caso di parametri indefiniti, il sistema recupera in maniera automatica il primo
valore disponibile per ogni variabile, sempre utilizzando gli opportuni metodi definiti
nel service parsedData. In alcuni casi, per esempio la modalità di visualizzazione
(viewMode), prima di recuperare il valore predefinito, il sistema tenta di recuperare
l’informazione dai parametri di configurazione globali47.
Dopo aver aggiornato lo “stato” dell’interfaccia, il sistema procede, dunque, mo-
dificando la URL per tenere traccia delle eventuali sostituzioni effettuate ai para-
metri indefiniti. La funzione utilizzata in questo caso (updateUrl()) è la stessa che
verrà utilizzata dagli altri moduli che sono coinvolti nella navigazione o apportano
modifiche di visualizzazione all’applicazione.
46 Ciò può accadere nel caso in cui l’utente provi a modificare manualmente l’indirizzo e non utilizzi
quello che gli viene fornito automaticamente dal sistema.





Il presente elaborato ha illustrato le diverse fasi che hanno portato all’implementa-
zione del supporto alle edizioni critiche all’interno di EVT. L’esigenza alla base del
lavoro svolto era quella di realizzare uno strumento di facile utilizzo per la pubbli-
cazione e la consultazione di edizioni critiche su supporto digitale, prendendo come
punto di partenza quelle basate sugli schemi di codifica XML TEI P5. Lo sviluppo
di tale progetto si è focalizzato sin dall’inizio su due principali requisiti:
• facilità di fruizione ed esplorazione dei contenuti da parte del lettore, indipen-
dentemente dalle competenze personali o dalle disponibilità tecnologiche;
• massima flessibilità e adattabilità del software alle diverse caratteristiche del
testo e della codifica, e alle specifiche esigenze dell’editore.
Inoltre, vi era la necessità di modularizzare maggiormente l’infrastruttura esistente
in modo tale da velocizzare e facilitare gli sviluppi in termini di funzionalità future.
Per raggiungere i suddetti obiettivi è stato dunque necessario effettuare un’accu-
rata progettazione dell’interfaccia utente sia dal punto di vista grafico, sia dal punto
di vista dell’infrastruttura interna.
Innanzitutto, ci si è concentrati sull’aspetto grafico. La natura composita dell’e-
dizione critica e soprattutto la mancanza di una forma standard per la pubblicazione
hanno costituito una grande sfida nella definizione del layout e nella modellazione
dei singoli elementi. Le difficoltà incontrate non sono state poche, soprattutto per
quanto riguarda le modalità di visualizzazione dell’apparato critico e la scalabilità
dell’interfaccia in rapporto alla grande quantità di contenuti; tuttavia si ritiene di
aver raggiunto una soluzione efficace e visivamente armoniosa, che riesce a migliorare
e arricchire l’esperienza dell’utente in termini di fruizione dei contenuti.
Le proposte grafiche avanzate sono state guidate dal desiderio di arrivare ad un
pieno sfruttamento delle potenzialità dell’ambiente digitale, mantenendo sempre un
certo legame con le soluzioni tradizionali. Esse non hanno la presunzione di esse-
re risolutive né tanto meno definitive, ma vogliono essere il punto di partenza per
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ulteriori discussioni in materia. Per questo motivo sarà importante sottoporre tali
soluzioni a utenti reali, che possano fornire opportuni feedback e contribuire attiva-
mente a un miglioramento dei punti più critici e meno soddisfacenti.1.
Il secondo requisito da rispettare ha avuto un ruolo chiave nel determinare l’orga-
nizzazione dell’infrastruttura sottostante, orientando lo sviluppo verso determinate
scelte piuttosto che altre. Il risultato è uno strumento molto flessibile e teoricamente
adattabile anche a codifiche differenti dalla TEI. Le ampie possibilità di configura-
zione hanno reso il software altamente personalizzabile e utilizzabile in vari ambiti
di studio, da testi antichi o medievali, tipicamente su supporto pergamenaceo, a
testi di epoca più moderna: l’editore ha infatti la possibilità di agire sia su aspetti
strettamente legati all’interfaccia, come la vista iniziale o gli strumenti da rendere
disponibili, sia su aspetti filologici, ad esempio la scelta del testimone da utilizzare
come testo base.
I parser sviluppati per l’estrazione delle informazioni sono in grado di gestire
in maniera automatica le molteplici possibilità di codifica e di combinazione degli
elementi TEI2, e sono già predisposti a eventuali estensioni che prendano in conside-
razione schemi di codifica differenti. Anche in questo caso sarà necessario effettuare
test più approfonditi e attenti, utilizzando file XML di edizioni critiche reali3.
L’utilizzo di un framework come AngularJS ha fornito all’applicazione finale un
elevato livello di dinamicità e l’ha resa adattabile in maniera automatica ai reali
contenuti recuperati dal file di partenza. La scelta di basare lo sviluppo sullo sche-
ma progettuale MVC, e di separare quindi le modalità di presentazione dei dati dal
nucleo di elaborazione, ha permesso, infatti, di creare viste multiple a partire dagli
stessi dati di partenza, senza bisogno di compilare o parsare più volte il file XML:
una volta eseguito il primo parser, i dati vengono salvati in un modello interno e
rimangono quindi disponibili per ogni elaborazione successiva, senza gli elevati costi
computazionali delle prime analisi4. La modalità con cui sono stati progettati i vari
modelli dei dati ha facilitato e velocizzato l’estrazione di determinate informazio-
ni, come ad esempio la lista delle lezioni significative o delle varianti di una certa
tipologia, permettendo quindi una risposta più rapida da parte del sistema.
L’infrastruttura di base costruita ha reso il software ben predisposto a modifiche,
espansioni e implementazioni future, sia dal punto di vista delle funzionalità offerte,
sia dal punto di vista esclusivamente grafico. La separazione logica tra il modello
1 L’occasione più vicina per effettuare tali test e raccogliere utili feedback sarà la conferenza mondiale
delle Digital Humanities (DH2016: http://dh2016.adho.org/) che si terrà il prossimo Luglio a
Cracovia; EVT, infatti, ha superato la peer review ed è stato accettato per partecipare a tale
conferenza nella sessione riservata ai poster.
2 Al momento, tuttavia, non coprono la totalità degli elementi TEI disponibili nella versione P5.
3 Per lo sviluppo sono stati utilizzati esclusivamente file esemplificativi, talvolta costruiti ad hoc per
coprire il maggior numero di casi possibile.
4 Ricaricare la pagina implica il riavvio dell’applicazione web, ergo una nuova esecuzione della
routine di inizializzazione.
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e la vista, infatti, permette di intervenire sul prodotto finale agendo sull’uno e/o
sull’altra in maniera relativamente indipendente; per esempio sarà possibile offrire
all’utente una visualizzazione dell’apparato critico secondo un layout più tradiziona-
le (a piè pagina o in un frame separato), senza modificare i modelli realizzati. Oltre
a migliorare quanto già implementato, sulla base di eventuali feedback ricevuti dai
diretti interessati, il prossimo futuro vedrà dunque un continuo sviluppo di funzio-
nalità da integrare all’interno dell’interfaccia utente. In particolare, si prevede la
gestione di fasce d’apparato complesse, che includano anche il testo delle fonti, e
l’implementazione di uno strumento di ricerca testuale avanzata, che offra all’utente
la possibilità di filtrare i risultati in base ad elementi specifici della codifica TEI.
Inoltre, potrebbe essere opportuno pensare di affiancare alla versione attuale una
versione server side: infatti, la complessità intrinseca delle regole di codifica, che non
pongono un limite superiore al possibile numero di annidamenti, comporta un ele-
vato costo computazionale5. L’utilizzo di un server permetterebbe di alleggerire il
client dall’adempimento di tale compito, ma porterebbe EVT ad allontanarsi dalla
sua caratteristica fondamentale di strumento “pronto all’uso”; pertanto, potrebbe
essere opportuno prendere in considerazione l’idea di mantenere entrambe le solu-
zioni: una client side per progetti più piccoli, e una che si appoggia ad un server per
edizioni più ampie e complesse.
Infine, è necessario ricordare che l’utilizzo di tecnologie standard non proprieta-
rie assicura al software realizzato, e quindi alle edizioni critiche digitali che verranno
pubblicate con esso, un’elevata longevità, garantendone inoltre l’accesso indipenden-
temente dalle tecnologie a disposizione degli utenti.
Nonostante le difficoltà incontrate, la collaborazione all’interno di tale progetto,
e più in generale nello sviluppo del software EVT, è da considerarsi positiva sotto
ogni punto di vista: da un lato mi ha permesso di entrare in contatto con il mondo
della filologia, in particolare della critica testuale, e di approfondire le mie conoscen-
ze riguardo la codifica dei testi; dall’altro lato, mi ha offerto la giusta occasione per
applicare ad un contesto reale le competenze in materia di progettazione e sviluppo
acquisite durante il mio percorso di studi, permettendomi di imparare ad utilizzare
nuovi strumenti per la realizzazione di applicazioni web.
In conclusione, è possibile affermare che un progetto come questo è un esempio
positivo di applicazione delle tecnologie informatiche al mondo delle scienze umane,
in particolare al campo della filologia e dello studio dei testi. Esso dimostra l’impor-
tanza di figure come quella dell’informatico umanista che è in grado di comprendere
a fondo le reali esigenze dello studioso e di implementare opportune soluzioni per il
trattamento di contenuti culturali.
5 Ciò si evidenzia particolarmente in presenza di grandi quantità di informazioni codificate.
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