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1.  
1. Samenvatting 
Lean Software Development is een filosofie gericht op het elimineren van verspilling en het 
creëren van waarde binnen softwareontwikkeling, zodat de klant krijgt wat is gewenst in 
termen van kwaliteit, voortbrenging en kosten (zie bijlage 1 voor de gehele definitie). Dit doet 
men door constant te verbeteren. Hoewel Lean oorspronkelijk is ontwikkeld in een 
fabrieksomgeving, met veel zich herhalende taken, wordt Lean tegenwoordig ook toegepast 
binnen softwareontwikkeling. In tegenstelling tot Lean (Manufacturing/Production) wordt bij 
Lean Software Development nooit hetzelfde eindproduct opgeleverd. Logisch redenerend zou 
het dan veel lastiger moeten zijn om de kwaliteit van software als eindproduct te verbeteren. 
Naar aanleiding van een interne publicatie bij de Belastingdienst (Programmateam beter/CAO, 
2010), waarin diverse positieve ervaringen uit een aantal IT-projecten werden gedeeld, bleef 
de vraag staan of de binnen Lean Software Development gehanteerde technieken van invloed 
zijn op software kwaliteit. 
 
Na een korte verkenning en toetsing van de relevantie van het onderwerp is gestart met het 
onderzoek. De doelstelling van het onderzoek is om te kijken naar de impact van Lean 
Software Development op software kwaliteit door te onderzoeken of er een relatie tussen Lean 
Software Development technieken en oorzaken van software defects is aan te tonen. Hiervoor 
is één centrale vraag, met vijf deelvragen gedefinieerd. De deelvragen 1 tot en met 3 zijn met 
behulp van een theoretisch onderzoek onderzocht en de vragen 4 en 5 zijn met behulp van een 
praktijkonderzoek onderzocht. 
 
Centrale vraagstelling 
Welke, binnen Lean Software Development gehanteerde, technieken zijn van invloed op 
oorzaken van software defects? 
 
Deelvragen 
1. Wat zijn software defects? 
2. Wat zijn oorzaken van software defects? 
3. Welke Lean Software Development technieken zijn van invloed op oorzaken van software 
defects? 
4. Welke Lean Software Development technieken worden binnen de Belastingdienst 
gehanteerd? 
5. In welke mate zijn de Lean Software Development technieken van invloed op oorzaken 
van software defects? 
 
Met behulp van het theoretisch onderzoek is onderzocht of er in de theorie een relatie is te 
vinden tussen Lean Software Development technieken en oorzaken van software defects. Om 
deze relatie duidelijk aan te geven is een conceptueel model bedacht, bestaande uit twee assen 
(1. Lean Software Development technieken en 2. oorzaken van software defects), waarbij het 
mogelijk is een relatie tussen beide aan te geven. 
 
Voor een duidelijke beeldvorming is eerst onderzocht wat software defects zijn (deelvraag 1). 
Als resultaat is naar voren gekomen dat software defects onbedoelde fouten of 
onvolkomenheden in een softwareproduct of softwareproces zijn. Vervolgens is onderzocht 
wat de oorzaken van software defects zijn (deelvraag 2). Op basis van een analyse van de 
literatuur zijn de volgende tien oorzaken van software defects gevonden: 1. onvolledigheid, 
2. onjuistheid, 3. inconsistentie, 4. dubbelzinnigheid, 5. complexiteit, 6. tijdsdruk, 7. gebrek 
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aan traceerbaarheid, 8. gebrek aan vaardigheden, 9. gebrek aan kennis en 10. externe factoren. 
Als laatste onderdeel van het theoretisch onderzoek is gezocht of de Lean Software 
Development technieken van invloed zijn op oorzaken van software defects (deelvraag 3). 
Helaas zijn hierbij maar drie Lean Software Development technieken gevonden die een 
duidelijke relatie hebben met één of meer oorzaken van software defects. Alle andere bronnen 
geven wel aan dat Lean Software Development van invloed is op oorzaken van software 
defects, maar hier wordt niet aangegeven welke technieken dit zijn en op welke oorzaken van 
software defects de technieken van invloed zijn. Het resultaat uit het literatuuronderzoek was 
daarmee erg mager.  
 
Om meer inzicht te verschaffen, is vervolgens met behulp van een praktijkonderzoek bij de 
Belastingdienst onderzocht of er alsnog relaties zijn te vinden tussen Lean Software 
Development technieken en oorzaken van software defects. In essentie wordt opnieuw 
geprobeerd het conceptueel model met behulp van het praktijkonderzoek in te vullen. Voor het 
uitvoeren van het praktijkonderzoek zijn de onderzoeksstrategieën casestudy en survey 
ingezet. Voor het verzamelen van data voor het praktijkonderzoek zijn diverse methoden 
gebruikt met als doel methodetriangulatie te bereiken.  
 
Om te onderzoeken welke Lean Software Development technieken de Belastingdienst hanteert 
(deelvraag 4) is binnen de organisatie gezocht naar secundaire gegevens als handleidingen, 
beschrijvingen of toelichtingen van diverse technieken en zijn er interviews gehouden met 
Lean coaches. Als resultaat is naar voren gekomen dat binnen de Belastingdienst de Lean 
Software Development technieken ‘Dagstart’, ‘Keek op de Week’, ‘Coaching- en 
prestatiedialogen’ en ‘Kaizen’ worden gebruikt.  
 
Vervolgens is met behulp van een enquête onderzocht in welke mate de Lean Software 
Development technieken van invloed zijn op oorzaken van software defects (deelvraag 5). 
Wanneer het percentage vijftig procent of meer is geweest, dan wordt er gesproken over een 
relatie tussen Lean Software Development technieken en oorzaken van software defects. Bij 
het analyseren van de resultaten is naar voren gekomen dat de techniek ‘Dagstart’ een relatie 
heeft met zes van de tien oorzaken van software defects. De ‘Keek op de Week’ slechts met 
één oorzaak van software defects een relatie heeft. De technieken ‘Coaching- en 
prestatiedialogen’ en ‘Kaizen’ hebben een relatie met alle tien de onderkende oorzaken van 
software defects. Wat verder opvalt, is dat de percentages van de onderkende relaties niet ver 
boven het gemiddelde uitkomen. De percentages van de onderkende relaties liggen tussen de 
50 en 62 procent. Dat betekent dat er ook een significante groep is (tussen de 38 en 50 
procent) die heeft aangeven dat een techniek niet van invloed is op een oorzaak van software 
defects of heeft aangegeven het niet te weten. 
 
De conclusie van het onderzoek is dat de Lean Software Development technieken ‘Dagstart’, 
‘Keek op de Week’, ‘Coaching- en prestatiedialogen’ en ‘Kaizen’ (in meer of mindere mate) 
van invloed zijn op oorzaken van software defects. Hierbij is naar voren gekomen dat de Lean 
Software Development technieken ‘Coaching- en prestatiedialogen’ en ‘Kaizen’ van invloed 
zijn op alle onderkende oorzaken van software defects. Het advies is dan ook om het gebruik 
en de frequentie van het gebruik van deze Lean Software Development technieken te 
verhogen.
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2. Inleiding 
2.1. Aanleiding 
De automatiseringsafdeling van de Belastingdienst heeft als doelstelling de dienstverlening te 
verbeteren en kosten te besparen. Men streeft naar een situatie waarbij marktconforme 
prestaties worden geleverd op het gebied van systeemintegratie, applicatieontwikkeling en –
onderhoud. Om deze doelen te behalen is er binnen de Belastingdienst gekozen voor Lean. Op 
1 juni 2010 is de automatiseringsafdeling van de Belastingdienst gestart met de invoering van 
Lean Software Development, onder de naam ‘Lean-IT’. Lean Software Development is een 
filosofie gericht op het elimineren van verspilling en het creëren van waarde binnen 
softwareontwikkeling, zodat de klant krijgt wat is gewenst in termen van kwaliteit, 
voortbrenging en kosten (zie bijlage 1 voor de gehele definitie). Dit doet men door constant te 
verbeteren. Hoewel Lean oorspronkelijk is ontwikkeld in een fabrieksomgeving, met veel zich 
herhalende taken, wordt Lean tegenwoordig ook toegepast binnen softwareontwikkeling. In 
tegenstelling tot Lean (Manufacturing/Production) wordt bij Lean Software Development 
nooit hetzelfde eindproduct opgeleverd. Logisch redenerend zou het dan veel lastiger moeten 
zijn om de kwaliteit van software als eindproduct te verbeteren. Naar aanleiding van een 
interne publicatie bij de Belastingdienst (Programmateam beter/CAO, 2010), waarin diverse 
positieve ervaringen uit een aantal IT-projecten werden gedeeld, bleef de vraag staan of de 
binnen Lean Software Development gehanteerde technieken van invloed zijn op software 
kwaliteit. Om hierop een antwoord te krijgen is gestart met dit onderzoek. 
2.2. Doelstelling 
De doelstelling van dit onderzoek is om te kijken naar de impact van Lean Software 
Development op software kwaliteit door te onderzoeken of er een relatie tussen Lean Software 
Development technieken en oorzaken van software defects is aan te tonen. 
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2.3. Vraagstelling 
De vraagstelling voor het onderzoek bestaat uit één centrale onderzoeksvraag met vijf 
deelvragen. De deelvragen één tot en met drie worden beantwoord met behulp van het 
theoretisch onderzoek. De deelvragen vier en vijf worden met behulp van het 
praktijkonderzoek beantwoord. 
 
Centrale vraagstelling 
Welke, binnen Lean Software Development gehanteerde, technieken zijn van invloed op 
oorzaken van software defects? 
 
Deelvragen voor het theoretisch onderzoek 
1. Wat zijn software defects? 
2. Wat zijn oorzaken van software defects? 
3. Welke Lean Software Development technieken zijn van invloed op oorzaken van software 
defects? 
 
Deelvragen voor het praktijkonderzoek 
4. Welke Lean Software Development technieken worden binnen de Belastingdienst 
gehanteerd? 
5. In welke mate zijn de Lean Software Development technieken van invloed op oorzaken 
van software defects? 
 
In essentie wordt in dit onderzoek onderzocht of er een relatie is te vinden tussen Lean 
Software Development technieken en oorzaken van software defects. Deze twee aspecten zijn 
uit te zetten tegen twee assen, waarbij het mogelijk is een relatie tussen beide te leggen. 
2.4. Onderzoeksmodel 
De opbouw van het onderzoek is met behulp van het onderzoeksmodel hieronder in figuur 1 
visueel weergegeven. 
 
Figuur 1: Onderzoeksmodel 
 
Het onderzoeksmodel wordt als volgt verwoord: 
Een bestudering van de theorie over oorzaken van software defects en de theorie over Lean 
Software Development technieken levert de structuur van het conceptueel model die op basis 
van de theorie gevuld wordt. Hier wordt geprobeerd een relatie te leggen tussen Lean 
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Software Development technieken en oorzaken van software defects. Vervolgens wordt de 
structuur van het conceptueel model in de praktijk bij de Belastingdienst getoetst. Op basis 
van de resultaten uit het onderzoek vindt er een analyse plaats die zal leiden tot conclusies en 
eventuele aanbevelingen over de binnen Lean Software Development gehanteerde technieken 
en hun invloed op oorzaken van software defects. 
2.5. Relevantie 
In de literatuur is veel geschreven over Lean en in iets mindere mate over Lean Software 
Development. Diverse bronnen geven aan dat Lean Software Development het aantal software 
defects kan verminderen. Software defects worden binnen Lean Software Development als 
een vorm van afval (‘waste’) onderkend. Helaas is er nagenoeg geen informatie te vinden over 
de relatie van Lean Software Development technieken en oorzaken van software defects, 
terwijl juist deze informatie erg handig kan zijn om de kwaliteit van software te verbeteren. 
 
Verder is er contact geweest met diverse Lean consultants om de relevantie van het onderzoek 
te toetsen. De geraadpleegde consultants zijn onder andere betrokken geweest bij het invoeren 
van Lean bij diverse organisaties. Verder is bij de studiebegeleider geverifieerd of het 
onderwerp relevant genoeg was om er een onderzoek naar in te stellen. 
2.6. Leeswijzer 
Hieronder staat een korte beschrijving van de inhoud van de verschillende hoofdstukken: 
o Hoofdstuk 1 ‘Samenvatting’ beschrijft in het kort de inhoud van dit rapport. 
o Hoofdstuk 2 ‘Inleiding’ geeft informatie over het onderzoeksthema en topic. 
o Hoofdstuk 3 ‘Lean technieken en oorzaken van software defects’ geeft een beschrijving 
van de in de literatuur gevonden onderwerpen. 
o Hoofdstuk 4 ‘Methoden van onderzoek’ geeft een gedetailleerde beschrijving van de 
gebruikte onderzoeksmethoden. 
o Hoofdstuk 5 ‘Onderzoeksresultaten’ geeft een overzicht van de diverse verkregen 
onderzoeksresultaten. 
o Hoofdstuk 6 ‘Conclusies en aanbevelingen’ beschrijft de eindconclusie en de 
aanbevelingen met betrekking tot het onderzoeksthema.  
o Hoofdstuk 7 ‘Reflectie’ kijkt terug op het product en het proces van dit onderzoek. 
o Hoofdstuk 8 ‘Referenties’ geeft een overzicht van de diverse in het onderzoek gebruikte 
referenties weer. 
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3. Lean technieken en oorzaken van software defects 
In dit hoofdstuk wordt de doelstelling, aanpak en resultaten van het literatuuronderzoek 
beschreven.  
3.1. Doelstelling 
Met behulp van het literatuuronderzoek wordt gekeken of er een relatie tussen Lean Software 
Development technieken en oorzaken van software defects is aan te tonen. Hierbij wordt 
gekeken of onderstaand conceptueel model (zie figuur 2) is in te vullen. Aan de linkerkant op 
de verticale as zijn de Lean Software Development technieken gepositioneerd en aan de 
bovenkant op de horizontale as zijn de oorzaken van software defects gepositioneerd. Met 
behulp van de literatuurstudie wordt geprobeerd een invulling te geven aan de oorzaken van 
software defects om vervolgens te kijken welke Lean Software Development technieken een 
relatie hebben met oorzaken van software defects. 
 
Figuur 2: Structuur van het conceptueel model 
3.2. Aanpak literatuuronderzoek 
3.2.1. Zoekstrategie 
In deze paragraaf wordt in hoofdlijnen de zoekstrategie voor het vinden van geschikte bronnen 
beschreven. Het zoeken naar bronnen start met het definiëren van trefwoorden. Na het 
definiëren van diverse trefwoorden kan gestart worden met het proces van zoeken en 
beoordelen. Het proces voor het zoeken en beoordelen van bronnen bestaat uit een tweetal 
deelprocessen, waarbij vanuit deelproces 2 iteraties naar deelproces 1 kunnen ontstaan:  
1. het zoeken naar bronnen en het uitvoeren van een globale beoordeling; 
2. het inhoudelijk beoordelen van een bron. 
 
Op basis van een zoekterm (trefwoord, auteur, titel etc.) wordt naar een bron gezocht. 
Vervolgens wordt de bron bemachtigd, globaal beoordeeld en geclassificeerd. Wanneer de 
bron (vermoedelijk) geschikt is, wordt de bron geregistreerd met classificatie ‘Beoordelen’. 
Zie figuur 3 voor een visuele weergave van dit deelproces. 
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Figuur 3: Deelproces 1 – Zoeken naar bronnen en het uitvoeren van een globale beoordeling 
 
Na registratie van de bron wordt de bron op inhoud beoordeeld. De bron wordt opnieuw 
geclassificeerd. Deze classificatie wordt dan ‘Geschikt’ of ‘Niet geschikt’. Bij de inhoudelijke 
beoordeling van de bron kan het zijn dat nieuwe zoektermen1 (bijvoorbeeld trefwoord, auteur, 
titel etc.) relevant zijn. Met behulp van deze nieuwe zoektermen kan opnieuw gezocht worden. 
Indien dit het geval is, wordt processtap 1 opnieuw opgestart met de nieuwe zoekterm. Zie 
figuur 4 voor een visuele weergave van dit deelproces. 
 
 
Figuur 4: Deelproces 2 – Inhoudelijk beoordelen van een bron 
3.2.2. Trefwoorden 
Voor het zoeken naar bronnen zijn trefwoorden gebruikt. Naast het zoeken op individuele 
trefwoorden is, middels het toepassen van de functies ‘AND’, ‘OR’ en ‘NOT’, ook gebruik 
gemaakt van combinaties van zoektermen. In tabel 1 is een overzicht weergegeven van de 
diverse zoektermen in het Engels en Nederlands.  
Tabel 1: Zoektermen in het Engels en Nederlands 
Zoektermen in het Engels Zoektermen in het Nederlands 
- software development 
- IT 
- softwareontwikkeling 
- IT 
- lean - lean 
- measure - meten 
- quality - kwaliteit 
- reliability - betrouwbaarheid 
- defect 
- problem 
- fault 
- failure 
- error 
- fout 
- probleem 
 
                                                   
1
 De methodiek is ook wel bekend onder de naam ‘sneeuwbalmethode’ 
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3.2.3. Zoeklocaties 
Voor het zoeken naar bronnen, voor het onderzoek, is gezocht op de volgende locaties: 
- Picarta (http://www.picarta.nl/) 
- Diverse Universiteitsbibliotheken 
- Digitale bibliotheek van de Open Universiteit http://www.ou.nl/ub  
- Zoekfunctie in Endnote met gebruikmaking van de volgende catalogi 
o British Library - Library Catalog at British Library 
o Cambridge U - Library Catalog at Cambridge University 
o FSTA (TS) - FSTA at ISI 
o Library of Congress - Library Catalog at Library of Congress 
o LISTA (EBSCO) - Library, Information Science Technology Abstracts at EBSCO 
o MIT - Library Catalog atMassachusetts Institute of Technology 
o PubMed (NLM) - PubMed MEDLINE at PubMed (NLM) 
o U London SAS - Library Catalog at University of London, School of Advanced 
Study 
o Web of Science (TS) - ISI Citation Indexes at Web of Science (ISI) 
o Yale U - Library Catalog at Yale University 
- Websites van diverse leaninstanties (non-profit) 
o Lean Enterprise Institute (http://www.lean.org/) 
- Zoekmachines van Google 
o http://www.scholar.google.com 
o http://www.google.com 
o http://www.google.nl 
3.2.4. Beoordeling bron 
De beoordeling en selectie van een bron heeft plaatsgevonden met behulp van diverse criteria. 
De gehanteerde normen zijn de mate van: 
 
 Relevantie  Actualiteit  Nauwkeurigheid 
 Betrouwbaarheid  Juistheid  
 Validiteit  Controleerbaarheid  
3.2.5. Gebruikte bronnen 
Voor het onderzoek is gebruik gemaakt van diverse literatuurbronnen. In tabel 2 is een 
overzicht weergegeven van het aantal bronnen per referentietype. In tabel 3 is het overzicht 
weergegeven van het aantal bronnen per tijdvak en in tabel 4 is een overzicht weergegeven 
van het aantal bronnen per taal. 
 
Tabel 2: Overzicht bronnen per referentietype 
Soort bron Aantal 
Boek  2 
Conference paper / proceeding 9 
Report 3 
Vakblad / tijdschrift 19 
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Tabel 3: Overzicht bronnen per tijdvak 
Tijdvak van de publicatie Aantal 
2010-2011 11 
2001-2009 12 
1997-2000 8 
1990-1996 2 
 
Tabel 4: Overzicht bronnen per taal 
Taal Aantal 
Engels 33 
Nederlands 0 
3.2.6. Gebruik van bibliografische software 
Voor het registreren en beheren van bronnen is de bibliografische software ‘EndNote X4 
Windows’ gebruikt. 
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3.3. Wat zijn software defects? 
3.3.1. In de literatuur 
In de wetenschappelijke literatuur zijn tal van definities te vinden voor ‘defects’, echter deze 
komen niet altijd overeen. Vooral in de definities van ‘defects’, ‘errors’, ‘faults’ en ‘failures’ 
(Fenton, 1999) zijn diverse verschillen te herkennen.  
 
Florac (Florac, 1996) beschrijft in een technisch rapport de termen ‘defect’ en ‘fault’, waarbij 
een ‘fault’ een specialisatie is van een ‘defect’. Dat het definiëren van de term ‘defect’ erg 
lastig is, geeft ook Florac aan. In totaal geeft Florac drie verschillende definities voor het 
woord ‘defect’ in het artikel. 
 
(Florac, 1996) 
defect (1) any unintended characteristic that impairs the utility or worth of an item 
defect (2) any kind of shortcoming, imperfection or deficiency 
defect (3) any flaw or imperfection in a software work product or software process 
fault a defect in a hardware device or component 
 
In de paper ‘Software Metrics and Reliability’ (Rosenberg, Hammer, & Shaw, 1998) wordt de 
term ‘defect’ niet gebruikt maar worden termen als ‘error’, ‘fault’ en ‘failure’ gehanteerd, die 
nauw verbonden zijn aan de term ‘defect’. Uit de definitie van een ‘fault’ is af te leiden dat, 
net als bij Florac (Florac, 1996), de term ‘fault’ een specialisatie is van een ‘defect’. Een 
‘fault’ is een ‘defect’ die een ‘failure’ veroorzaakt. 
 
(Rosenberg, et al., 1998) 
error is usually a programmer action or omission that results in a fault 
fault is a software defect that causes a failure 
failure is the unacceptable departure of a program operation from program 
requirements 
 
Iets later komt Fenton (Fenton, 1999) met een definitie voor ‘defect’ die vervolgens ook door 
Korhonen (Korhonen, 2010) wordt gehanteerd. In het zelfde jaar beschrijven (Fenton & Neil, 
1999) ook de term ‘failures’, waarbij ‘failures’ een specialisatie is van een ‘defect’. 
 
(Fenton, 1999) 
defect deviations from specifications or expectations which might lead to failures in 
operation 
 
(Fenton & Neil, 1999) 
failures defects discovered in operation  
 
In een recenter artikel met titel “Source code and binary analysis of software defects” 
(Quinlan & Panas, 2009) wordt opnieuw een definitie van de term ‘defects’ gegeven. In deze 
definitie wordt, net als Florac (Florac, 1996) en Rosenberg (Rosenberg, et al., 1998), de term 
‘faults’ gehanteerd. 
 
(Quinlan & Panas, 2009) 
defects faults that are introduced unintentionally into computer programs, 
preventing those programs from behaving correctly 
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3.3.2. Analyse van de literatuur 
De beantwoording van de vraag ‘wat zijn software defects?’ is niet zo eenvoudig, omdat er 
binnen de wetenschappelijke literatuur diverse definities worden gehanteerd voor term 
‘software defects’. Alleen Florac zelf geeft al drie verschillende definities voor de term 
‘defect’. Om tot een gedegen definitie te komen voor de term ‘software defect’ zijn de 
gevonden definities stuk voor stuk geanalyseerd. Stap één van de analyse bestaat uit het 
vertalen van de gevonden definities naar het Nederlands. Deze vertaling van de definities is 
hieronder in tabel 5 te zien. 
 
Tabel 5: Termen met definities in het Engels en de vertaling naar het Nederlands 
Term Definitie in het Engels Definitie vertaald in het Nederlands 
Defect (1) 
(Florac, 1996) 
any unintended characteristic that 
impairs the utility or worth of an item 
een onbedoeld kenmerk dat schade 
veroorzaakt aan een programma of waarde 
van een item 
Defect (2) 
(Florac, 1996) 
any kind of shortcoming, imperfection 
or deficiency 
elke vorm van tekortkoming, 
onvolkomenheid of deficiëntie 
Defect (3) 
(Florac, 1996) 
any flaw or imperfection in a software 
work product or software process 
een fout of onvolkomenheid in een 
softwareproduct of softwareproces 
Defect 
(Fenton, 1999) 
deviations from specifications or 
expectations which might lead to 
failures in operation 
afwijkingen van specificaties of 
verwachtingen die kunnen leiden tot 
storingen in productie 
Defects 
(Quinlan & 
Panas, 2009) 
faults that are introduced 
unintentionally into computer 
programs, preventing those programs 
from behaving correctly 
fouten die onbedoeld in 
computerprogramma’s ontstaan zorgen er 
voor dat deze programma’s niet correct 
werken 
Error 
(Rosenberg, et 
al., 1998) 
is usually a programmer action or 
omission that results in a fault 
is normaliter een handeling of een omissie 
van een programmeur die resulteert in een 
fout 
 
In stap twee is gekeken naar de overeenkomsten van de verschillende definities. Hierbij is 
gebruik gemaakt van de deelvragen ‘wat?’, ‘waar?’ en ‘hoe?’. De resultaten van deze stap zijn 
te vinden in tabel 6. 
 
Tabel 6: Analyse van definities 
Term Wat? Waar? Hoe? 
Defect (1) 
(Florac, 1996) 
schade programma 
item 
onbedoeld 
Defect (2) 
(Florac, 1996) 
tekortkoming 
onvolkomenheid 
deficiëntie 
  
Defect (3) 
(Florac, 1996) 
fout 
onvolkomenheid 
softwareproduct 
softwareproces 
 
Defect 
(Fenton, 1999) 
storing productie afwijking van 
specificaties 
Defects 
(Quinlan & Panas, 2009) 
fout computer-programma onbedoeld 
Error 
(Rosenberg, et al., 1998) 
fout softwareproduct 
(afleidbaar gegeven) 
softwareproces 
(afleidbaar gegeven) 
omissie van een 
programmeur 
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Op basis van de resultaten uit stap twee, zijn de volgende overeenkomsten bij de vragen ‘wat’, 
‘waar’ en ‘hoe’ gevonden. Bij de ‘wat’ vraag is te zien dat de steekwoorden ‘fout’ en 
‘onvolkomenheid’ binnen meerdere definities worden gebruikt. Bij de ‘waar’ vraag is te zien 
dat de steekwoorden ‘softwareproduct’ (vergelijkbaar met: computerprogramma, item en 
programma) en ‘softwareproces’ (vergelijkbaar met: computerprogramma2 of programma) bij 
meerdere definities worden gebruikt. Bij de ‘hoe’ vraag is te zien dat het steekwoord 
‘onbedoeld’ binnen meerdere definities wordt gebruikt. 
 
Op basis van bovenstaande analyse, met behulp van de deelvragen, is de volgende definitie 
van ‘software defects’ tot stand gekomen: ‘Software defects zijn onbedoelde fouten of 
onvolkomenheden in een softwareproduct of softwareproces’. 
3.3.3. Vaststelling van de definitie 
Software defects zijn onbedoelde fouten of onvolkomenheden in een softwareproduct of 
softwareproces. 
                                                   
2
 Een computerprogramma of programma is een softwareproduct dat een softwareproces bevat. 
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3.4. Wat zijn oorzaken van software defects? 
3.4.1. In de literatuur 
In het artikel ‘Issues in Software Inspection’ (O'Neill, 1997) wordt aangegeven, dat 
tweeënveertig procent van alle defects het gevolg zijn van het gebrek aan traceerbaarheid. 
Traceerbaarheid van de programmacode tot het ontwerp en van het ontwerp tot aan de eisen of 
tot aan de business case. In hetzelfde artikel wordt ook aangegeven dat bij inspectie, om 
defects te voorkomen, wordt gelet op volledigheid, juistheid en stijl. 
 
Bij het Defect Introduction Model (Chulani & Boehm, 1999), wat een sub-model is van het 
Constructive Quality Model (COQUALMO), worden defects geclassificeerd op basis van 
herkomst. De verschillende classificaties die in het model worden gehanteerd zijn: 
 
o ‘Requirements defects’ zijn defects ontstaan door verkeerde of onvolledige eisen, 
bijvoorbeeld het weglaten van een vereiste annuleeroptie in 
een invoerscherm. 
 
o ‘Design defects’ zijn defects ontstaan door ontwerpfouten, bijvoorbeeld een 
fout in een algoritme. 
 
o ‘Coding defects’ zijn defects ontstaan door programmeerfouten, bijvoorbeeld 
een iteratie wordt negen keer uitgevoerd in plaats van tien 
keer. 
 
Travassos e.a. (Travassos, Shull, Fredericks, & Basili, 1999) geven aan dat fouten in software 
artefacten kunnen worden ingedeeld in de categorieën: onvolledig, dubbelzinnig, inconsistent, 
onjuist of externe informatie. 
 
Fenton (Fenton, 1999) beschrijft dat het ontstaan van ‘defects’ in hoofdlijnen is in te delen in 
twee groepen; 1. defects die ontstaan naar aanleiding van eisen en 2. defects die ontstaan 
tijdens realisatie (ontwerpen en coderen). Fenton geeft aan dat defects niet alleen kunnen 
ontstaan uit complexiteit, maar tevens kunnen worden veroorzaakt door vele andere factoren, 
losstaand van code of complexiteit van ontwerp. Fenton komt zelf met de volgende factoren 
die defects veroorzaken: 
o moeilijkheid van het probleem 
o complexiteit van de ontworpen oplossing 
o vaardigheid van de programmeur / analist 
o gebruikte ontwerpmethoden en -procedures 
 
In de paper ‘Understanding the Sources of Software Defects: A Filtering Approach’ (Wohlin, 
Höst, & Ohlsson, 2000) wordt aangegeven dat het identificeren en het begrijpen van de 
oorzaak van software defects in twee groepen in te delen is; 1) defects ontstaan naar 
aanleiding van fouten in ontwerp en 2) defects ontstaan naar aanleiding van fouten in het 
coderen. 
 
In het artikel ‘Classification and evaluation of defects in a project retrospective’ (Leszak, 
Perry, & Stoll, 2002) wordt een set van vier inherent niet-orthogonale klassen van de 
onderliggende oorzaken (incorrect, incompleet etc.) voor het optreden van software defects 
beschreven.  
 
o ‘Phase triggers’ zijn aanleidingen voor defects die ontstaan vanuit 
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standaard ontwikkelingsfasen of documenten. Oorzaken 
kunnen bijvoorbeeld zijn: onjuiste documentatie, 
onvolledige documentatie, onduidelijke documentatie etc.. 
o ‘Human related triggers’ zijn aanleidingen voor defects die ontstaan vanuit het 
personeel. Oorzaken kunnen bijvoorbeeld zijn: verandering 
in coördinatie, gebrek aan domeinkennis, gebrek aan 
systeemkennis, gebrek aan tool-kennis, gebrek aan 
proceskennis, individuele fout etc.. 
o ‘Project triggers’ zijn aanleidingen voor defects die ontstaan vanuit het 
project. Oorzaken kunnen bijvoorbeeld zijn: tijdsdruk, 
management fouten, veroorzaakt door andere producten 
etc.. 
o ‘Review triggers’ zijn aanleidingen voor defects die ontstaan door niet of 
onvoldoende te reviewen. Oorzaken kunnen bijvoorbeeld 
zijn: te weinig voorbereiding, onvoldoende participatie etc.. 
 
In het artikel ‘Eliminating Embedded Software Defect Prior to Integration Test’ (Bennet & 
Wennberg, 2005) worden de volgende oorzaken voor het optreden van software defects gegeven: 
o aannames en ambiguïteiten betreffende de interpretatie van de klant bij het beschrijven 
van het gewenste gedrag van het systeem; 
o de moeilijkheid van het volledig begrijpen van de productieomgeving waarin het systeem 
moet draaien; 
o de moeilijkheid in het anticiperen op alle mogelijke situaties die in een systeem voor 
kunnen komen; 
o de moeilijkheid in het grondig valideren en verifiëren van eisen; 
o het nauwkeurig en duidelijk vastleggen van eisen in een schriftelijk document; 
o systeemeisen opgesteld door softwareontwerpers worden verkeerd begrepen; 
o de moeilijkheid in het controleren of een ontwerp conform eisen is geïmplementeerd. 
 
In het artikel ‘Source code and binary analysis of software defects’ (Quinlan & Panas, 2009) 
wordt aangegeven dat software defects vaak ontstaan door slecht ontwerp of door een slechte 
implementatie (dit is inclusief het coderen). 
 
Het artikel ‘On the Impact of Design Flaws on Software Defects’ (D’Ambros, Bacchelli, & 
Michele, 2010) gaat over defects die ontstaan naar aanleiding van ontwerpfouten die worden 
veroorzaak door het niet volgen van design principles and practices. 
3.4.2. Analyse van de literatuur 
In diverse bronnen zijn oorzaken beschreven die kunnen leiden tot het optreden van software 
defects. In tabel 7 is een overzicht weergegeven, waarbij per bron de oorzaken voor het 
optreden van software defects is aangegeven. Gezien de diversiteit is gekozen voor een set van 
algemene steekwoorden die oorzaken voor het optreden van software defects representeren. 
Voor het definiëren van deze set is in eerste instantie gebruik gemaakt van de door Travassos, 
et. al. opgestelde steekwoorden. In vergelijking met andere bronnen, die meer specifieke 
definities hanteren, gebruikt Travassos globale steekwoorden. De reden voor het hanteren van 
globale steekwoorden is het beperken van de set aan oorzaken. Vervolgens is op basis deze set 
bekeken of de oorzaken behorende bij de overige bronnen hieronder te classificeren vielen. 
Hierbij is geconstateerd dat niet alle oorzaken onder de lijst van oorzaken van Travossos te 
plaatsen waren. Voor oorzaken die niet te classificeren vielen, onder de globale steekwoorden 
van Travassos, zijn globale steekwoorden uit andere bronnen gebruikt.  
 
De set van Travossos is vervolgens met de volgende steekwoorden uitgebreid: 
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o gebrek aan traceerbaarheid (O'Neill, 1997); 
o complexiteit (Fenton, 1999); 
o gebrek aan vaardigheden(Fenton, 1999); 
o gebrek aan kennis (Leszak, et al., 2002); 
o tijdsdruk (Leszak, et al., 2002). 
 
Zie tabel 7 voor een volledige mapping. In totaal bestaat de complete set oorzaken uit de 
volgende steekwoorden: onvolledigheid, onjuistheid, inconsistentie, dubbelzinnigheid, 
complexiteit, tijdsdruk, gebrek aan traceerbaarheid, gebrek aan vaardigheden, gebrek aan 
kennis en extern. 
 
Deze oorzaken hebben betrekking op defects die kunnen ontstaan in de fasen van 
softwareontwikkeling; klantspecificatie (Chulani & Boehm, 1999; Fenton & Neil, 1999; 
O'Neill, 1997), ontwerp (Chulani & Boehm, 1999; Fenton & Neil, 1999; O'Neill, 1997; 
Quinlan & Panas, 2009; Wohlin, et al., 2000) en realisatie (Chulani & Boehm, 1999; Fenton & 
Neil, 1999; O'Neill, 1997; Quinlan & Panas, 2009; Wohlin, et al., 2000).  
 
Tabel 7: Oorzaken van defects 
Ontstaan van defects Oorzaak 
(O'Neill, 1997)  
 gebrek aan traceerbaarheid (programmacode t/m eisen) gebrek aan traceerbaarheid 
(Chulani & Boehm, 1999)  
 verkeerde eisen onjuistheid* 
 onvolledige eisen onvolledigheid* 
 ontwerpfouten onjuistheid* 
 programmeerfouten onjuistheid* 
(Travassos, et al., 1999)  
 onvolledig onvolledigheid* 
 dubbelzinnig dubbelzinnigheid* 
 inconsistent inconsistentie* 
 onjuist onjuistheid* 
 externe informatie externe factoren* 
(Fenton, 1999)  
 moeilijkheid van het probleem complexiteit 
 complexiteit van de ontworpen oplossing complexiteit 
 vaardigheid van de programmeur / analist gebrek aan vaardigheden 
 gebruikte ontwerpmethoden en -procedures onjuistheid* 
(Wohlin, et al., 2000)  
 fouten in ontwerp onjuistheid* 
 fouten in coderen onjuistheid* 
(Leszak, et al., 2002)  
 incorrect onjuistheid* 
 incompleet onvolledigheid* 
 onjuiste documentatie onjuistheid* 
 onvolledige documentatie onvolledigheid* 
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 onduidelijke documentatie onvolledigheid* 
 verandering in coördinatie gebrek aan vaardigheden 
 gebrek aan domeinkennis gebrek aan kennis 
 gebrek aan systeemkennis gebrek aan kennis 
 gebrek aan tool-kennis gebrek aan kennis 
 gebrek aan proceskennis gebrek aan kennis 
 individuele fout onjuistheid* 
 tijdsdruk tijdsdruk 
 management fouten onjuistheid* 
 veroorzaakt door andere producten externe factoren* 
 te weinig voorbereiding onvolledigheid* 
 onvoldoende participatie onvolledigheid* 
(Bennet & Wennberg, 2005)  
 aannames en ambiguïteiten onvolledigheid* 
 moeilijkheid van het volledig begrijpen complexiteit 
 moeilijkheid om te anticiperen complexiteit 
 moeilijkheid in het grondig valideren en verifiëren van 
eisen 
complexiteit 
 nauwkeurig vastleggen van eisen onvolledigheid* 
 verkeerd begrijpen onjuistheid* 
 moeilijkheid van het controleren complexiteit 
(Quinlan & Panas, 2009)  
 slecht ontwerp onjuistheid* 
 slechte implementatie onjuistheid* 
(D’Ambros, et al., 2010)  
 ontwerpfouten onjuistheid* 
 niet volgen van design principles and practices onvolledigheid* 
* oorzaak van een software defect die valt binnen de set van de door Travassos, et. al. opgestelde oorzaken 
3.4.3. Conclusie 
Software defects ontstaan door de oorzaken: 
o onvolledigheid; o complexiteit; o gebrek aan kennis; 
o onjuistheid; o tijdsdruk; o externe factoren. 
o inconsistentie; o gebrek aan traceerbaarheid;  
o dubbelzinnigheid; 
 
o gebrek aan vaardigheden;  
Software defects ontstaan in:  
o fase klantspecificatie; 
o fase ontwerp; 
o fase realisatie. 
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3.5. Welke Lean Software Development technieken zijn van invloed 
op oorzaken van software defects? 
3.5.1. In de literatuur 
In een artikel ‘Archieving Leaner Software’ beschrijft McConnel (McConnell, 1997) dat het 
aantal fouten in software toeneemt naarmate de software groter wordt. De oplossing ligt 
volgens McConnel dan ook in het beperken van de omvang van software door te snijden in de 
eisen van software met als doel: 
o het verwijderen van alle niet-noodzakelijke features; 
o het vereenvoudigen van alle features, totdat ze niet complexer zijn dan noodzakelijk. 
 
Bij twee case studies, waarbij Lean Software Development is gebruikt, is aangetoond dat Lean 
Software Development van invloed is op het aantal defects. Met behulp van Lean werd naar 
de onderliggende problemen van defects gekeken. Lean denken zorgde er voor dat defects in 
een vroeg stadium werden ontdekt, nog voordat het errors werden (Middleton, 2001). 
 
Ook Poppendieck (Poppendieck, 2002) geeft aan dat het Lean denken een breed framework is 
voor het verbeteren van software development. Hierbij worden defects als één van de zeven 
vormen van afval (‘waste’) onderkend. 
 
Verder bestaan er tal van parallellen tussen Lean in een productieomgeving en Lean in een 
software-ontwikkelingsomgeving. Door het implementeren van Lean technieken binnen 
softwareontwikkeling wordt het aantal software defects drastisch verminderd. Echter, om de 
volledige potentie van Lean te benutten, moeten bedrijven een moeilijk en tijdrovend 
transformatieproces hebben doorgaan (Cook & Semouchtchak, 2004). 
 
Diverse auteurs (Card, 2006; Jalote & Agrawal, 2005; Mehta, Anderson, & Raffo, 2008) 
beschreven dat met behulp van Lean technieken als ‘defect causal’ of ‘root-cause’ analyse 
oorzaken van defects kunnen worden achterhaald, zodat de oorzaken kunnen worden 
aangepakt om een herhaling van het optreden van defects te voorkomen. Metha (Mehta, et al., 
2008) geeft hierbij ook aan dat software defects zijn te voorkomen door de complexiteit waar 
mogelijk te verminderen en door software frequenter, in kleinere brokken, op te leveren. Dit 
geeft de ontwikkelaar ook de mogelijkheid om bij aanpassingen van code zich sneller te 
reoriënteren. 
 
In een artikel over Lean, met gebruikmaking van de ISA 95 standaard (Cottyn, Stockman, & 
Van Landeghem, 2008), wordt de conclusie getrokken dat de meeste vormen van verspilling 
(defecten, voorraad, overbewerking, transport, beweging, overproductie, wachten) worden 
verminderd door standaardisatie en het pull-systeem binnen Lean.  
 
Daarnaast wordt door diverse auteurs (Ikonen, 2010; Ikonen, Kettunen, Oza, & Abrahamsson, 
2010) beschreven, dat met behulp van de Lean methodiek ‘kanban’ oorzaken van defects in 
een vroeg stadium kunnen worden opgespeurd om deze vervolgens te verhelpen. 
 
Een andere methode is de SPI-LEAM (Software Process Improvement through the Lean 
Measurement) methode (Petersen & Wohlin, 2010). Met behulp van deze methode worden 
defects in de ontwikkeling opgespoord, zodat deze niet tot uiting komen tijdens productie. De 
‘Fault Slip Through’ (FST), onderdeel van SPI-LEAM, zorgt ervoor dat de juiste fouten in de 
juiste fase worden ontdekt. 
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Uit de onderzoeksresultaten van McKinsey (McKinsey & Company, 2010) blijkt, dat door het 
toepassen van Lean technieken er naderhand 20 tot 45 procent minder defects worden 
geïdentificeerd (zie figuur 5). 
 
 
Figuur 5: Efficiëntie bij gebruik van Lean 
 
Verder is in een case study over ‘Lean Software Management’ aangegeven dat er, over een 
termijn van 12 maanden, een daling van 24% te zien is in aantal ontdekte fouten (Middleton & 
Joyce, 2011). 
 
In het artikel ‘Lean Software Development - "As a Survival Tool in Recession"’ (Jailia, Jujata, 
Jailia, & Agarwal, 2011) wordt Lean in termen van ‘do it right the first time’ beschreven. 
Lean zorgt voor monitoringstechnieken waarmee fouten kunnen worden opgespoord, nog 
voordat het defects worden.  
 
Met behulp van Lean wordt de efficiëntie verbeterd. Bedrijven moeten de nadruk leggen op 
het elimineren van afval zoals defects (Dominic, Kamil, & Malladi, 2011). 
3.5.2. Analyse van de literatuur 
Op basis van bovenstaande inventarisatie is per bron bekeken welke Lean Software 
Development technieken van invloed zijn op oorzaken van software defects. De resultaten van 
deze analyse zijn weergegeven in tabel 8. 
 
Tabel 8: Deelconclusies per bron 
Bron Deelconclusie 
Het aantal fouten neemt toe naarmate de software 
groter wordt. De oplossing ligt dan ook in het 
beperken van de omvang van software door te snijden 
in de eisen van software met als doel: het verwijderen 
van alle niet-noodzakelijke features en het 
vereenvoudigen van alle features, totdat ze niet 
complexer zijn dan noodzakelijk (McConnell, 1997). 
De Lean technieken ‘verwijderen van niet-
noodzakelijke functionaliteit’ en 
‘vereenvoudigen van functionaliteit’ dragen bij 
aan verminderen van de oorzaak 
‘complexiteit’. 
 
Met behulp van Lean werd naar de onderliggende 
problemen van defects gekeken. Lean denken zorgde 
er voor dat defects in een vroeg stadium werden 
ontdekt, nog voordat het errors werden (Middleton, 
2001). 
Hier is met behulp van Lean naar oorzaken van 
software defects gekeken. Helaas is hier niet 
aangegeven welke technieken invloed uit 
kunnen oefenen op oorzaken van software 
defects. 
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Lean denken is een breed framework voor het 
verbeteren van software development. Hierbij worden 
defects als één van de zeven vormen van afval 
(‘waste’) onderkend (Poppendieck, 2002). 
Hier wordt beschreven dat Lean een breed 
framework is voor het verbeteren van software 
door o.a. naar defects te kijken. Helaas is hier 
niet aangegeven welke technieken invloed uit 
kunnen oefenen op oorzaken van software 
defects. 
Door het implementeren van Lean technieken binnen 
softwareontwikkeling wordt het aantal 
softwaredefects drastisch verminderd. Echter, om de 
volledige potentie van Lean te benutten, moeten 
bedrijven een moeilijk en tijdrovend 
transformatieproces hebben doorgaan (Cook & 
Semouchtchak, 2004).  
Hier wordt beschreven dat door het 
implementeren van Lean technieken het aantal 
software defects drastisch verminderd kunnen 
worden. Helaas is hier niet aangegeven welke 
technieken invloed uit kunnen oefenen op 
oorzaken van software defects. 
Met behulp van Lean technieken als ‘defect causal’ of 
‘root-cause’ analyse oorzaken van defects kunnen 
worden achterhaald, zodat de oorzaken kunnen 
worden aangepakt om een herhaling van het optreden 
van defects te voorkomen (Card, 2006; Jalote & 
Agrawal, 2005; Mehta, et al., 2008) 
Hier wordt de techniek ‘defect causal’ of ‘root-
cause’ analyse genoemd om oorzaken van 
software defects te kunnen achterhalen. Er 
wordt echter niet aangeven op welke oorzaken 
de techniek van invloed is. 
Software defects zijn te voorkomen door de 
complexiteit waar mogelijk te verminderen en door 
software frequenter, in kleinere brokken, op te 
leveren. Dit geeft de ontwikkelaar ook de 
mogelijkheid om bij aanpassingen van code zich 
sneller te reoriënteren. (Mehta, et al., 2008). 
De Lean techniek ‘frequenter, in kleinere 
brokken, opleveren van functionaliteit’ draagt 
bij aan verminderen van de oorzaak 
‘complexiteit’. Hoewel het niet direct uit de 
tekst te halen is, draagt de techniek ook bij aan 
de oorzaak ‘gebrek aan traceerbaarheid’. 
De meeste vormen van verspilling (defecten, 
voorraad, overbewerking, transport, beweging, 
overproductie, wachten) worden verminderd door 
standaardisatie en het pull-systeem binnen Lean 
(Cottyn, et al., 2008). 
Hier wordt aangegeven dat met behulp van het 
pull-systeem software defects verminderd 
kunnen worden. Helaas is hier niet aangegeven 
welke technieken invloed uit kunnen oefenen 
op oorzaken van software defects. 
Met behulp van de Lean methodiek ‘kanban’ 
oorzaken van defects in een vroeg stadium kunnen 
worden opgespeurd om deze vervolgens te verhelpen 
(Ikonen, 2010; Ikonen, et al., 2010). 
Hier wordt de techniek ‘kanban’ genoemd om 
oorzaken van software defects te kunnen 
achterhalen. Er wordt echter niet aangeven op 
welke oorzaken de techniek van invloed is. 
Met behulp van de SPI-LEAM (Software Process 
Improvement through the Lean Measurement) 
methode worden defects in de ontwikkeling 
opgespoord, zodat deze niet tot uiting komen tijdens 
productie. (Petersen & Wohlin, 2010). 
Hier wordt beschreven dat met behulp van de 
techniek SPI-LEAM in vroeg stadium software 
defects gevonden kunnen worden. Er wordt 
echter niet aangeven op welke oorzaken de 
techniek van invloed is. 
Door het toepassen van Lean technieken wordt er 20 
tot 45 procent minder software defects geïdentificeerd 
(McKinsey & Company, 2010). 
Hier wordt beschreven dat Lean technieken 
bijdragen aan het verminderen van software 
defects. Helaas is hier niet aangegeven welke 
technieken invloed uit kunnen oefenen op 
oorzaken van software defects. 
Over een termijn van 12 maanden is een daling van 
24% te zien in het aantal ontdekte fouten (Middleton 
& Joyce, 2011). 
Hier wordt beschreven dat Lean bijdraagt aan 
het verminderen van software defects. Helaas 
is hier niet aangegeven welke technieken 
invloed uit kunnen oefenen op oorzaken van 
software defects. 
Lean zorgt voor monitoringstechnieken waarmee 
fouten kunnen worden opgespoord, nog voordat het 
defects worden (Jailia, et al., 2011) . 
Hier wordt beschreven dat met behulp van 
monitoringstechnieken in vroeg stadium 
software defects gevonden kunnen worden. Er 
wordt echter niet aangeven op welke oorzaken 
de techniek van invloed is. Helaas is hier niet 
aangegeven welke technieken invloed uit 
kunnen oefenen op oorzaken van software 
defects. 
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Met behulp van Lean wordt de efficiëntie verbeterd. 
Bedrijven moeten de nadruk leggen op het elimineren 
van afval zoals defects (Dominic, et al., 2011). 
Hier wordt beschreven dat Lean bijdraagt aan 
het verminderen van software defects. Helaas 
is hier niet aangegeven welke technieken 
invloed uit kunnen oefenen op oorzaken van 
software defects. 
3.5.3. Conclusie 
Met behulp van het literatuuronderzoek zijn helaas maar drie Lean Software Development 
technieken gevonden die een duidelijke relatie hebben met één of meer oorzaken van software 
defects. Alle andere bronnen geven wel aan dat Lean Software Development van invloed is op 
oorzaken van software defects, maar hier wordt niet aangegeven welke technieken dit zijn en 
op welke oorzaken van software defects de technieken van invloed zijn. 
 
De drie Lean Software Development technieken waarbij een duidelijke relatie is gevonden 
met één of meer oorzaken van software defects zijn: 
1. Verwijderen van niet-noodzakelijke functionaliteit: Deze techniek is van invloed op de 
oorzaak complexiteit (McConnell, 1997).  
2. Vereenvoudigen van functionaliteit: Deze techniek is van invloed op de oorzaak 
complexiteit (McConnell, 1997). 
3. Frequenter, in kleinere brokken, opleveren van functionaliteit: Deze techniek is van 
invloed op de oorzaken ‘complexiteit’ en ‘gebrek aan traceerbaarheid’ (Mehta, et al., 
2008). 
 
In figuur 6 is bovenstaande informatie afgebeeld in het conceptueel model. 
 
Figuur 6: Conceptueel model (ingevuld op basis van het literatuuronderzoek) 
4. Methoden van onderzoek 
In dit hoofdstuk wordt het doel, de methoden voor het praktijkonderzoek en de keuzes die 
hierin zijn gemaakt toegelicht. 
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4.1. Doel 
Het resultaat uit het literatuuronderzoek is erg mager. Met behulp van het literatuuronderzoek 
zijn helaas maar drie Lean Software Development technieken gevonden die een duidelijke 
relatie hebben met één of meer oorzaken van software defects. Alle andere bronnen geven wel 
aan dat Lean Software Development van invloed is op oorzaken van software defects, maar er 
wordt niet aangegeven welke technieken dit zijn en op welke oorzaken van software defects 
de technieken van invloed zijn. 
 
Met behulp van het praktijkonderzoek wordt onderzocht welke Lean Software Development 
technieken bij de Belastingdienst worden gebruikt en in welke mate deze technieken van 
invloed zijn op oorzaken van software defects. In essentie wordt met behulp van het 
praktijkonderzoek opnieuw het conceptueel model (zie paragraaf 3.1) gevuld. 
4.2. Gebruikte onderzoeksstrategie 
Voor het beantwoorden van de deelvragen met betrekking tot het praktijkonderzoek worden 
de onderzoeksstrategieën casestudy en survey ingezet.  
 
De casestudy is erg interessant en toepasbaar om een goed begrip te krijgen van de context 
van het onderzoek en wordt daarom vaak gebruikt voor een verklarend en verkennend 
onderzoek (Saunders, Lewis, & Thornhill, 2008). In dit onderzoek wordt met behulp van de 
casestudy onderzocht welke Lean Software Development technieken worden gebruikt en hoe 
ze werken. Hierbij is de keuze gemaakt om een enkelvoudige casestudy bij de Belastingdienst 
/ Centrum voor Applicatieontwikkeling en -Onderhoud (B/CAO) uit te voeren. De reden om 
een enkelvoudige casestudy en niet een meervoudige casestudy uit te voeren is bewust 
genomen om de volgende redenen: 
- Lean Software Development technieken kunnen per bedrijf verschillen, waardoor het 
lastig wordt om een goede vergelijking te maken; 
- De beschikbare tijd laat het niet toe een meervoudige casestudy uit te voeren. 
 
De Belastingdienst / Centrum voor Applicatieontwikkeling en –Onderhoud is een grote 
organisatie die op 1 juni 2010 gestart is met het invoeren van Lean Software Development 
onder de naam ‘Lean-IT’. De organisatie is daarmee erg geschikt voor het uitvoeren van het 
onderzoek. 
 
De casestudy wordt in combinatie met een survey gebruikt. Een survey3 wordt het meest 
gebruikt om ‘wie, wat, waar en hoeveel’-vragen te beantwoorden (Saunders, et al., 2008). In 
dit onderzoek wordt met behulp van een survey onderzocht in welke mate de Lean Software 
Development technieken van invloed zijn op oorzaken van software defects. De survey leent 
zich dan ook bij uitstek om een grote populatie te benaderen met deze vraag. 
 
Om een verantwoorde keuze te maken over de in te zetten onderzoeksstrategieën is ook 
gekeken naar volgende strategieën: experiment, action research, grounded theory, etnografie 
en archiefonderzoek (Saunders, et al., 2008). Deze onderzoeksstrategieën bleken bij nader 
inzien niet geschikt te zijn om de onderzoeksvragen te beantwoorden, omdat bij deze 
strategieën het niet mogelijk is om ‘wie, wat, waar en hoeveel’-vragen te stellen. 
                                                   
3
 Door (Saunders, et al., 2008) wordt niet de term ‘survey’ maar term ‘enquête’ gebruikt. 
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4.3. Benodigde data en databronnen 
Voor het beantwoorden van de vraag “Welke Lean Software Development technieken worden 
binnen de Belastingdienst gehanteerd?” worden de Lean-coaches als bron ingezet. Daarnaast 
wordt ook gezocht naar diverse documentaire, zowel schriftelijke als niet-schriftelijke, 
gegevens. Denk hierbij aan handleidingen, beschrijvingen of toelichtingen van diverse 
technieken die kunnen bijdragen om bovenstaande vraag te beantwoorden. 
 
Voor het beantwoorden van de vraag “In welke mate zijn de Lean Software Development 
technieken van invloed op oorzaken van software defects?“ wordt gebruik gemaakt van de 
kennis en ervaring van de Lean-uitvoerenden. 
4.4. Methoden en technieken van dataverzameling 
Voor het verzamelen van data voor het praktijkonderzoek worden diverse methoden gebruikt 
met als doel methodetriangulatie te bereiken. Voor het beantwoorden van de 
onderzoeksvragen worden zowel primaire als secundaire gegevens gebruikt. In de volgende 
subparagrafen worden de gebruikte methoden en technieken voor het verzamelen van data 
beschreven. 
4.4.1. Methoden en technieken voor het verzamelen van secundaire gegevens 
Voor het verzamelen van secundaire gegevens zijn in de literatuur geen specifieke methoden 
of technieken, anders dan het zoeken naar gegevens, beschikbaar. Voor dit onderzoek wordt 
gezocht naar zowel schriftelijke als niet-schriftelijke gegevens, zoals handleidingen, 
beschrijvingen of toelichtingen van diverse technieken. 
4.4.1.1. Doel 
Met behulp van secundaire gegevens is het mogelijk om voorbereidingen te treffen voor het 
ontwerpen en afnemen van de interviews. Daarnaast kunnen de secundaire gegevens ook 
gebruikt worden om de verschillende Lean Software Development technieken toe te lichten. 
4.4.1.2. Bronnenonderzoek 
Voor het verzamelen van secundaire gegevens zijn de volgende bronnen geraadpleegd: 
o het intranet van B/CAO; 
o de Lean-coaches van B/CAO. 
 
Bij het zoeken naar secundaire gegevens zijn de volgende criteria gebruikt: 
o De gegevens dragen bij aan het beantwoorden van de onderzoeksvragen. 
o De gegevens moeten traceerbaar zijn. 
o De gegevens moeten recent zijn. 
o De gegevens moeten valide en betrouwbaar zijn. 
 
Intranet B/CAO 
Op het intranet van de organisatie is gezocht naar diverse documentaire gegevens als 
handleidingen, beschrijvingen of toelichtingen van Lean Software Development technieken. 
De organisatie heeft een zeer omvangrijk intranet, waarop dagelijks gegevens gepubliceerd 
worden.  
 
 Lean Software Development Technieken en hun relatie met oorzaken van software defects 28 
 
Lean-coaches B/CAO 
Tijdens het uitvoeren van de semi-gestructureerde interviews zijn participanten ook gevraagd 
of er documentaire gegevens als handleidingen, beschrijvingen of toelichtingen van Lean 
Software Development technieken beschikbaar zijn. 
4.4.2. Methoden en technieken voor het verzamelen van primaire gegevens 
4.4.2.1. Doel 
Met behulp van primaire gegevens wordt onderzocht welke Lean Software Development 
technieken bij de Belastingdienst worden gebruikt en in welke mate de technieken van invloed 
zijn op oorzaken van software defects.  
4.4.2.2. Vaststelling van onderzoeksmethode 
Voor het verzamelen van primaire gegevens is onderzocht welke methoden geschikt zijn voor 
het praktijkonderzoek. Hierbij hebben de volgende criteria een rol gespeeld: 
1. De methode moet (complexe) open vragen ondersteunen. 
2. De resultaten moeten kwalitatief zijn. 
3. De resultaten moeten kwantitatief zijn. 
4. De uitvoering mag niet te veel geld en tijd kosten en moet passen in de planning. 
 
Op basis van bovenstaande criteria zijn de volgende onderzoeksmethoden voor het 
verzamelen van primaire gegevens onderzocht:  
o door middel van waarneming (zie tabel 9); 
o met behulp van semi-gestructureerde interviews (zie tabel 10); 
o met behulp van diepte-interviews (zie tabel 11); 
o met behulp van groepsinterviews (zie tabel 12); 
o met behulp van vragenlijsten (zie tabel 13). 
 
Tabel 9: Primaire gegevens verzamelen door middel van waarneming 
Criteria Oordeel Toelichting 
1. Negatief Met behulp van waarnemingen is het niet mogelijk om (complexe) open vragen te 
stellen. 
2. Positief Waarnemingen zijn kwalitatief. 
3. Negatief Waarnemingen zijn niet kwantitatief. 
4. Negatief De uitvoering zou erg veel tijd kosten. Het inzetten van deze methode is erg 
inefficiënt. De geschatte tijd die een persoon bezig is met activiteiten die 
betrekking hebben op Lean Software Development in relatie met software defects 
zal vermoedelijk erg klein zijn. 
 
Tabel 10: Primaire gegevens verzamelen met behulp van semi-gestructureerde interviews 
Criteria Oordeel Toelichting 
1. Positief Met behulp van waarnemingen is het mogelijk om (complexe) open vragen te 
stellen. 
2. Positief Semi-gestructureerde interviews zijn kwalitatief. 
3. Negatief Semi-gestructureerde interviews zijn niet kwantitatief. 
4. Positief De methode zal naar verwachting niet al te veel tijd kosten, zodat het onderzoek 
haalbaar is in de daarvoor geplande tijd. 
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Tabel 11: Primaire gegevens verzamelen met behulp van diepte-interviews 
Criteria Oordeel Toelichting 
1. Positief Met behulp van waarnemingen is het mogelijk om (complexe) open vragen te 
stellen. 
2. Positief Diepte-interviews zijn kwalitatief. 
3. Negatief Diepte-interviews zijn niet kwantitatief. 
4. Negatief De methode zal naar verwachting veel tijd kosten. Diepte-interviews zijn vooral 
geschikt in een situatie waar een onderzoeker op informele wijze een verkenning 
wil uitvoeren. Omdat er bij dit onderzoek al helder is welke vragen er gesteld 
gaan worden is de beoordeling negatief. 
 
Tabel 12: Primaire gegevens verzamelen met behulp van groepsinterviews 
Criteri
a 
Oordeel Toelichting 
1. Positief Met behulp van waarnemingen is het mogelijk om (complexe) open vragen te 
stellen. 
2. Negatief Hoewel een groepsinterview een kwalitatieve methode is, bestaat bij een 
groepsinterview de mogelijkheid dat er participanten kunnen zijn die het gesprek 
overheersen. Hierdoor kan het voorkomen dat de uitgesproken groepsmening 
niet door de gehele groep wordt gedragen. Daarnaast bestaat er bij 
groepsinterviews de kans dat participanten minder open zullen zijn tijdens het 
interview. Om deze redenen valt ook het gebruik van groepsinterviews af. 
3. Negatief Groepsinterviews zijn niet kwantitatief. 
3. Positief De methode zal naar verwachting niet al te veel tijd kosten, zodat het onderzoek 
haalbaar is in de daarvoor geplande tijd. 
 
Tabel 13: Primaire gegevens verzamelen met behulp van vragenlijsten 
Criteri
a 
Oordeel Toelichting 
1. Negatief Met behulp van waarnemingen is het niet mogelijk om (complexe) open vragen 
te stellen. 
2. Positief Vragenlijsten zijn niet kwalitatief. 
3. Positief Vragenlijsten zijn kwantitatief. 
4. Positief De methode zal naar verwachting niet al te veel tijd kosten, zodat het onderzoek 
haalbaar is in de daarvoor geplande tijd. 
 
Het resultaat van de beoordeling van de onderzoeksmethoden is in tabel 14 te zien. Per 
onderzoeksmethode is met behulp van plussen (positief) en minnen (negatief) de mate van 
geschiktheid aangegeven. 
 
Tabel 14: Beoordeling onderzoeksmethoden voor het verzamelen van primaire gegevens 
Onderzoeksmethode Criteria 1 Criteria 2 Criteria 3 Criteria 4 
Waarneming - + - - 
Semi-gestructureerde interviews + + - + 
Diepte-interviews + + - - 
Groepsinterviews + - - + 
Vragenlijsten - + + + 
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Op basis van bovenstaande inventarisatie (zie tabel 14) is te concluderen dat met behulp van 
twee onderzoeksmethoden maximaal aan de gestelde criteria is te voldoen. Deze 
onderzoeksmethoden zijn: 
o primaire gegevens verzamelen met behulp van semi-gestructureerde interviews; 
o primaire gegevens verzamelen met behulp van vragenlijsten. 
 
Bij het toepassen van de onderzoeksmethoden is een bepaalde volgorde aangehouden. Eerst 
zijn primaire gegevens verzameld met behulp van semi-gestructureerde interviews, om daarna 
primaire gegevens te verzamelen met behulp van vragenlijsten. Met behulp van de resultaten 
uit de semi-gestructureerde interviews was het mogelijk om specifiekere vragen uit te zetten in 
een vragenlijst bij het grote publiek. 
4.4.2.3. Primaire gegevens verzamelen met behulp van semi-gestructureerde 
interviews 
Voor het afnemen van de semi-gestructureerde interviews zijn de volgende stappen uitgevoerd 
(Saunders, et al., 2008): 
1. bepalen van de populatie; 
2. uitvoeren van een steekproef voor de bepaling van kandidaat deelnemers; 
3. benaderen van kandidaat deelnemers; 
4. ontwerpen van het interview; 
5. afnemen van interviews; 
6. maken van verslagen; 
7. toetsen van verslagen. 
 
Hieronder wordt per stap een nadere toelichting gegeven. 
 
1.  Bepalen van de populatie 
De eerste stap bestaat uit het bepalen van de populatie. Voor het uitvoeren van de interviews 
zijn personen benaderd, die veel kennis en ervaring hebben op het gebied van Lean Software 
Development. Deze personen worden binnen de Belastingdienst ook wel Lean-coaches 
genoemd. Deze Lean-coaches ondersteunen diverse teams binnen de organisatie bij het 
gebruik van Lean Software Development. Het aantal Lean-coaches binnen de organisatie was 
op dat moment acht. 
 
2.  Uitvoeren van een steekproef voor de bepaling van kandidaat deelnemers 
Om een zo representatief mogelijk beeld van de werkelijkheid te schetsen is gebruik gemaakt 
van een enkelvoudige aselecte steekproef op de populatie. Bij het uitvoeren van de steekproef 
zijn in totaal vier Lean-coaches als kandidaat deelnemer geselecteerd. De verwachting is dat 
met behulp twee of drie Lean-coaches de vragen te beantwoorden zijn. Er wordt namelijk 
alleen gevraagd wat de belangrijkste Lean Software Development technieken zijn. De keuze 
om alleen de belangrijkste technieken uit te vragen heeft te maken met: 
 De omvang van de uit te zetten enquête. De enquête mag niet te lang of te complex 
worden. 
 De standaard implementatiewijze van Lean binnen de organisatie. De verwachting is 
dat door standaardisatie de participanten met dezelfde technieken aankomen. 
 De beschikbare tijd voor het onderzoek. 
 
De keuze om niet twee of drie, maar zelfs vier Lean-coaches te interviewen is om een zo 
representatief mogelijk beeld te schetsen van de belangrijkste Lean Software Development 
technieken. Voor het uitvoeren van een aselecte steekproeftrekking is gebruik gemaakt van de 
online applicatie ‘Free Statistics Software’ (Wessa, 2008). 
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3.  Benaderen van kanditaat deelnemers 
Na de bepaling van de steekproef zijn de kandidaat deelnemers, via de telefoon, voor een 
interview benaderd. Na een korte toelichting op het onderzoek zijn de kandidaat deelnemers 
gevraagd mee te willen werken aan het onderzoek. Na de instemming van de kandidaat 
deelnemers om mee te werken aan het onderzoek, is er vervolgens een afspraak ingepland. 
  
Hoewel er rekening was gehouden met het feit dat een geselecteerde kandidaat deelnemer niet 
bereid zou zijn mee te willen werken aan het onderzoek, bleek dit niet het geval. Alle uit de 
steekproef geselecteerde kandidaat deelnemers waren bereid deel te nemen aan het interview. 
 
4.  Ontwerpen van het interview 
In deze stap wordt een ontwerp gemaakt van het interview. De keuze om een ontwerp te 
maken is om de interviews op een gestructureerde manier te kunnen afnemen. Daarnaast 
wordt het ontwerp ook gebruikt als sjabloon voor verslaglegging en accordering. Het ontwerp 
bestaat in hoofdlijnen uit wat logistieke gegevens en de te stellen vragen. Zie bijlage 3 voor 
het interview sjabloon. 
 
Om een goed beeld te krijgen van te stellen vragen is binnen de organisatie eerst gezocht naar 
secundaire gegevens. Zie paragraaf 4.4.1 voor een toelichting van de methode voor het zoeken 
naar secundaire gegevens. 
 
5.  Afnemen van interviews 
De interviews zijn gehouden op diverse rustige locaties. De locaties waren daarmee erg 
geschikt voor het af nemen van interviews. De opbouw van het interview zag er als volgt uit:  
o een korte introductie; 
o een toelichting van het onderzoek; 
o en de te stellen vragen. 
 
Na een korte introductie is het doel onderzoek en het doel van het interview, het vinden van de 
belangrijkste Lean best practices, met behulp van een contexdiagram (zie bijlage 2) toegelicht. 
Verder is het een bewuste keuze geweest om het interview niet op te nemen. Het opnemen van 
het gesprek zou een remmende werking kunnen hebben op de participant voor het 
beantwoorden van vragen. In plaats van het opnemen van het gesprek is gekozen voor 
schriftelijke verslaglegging. Met behulp van een sjabloon, bestaande uit onder andere de 
datum, de tijd, de naam van de participant en de in de volgorde te stellen vragen (zie bijlage 
3), is er genotuleerd. Hierdoor was het mogelijk om het interview op een gestructureerde 
manier af te nemen. Na het afnemen van het interview zijn er afspraken gemaakt met de 
participant over het reviewen en het accorderen van het interviewverslag.  
 
6.  Maken van verslagen 
Het verslag is zo kort mogelijk na het afnemen van het interview opgesteld. De reden hiervoor 
is, dat het interview op dat moment nog vers in het geheugen zit en dat eventuele 
aantekeningen vanuit het geheugen aangevuld kunnen worden. 
 
7.  Toetsen van verslagen 
Vervolgens is het interviewverslag (zie bijlage 4), via e-mail, naar de participant gestuurd om 
het te laten beoordelen en te accorderen. Op deze manier is te controleren of het verslag geen 
onwaarheden bevat en dat geen essentiële onderdelen missen. 
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4.4.2.4. Primaire gegevens verzamelen met behulp van vragenlijsten 
Voor het inzetten van een vragenlijst worden de volgende stappen uitgevoerd (Saunders, et al., 
2008):  
1. bepalen van de populatie; 
2. selecteren medium vragenlijst; 
3. ontwerpen van een vragenlijst; 
4. uitzetten van de vragenlijst; 
5. verzamelen van de ontvangen gegevens.  
 
Hieronder wordt per stap een nadere toelichting gegeven. 
 
1.  Bepalen van de populatie 
De eerste stap bestaat uit het bepalen van de populatie. De populatie voor dit onderzoek 
bestaat uit ongeveer 1600 personen die werkzaam zijn binnen de B/CAO4.  
 
2. Selecteren medium vragenlijst 
Voor het uitzetten van een vragenlijst is eerst uitgezocht welk medium geschikt zou zijn. In 
het boek van Saunders (Saunders, et al., 2008) worden de mogelijkheden ‘papier’, ‘online’ en 
‘telefonisch’ genoemd. Zowel de variant ‘papier’ als ‘telefonisch’ zijn erg omslachtig, 
kostbaar en zullen veel tijd in beslag nemen. De ‘online’ variant daarentegen is een stuk 
minder omslachtig en is daardoor voor zowel de invuller als de onderzoeker de beste optie. 
Een bijkomend voordeel is dat bij de ‘online’ variant de antwoorden na het invullen direct 
centraal beschikbaar zijn.  
Bij het selecteren van een tool voor het ondersteunen van een online-vragenlijst zijn de 
volgende eisen meegenomen in de selectie: 
1. De verzamelde data blijft van mij en mag op geen andere manier beschikbaar worden 
gesteld. 
2. De verzamelde data moet eenvoudig te exporteren zijn naar een bruikbaar formaat. 
 
Op basis van bovenstaande eisen is in eerste instantie ThesisTools (van Rixtel, 2012) 
geselecteerd. Echter, na toetsing bleek dat deze site niet voor iedereen te benaderen was. Op 
basis van deze constatering is de volgende eis aan het selectiecriteria toegevoegd: 
3. De website moet voor iedereen te benaderen zijn. Dit betekent dat de site op de ‘white list’ 
van de organisatie moet staan. 
 
Op basis van alle bovenstaande eisen is vervolgens de tool SurveyMonkey (SurveyMonkey, 
2012) geselecteerd. 
 
3.  Ontwerpen van een vragenlijst 
Het maken van een vragenlijst is in vier stappen gedaan. In stap 1) wordt de initiële vragenlijst 
gemaakt en in stap 2) wordt de initiële vragenlijst aangevuld tot een definitieve vragenlijst. In 
de initiële versie van de vragenlijst zijn diverse onderzoeksvragen met betrekking tot Lean 
Software Development technieken beschreven. Omdat in dit stadium nog niet duidelijk was 
welke Lean Software Development technieken er binnen de Belastingdienst worden 
gehanteerd, kon hier nog geen invulling aan gegeven worden. Na het uitvoeren van de semi-
gestructureerde interviews met de Lean-coaches is duidelijk geworden welke Lean Software 
Development technieken er binnen de organisatie worden gehanteerd. Vervolgens is de initiële 
vragenlijst aangevuld met geïnventariseerde Lean Software Development technieken tot een 
definitieve vragenlijst. In stap 3) wordt de vragenlijst onder andere getoetst op de volgende 
criteria:  
                                                   
4
 Belastingdienst / Centrum voor Applicatieontwikkeling en - onderhoud 
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o leesbaarheid; heeft de vragenlijst een logische indeling? 
o begrijpelijkheid; zijn de begrippen algemeen bekend binnen de organisatie?  
o lengte en duur; haken mensen niet vroegtijdig af bij het invullen van de vragenlijst? 
In stap 4) wordt de vragenlijst ter toetsing aan een Lean-coach aangeboden. 
 
4.  Uitzetten van de vragenlijst 
Het daadwerkelijk uitzetten van de vragenlijst is gedaan door het sturen van een e-mail naar 
de totale populatie. Deze e-mail bevat een begeleidende tekst en een verwijzing naar de online 
vragenlijst.  
 
In de begeleidende tekst van de e-mail is een korte introductie en een toelichting van het 
onderzoek gegeven. Naast de begeleidende tekst zijn een aantal praktische zaken opgenomen, 
zoals een openstellingstermijn van drie weken voor de vragenlijst en dat de vragenlijst 
anoniem in te vullen is. 
 
Bij dit onderzoek is gekozen voor een anonieme vragenlijst, omdat de verwachting is dat bij 
het gebruik van een anonieme vragenlijst mensen eerder geneigd zullen zijn te participeren in 
het onderzoek. Verder is de verwachting dat participanten opener en eerlijker zullen zijn in het 
beantwoorden van de vragenlijst.  
 
5.  Verzamelen van de ontvangen gegevens 
Na de einddatum van openstelling is de vragenlijst offline gehaald en zijn de gegevens in 
‘.xls’ formaat gedownload.  
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4.5. Meetniveaus, validiteit en betrouwbaarheid 
In de volgende paragrafen worden aspecten als meetniveaus, validiteit en de betrouwbaarheid 
met betrekking tot het praktijkonderzoek besproken.  
4.5.1. Meetniveaus 
Binnen dit onderzoek worden diverse meetniveaus gebruikt voor het verzamelen van 
kwantitatieve gegevens. Hieronder is per vraag uit de vragenlijst (zie bijlage 5) het meetniveau 
opgenomen (zie tabel 15). 
 
Tabel 15: Gebruikte meetniveaus bij vragen 
Vraag  1, 2, 5, 8, 11 3, 6, 9, 12 4, 7, 10, 13  
Type Lijst: Meerkeuze vraag 
max. 1 antwoord 
Tabel: Matrix Tabel: Matrix 
Meetniveaus 1 = Ja 
2 = Nee 
1 = Dagelijks 
2 = Wekelijks 
3 = Maandelijks 
4 = Halfjaarlijks 
5 = Jaarlijks 
6 = Nooit 
1 = Niet 
2 = Matig 
3 = Gemiddeld 
4 = Goed 
5 = Uitstekend 
6 = Geen idee 
Frequentie is 
afhankelijk van de 
gebruiker 
 
In hoofdlijnen zijn bij de enquête twee meetniveaus te onderscheiden met ja/nee en met een 
zespuntsschaal. De reden voor het kiezen van een zespuntsschaal is dat participanten bij het 
invullen van de vragenlijst niet een keuze in het midden kunnen maken. Verder is bij de schaal 
voor de mate van invloed ook de keuze ‘geen idee’ geïntroduceerd, zodat een participant  niet 
wordt verplicht een ongefundeerde keuze te maken. 
4.5.2. Validiteit 
De validiteit van het onderzoek heeft betrekking op een aantal punten. Allereerst heeft 
validiteit te maken met de mate waarin de onderzoeker toegang krijgt tot de kennis en ervaring 
van de participanten. Gezien het feit dat de onderzoeker ook werkzaam is binnen de 
organisatie, is het verkrijgen van toegang tot kennis en ervaring van participanten relatief 
eenvoudig.  
 
Daarnaast heeft validiteit te maken met de mate waarin gegevens correct verwerkt zijn. Door 
middel van het inzetten van diverse onderzoeksmethoden wordt methodetriangulatie 
verkregen. Binnen de gebruikte onderzoeksmethoden is onderzocht welke methoden een 
nadere controle nodig hebben voor het valideren van de gegevens. De kans dat gegevens via 
een bronnenonderzoek of vragenlijsten incorrect verwerkt zijn is nihil. Het bronnenonderzoek 
is aanvullend op de methode voor semi-gestructureerde interviews. Door vergelijkingen te 
maken tussen het bronnenonderzoek en de resultaten uit de semi-gestructureerde interviews, 
zullen eventuele fouten herkenbaar zijn. Bij de online vragenlijst wordt het verwerken van 
gegevens ondersteund door software. Door in Microsoft Excel (Microsoft Corporation, 2010) 
dezelfde basisoverzichten te creëren, die standaard door de webapplicatie SurveyMonkey 
worden geleverd, is gevalideerd of de gegevens in Excel correct zijn. Ook bij het gebruik van 
semi-gestructureerde interviews is de kans aanwezig dat gegevens incorrect verwerkt zijn. Om 
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de validiteit hier te waarborgen is gebruik gemaakt van interviewverslagen. Deze verslagen 
zijn vervolgens gecontroleerd door de participanten. 
4.5.3. Betrouwbaarheid 
De mate van betrouwbaarheid van het onderzoek heeft betrekking op diverse onderdelen van 
het onderzoek. Hieronder wordt per onderzoeksmethode de betrouwbaarheid besproken. 
4.5.3.1. Bronnenonderzoek 
De betrouwbaarheid van de gevonden secundaire gegevens is getoetst door te controleren of 
de gegevens up-to-date en traceerbaar zijn. 
4.5.3.2. Semi-gestructureerde interviews 
Bij het afnemen van semi-gestructureerde interviews is het van belang dat de participanten 
kennis hebben van Lean Software Development, zodat de resultaten betrouwbaar zijn. Om dit 
te garanderen zijn participanten geselecteerd die Lean Software Development in de organisatie 
coachen. Deze Lean-coaches hebben kennis en ervaring en zijn inhoudelijke experts op het 
gebied van Lean Software Development. Door binnen de populatie van Lean-coaches gebruik 
te maken van een enkelvoudige aselecte steekproef is een selectieve selectie uitgesloten.  
 
In een onderzoek kunnen diverse vormen van vertekeningen (bias) voorkomen. Eén van de 
vormen van vertekening is ‘interviewerbias’. Hierbij creëren de opmerkingen, toon of het niet-
verbale gedrag van de interviewer een vertekening in de manier waarop de participant de 
gestelde vragen beantwoordt (Saunders, et al., 2008). Interviewerbias is geprobeerd te 
vermijden door gebruik te maken van vooraf gedefinieerde objectieve vragen. De 
respondenten worden in de vraagstelling niet in een bepaalde richting gestuurd. 
 
Een andere vorm van vertekening is ‘respondentbias’. Deze vorm van bias wordt veroorzaakt 
door ideeën over de respondent of de bereidheid van de respondent om mee te werken aan het 
interview. Door gebruik te maken van een steekproefselectie is geprobeerd respondentbias te 
vermijden. 
4.5.3.3. Vragenlijsten 
Om de betrouwbaarheid van het onderzoek te waarborgen zijn personen geselecteerd die Lean 
Software Development in hun werk toepassen. Daarnaast is bij het maken van een vragenlijst 
rekening gehouden met de lengte van de vragenlijst. Door de lengte van de vragenlijst te 
beperken zullen participanten eerder geneigd zijn om de vragenlijst volledig en 
waarheidsgetrouw in te vullen.  
4.6. Wijze van analyseren 
Voor het analyseren van de verzamelde gegevens zijn twee soorten gegevens te onderkennen: 
kwalitatieve gegevens en kwantitatieve gegevens. Kwalitatieve gegevens zijn gegevens die 
binnen dit onderzoek zijn verkregen door het uitvoeren van een bronnenonderzoek en het 
afnemen van semi-gestructureerde interviews. Kwantitatieve gegevens zijn gegevens die 
binnen dit onderzoek zijn verkregen door het uitzetten van een online vragenlijst. De wijze 
van analyseren verschilt per soort. In de volgende subparagrafen wordt per soort de wijze van 
analyseren beschreven. 
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4.6.1. Analyseren van kwalitatieve gegevens 
Na het verzamelen van kwalitatieve gegevens als interviewverslagen, handleidingen, 
beschrijvingen en toelichtingen van Lean Software Development technieken is een analyse 
gemaakt. Daarbij zijn per Lean Software Development techniek de volgende gegevens 
vastgelegd: 
o het doel van de techniek; 
o de werking van de techniek; 
o de frequentie in het gebruik van de techniek. 
4.6.2. Analyseren van kwantitatieve gegevens 
Na het verzamelen van kwantitatieve gegevens uit de online vragenlijst, zijn de gegevens 
gedownload en in de applicatie Microsoft Excel (Microsoft Corporation, 2010) geladen voor 
analyse. 
 
Met behulp van basisoverzichten is gecontroleerd of het importeren van gegevens in Microsoft 
Excel correct verlopen is. Door in Microsoft Excel dezelfde basisoverzichten te creëren die 
standaard door de webapplicatie SurveyMonkey worden geleverd, is gevalideerd dat het 
importeren van gegevens in Microsoft Excel gelukt is. 
 
Na de validatie van de gegevens zijn de volgende analyses gemaakt: 
o hoe vaak een techniek wordt toegepast; 
o de mate waarin een techniek van invloed is op oorzaken van software defects; 
o de mate waarin een techniek bijdraagt aan het voorkomen van oorzaken van software 
defects. 
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5. Onderzoeksresultaten 
In dit hoofdstuk worden de onderzoeksresultaten van het praktijkonderzoek beschreven.  
5.1. Doel 
Met behulp van de resultaten uit de interviews en de enquête wordt een antwoord gegeven op 
de gestelde onderzoeksvragen. Daarnaast wordt er informatie gegeven over de ervaringen van 
het afnemen van de interviews en resultaten uit de enquête. 
5.2. Welke Lean technieken worden binnen de Belastingdienst 
gehanteerd? 
Voor het beantwoorden van deze vraag is eerst binnen de organisatie gezocht naar secundaire 
gegevens als handleidingen, beschrijvingen of toelichtingen van diverse technieken. Met 
behulp van deze documentatie zijn voorbereidingen getroffen voor het afnemen van de 
interviews. In totaal zijn er vier Lean-coaches geïnterviewd. Hierbij was de indruk dat de 
vragen door alle participanten begrepen werden, doordat de responssnelheid op de vragen 
hoog was. Verder werden de gesprekken als open en gemoedelijk ervaren, wat de 
betrouwbaarheid ten goede komt. Er was voldoende tijd beschikbaar om het interview af te 
nemen en de participanten waren allen na beoordeling bereid het gespreksverslag te 
accorderen. 
 
Uit de interviews is gebleken dat er diverse Lean Software Development technieken binnen de 
Belastingdienst worden gehanteerd. Deze technieken zijn hieronder (zie tabel 16) per 
deelnemer van een nummer voorzien. 
 
Tabel 16: Inventarisatie Lean Software Development technieken Belastingdienst 
Nr Deelnemer één Deelnemer twee Deelnemer drie Deelnemer vier 
1. 1. Dagstart 1. Dagstart 
 
1. Dagstart 
 
1. Dagstart 
 
2. 2. Keek op de Week 2. Keek op de Week 
 
2. Keek op de week 
 
2. Keek op de Week 
 
3. 3. Coaching- en 
prestatiedialogen 
3. Prestatiedialogen 
en coaching 
4. Werkvloeren / 
Walk the talk / 
Gemba 
3. Coaching 
4. Go see, ask why 
5. Kennis en 
vaardigheden 
3. Werkvloeren 
 
4.  5. Kaizen 
 
6. Kaizen (continue 
verbeteren) 
 
4. Kaizen 
 
Hoewel de resultaten van de interviews in grote mate overeenstemmen, zijn er een aantal 
kleine verschillen te zien. Voor de technieken ‘Dagstart’ en ‘Keek op de Week’ valt op dat 
deze bij alle vier de deelnemers voorkomen. Vervolgens valt op dat er dan diverse soorten 
technieken worden genoemd die te maken hebben met coaching- en prestatiedialogen. Hierbij 
vallen een aantal zaken op: 
1. drie deelnemers geven coaching als (onderdeel van) een techniek aan; 
2. twee deelnemers geven coachingdialogen en prestatiedialogen in combinatie als een 
techniek aan; 
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3. drie deelnemers noemen diverse technieken die in sterke mate overeenkomen met 
coaching- en prestatiedialogen. De techniek ‘werkvloeren’, ‘walk the talk’, ‘gemba’ en ‘go 
see, ask why’ gaan allemaal over het kijken, inventariseren, vragen stellen en het creëren 
van een stuk bewustwording. 
 
Op basis van bovenstaande constateringen is er voor gekozen één gezamenlijke techniek op te 
stellen voor ‘Coaching- en prestatiedialogen’. Dit is vooral gedaan om het aantal vragen over 
technieken in de enquête te beperken. Met betrekking tot de laatste techniek ‘Kaizen’ valt op 
dat drie van de vier deelnemers ook deze als techniek onderkennen. 
 
Op basis van de bovenstaande inventarisatie zijn de volgende Lean Software Development 
technieken geselecteerd: 
o Dagstart - is een dagelijkse sessie van ongeveer 15 minuten, waarin deelnemers om 
beurten de status van hun werk met directe collega’s delen. 
o Keek op de Week - is een wekelijkse sessie van één uur, waarin deelnemers kijken naar de 
resultaten van de afgelopen week en vervolgens doelen stellen voor de komende week. 
o Coaching- en prestatiediaglogen - zijn interacties tussen een manager en zijn medewerkers 
met als doel inzicht te ontwikkelen bij de medewerker om zo optimaal mogelijk te 
presteren (wat gaat niet goed en hoe kan het beter?). 
o Kaizen - is een gestructureerde methode voor het doorvoeren van verbeteringen in een 
korte periode. Deze methode bestaat uit het doorlopen van de stappen uit het DMAGIC-
model (Definieer, Meet, Analyseer, Genereer verbeteringen, Implementeer verbeteringen, 
Controleer en borg). 
 
In bijlage 6 zijn de Lean Software Development technieken nader beschreven. 
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5.3. In welke mate zijn de Lean Software Development technieken 
van invloed op oorzaken van software defects? 
5.3.1. Algemeen 
Uiteindelijk hebben 546 personen aan het onderzoek meegedaan. Hierbij heeft 89 procent 
(487 personen) aangegeven ook gebruik te maken van Lean Software Development. In tabel 
17 is per vraag aangegeven of deze wel of niet beantwoord is. 
 
Tabel 17: Overzicht van beantwoorde enquête vragen 
Beantwoor
d 
V1 V2 V3 V4 V5 V6 V7 V8 V9 V1
0 
V1
1 
V1
2 
V1
3 
Wel 54
6 
46
2 
40
8 
40
8 
42
9 
38
0 
38
0 
41
6 
12
3 
123 409 208 208 
Niet 0 24 13
8 
13
8 
11
7 
16
6 
16
6 
13
0 
42
3 
423 137 338 338 
 
Hier valt op dat de ja/nee vragen (vragen 1, 2, 5, 8, 11) eigenlijk altijd wel goed beantwoord 
worden. De vragen op de zespuntsschaal (vragen 3, 4, 6, 7, 9, 10, 12, 13) lopen naar mate de 
enquête vordert in aantallen af. 
5.3.2. Invloed van de ‘Dagstart’ op oorzaken van software defects 
Van de participanten, die de vraag hebben ingevuld (486 personen), heeft 95 procent (462 
personen) ook aangegeven de ‘Dagstart’ te gebruiken als techniek. Van deze groep maakt 94 
procent dagelijks en 6 procent wekelijks gebruik van de ‘Dagstart’.  
 
De mate waarin de ‘Dagstart’ van invloed is op oorzaken van software defects is hieronder in 
twee grafieken weergegeven. Figuur 7 geeft per oorzaak aan of de ‘Dagstart’ van invloed is op 
oorzaken van software defects. Hierbij vallen een aantal zaken op: 
o De oorzaken tijdsdruk, gebrek aan kennis en externe factoren hebben in vergelijking met 
de rest de hoogste percentages voor ‘wel invloed’ op oorzaken van software defects. 
1. Tijdsdruk (60% wel invloed) 
2. Gebrek aan kennis (57% wel invloed) 
3. Externe factoren (54% wel invloed) 
o De oorzaken tijdsdruk, gebrek aan kennis en externe factoren hebben ook de grootste 
verschillen tussen ‘wel invloed’ en ‘geen invloed’ op oorzaken van software defects. 
1. Tijdsdruk (60% - 24% = 36% verschil tussen wel of geen invloed) 
2. Gebrek aan kennis (57% - 27% = 30% verschil tussen wel of geen invloed) 
3. Externe factoren (54% - 26% = 28% verschil tussen wel of geen invloed) 
o De oorzaken gebrek aan traceerbaarheid, dubbelzinnigheden en complexiteit hebben in 
vergelijking met de rest de laagste percentages voor ‘wel invloed’ op oorzaken van 
software defects. 
1. Gebrek aan traceerbaarheid (42% wel invloed) 
2. Dubbelzinnigheden (47% wel invloed) 
3. Complexiteit (48% wel invloed) 
o De oorzaken gebrek aan traceerbaarheid, dubbelzinnigheden en complexiteit hebben 
ook de kleinste verschillen tussen ‘wel invloed’ en ‘geen invloed’ op oorzaken van 
software defects. 
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1. Gebrek aan traceerbaarheid (42% - 38 % = 4% verschil tussen wel en geen 
invloed) 
2. Dubbelzinnigheden (47% - 36% = 11% verschil tussen wel en geen invloed) 
3. Complexiteit (48 % - 36% = 12% verschil tussen wel en geen invloed) 
o Van alle oorzaken ligt het percentage ‘onbekend’ tussen de 16% en 19%. 
 
 
Figuur 7: De invloed van de ‘Dagstart’ op oorzaken van software defects 
 
Figuur 8 geeft per oorzaak aan in welke mate de ‘Dagstart’ van invloed is op oorzaken. 
Hierbij vallen een aantal zaken op: 
o Wanneer de percentages voor ‘uitstekend’ en ‘goed’ bij elkaar opgeteld worden, dan 
hebben de volgende oorzaken in vergelijking met de rest de hoogste percentages. 
1. Tijdsdruk (14% + 31% = 45%) 
2. Externe factoren (6% + 31% = 37%) 
 
 
Figuur 8: De mate van invloed die de ‘Dagstart’ heeft op oorzaken van software defects 
 
Uit bovenstaande resultaten valt af te leiden dat de ‘Dagstart’ het meest van invloed is op de 
oorzaken tijdsdruk, gebrek aan kennis en externe factoren om daarmee software defects te 
voorkomen. Verder valt af te leiden dat de ‘Dagstart’ het minst van invloed is op de oorzaken 
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gebrek aan traceerbaarheid, dubbelzinnigheden en complexiteit om daarmee software defects 
te voorkomen.
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5.3.3. Invloed van de ‘Keek op de Week’ op oorzaken van software defects 
Van de participanten, die de vraag hebben ingevuld (429 personen), heeft 91 procent (390 
personen) ook  aangegeven de ‘Keek op de Week’ te gebruiken als techniek. Van deze groep 
maakt 2 procent dagelijks, 89 procent wekelijks en 9 procent maandelijks gebruik van de 
‘Keek op de Week’. 
 
De mate waarin de ‘Keek op de Week’ van invloed is op oorzaken van software defects is 
hieronder in twee grafieken weergegeven. Figuur 9 geeft per grondoorzaak aan of de ‘Keek op 
de Week’ van invloed is op oorzaken van software defects. Hierbij vallen een aantal zaken op: 
o Bij vier van de tien oorzaken (1. onvolledigheden, 2. onjuistheden, 3. inconsistentie en 4. 
dubbelzinnigheden) ligt het percentage ‘geen invloed’ op oorzaken van software defects 
hoger dat het percentage ‘wel invloed’ op oorzaken van software defects. 
o De oorzaken tijdsdruk, externe factoren en gebrek aan kennis hebben in vergelijking met 
de rest de hoogste percentages voor ‘wel invloed’ op oorzaken van software defects. 
1. Tijdsdruk (51% wel invloed) 
2. Externe factoren (49% wel invloed) 
3. Gebrek aan kennis (48% wel invloed) 
o De oorzaken tijdsdruk, externe factoren en gebrek aan kennis hebben ook de grootste 
verschillen tussen ‘wel invloed’ en ‘geen invloed’ op oorzaken van software defects. 
1. Tijdsdruk (51% - 34% = 17% verschil tussen wel of geen invloed) 
2. Externe factoren (49% - 32% = 17% verschil tussen wel of geen invloed) 
3. Gebrek aan kennis (48% - 38% = 10% verschil tussen wel of geen invloed) 
o Van alle oorzaken ligt het percentage ‘onbekend’ tussen de 15% en 18%. 
 
 
Figuur 9: De invloed van de ‘Keek op de Week’ op oorzaken van software defects 
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Figuur 10 geeft per grondoorzaak aan in welke mate de ‘Keek op de Week’ van invloed is op 
oorzaken. Hierbij vallen een aantal zaken op: 
o Wanneer de percentages voor ‘uitstekend’ en ‘goed’ bij elkaar opgeteld worden, dan 
hebben de volgende oorzaken in vergelijking met de rest de hoogste percentages. 
1. Tijdsdruk (5% + 26% = 31%) 
2. Externe factoren (3% + 25% = 28%) 
3. Gebrek aan kennis (3% + 20% = 23%) 
 
 
Figuur 10: De mate van invloed die de ‘Keek op de Week’ heeft op oorzaken van software 
defects 
 
Uit bovenstaande resultaten valt af te leiden dat de ‘Keek op de Week’ het meest van invloed 
is op de oorzaken tijdsdruk, externe factoren en gebrek aan kennis om daarmee software 
defects te voorkomen. Hierbij valt op dat bij de oorzaken, waar het meeste effect wordt 
bereikt, maar net of niet eens een meerderheid (51%, 49% en 48% voor de top 3) halen. Een 
groot percentage geeft aan dat de ‘Keek op de Week’ niet bijdraagt aan het voorkomen van 
software defects. Verder is er ook een significante groep die aangeeft het gewoonweg niet te 
weten of de ‘Keek op de Week’ bijdraagt aan het voorkomen van software defects. 
 
Verder valt af te leiden dat de ‘Keek op de Week’ het minst van invloed is op de oorzaken 
onvolledigheden, onjuistheden, inconsistentie en dubbelzinnigheden om daarmee software 
defects te voorkomen. Een kleine meerderheid heeft aangegeven dat de ‘Keek op de Week’ 
geen invloed heeft op deze oorzaken. 
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5.3.4. Invloed van ‘Coaching- en prestatiedialogen’ op oorzaken van software 
defects 
Van de participanten, die de vraag hebben ingevuld (416 personen), heeft 31 procent (127 
personen) ook aangegeven ‘Coaching- en prestatiedialogen’ te gebruiken als techniek. Van 
deze groep maakt 8 procent dagelijks, 25 procent wekelijks, 58 procent maandelijks, 8 procent 
halfjaarlijks en 1 procent jaarlijks gebruik van de ‘Coaching- en prestatiedialogen’. 
 
De mate waarin ‘Coaching- en prestatiedialogen’ van invloed is op oorzaken van software 
defects is hieronder in twee grafieken weergegeven. Figuur 11 geeft per grondoorzaak aan of 
‘Coaching- en prestatiedialogen’ van invloed is op oorzaken van software defects. Hierbij 
vallen een aantal zaken op: 
o Bij alle tien oorzaken ligt het percentage ‘wel invloed’ op oorzaken van software defects 
hoger dat het percentage ‘geen invloed’ op oorzaken van software defects. 
o De oorzaken gebrek aan vaardigheden, gebrek aan kennis, tijdsdruk en externe factoren 
hebben in vergelijking met de rest de hoogste percentages voor ‘wel invloed’ op oorzaken 
van software defects. 
1. Gebrek aan vaardigheden (62% wel invloed) 
2. Gebrek aan kennis (61% wel invloed) 
3. Tijdsdruk (60% wel invloed) 
4. Externe factoren (59% wel invloed) 
o De percentages bij de oorzaken voor ‘wel invloed’ op oorzaken van software defects 
liggen allemaal tussen de 51% en 62%.  
o De oorzaken gebrek aan vaardigheden, gebrek aan kennis, externe factoren en 
tijdsdruk hebben ook de grootste verschillen tussen ‘wel invloed’ en ‘geen invloed’ op 
oorzaken van software defects. 
1. Gebrek aan vaardigheden (62% - 28% = 34% verschil tussen wel of geen invloed) 
2. Gebrek aan kennis (61% - 29% = 32% verschil tussen wel of geen invloed) 
3. Externe factoren (59% - 28% = 31% verschil tussen wel of geen invloed) 
4. Tijdsdruk (60% - 30% = 30% verschil tussen wel of geen invloed) 
o Van alle oorzaken ligt het percentage ‘onbekend’ tussen de 10% en 13%. 
 
 
Figuur 11: De invloed van ‘Coaching- en prestatiedialogen’ op oorzaken van software defects 
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Figuur 12 geeft per grondoorzaak aan in welke mate de ‘Coaching- en prestatiedialogen’ van 
invloed is op oorzaken. Hierbij vallen een aantal zaken op: 
o Wanneer de percentages voor ‘uitstekend’ en ‘goed’ bij elkaar opgeteld worden, dan 
hebben de volgende oorzaken in vergelijking met de rest de hoogste percentages. 
1. Gebrek aan kennis (25% + 28% = 53%) 
2. Gebrek aan vaardigheden (25% + 26% = 51%) 
3. Tijdsdruk (19% + 31% = 50%) 
 
 
Figuur 12: De mate van invloed die ‘Coaching- en prestatiedialogen’ heeft op oorzaken van 
software defects 
 
Uit bovenstaande resultaten valt af te leiden dat ‘Coaching- en prestatiedialogen’ het meest 
van invloed is op de oorzaken gebrek aan vaardigheden, gebrek aan kennis, tijdsdruk en 
externe factoren om daarmee software defects te voorkomen. Verder valt op dat de invloed 
van ‘Coaching- en prestatiedialogen’ op de rest van de oorzaken hier niet veel van afwijkt en 
dat de techniek in principe voor alle genoemde oorzaken ingezet kan worden om hiermee 
software defects te voorkomen. 
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5.3.5. Invloed van ‘Kaizen’ op oorzaken van software defects 
Van de participanten, die de vraag hebben ingevuld (409 personen), heeft 48 procent (197 
personen) aangegeven ‘Kaizen’ te gebruiken als techniek. Van deze groep maakt 1 procent 
dagelijks, 3 procent wekelijks, 30 procent maandelijks, 52 procent halfjaarlijks en 14 procent 
jaarlijks gebruik van ‘Kaizen’. 
 
De mate waarin ‘Kaizen’ van invloed is op oorzaken van software defects is hieronder in twee 
grafieken weergegeven. Figuur 13 geeft per grondoorzaak aan of ‘Kaizen’ van invloed is op 
oorzaken van software defects. Hierbij vallen een aantal zaken op: 
o Bij alle tien oorzaken ligt het percentage ‘wel invloed’ op oorzaken van software defects 
een stuk hoger dan het percentage ‘geen invloed’ op oorzaken van software defects. Er 
zijn tussen de oorzaken geen grote verschillen te onderkennen.  
o De oorzaken complexiteit, inconsistentie en dubbelzinnigheden liggen iets hoger dan de 
rest maar grote verschillen zijn het niet. 
1. Complexiteit (59% wel invloed) 
2. Inconsistentie (58% wel invloed) 
3. Dubbelzinnigheden (57% wel invloed) 
o De oorzaken tijdsdruk en gebrek aan vaardigheden liggen voor ‘wel invloed’ op oorzaken 
van software defects iets lager dan de rest maar grote verschillen zijn er niet. 
o Tijdsdruk (51% wel invloed) 
o Gebrek aan vaardigheden (53% wel invloed) 
o De oorzaken complexiteit, externe factoren en inconsistentie hebben ook de grootste 
verschillen tussen ‘wel invloed’ en ‘geen invloed’ op oorzaken van software defects. Een 
kanttekening hierbij is dat de rest van de oorzaken hier niet veel van afwijkt. 
1. Complexiteit (59% - 20% = 39% verschil tussen wel of geen invloed) 
2. Externe factoren (55% - 19% = 36% verschil tussen wel of geen invloed) 
3. Inconsistentie (58% - 22% = 36% verschil tussen wel of geen invloed) 
o Van alle oorzaken ligt het percentage ‘onbekend’ tussen de 20% en 21% met één 
uitschieter voor externe factoren naar 26%. 
 
 
Figuur 13: De invloed van ‘Kaizen’ op oorzaken van software defects 
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Figuur 14 geeft per grondoorzaak aan in welke mate ‘Kaizen’ van invloed is op oorzaken. 
Hierbij vallen een aantal zaken op: 
o Wanneer de percentages voor ‘uitstekend’ en ‘goed’ bij elkaar opgeteld worden, dan 
hebben de volgende oorzaken in vergelijking met de rest de hoogste percentages. 
1. Onvolledigheden (12% + 37% = 49%) 
2. Complexiteit (16% + 31% = 47%) 
 
 
Figuur 14: De mate van invloed die ‘Kaizen’ heeft op oorzaken van software defects 
 
Uit bovenstaande resultaten valt af te leiden dat ‘Kaizen’ het meest van invloed is op de 
oorzaken complexiteit, inconsistentie en dubbelzinnigheden om daarmee software defects te 
voorkomen. Ook valt op dat de overige oorzaken qua invloed hier niet veel van afwijken. 
Verder valt op dat bij alle oorzaken ongeveer één op de vijf niet weet of de techniek wel of 
niet bijdraagt aan het voorkomen van software defects.
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6. Conclusies en aanbevelingen 
In dit hoofdstuk worden de conclusies en aanbevelingen met betrekking tot het onderzoek 
beschreven.  
6.1. Conclusies 
De volgende Lean Software Development technieken zijn allemaal (in meer of mindere mate) 
van invloed op oorzaken van software defects: 
o Dagstart: Dit is een dagelijkse sessie van ongeveer 15 minuten, waarin deelnemers om 
beurten de status van hun werk met directe collega’s delen. 
o Keek op de Week: Dit is een wekelijkse sessie van één uur, waarin deelnemers kijken 
naar de resultaten van de afgelopen week en vervolgens doelen stellen voor de komende 
week. 
o Coaching- en prestatiediaglogen: Dit zijn interacties tussen een manager en zijn 
medewerkers met als doel inzicht te ontwikkelen bij de medewerker om zo optimaal 
mogelijk te presteren (wat gaat niet goed en hoe kan het beter?). 
o Kaizen: Dit is een gestructureerde methode voor het doorvoeren van verbeteringen in een 
korte periode. Deze methode bestaat uit het doorlopen van de stappen uit het DMAGIC5-
model. 
 
Van bovenstaande vier technieken is hieronder in figuur 15 aangegeven in welke mate de 
participanten van de enquête dachten dat de techniek van invloed is op oorzaken van software 
defects. Indien het percentage vijftig procent of meer is geweest, is in het figuur met behulp 
van een zwarte inkleuring een relatie tussen beide aangegeven. Kijkend naar het model dan 
valt op dat de techniek ‘Dagstart’ een relatie heeft met zes van de tien onderkende oorzaken 
van software defects. De ‘Keek op de Week’ heeft slechts één relatie met oorzaken van 
software defects. De technieken ‘Coaching- en prestatiedialogen’ en ‘Kaizen’ hebben 
daarentegen een relatie met alle tien de onderkende oorzaken van software defects.  
 
Figuur 15: Conceptueel model (ingevuld op basis van het praktijkonderzoek) 
 
                                                   
5
 Definieer, Meet, Analyseer, Genereer verbeteringen, Implementeer verbeteringen, Controleer en borg 
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Wat verder opvalt, is dat de percentages van de onderkende relaties niet ver boven het 
gemiddelde uitkomen. De percentages van de onderkende relaties liggen tussen de 50 en 62 
procent. Dat betekent dat er ook een significante groep is (tussen de 38 en 50 procent) die 
heeft aangeven dat een techniek niet van invloed is op oorzaken van software defects of heeft 
aangegeven het niet te weten.  
6.2. Aanbevelingen 
6.2.1. Aanbevelingen met betrekking tot het voorkomen van software defects 
Naar aanleiding van het onderzoek zijn een aantal punten naar voren gekomen die kunnen 
helpen bij het voorkomen van software defects. Zo is er geconstateerd dat de Lean  
Software Development technieken ‘Coaching- en prestatiedialogen’ en ‘Kaizen’ een relatie 
hebben met alle tien de onderkende oorzaken van software defects. Wat echter ook uit de 
resultaten van de enquête is gekomen, is dat juist bij deze technieken het gebruik en de 
frequentie van het gebruik erg laag ligt. 
 
Bij ‘Coaching- en prestatiedialogen’ heeft  31 procent van de participanten aangegeven 
hiervan gebruik te maken. Hierbij maakt 8 procent dagelijks, 25 procent wekelijks, 58 procent 
maandelijks, 8 procent halfjaarlijks en 1 procent jaarlijks gebruik van de techniek. De 
frequentie is niet optimaal voor het toepassen van ‘Coaching- en prestatiedialogen’. De Lean 
Software Development techniek schrijft voor dat een medewerker minimaal één keer in de 
week coaching krijgt (zie bijlage 6).  
 
Bij ‘Kaizen’ heeft 52 procent van de participanten aangegeven hiervan gebruik te maken. 
Hierbij maakt 1 procent dagelijks, 3 procent wekelijks, 30 procent maandelijks, 52 procent 
halfjaarlijks en 14 procent jaarlijks gebruik van de techniek. De frequentie is niet optimaal 
voor het toepassen van ‘Kaizen’. De Lean Software Development techniek beschrijft dat 
‘Kaizen’ een continu proces is, dat vooral bedoeld is om snelle verbeteringen door te voeren 
(zie bijlage 6). 
 
Door het verhogen van het gebruik en de frequentie van het gebruik van deze Lean Software 
Development technieken kunnen diverse oorzaken voor het optreden van software defects 
worden aangepakt. 
6.2.2. Aanbevelingen met betrekking tot vervolgonderzoek 
In dit onderzoek is onderzocht of er een relatie tussen Lean Software Development technieken 
en oorzaken van software defects is aan te tonen. Hierbij is zeer gericht gekeken naar een 
onderdeel van Lean Software Development, namelijk de technieken. Echter Lean Software 
Development is veel meer dan het gebruiken van technieken. Voor het vervolgonderzoek 
wordt dan ook aanbevolen om te onderzoeken wat Lean Software Development naast 
technieken nog te bieden heeft om de kwaliteit van software te verbeteren. 
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7. Reflectie 
In dit hoofdstuk wordt een reflectie gegeven op het product en op het proces. 
7.1. Productreflectie 
In deze paragraaf wordt door de onderzoeker kritisch gekeken naar het eindproduct. De 
resultaten van het onderzoek geven een duidelijke relatie aan tussen Lean Software 
Development technieken en oorzaken van software defects. Hoewel er uit de enquête naar 
voren is gekomen dat er maar een kleine meerderheid (tussen de 50 en 62 procent) is die 
aangeeft dat Lean Software Development technieken van invloed zijn op oorzaken van 
software defects, geeft het resultaat een duidelijk beeld op welke oorzaken van software 
defects een Lean Software Development techniek van invloed is. Deze informatie kan 
gebruikt worden bij het verbeteren van de software kwaliteit. 
7.2. Procesreflectie 
In deze paragraaf wordt door de onderzoeker kritisch naar het onderzoek gekeken. Het 
uitvoeren van het onderzoek is, net zoals Saunders in het boek ‘Methoden en technieken van 
onderzoek’ (Saunders, et al., 2008) al aangaf, een zeer iteratief proces geweest. Tijdens dit 
proces zijn er een aantal aandachtspunten naar voren gekomen. Hoewel deze punten niet van 
invloed zijn op het resultaat van het onderzoek worden deze punten hieronder toegelicht. 
 
Afbakening van het onderzoek 
Tijdens het onderzoek is naar voren gekomen, dat de scoop van het onderzoek te ruim was 
voor de beschikbare tijd. Dit heeft erin geresulteerd dat de scoop van het onderzoek is 
aangepast en dat er opnieuw een literatuuronderzoek heeft plaats gevonden. Vervolgens is bij 
het inperken van de scope van het onderzoek wellicht te veel buiten beschouwing gelaten. 
Achteraf was het wellicht toch beter geweest om in de theorie te onderzoeken welke Lean 
Software Development technieken er waren. Nu is alleen onderzocht welke Lean Software 
Development technieken van invloed zijn op oorzaken van software defects. 
  
Benaderbaarheid van de online vragenlijst 
Na het maken van een online vragenlijst met behulp van ‘ThesisTools’ is gecontroleerd of de 
vragenlijst door de gehele populatie te benaderen was. Dit bleek echter niet het geval. Na het 
uitvoeren van een analyse bleek, dat de website van ‘ThesisTools’ niet op de whitelist van de 
organisatie stond, waardoor de website voor een deel van de populatie niet te benaderen was.  
 
Om dit probleem te verhelpen is een verzoek uitgezet om de website van ‘Thesistools’ aan de 
whitelist toe te voegen. Echter de procedure voor het toevoegen van een website aan de 
whitelist bleek een doorlooptijd van een aantal maanden te hebben. Om geen maanden te 
hoeven wachten, is vervolgens onderzocht of er websites, met ‘Thesistools’ vergelijkbare 
functionaliteit, op de whitelist stonden. De website van ‘SurveyMonkey’ bleek inderdaad met 
‘Thesistools’ vergelijkbare functionaliteit te bevatten, waardoor de keuze vervolgens is 
gevallen op ‘SurveyMonkey’. 
 
Na het uitzetten van de vragenlijst bij de populatie met behulp van ‘SurveyMonkey’ bleek dat, 
ondanks een vermelding op de whitelist, een klein deel van de populatie problemen had met 
het goed benaderen van de website. Na het melden van het probleem bij de servicedesk is 
vervolgens het probleem verholpen, waardoor de gehele populatie de website kon benaderen. 
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Onderdeel vraag in vragenlijst overbodig 
Bij het overzetten van online vragenlijst van ‘Thesistools’ naar ‘SurveyMonkey’ is extra 
logica in het online formulier gekomen, waardoor een onderdeel van de vraag overbodig is 
geworden. 
 
Met behulp van de vragenlijst werd de participant eerst gevraagd of deze van een specifieke 
Lean Software Development techniek gebruik maakt. Indien het antwoord ‘Ja’ was, dan werd 
vervolgens gevraagd met welke frequentie de participant de Lean Software Development 
techniek gebruikt. Bij het aangeven van de frequentie had de participant de keuze uit: 
‘dagelijks’, ‘wekelijks’, ‘halfjaarlijks’, ‘jaarlijks’ en ‘nooit’.  Echter de optie ‘nooit’ had hier 
niet meer bij moeten staan, omdat in de vorige vraag al was gevraagd of de Lean Software 
Development gebruikt werd. Bij de analyse zijn de resultaten met frequentie ‘nooit’ 
toegevoegd aan de vraag aan de eerdere vraag of de participant ook gebruik maakt van een 
specifieke Lean Software Development techniek.  
 
Terminologie 
In het onderzoek is naast de term ‘techniek’, bij het ontwerpen en afnemen van de interviews, 
ook de Engelse term ‘best practice’ gebruikt. Hoewel het verschil tussen een ‘best practice’ en 
een ‘techniek’ minimaal is, was voor de consistentie van het geheel beter geweest alleen de 
term ‘techniek’ te gebruiken. Wikipedia geeft voor de term ‘best practice’ de volgende 
definitie ("Best practice," 2013): ‘Een best practice is een techniek, werkmethode, proces of 
activiteit die zich als effectiever heeft bewezen dan enige andere techniek, methode etc.’. 
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1. Identify Value Identificeer wat de klant als 
waardetoevoegend 
beschouwt. 
2. Map the Value 
Stream 
Breng het gehele proces in 
kaart, zowel waarde 
toevoegende als niet-waarde 
toevoegende processtappen. 
3. Create Flow Start de waardestroom, zorg 
dat de voortbrenging gaat 
lopen. 
4. Establish Pull De gebruiker neemt een 
product of dienst af van de 
waardestroom. 
5. Seek 
Perfection 
Zoek naar perfectie. 
 
 
Bijlage 1: Definitie Lean Software Development 
In de literatuur  
Lean is een filosofie gericht op het creëren van waarde en het elimineren van verspilling. De 
term Lean werd in 1990 voor het eerst gebruikt in het boek “The machine that changed the 
world: the story of lean production” (Womack, Jones, & Roos, 1990). In dit boek beschreven 
Womack & Jones de filosofie van de Japanse autofabrikant Toyota en hun productiesysteem 
“Toyota Production System (TPS)”.  
 
De methode voor het implementeren van de Lean filosofie in een productieomgeving  wordt 
‘Lean Production’ (Shah & Ward, 2007; Womack & Jones, 2008), of ook wel ‘Lean 
Manufacturing’ (Miller, Pawloski, & Standridge, 2010) genoemd. Deze methode bestaat uit 
vijf verschillende principes, die te zien zijn als fasen die elkaar opvolgen (zie figuur 1). Deze 
fasen zijn ervoor om verspilling te elimineren en waarde te creëren. Met andere woorden; 
meer doen met minder middelen, minder menselijke inspanning, minder materiaal, minder tijd 
en minder ruimte, waarbij men dichter komt bij het leveren wat klanten precies willen 
(Womack & Jones, 2008). 
 
 
Figuur 1 :  Vijf stappen voor Lean implementatie 
 
De productiemanager van Toyota, Taiichi Ohno (1912- 1990), beschreef zeven vormen van 
verspilling die voor kunnen komen in een productieproces (Womack & Jones, 2008). 
 
1. Defecten – defecten in het product die gecorrigeerd moeten worden 
2. Voorraad – onnodige voorraad van goederen 
3. Overbewerking – onnodige bewerkingen die op een product worden uitgevoerd 
4. Transport – onnodig transport van personen of onderdelen 
5. Beweging – onnodige bewegingen of activiteiten 
6. Overproductie – onnodige hoeveelheid gecreëerde producten 
7. Wachten – wachten op andere processen 
 
Ook binnen softwareontwikkeling is het succes van de Lean filosofie niet onopgemerkt 
gebleven en is er een vertaling gemaakt van ‘Lean Production’ naar ‘Lean Software 
Development’ (Jailia, et al., 2011), of ook wel ‘Lean IT’ (Bell & Orzen, 2011; Cottyn, et al., 
2008) genoemd. Lean gaat over het elimineren van alle inspanningen waarvoor de klant niet 
wil betalen, zodat de klant exact krijgt wat gewenst is in termen van kwaliteit, voortbrenging 
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en kosten. Alleen dan is het mogelijk om processen te creëren die klanten waarderen (Mehta, 
et al., 2008).  
 
Voor de zeven vormen van verspilling die door Taiichi Ohno zijn opgesteld zijn equivalenten 
bedacht. De soorten verspilling inclusief hun equivalenten, die voor kunnen komen binnen 
softwareontwikkeling, zijn weergegeven in tabel 1. 
 
Tabel 1: Soorten verspilling 
Lean Production 
(Taiichi Ohno) 
Lean Software Development 
(Poppendieck, 2002) 
Lean Software Development 
(Ikonen, 2010) 
Defecten Defecten,  
niet ontdekt bij testen 
Defecten 
Voorraad Eisen Gedeeltelijk gedaan werk 
Overbewerking Extra stappen Extra processen 
Transport Handoffs Wisseling van taken 
Beweging Zoeken naar informatie Beweging 
Overproductie Extra functionaliteit Extra functies  
Wachten Wachten, inclusief dat van klanten Wachten 
 
Analyse van de literatuur 
Om een duidelijke definitie van ‘Lean Software Development’ te krijgen zijn in eerste 
instantie alle, in de literatuur gevonden, definities op een rij gezet. Dit overzicht is te zien in 
tabel 2. 
 
Tabel 2: Overzicht van Lean definities 
Definities 
(Womack, et al., 1990) 
Lean Lean is een filosofie gericht op het creëren van waarde en het elimineren van 
verspilling 
(Womack & Jones, 2008) 
Lean Production Is een methode die bestaat uit vijf verschillende principes, die te zien zijn als 
fasen die elkaar opvolgen. Deze fasen zijn ervoor om verspilling te elimineren 
en waarde te creëren. Met andere woorden; meer doen met minder middelen, 
minder menselijke inspanning, minder materiaal, minder tijd en minder ruimte, 
waarbij men dichter komt bij het leveren wat klanten precies willen 
(Mehta, et al., 2008) 
Lean Software 
Development 
Lean gaat over het elimineren van alle inspanningen waarvoor de klant niet wil 
betalen, zodat de klant exact krijgt wat gewenst is in termen van kwaliteit, 
voortbrenging en kosten. 
 
Vervolgens is een inventarisatie gemaakt welke overeenkomsten tussen de verschillende 
definities van Lean zitten. Deze inventarisatie is te zien in tabel 3. 
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Tabel 3: Vergelijking van Lean definities 
(Womack, et al., 1990) (Womack & 
Jones, 2008) 
(Mehta, et 
al., 2008) 
Lean is een filosofie / methode    
Lean is gericht op het creëren van waarde    
Lean gericht op het elimineren van verspilling    
Bij Lean krijgt de klant wat is gewenst in termen van 
kwaliteit, voortbrenging en kosten. 
   
 
Uit bovenstaande inventarisatie blijkt dat de definities ‘Lean’, ‘Lean Production’ en ‘Lean 
Software Development’ in sterke mate overeenkomen. Bij de definities ‘Lean Production’ en 
‘Lean Software Development’ valt op, dat het aandachtsgebied (productieomgeving of 
softwareontwikkeling) niet is aangegeven. Op basis van deze bevindingen is de volgende 
definitie van ‘Lean Software Development’ tot stand gekomen: ‘Lean Software Development 
is een filosofie gericht op het elimineren van verspilling en het creëren van waarde binnen 
softwareontwikkeling, zodat de klant krijgt wat is gewenst in termen van kwaliteit, 
voortbrenging en kosten’. 
 
Om nader inzicht te verschaffen in de term ‘verspilling’, onderdeel van de bovenstaande 
definitie, is onderzocht welke vormen van verspilling er zijn onderkend. Ook hier is te zien, 
dat de oorsprong ligt bij ‘Lean Production’. Binnen ‘Lean Production’ worden zeven vormen 
van verspilling onderkend die oorspronkelijk door de productiemanager van Toyota, Taiichi 
Ohno, zijn opgesteld. Doordat deze soorten verspilling specifiek gericht zijn op het 
productieproces, zijn er equivalenten bedacht die binnen softwareontwikkeling voorkomen. 
 
Zowel Poppendieck als Ikonen hebben equivalenten bedacht, van soorten verspilling, die 
passen binnen Lean Software Development. Om tot één bruikbare set van soorten verspilling 
te komen, zijn voor de zeven oorspronkelijk soorten verspilling de equivalenten van 
Poppendieck en Ikonen vergeleken. De resultaten van deze analyse zijn te vinden in tabel 4. 
 
Tabel 4: Analyse equivalenten verspilling 
Defecten 
Poppendieck heeft het over defecten ontdekt bij testen en Ikonen heeft het over defecten in het algemeen. 
Het verschil is dat Poppendieck een beperktere scope heeft met betrekking tot deze verspilling en alleen 
uitgaat van het feit dat defecten niet ontdekt bij testen een verspilling zijn. 
Voorraad 
Poppendieck geeft hiervoor als equivalent ‘eisen’. Eisen die de klant heeft, maar nog niet gerealiseerd 
worden. Ikonen heeft het over gedeeltelijk gedaan werk. Het equivalent van Poppendieck past binnen het 
equivalent van Ikonen. Eisen die nog niet gerealiseerd zijn, zijn te zien als gedeeltelijk gedaan werk. 
Overbewerking 
Poppendieck geeft hiervoor als equivalent ‘extra stappen’. Ikonen geeft als equivalent ‘extra processen’. 
Bij beide definities is te zien, dat er extra werkzaamheden worden uitgevoerd. Het verschil tussen ‘extra 
stappen’ of ‘extra processen’ is in deze context erg marginaal. Dit ook gezien het feit dat de granulariteit 
betreffende de equivalenten niet is aangegeven.  
Transport 
Poppendieck geeft als equivalent ‘handoffs’ een term gebruikt binnen softwareontwikkeling, wat 
overeenkomt met het equivalent van Ikonen die als equivalent ‘wisseling van taken’ aangeeft. 
Beweging 
Poppendieck gebruikt het equivalent ‘zoeken naar informatie’. Ikonen hanteert het algemenere  
equivalent ‘beweging’ die ook door Lean Production wordt gebruikt. 
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Overproductie 
Poppendieck gebruikt het equivalent ‘extra functionaliteit’ en Ikonen gebruikt het equivalent ‘extra 
functies’. Het verschil tussen beide equivalenten is ook hier weer marginaal. 
Wachten 
De equivalenten van ‘wachten’, die door Poppendieck en Ikonen zijn gegeven verschillen niet zo erg. 
Poppendieck noemt hierbij wel expliciet  ook het wachten van klanten. Ikonen doet die uitspraak niet 
expliciet en houdt het algemeen. 
 
Op basis van bovenstaande analyse is te constateren dat de verschillen tussen de definities van 
Poppendieck en Ikomen minimaal zijn. Binnen dit onderzoek is gekozen voor de definities 
van Ikonen om de volgende redenen: 
o de equivalenten Ikonen zijn kort en bondig; 
o de equivalenten Ikonen algemener van aard; 
o de equivalenten Ikonen zijn het meest recent; 
o het artikel van Ikonen heeft meer wetenschappelijke waarde (peer-reviewed). 
 
Vaststelling van de definitie 
Lean Software Development is een filosofie gericht op het elimineren van verspilling en het 
creëren van waarde binnen softwareontwikkeling, zodat de klant krijgt wat is gewenst in 
termen van kwaliteit, voortbrenging en kosten. Hierbij zijn verspillingen in te delen naar de 
volgende categorieën: ‘defecten’, ‘gedeeltelijk gedaan werk’, ‘extra processen’, ‘wisseling van 
taken’, ‘beweging’, ‘extra functies’ en ‘wachten’. 
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Bijlage 2: Contextdiagram t.b.v. interview 
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Bijlage 3: Interview sjabloon 
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Bijlage 4: Interviewverslagen 
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Bijlage 5: Vragenlijst ten behoeve van de enquête 
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Bijlage 6: Toelichting Lean Software Development 
technieken 
 
Dagstart 
Doel 
De dagstart heeft de volgende punten ten doel: 
o prestaties van de vorige dag bespreken; 
o doelstellingen voor de komende dag bespreken; 
o identificeren van verbeteringen; 
o prioriteren en het verdelen van werk. 
Beschrijving 
Een dagstart is een dagelijkse sessie van ongeveer 15 minuten, waarin deelnemers om 
beurten de status van hun werk met directe collega’s delen. Bij de sessie wordt gebruik 
gemaakt van een dagbord (zie figuur). Op dit dagbord plakt elke deelnemer dagelijks een 
‘geeltje’ met daarop de geplande activiteiten voor die dag. 
 
Tijdens de dagstart geven de deelnemers, in ongeveer twee minuten tijd, inzicht in de 
resultaten van de vorige dag en geven de doelstelling voor de huidige dag aan. Bij de 
resultaten van de vorige dag wordt op het ‘geeltje’ aangegeven of het gepland/ongepland 
werk betrof en of de doelstellingen voor die dag wel/niet 
gehaald zijn.  
 
Naast het bespreken van het werk in de dagstart kunnen 
deelnemers ook: 
- knelpunten signaleren (bijvoorbeeld over het te 
prioriteren werk); 
- vragen stellen (bijvoorbeeld wat ging er goed en wat 
kan er beter?);  
- verbeterpunten indienen; 
- hulp inroepen of aanbieden (kennis of 
beschikbaarheid). 
 
 
Figuur: Dagbord 
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Keek op de Week 
Doel 
De Keek op de Week heeft de volgende punten ten doel: 
o prestaties van de vorige week bespreken; 
o doelstellingen voor de komende week bespreken; 
o doornemen en inplannen van vervolgacties voor de ingebrachte verbeterpunten. 
Beschrijving 
De Keek op de Week is een wekelijkse sessie van één uur, waarin deelnemers kijken naar de 
resultaten van de afgelopen week en vervolgens doelen stellen voor de komende week.  
 
Bij de sessie wordt gebruik gemaakt van een weekbord en een verbeterbord (zie figuur). 
Beide borden worden om en om besproken tijdens de sessie. Met behulp van het weekbord 
worden de diverse prestatie-indicatoren (klantbarometer, dooplooptijd/tijdigheid, kwaliteit, 
teambarometer, leereffect en productiviteit/kosten) besproken. Met behulp van het 
verbeterbord worden de ingebrachte verbeterpunten besproken. Tijdens dit bespreken worden 
de vervolgacties (inplannen om te doen, nu doen, niet doen, doen mits tijd) van het 
verbeterpunt bepaald. 
 
Naast het bespreken van het werk in de Keek op de Week kunnen deelnemers ook: 
- knelpunten signaleren (bijvoorbeeld over het te prioriteren werk); 
- vragen stellen (bijvoorbeeld wat ging er goed en wat kan er beter?);  
- verbeterpunten indienen; 
- hulp inroepen of aanbieden (kennis, of beschikbaarheid). 
 
 
Figuur: Weekbord en verbeterbord 
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Coaching- en prestatiedialogen 
Doel 
Coaching- en prestatiedialogen hebben de volgende punten ten doel: 
o inzicht ontwikkelen bij de medewerker om zo optimaal mogelijk te presteren (wat 
gaat niet goed en hoe kan het beter?); 
o confronteren met houding en gedrag; 
o richting geven (van proces denken naar product denken). 
Beschrijving 
Coaching- en prestatiedialogen zijn gesprekken waarin een medewerker wordt gecoacht of 
waarin de prestaties van de medewerker worden besproken. 
 
Bij het voeren van coaching- en prestatiedialogen wordt gesteld dat een manager minimaal 
90 minuten per dag aan coaching moet besteden en dat een medewerker minimaal 1 keer in 
de week coaching krijgt. 
 
Prestatiedialogen bestaan uit de stappen (1 t/m 3) en coachingsdialogen bestaan uit de 
stappen (1 t/m 4) 
 
Het voeren van dialogen bestaat uit de volgende activiteiten: 
1. het verzamelen en analyseren van feiten (prestaties van de werknemer in relatie tot 
prestatie-indicatoren) en/of het observeren/waarnemen van gedrag; 
2. feedback geven op basis van waargenomen prestaties en gedrag (ik heb gezien dat …, ik 
verwacht dat …, etc.); 
3. aangeven wat er wordt verwacht; 
4. coachen op kennis en vaardigheden. 
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Kaizen 
Doel 
Kaizen heeft de volgende punten ten doel: 
o helder krijgen van het eigenlijke probleem (oorzaken bepalen o.b.v. feiten); 
o frequent snelle verbeteringen uitvoeren; 
o op een gestructureerde manier probleemoplossend denken; 
o het creëren van een mindset, gericht op continue verbeteren. 
Beschrijving 
Kaizen is een gestructureerde methode voor het doorvoeren van verbeteringen in een korte 
periode. De methode kan voor zowel kleine als grote verbeteringen worden gebruikt. Een 
Kaizen bestaat, afhankelijk van de omvang van het probleem, uit één of meerdere sessies. 
Tijdens een sessie nemen maximaal acht personen en één kaizen-facilitator deel. 
  
De kaizen-facilitator begeleidt het proces van Kaizen. Tijdens het uitvoeren van een Kaizen 
worden de volgende stappen van het DMAGIC doorlopen (zie figuur): 
 
o Definieer het probleem op basis van de 
belangrijkste driver; 
o Meet de feiten; 
o Analyseer de feiten (identificeer, 
kwantificeer en prioriteer); 
o Genereer verbeteringen; 
o Implementeer verbeteringen; 
o Controleer en borg door te 
standaardiseren. 
 
 
 Figuur: DMAGIC model 
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Bijlage 7: Resultaten van de enquête 
 
Dagstart 
 
Tabel A: De invloed van de ‘Dagstart’ op oorzaken van software defects 
Oorzaken software defects Wel invloed Geen invloed Onbekend 
Onvolledigheden 52% 32% 16% 
Onjuistheden 49% 35% 16% 
Inconsistentie 50% 33% 17% 
Dubbelzinnigheden 47% 36% 17% 
Complexiteit 48% 36% 16% 
Tijdsdruk 60% 24% 16% 
Gebrek aan traceerbaarheid 42% 38% 19% 
Gebrek aan vaardigheden 50% 33% 17% 
Gebrek aan kennis 57% 27% 16% 
Externe factoren 54% 26% 19% 
 
Tabel B: De mate van invloed die de ‘Dagstart’ heeft op oorzaken van software defects 
Oorzaken software defects Matig Gemiddeld Goed Uitstekend 
Onvolledigheden 38% 29% 30% 3% 
Onjuistheden 42% 31% 23% 3% 
Inconsistentie 45% 29% 24% 2% 
Dubbelzinnigheden 44% 36% 17% 3% 
Complexiteit 39% 30% 26% 5% 
Tijdsdruk 28% 27% 31% 14% 
Gebrek aan traceerbaarheid 45% 32% 19% 4% 
Gebrek aan vaardigheden 35% 33% 27% 5% 
Gebrek aan kennis 36% 31% 27% 6% 
Externe factoren 28% 36% 31% 6% 
 
Keek op de Week 
 
Tabel C: De invloed van de ‘Keek op de Week’ op oorzaken van software defects 
Oorzaken software defects Wel invloed Geen invloed Onbekend 
Onvolledigheden 42% 43% 15% 
Onjuistheden 40% 45% 15% 
Inconsistentie 40% 44% 16% 
Dubbelzinnigheden 41% 44% 16% 
Complexiteit 44% 39% 16% 
Tijdsdruk 51% 34% 14% 
Gebrek aan traceerbaarheid 38% 46% 17% 
Gebrek aan vaardigheden 45% 40% 15% 
Gebrek aan kennis 48% 38% 15% 
Externe factoren 49% 32% 18% 
 
 Lean Software Development Technieken en hun relatie met oorzaken van software defects 81 
 
Tabel D: De mate van invloed die de ‘Keek op de Week’ heeft op oorzaken van software 
defects 
Oorzaken software defects Matig Gemiddeld Goed Uitstekend 
Onvolledigheden 47% 33% 19% 2% 
Onjuistheden 45% 37% 17% 1% 
Inconsistentie 51% 33% 15% 1% 
Dubbelzinnigheden 49% 38% 12% 1% 
Complexiteit 47% 34% 15% 4% 
Tijdsdruk 36% 33% 26% 5% 
Gebrek aan traceerbaarheid 44% 37% 17% 1% 
Gebrek aan vaardigheden 40% 38% 20% 2% 
Gebrek aan kennis 37% 40% 20% 3% 
Externe factoren 32% 40% 25% 3% 
 
Coaching- en prestatiedialogen 
 
Tabel E: De invloed van ‘Coaching- en prestatiedialogen’ op oorzaken van software defects 
Oorzaken software defects Wel invloed Geen invloed Onbekend 
Onvolledigheden 56% 33% 11% 
Onjuistheden 54% 35% 11% 
Inconsistentie 52% 37% 11% 
Dubbelzinnigheden 54% 34% 12% 
Complexiteit 55% 33% 11% 
Tijdsdruk 60% 30% 10% 
Gebrek aan traceerbaarheid 51% 37% 12% 
Gebrek aan vaardigheden 62% 28% 10% 
Gebrek aan kennis 61% 29% 10% 
Externe factoren 59% 28% 13% 
 
Tabel F: De mate van invloed die ‘Coaching- en prestatiedialogen’ heeft op oorzaken van 
software defects 
Oorzaken software defects Matig Gemiddeld Goed Uitstekend 
Onvolledigheden 35% 43% 19% 3% 
Onjuistheden 37% 45% 15% 3% 
Inconsistentie 33% 50% 16% 2% 
Dubbelzinnigheden 38% 45% 12% 5% 
Complexiteit 29% 38% 28% 4% 
Tijdsdruk 19% 31% 31% 19% 
Gebrek aan traceerbaarheid 32% 46% 19% 3% 
Gebrek aan vaardigheden 17% 32% 26% 25% 
Gebrek aan kennis 16% 31% 28% 25% 
Externe factoren 22% 42% 25% 11% 
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Kaizen 
 
Tabel G: De invloed van ‘Kaizen’ op oorzaken van software defects 
Oorzaken software defects Wel invloed Geen invloed Onbekend 
Onvolledigheden 54% 25% 21% 
Onjuistheden 55% 25% 20% 
Inconsistentie 58% 22% 21% 
Dubbelzinnigheden 57% 22% 21% 
Complexiteit 59% 20% 21% 
Tijdsdruk 51% 27% 22% 
Gebrek aan traceerbaarheid 56% 22% 22% 
Gebrek aan vaardigheden 53% 25% 21% 
Gebrek aan kennis 55% 24% 21% 
Externe factoren 55% 19% 26% 
 
Tabel H: De mate van invloed die ‘Kaizen’ heeft op oorzaken van software defects 
Oorzaken software defects Matig Gemiddeld Goed Uitstekend 
Onvolledigheden 21% 30% 37% 12% 
Onjuistheden 21% 39% 30% 10% 
Inconsistentie 28% 30% 30% 12% 
Dubbelzinnigheden 27% 33% 30% 10% 
Complexiteit 21% 31% 31% 16% 
Tijdsdruk 31% 42% 16% 11% 
Gebrek aan traceerbaarheid 26% 32% 31% 11% 
Gebrek aan vaardigheden 28% 38% 22% 13% 
Gebrek aan kennis 29% 34% 23% 14% 
Externe factoren 26% 36% 23% 16% 
 
