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BMS battery management system sistem za upravljanje baterije
SOC state of charge stanje napolnjenosti
SOH state of health starost baterije
IDE integrated development envi-
ronment
integrirano razvojno okolje
VPP virtual power plant virtualna elektrarna
HTTP hypertext transfer protocol protokol za prenos hiperteksta
JSON JavaScript Object Notation Objektna notacija za Java-
Script
SPA single-page application spletna aplikacija z eno stranjo
HTML hypertext markup language jezik za označevanje nadbese-
dila
DTO data transfer object objekt za prenos podatkov
BESS battery energy storage system hranilnik električne energije




Naslov: Simulacija baterije v pametnih električnih omrežjih
Avtor: Miha Ravnikar
Pri razvoju novih sistemov pametnih električnih omrežij potrebujemo orodja,
ki so nam v pomoč pri razvoju in testiranju novih rešitev. Obstoječi simu-
latorji baterijskih hranilnikov so dragi in jih je težko integrirati v obstoječe
sisteme. Cilj diplomske naloge je razviti preprosto in cenovno dostopno sple-
tno aplikacijo. Naloga opisuje preprosto zasnovo modela celice, po kateri
smo definirali enačbe za izračun simulacije posameznega baterijskega sklopa.
Aplikacija teče kot mikrostoritev v okviru večjega konglomerata storitev na-
videzne elektrarne in z glavnim sistemom komunicira dvosmerno. Za pri-
kaz izračunanih vrednosti simulacije skrbi čelni del aplikacije, ki je razvit s
pomočjo sledečih tehnologij: HTML5, CSS, JavaScript in ogrodje Angular.
Za izračun vrednosti simulacije skrbi zaledni sistem, ki je razvit s program-
skim jezikom Java, z ogrodjem Spring boot in podatkovno bazo MySQL.
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Author: Miha Ravnikar
The development of smart grid energy systems software requires new tools
which aid in the development and testing of newly developed software solu-
tions. Existing battery storage simulators are expensive and hard to integrate
into existing systems. The goal of the thesis was to develop a web applica-
tion which is cheap and simple. This task describes our simple model of the
battery cell and equations describing battery storage simulation based on
the described model. The application is running in an existing virtual power
plant ecosystem of micro services and communicates bidirectionally with the
main system. Front end presents calculated simulation data, and is devel-
oped using technologies as: HTML5, CSS, JavaScript in Angular framework.
Back end takes care of the simulation data calculation and is developed using
Java programming language, Spring boot framework and MySQL database.






Izhodǐsče za predlagano temo je izdelava in opis postopka izdelave simula-
torja večje baterije, integrirane v pametno električno omrežje. Naloga rešuje
problem razvoja programske opreme za krmiljenje baterij v pametnih ele-
ktričnih omrežjih, njeno simuliranje in testiranje. Večje baterije so drage
in kompleksne, zato bomo s simulatorjem ob mnogo nižjih stroških skušali
čim bolj natančno simulirati resnično obnašanje baterije. Ker smo aplika-
cijo razvili v sklopu podjetja, ki se ukvarja z razvojem programske opreme
za povezavo elektrarn v navidezna omrežja, je simulator prilagojen uporabi
podjetja in obstoječim komunikacijskim protokolom.
1.2 Cilji
Cilj diplomske naloge je razvoj delujočega simulatorja, ki bo zmožen simu-
lacije stanje ene ali več baterij. Simulirane baterije se odzivajo na aktiva-
cijo praznjenja oziroma polnjenja, pri čemer aktivacijski signal prejmejo iz
glavnega sistema preko RabbitMQ [29] komunikacijskega kanala. Simulator
je zasnovan z arhitekturo mikrostoritve in kot spletna aplikacija z zasnovo
enostranske spletne aplikacije. Uporabnǐski vmesnik omogoča hiter pregled
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podatkov vseh baterij, možnost podrobnega pregleda podatkov posamezne
baterije in spremembo konfiguracije. Glavni cilj je izdelava aplikacije za simu-
lacijo baterije, ki ni prekompleksna za razvoj, obenem pa omogoča simulacijo
prave baterije v sistemu, s čimer nam prihrani čas in denar pri nadaljnjem
razvoju sistema navideznih elektrarn. Razvoj te programske opreme za naš
namen uporabe s hitro, preprosto in dovolj natančno simulacijo baterije ko-
risti sedanjim in prihodnjim razvijalcem s tega področja.
1.3 Obstoječe rešitve
Z razvojem baterijskih celic z veliko energetsko gostoto se je razmahnila proi-
zvodnja električnih avtomobilov, v zadnjem času pa tudi hranjenje električne
energije v hranilnikih s kapaciteto nekaj deset MW [23]. Hranilniki električne
energije nam omogočajo uravnavanje nihanja frekvence omrežja s praznje-
njem in tudi dovajanjem energije v električno omrežje. S hranilniki lahko
tako prejemamo energijo, ko je slednje v omrežju preveč. Ta energija se po-
rablja kasneje, ko energije v omrežju primanjkuje, pa tudi v primeru ugodne
cene energije na trgu [32]. Na trgu že obstaja nekaj rešitev, vendar so pre-
zapletene, saj ne potrebujemo simulacije obnašanja hranilnikov in njihovih
materialov v povezavi s kontrolnimi signali in pogoji, v katerih baterija de-
luje. Take rešitve so poleg tega tudi zelo drage in v našem primeru ponujajo
preveč možnosti.
1.3.1 OPAL-RT simulacija obnašanja baterij in celic
Rešitev podjetja OPAL-RT [25] je simulacija sistema za upravljanje bate-
rije (BMS), ki v realnem času natančno simulira obnašanje posamezne celice
baterijskega hranilnika glede na okolje in življensko dobo celice. Simulacija
sestavi posamezne celice v sklop baterijskega hranilnika glede na željeno eno-
smerno napetost in moč priklopa. OPAL-RT podpira tudi simulacijo ostalih
komponent, kot so elektromotorji, regeneracija električne energije pri zavira-
nju in ostale porabnike električne energije v električnem vozilu [25].
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Rešitev je prekompleksna in predraga za preprosto simulacije baterijskega
hranilnika.
1.3.2 SimulationX
Podjetje ESI ITI GmbH [31] se ukvarja s simulacijo sistemov na več rav-
neh. Med drugim razvijajo simulatorje hranjenja energije, med katerimi so
tudi navidezni hranilniki električne energije oziroma baterije. S programsko
opremo SimulationX [31] sistemsko simuliramo in analiziramo celoten sklop
hranilnika električne energije, na primer v hibridnem vozilu (slika 1.1). Ta
sklop vključuje simulacijo natančnega izračuna temperaturnega obnašanja
celotnega sklopa baterijskega hranilnika, načrtovanje hladilnega sistema in
načrtovanje in optimizacijo BMS v povezavi s stanjem napolnjenosti (SOC)
in stanjem izrabljenosti baterije (SOH). Med drugim omogoča načrtovanje
baterijskih hranilnikov in sisteme, ki ohranjajo fleksibilnost energetskega sis-
tema s praznjenjem in polnjenjem, pri čemer zagotavlja razvoj sistema za
optimalen izkoristek fleksibilnosti hranilnika. Pozitivna in negativna fleksi-
bilnost omogočata pokrivanje manjkajoče energije v sistemu s praznjenjem
oziroma polnjenje v primerih, ko je v omrežju odvečna energija [31].
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smart grid“) je električno omrežje, ki ekonomsko
učinkovito skupaj poveže odjemalce, porabnike in tiste, ki delujejo kot oboje,
v poceni, kakovostno in zanesljivo električno omrežje. Za razliko od ob-
stoječih omrežij, ki slonijo na velikih proizvodnih enotah, je pametno omrežje
primerno za manǰse razpršene enote odjemalcev in porabnikov. Pametna
omrežja so konglomerat tehnologij za merjenje trenutnega stanja v omrežju,
pametnih števcev pri končnih odjemalcih in tehnologij za uravnavanje fre-
kvence električnega omrežja. Na ta način merimo porabo energije pri končnih
odjemalcih, izračunamo lahko učinkovit razpored polnjenja in praznjenja ele-
ktričnih avtomobilov, domačih baterijskih hranilnikov, nadziramo delovanje
solarnih elektrarn in podobno [1].
Digitalna tehnologija omogoča pametnim omrežjem dvosmerno komuni-
kacijo med ponudnikom električne energije in stranko. Pametno omrežje
bo podobno kot internet vsebovalo kontrolne enote, računalnike, avtomatiko
in strojno opremo, ki bodo skupaj nadzirali odjem in v povezavi z global-
nim omrežjem uravnavali gibanje električne energije na lokalnem nivoju. Z
možnostjo lokalnega upravljanja pridobimo na zanesljivosti, razpoložljivosti
in učinkovitosti omrežja. Omrežja postanejo učinkoviteǰsa zaradi natančneǰse
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porazdelitve rabe električne energije in zanesljiveǰsa zaradi manǰse obreme-
njenosti glavnih prenosnih omrežij in kraǰsih izpadov, saj taka omrežja ne slo-
nijo več na velikih proizvodnih enotah. S tem omogočimo manǰsim, domačim
proizvajalcem in uporabnikom obnovljive energije lažji priklop v električno
omrežje, ki je zaradi bolǰse in lažje integracije v pametno električno omrežje
tudi ceneǰsi.
Ob trenutni (”analogni”) zasnovi omrežja pride ob izpadu velikih preno-
snih kablov do večjih izpadov električne energije [32]. Kritičen izpad lahko
zaradi preobremenjenosti povzroči verižen izklop preostalih prenosnih ka-
blov [27]. Pametna omrežja dodajo z zaznavo problematičnih območij in
njihovo takoǰsnjo izolacijo dodatno stopnjo odpornosti proti globalnim iz-
padom električne energije. Z vzpostavitvijo pametnih omrežij je domačim
odjemalcem omogočena večja transparentnost pri porabi in obračunu ener-
gije in veliko lažji priklop domačih elektrarn iz obnovljivih virov. Zaradi
naraščanja popularnosti proizvodnje elektrike iz obnovljivih virov, kjer proi-
zvodnja energije ni popolnoma predvidljiva, potrebujemo čedalje večje število
načinov hrambe električne energije pri domačih odjemalcih in na lokalnem
nivoju [32]. Pametna omrežja imajo veliko vlogo v prihodnosti, ko bo večino
električne energije proizvedene iz obnovljivih virov. Ker je težko natančno na-
povedati proizvodnjo električne energije obnovljivih virov, potrebujemo ba-
terijske hranilnike, ki bodo hranili električno energijo za primere pomankanja
električne energije v omrežju in pametne sisteme za avtomatsko prilagajanje




virtual power plant“) (nadalje: VPP) je decen-
tralizirana mreža enot s srednjo sposobnostjo generiranja električne energije.
Sem prǐstevamo vetrne eletrarne, solarne elektrarne in enote kombirane ele-
ktrične energije in toplote. V navidezne elektrarne so povezane tudi enote
s fleksibilno regulacijo moči in hranilniki energije. Aktivacijo pozitivne ali
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negativne fleksibilnosti enot krmili centralna enota VPP, fizične enote pa
ostajajo operacijsko in lastnǐsko neodvisne. Naloga VPP je razbremenitev
elektrodistribucijskega omrežja s pametno aktivacijo virov in distribucijo ele-
ktrične energije v primeru omrežnih konic. Kombinirana energija vseh enot
VPP se trži kot ponudba na trgu električne energije [36].
2.3 Aktivacija električne energije virov
Ob pomanjkanju ali presežku električne energije na trgu omrežnim virom
energije aktiviramo odjem oz. proizvodnjo električne energije. Za izračun
zahteve po aktivaciji potrebne količine električne energije poskrbi VPP z vna-
prej določenimi sprecifičnimi pravili za sortiranje in izbiro virov. Protokol
sortiranja glede na ceno energije, ceno aktivacije, trenutno razpoložljivost in
pretekle aktivacije izbere najprimerneǰse vire. Aktivacija virov aktivira kan-
didate iz bazena virov. Bazen virov je sklop aktivacijskih kandidatov oziroma
virov, primernih za aktivacijo. Vire povezujemo v bazene zaradi specifike trga
in potrebe aktivacije, ko en vir ne zadosti vseh potreb po zahtevani količini
energije. Z bazeni virov si zagotovimo rendundanco v primeru, da se željen
vir ne prilagaja kontrolni moči aktivacije in nam tedaj sortirni algoritem v




Iskanje učinkovitega shranjevanja električne energije se je začelo kmalu po
njenem odkritju. Sodobni hranilniki energije ponujajo široko paleto tehnolo-
gij za uravnavanje fleksibilnosti. Na ta način prispevajo k trdneǰsi energetski
strukturi energetskega omrežja kot tudi nižji ceni za porabnike in ponudnike
fleksibilnosti [14].
3.1 Tipi energetskih hranilnikov
Obstaja več različnih načinov shranjevanja energije. Vsak od načinov ima
svoje prednosti in slabosti. V preglednici spodaj smo našteli karakteristike
različnih tehnologij hranilnikov energije [38].
3.2 Tipi celic baterijskih hranilnikov
Privzeti način simulacije baterijskega hranilnika v simulatorju je baterija,
zgrajena iz zaporednih in vzporednih litij-ionskih celic. Litij-ionske celica je
konfigurirana v ločenem konfiguracijskem razredu programske kode program-
skega jezika Java. V prihodnosti bo mogoče izbrati poljuben tip celic, kar
nam omogoča simulacijo novih testnih scenarijev in pogojev uporabe. Ko
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tehnologija moč(MW) praznjenje cikli/doba Wh/l učinkovitost
hidro črpalna 3000 4h-16h 30-60 let 0.2-2 70-85%
stisnjen zrak 1000 2h-30h 20-40 let 2-6 40-70%
stopljena sol 150 ure 30 let 70-210 80-90%
Li-ion baterija 100 1min-8h 1000-10000 200-400 85-95%
svinčena baterija 100 1min-8h 6-40 let 50-80 80-90%
flow baterija 100 ure 12000 20-70 60-85%
vodik 100 minute-teden 5-30 let 600(200bar) 25-45%
vztrajnik 20 sekunde-minute 20000-100000 20-80 70-95%
Tabela 3.1: Preglednica različnih tehnologij hranjenja energije s karakteristi-
kami [9].
bo nastala potreba po simulaciji novih tipov celic, ki trenutno še niso defini-
rani, bomo lahko te nove možnosti vnesli preko spletne aplikacije. Večinoma
imajo vse celice enak tip karekteristik, ki definirajo obnašanje celice. Ob-
stoječe izračune lahko z isto definicijo karakteristik uporabimo za različne
vrste celic.
3.2.1 Tipi baterij za hranjenje sončne energije
Najpogosteje se za hranjenje sončne električne energije uporablja naslednje
tipe baterij: svinčena, litij-ionska in flow baterija [4].
Svinčena baterija je zanesljiva, preizkušena in poceni. Še vedno je najbolj
razširjena tehnologija hranjenja energije za vikende, domove in avto-
dome, ki nimajo možnosti priključitve na električno omrežje. Zaradi
teže, velikosti in relativno nizkega števila ciklov praznjenja in polnjenja
so jih počasi začele izpodrivati druge tehnologije. Uporabna kapaciteta
takšnih baterij je zgolj okoli 60 %, saj s popolno izpraznitvijo dra-
stično zmanǰsamo število polnilnih ciklov. Povprečna svinčena baterija
za shranjevanje sončne energije ima med 1000 in 3000 cikli, kar se pri
povprečni uporabi prevede v življenjsko dobo 3–8 let [4].
Litij-ionska baterija je tip baterije, vgrajene v baterije telefonov in pre-
nosnikov. Takšne baterije so vgrajene tudi v baterijski hranilnik Tesla
powerwall [26]. Teslin powerwall povezuje tisoče baterij velikosti AA v
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vodno hlajen baterijski hranilnik. Zaradi razširjenosti uporabe in veli-
kih potreb po tem tipu celic v avtomobilski industriji se je začela nižati
tudi cena hranilnikov z litiji-onsko tehnologijo. So še vedno nekoliko
dražji od svinčenih baterij z isto kapaciteto, vendar zavzamejo manj
prostora, so lažji in imajo več ciklov praznjenja in polnjenja, obenem
pa se jih lahko prazni do 80 %. Litij-ionska baterija ima s pravilnim
polnjenjem in hlajenjem življensko dobo 13–18 let in od 4000 do 6000
ciklov polnjenja in praznjenja [4].
Flow baterija je ena izmed najnoveǰsih tehnologij in je oznaka za več različnih
tipov celic. Baterija deluje na osnovi v vodi raztopljenega cinkovega
bromida, ki se pretaka med dvema rezervoarjema. Pri polnjenju se cink
izloči iz vode, pri praznjenju pa se cink ponovno raztopi. Take baterije
nimajo težav z omejitvijo praznjenja, ampak jih lahko brez posledic
popolnoma izpraznimo. Obenem se ne praznijo same in so lahko leta
napolnjene in neaktivne. So varneǰse od litij-ionskih baterij, vendar
so dražje in imajo samo okoli 4000 ciklov pri 100 % praznitvi. Število
ciklov obnovimo z menjavo vode z raztopljenim cinkovim bromidom [4].
3.3 Vloga baterijskih hranilnikov v pametnih
električnih omrežjih
Pri razvoju pametnih omrežij je glavni izziv izravnava vseh spremenljivk, po-
vezanih z dinamičnim nadzorom bremena pri pridobivanju elektrike iz obno-
vljivih virov. Izravnava je preprosteǰsa, če hranimo manǰse količine električne
energije po celotnem omrežju. Energijo lahko, kjer to omogoča infrastruk-
tura, hranimo tudi z večjim centralnim baterijskim hranilnikom. Izravnava
pokriva tako tehnike upravljanja odjema v domovih (ang.
”
Demand Re-
sponse“) kot dinamične obremenitve prenosnih kablov glede na temperaturo
in hitrost vetra, ki je pomembna pri napovedi proizvodnje električne energije
vetrnih elektrarn [5].
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Z baterijskimi hranilniki preko osrednjega VPP sistema uravnavamo količino
pozitivne ali negativne energije v lokalnem omrežju. Baterije polnimo s
presežno energijo, ki večinoma prihaja iz obnovljivih virov. Polnimo jih tudi
ponoči, ko je energija poceni in jo na ta način hranimo za obdobja, ko imamo
v omrežju pomanjkanje električne energije. O takem delovanju lahko rečemo,
da tu baterija deluje kot predpomnilnik električne energije [5].
Poglavje 4
Načrt spletne aplikacije in
mikrostoritve
4.1 Uporabljena orodja
Pri izdelavi simulatorja baterije sem si pomagal z več orodji. Za kodiranje
in razhroščevanje zalednega dela mikrostoritve sem uporabil rešitev podje-
tja JetBrains InteliJ IDEA [16], v katerem se uporablja programski jezik
Java [17]. Za izdelavo čelnega dela aplikacije sem uporabil JetBrains Web-
Storm [37], ki je namenjen izdelavi čelnih delov aplikacije z ogrodjem, kot
je Angular [2]. V ogrodju Angular je spisan čelni del mikrostoritve, to je
spletna aplikacija, ki prikaže izračunano stanje baterije in možnost urejanja
karakteristik simulirane baterije.
4.1.1 IntelliJ IDEA
IntelliJ IDEA [16] je integrirano razvojno okolje (nadalje: IDE) za jezike
navideznega stroja Jave [17]. Razvit je bil z namenom povečanja produktiv-
nosti razvijalca, kateremu pomaga s samodejnim izpolnjevanjem rutinskih in
ponavljajočih opravkov, pametnim zaključevanjem, statično analizo in preo-
blikovanjem kode. IntelliJ IDEA je podprt v vseh glavnih okoljih za namizne
računalnike: Windows, MacOS in Linux. Urejevalnik s pomočjo razširitev
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podpira potrebne tehnologije za razvoj aplikacije v obliki mikrostoritve [16].
4.1.2 WebStorm
Namenjen je razvoju čelnih aplikacij v programskem jeziku JavaScript [18].
Webstorm IDE [37] podpira samozaključevanje kode, sprotno detektiranje
napak in usmerjanje po projektu. Podpira tudi preoblikovanje kode za Java-
Script, TypeScript in stylesheet(CSS) jezike. WebStorm IDE sem uporabil
zaradi vgrajene podpore razhroščevanja, integracije orodij, unit testov in in-
tegracije z gitom [37].
4.1.3 DataGrip
DataGrip je orodje za upravljanje in načrtovanje podatkovnih baz podjetja
JetBrains [12]. Podpira preko 20 različnih podatkovnih baz. Omogoča in-
teligentno izvajanje in pomnenje preteklih ukazov. Pri izvajanju ukazov in
pisanju funkcij nam orodje pomaga s potrjevanjem in dopolnjevanjem uka-
zov z obstoječimi imeni tabel in ukazov. Omogoča samodejno popravljanje
kode SQL datotek in njihovih shem [12]. Uporabil sem ga za lažji pregled
podatkov in stanj baterij v podatkovni bazi MySQL [22].
4.2 Uporabljene tehnologije in ogrodja
Ker je simulator baterijskega hranilnika del ekosistema podjetja, je rešitev
zasnovana kot mikrostoritev in jo je mogoče uporabljati na več platformah.
Z ustrezno definicijo komunikacije med simulatorjem in glavnim sistemom je
komunikacija prilagojena simulatorju in je obojestranska. Za ogrodje zaledne
aplikacije smo uporabili ogrodje mikrostoritve Spring Boot [33]. Koda zaledja
mikrostoritve je spisana v programskem jeziku java [17]. Vnos in urejanje
podatkov sta implementirana z ogrodjem Angular [2].
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4.2.1 Spring boot mikrostoritve
Spring Boot [33] je ogrodje za enostaven razvoj samostojnih, produkcijsko
pripravljenih aplikacij v Javi [17]. Spring Boot je osnovan na konceptu vsta-
vljanja odvisnosti. V običajni java aplikaciji je aplikacija razdeljena po ra-
zredih, kjer vsak razred, ki potrebuje nek drug razred, vsebuje povezavo na
ta razred. Ko je koda že prevedena, teh referenc razredov ni mogoče spremi-
njati. V večjih projektih to postane problem, ker lahko z majhno spremembo
vplivamo na velik del kode, ki se navezuje na spremenjeni del. Pri aplika-
ciji, razviti s tem ogrodjem, te težave nimamo, ker je osnovan na vstavljanju
odvisnosti in je aplikacija pregledneǰsa in enostavneǰsa [6].
4.2.2 RabbitMQ
RabbitMQ [29] je odprtokodna programska oprema za posredovanje sporočil
oziroma ang.
”
message-broker“. RabbitMQ protokol je preprost in enostaven
za postavitev na lokalnih strežnikih in v oblaku. Sprva je RabbitMQ upora-
bljal AMQP protokol, kasneje pa je uvedel arhitekturo za podporo vtičnikov
in s tem omogočil podporo številnim novim porotokolom. Pomembneǰsa na
novo podprta protokola sta
”
Streaming Text Oriented Messaging Protocol
(STOMP)“ in
”
MQ Telemetry Transport (MQTT)“. Na voljo so knjižnice za
odjemalce za vse večje glavne jezike. RabbitMQ strežnik je spisan v program-
skem jeziku
”
Erlang“ in je zgrajen na platformi
”
Open Telecom Platform“
za gručenje in preusmerjanje v primeru napak [29].
4.2.3 Mikrostoritev
Mikrostoritev je moderen pristop k razvoju aplikacij. Z minimalističnim pri-
stopom so aplikacije razdeljene na manǰse, bolj pregledne in med seboj ne-
odvisne storitve. Z razdelitvijo na manǰse dele je izvorna koda lepša in lažja
za urejanje, ker je tako manj možnosti, da s spremembami povezane kode
spremenimo tudi druge funkcionalnosti. Razdelitev na manǰse procese nam
omogoča tudi večjo skalibilnost samih storitev v primeru povečane obremeni-
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tve posameznega dela aplikacije. S skalibilnostjo si zagotovimo tudi večjo re-
dundanco, ker ena izmed mikrostoritev lahko kadarkoli prevzame delo druge.
Vsaka od mikrostoritev ima majhno odgovornost in je postavljena neodvi-
sno od drugih. Ker je mikrostoritev v osnovi preprosta in neodvisna, jo je
načeloma mogoče uporabiti v več platformah. Mikrostoritve v večini prime-
rov med sabo komunicirajo preko preprostih tehnologij in protokolov, ki so
skupni imenovalec več platform in jezikov, na primer HTTP in JSON. Zaradi
enakih načel komuniciranja lahko mikrostoritve med seboj komunicirajo tudi,
ko so spisane v drugačnih programskih jezikih in drugačnih platformah [6].
4.2.4 Angular
Angular [2] je platforma in ogrodje za izdelavo enostranskih aplikacij z upo-
rabo HTML [15] in TypeScript [35] jezikov. Angular je napisan v program-
skemu jeziku TypeScript. Angular implementira glavne in opcijske funkci-
onalnosti kot set TypeScript knjižnic, ki se jih lahko kasneje vključi v apli-
kacijo. Glavni gradniki Angular aplikacije so komponente, organizirane v
”
ngModule“. NgModuli zberejo izvorno kodo v funkcionalne sete, ki de-
finirajo Angular aplikacijo. Angular aplikacija ima vedno vsaj en
”
root“
modul, ki omogoča zagon, in več drugih modulov s preostalimi implemen-
tiranimi metodami. Komponente definirajo poglede s prikaznimi elementi,
ki jih Angular izbere in spremeni glede na programsko logiko in podatke.
Komponente uporabljajo storitve, ki priskrbijo s pogledi nepovezane funkci-
onalnosti. Ponudnike storitev lahko vstavimo v komponente kot odvisnosti,
ki naredijo kodo modularno, učinkovito in ponovno uporabno. Moduli, kom-
ponente in storitve so razredi, ki uporabljajo dekoratorje. Ti dekoratorji
označijo tip in priskrbijo metapodatke, ki povedo Angularju, kako jih upora-
biti. Metapodatke komponentnega razreda povežemo s predlogo, ki definira
pogled. Predloga združi običajen HTML z Angular direktivami in povezoval-
nim označevanjem, kar mu omogoča spreminjanje kode HTML pred izrisom
na zaslon. Metapodatek storitvenega razreda priskrbi tudi informacije, ki so
potrebne za odkrivanje komponent za vstavljanje odvisnosti. Komponente
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aplikacije tipično definirajo več pogledov, pogledi sami so urejeni hierarhično.
Angular priskrbi usmerjevalno (ang.
”
router“) storitev, ki definira smiselne
navigacijske poti med pogledi [2].
4.2.5 Enostranska spletna aplikacija - SPA
Enostranska aplikacija (ang.
”
Single page application“), kraǰse SPA, je, kot
nam že ime pove, aplikacija z eno glavno stranjo. Ob sprehajanju po taki
aplikaciji ugotovimo, da se stran pri klikih in odpiranju novih strani ne poso-
dablja, ampak se osvežijo samo podatki. Podatki SPA aplikacije se osvežijo
oz. posodobijo z asinhronimi klici na zaledni del mikrostoritve. Taka aplika-
cija ima samo eno glavno HTML datoteko
”
index.html“, ki prikazuje trenutno
stran, eno stilsko datoteko CSS in izvršljivo kodo JavaScript [18]. Omenjena
html koda se prenese ob prvem obisku strani in se v nadaljevanju dinamično
generira in prikazuje [3].
4.3 Načrt uporabnǐskega vmesnika
Spletni vmesnik je preprost in intiutiven in v ta namen je zasnovan kot eno-
stranska spletna aplikacija z ogrodjem Angular [2]. Na prvi strani je prikazan
seznam vseh naprav, ki so v našem primeru viri, primerni za izračun simuli-
ranih podatkov. Ob kliku na določeno simulirano baterijo v seznamu se nam
odprejo podrobni statični in spreminjajoči se simulirani podatki izbranega
baterijskega hranilnika. Nekatere simulirane podatke je možno spreminjati
in s tem vplivati na izračun simulacije naslednjega cikla. Nespremenljiva
HTML [15] elementa vmesnika sta stanje simulatorja in izbirni meni (slika
4.1). Vmesnik spletne aplikacije je zaradi mednarodne uporabe orodij v pod-
jetju napisan v angleškem jeziku.
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Slika 4.1: Zasnova seznama baterij.
4.3.1 Zasnova seznama baterij
Seznam baterij je začetni prikaz stanja simulatorja vseh baterij. Na sliki 4.1
je viden seznam aktivnih baterij, prebranih iz glavnega sistema. Seznam














vrednosti seznama se posodobljajo z enosekundnim intervalom, kar sovpada
s ciklom simulacije baterije. S klikom na katerokoli baterijo s seznama se
nam odpre zavihek s podrobnim pregledom baterije.
Seznam na sliki 4.1 vsebuje naslednja polja in informacije:
Name: ime baterije, prebrano iz glavnega sistema preko skupnega podat-
kovnega modela.
Power: trenutna moč baterije v kilovatih. V primeru praznjenja je vrednost
negativna in obarvana rdeče. Ko se baterija polni, je vrednost pozitivna
in obarvana z zeleno barvo.
Positive capacity: pozitivna kapaciteta, trenutno največja možna moč pol-
nenja baterije v kilovatih.
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Negative capacity: negativna kapaciteta, navečja moč praznjenja v kilo-
vatih.
Stanje napolnjenosti baterije: stanje napolnjenosti baterije, zapisano v
odstotkih.
Activation status: stanje aktivacije; ko je stanje aktivacije
”
ON“, je si-
mulator pripravljen za aktivacijo naše baterije. V stanju
”
OFF“ pa
baterije ni mogoče aktivirati, tudi če iz glavnega sistema prejmemo
veljavno kontrolno moč.
4.3.2 Zasnova podrobnega pogleda baterije
Po kliku na vrstico v seznamu baterij se nam odpre podroben pregled baterije.
Slika 4.2 prikazuje ime baterije in pod tem vrednosti za izbrano baterijo.
Levi stolpec prikazuje glavne lastnosti, ki se uporabljajo pri aktivaciji moči
baterije. Opis prvih treh polj levo lahko najdemo v poglavju 4.3.1.
Levi stolpec pod imenom baterije na sliki 4.1 vsebuje preostala polja, ki
še niso bila opisana:
Set point from VPP: kontrolni signal, ki ga sporoči VPP; signal vsebuje
zahtevano količino aktivirane moči baterijskega hranilnika (BESS) v
kilovatih.
Positive availability: pozitivna razpoložljivost nam pove, ali je baterija
zmožna aktivacije polnjenja glede na izračunane omejitve. Polje se
lahko posodobi preko glavnega sistema ali preko simulatorja.
Negative availability: negativna razpoložljivost, podobno kot pri pozitivni
razpoložljivosti velja za indikator sposobnosti praznjenja.
Desni stolpec pod imenom baterije na sliki 4.1 vsebuje polja, ki se lahko
urejajo, in posodobljena vrednost se uporabi v izračunu simulacije nasle-
dnjega cikla. Funkcionalnost je namenjena testiranju baterije in večji pregle-
dnosti same spletne predstavitve simulatorja:
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Slika 4.2: Podrobni pregled baterije.
State of charge: stanje napolnjenosti baterije ali baterijskega hranilnika.
Positive capacity: ob vnosu vrednosti prepǐsemo glavno pozitivno kapaci-
teto, ki se nato upošteva pri izračunu največje razpoložljive moči pol-
njenja.
Negative capacity: ob vnosu vrednosti prepǐsemo glavno negativno kapa-
citeto, ki se nato upošteva pri izračunu največje razpoložljive moči pra-
znjenja.
Set point: prepis vrednosti kontrolnega signala za zahtevek moči aktivacije;
ko je polje nastavljeno, se nastavljena moč upošteva pri aktivaciji.
BESS temperature: prikazuje trenutno temperature celotne baterije, možno
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jo je tudi spreminjati. Temperatura v mejnih območjih vpliva na raz-
položljivo kapaciteto.
Spodaj vidimo raztezni del, kjer bodo prikazane podrobne infromacije, ki
se upoštevajo pri izračunu posamezne simulacije baterijskega hranilnika. Ne-
katere lahko spreminjamo in prilagajamo testnim scenarijem uporabe. Tudi
ta prikaz se osvežuje v enakem časovnem intervalu kot seznam baterij.
4.4 Arhitektura mikrostoritve
Aplikacija je zasnovana kot mikrostoritev z uporabo tehnologije Spring Boot
micro service [33]. Sestavljena je iz več neodvisnih modulov, ki so prika-
zani na sliki 4.3. Mikrostoritev je sestavljena iz
”
RESTful API“ [28], Ra-
bbitMQ [29] proizvajalca in procesorja sporočil in osrednje ure, ki narekuje
izračun simulacije v definirani časovni enoti. Privzeta časovna enota simu-
lacije je ena sekunda, časovna ura se lahko spremeni v glavni konfiguraciji
aplikacije.
4.4.1 RESTful API
RESTful API [28] je mikrostoritev simulatorja (slika 4.4), ki skrbi za ko-
munikacijo s čelno aplikacijo in za komunikacijo z glavnim sistemom VPP.
Komunikacija s čelnim sistemom poteka preko dveh objektov za prenos po-
datkov (DTO): BatteryData in UpdateBatteryData.
BatteryData: DTO objekt prenaša prikazne podatke posamezne baterije.
Vsi podatki se posodobijo in računajo z uro glavnega časovnika v apli-
kaciji.
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UpdateBatteryData: DTO objekt posodobi posamezna polja baterije. Po-






4.4.2 Kontrolna aktivacijska sporočila VPP
VPP glede na izbrane kriterije izračuna aktivacijsko moč baterije. Aktivi-
rana energija moči je lahko pozitivna ali negativna. Ko baterijo polnimo,
je njena moč pozitivna, ko jo praznimo, pa je negativna. DTO objekt Ac-
tivationSignal prikazuje komunikacijski objekt za komunikacijo z glavnim
sistemom, ki proži aktivacije. Aktivacijski objekt vsebuje količino aktivirane
energije v polju
”
value“. Vrednost polja value ima več pomenov.
Pomeni polja value so zapisani v polju
”
type“.
SET POINT: Količina energije oziroma moč, ki jo moramo aktivirati v
kW.
ON: Kontrolni signal, ki omogoči aktivacijo v kombinaciji s kontrolno močjo.
OFF: Kontrolni signal, ki onemogoči ali ustavi aktivacijo, tudi ko je kon-







4.4.3 Simulirana sporočila baterije
Simulirana sporočila so sporočila, ki jih izračuna simulator glede na trenutne
in vhodne podatke. Ob koncu vsakega cikla se pošljejo v VPP preko vrste
RabbitMQ [29]. Spodaj so na kratko opisani vsi tipi, ki jih podpirata VPP
in simulator baterijskih hranilnikov.
METERING: Izmerjena moč baterijskega hranilnika.
POSITIVE CAPACITY: Razpoložljiva pozitivna kapaciteta ali moč pol-
njenja za aktivacijo moči baterije v danem trenutku. VPP uporabi
pozitivno kapaciteto pri izračunu pozitivne aktivacije.
NEGATIVE CAPACITY: Razpoložljiva negativna kapaciteta ali moč pra-
znjenja za aktivacijo moči baterije v danem trenutku. VPP uporabi
negativno kapaciteto pri izračunu negativne aktivacije.
CHARGE LEVEL: Stanje napolnjenosti baterije, ki jo VPP lahko upo-
rabi za izračun preostalega časa aktivacije pri trenutni moči. Uporablja
se tudi za informativni prikaz na grafu v glavnem sistemu.
VOLTAGE: Trenutna enosmerna napetost celotnega baterijskega hranil-
nika.
CURRENT: Trenutni enosmerni tok celotnega baterijskega hranilnika.
TEMPERATURE: Temperatura baterijskega hranilnika. Temperatura je
odvisna od temperature okolice, trenutne moči in dolžine aktivacije.
POSITIVE AVAILABILITY: Pozitivna razpoložljivost.







Slika 4.4: RESTful API komunikacija.
4.5 Simulacija baterijskega hranilnika
Za vse baterijske vire simuliramo obnašanje baterije v glavnem procesu zale-
dnega sistema, ki se izvaja v enosekundnih intervalih. Čas izvajanja glavnega
procesa simulacije se lahko nastavi v glavnih nastavitvah aplikacije. Simu-
lacija se računa v posamezni niti za vsako baterijo posebej. Po končanem
izračunu pošljemo vrednosti v glavni sistem VPP, kakor je opisano v po-
glavju 4.4.3. Zaradi preprostosti simulator v začetni fazi podpira samo
računanje za litij-ionske celice, bo pa v naslednjih verzijah mogoče skonfi-
gurirati tudi druge tipe celic.
4.5.1 Enačbe simulacije baterijskega hranilnika
Simulacija baterije oz. hranilnika bo potekala v več zaporednih korakih.
Večino lastnosti je mogoče spremeniti med izvajanjem, zato se vse vrednosti
preračunajo za vsako izvajanje posebej. Izračuni zaradi medsebojne odvi-
snosti med vrednostmi potekajo zaporedno.
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Spremenljivka oznaka enota drugo
kapaciteta baterije CBESS kWh >0
število celic ncell Z >0
kapaciteta celice Ccell kWh Z >0
enosmerna napetost BESS UBESS V >0
število zaporednih celic ncellser Z >0
število vzporednih celic ncellpar Z >0
napolnjenost SOC % [0,100]
najmanǰsa napolnjenost SOCmin % [0,100]
najvǐsja napolnjenost SOCmax % [0,100]
pozitivna razpoložljivost availp [true, false], true=na voljo
negativna razpoložljivost availn [true, false], true=na voljo
notranja napetost celice Ucelli V >0
BESS temperatura TBESS °C
temperatura na lokaciji BESS Tamb °C
najmanǰsa temperatura BESS Tmin °C
največja temperatura BESS Tmax °C
omejitev moči Plimit kW >0
nominalna moč BESS PBESSr kW >0
najmanǰsa obratovalna temperatura BESS Tnommin °C
največja obratovalna temperatura BESS Tnommax °C
faktor omejitve moči za hladen BESS xmin
največja moč polnjenja Pch kW
največja moč praznenja Pdch kW
največja C moč polnenja Cratech h
−1
največja C moč praznenja Cratedch h
−1
zahtevana moč aktivacije Psetpoint kW
enosmerni tok BESS IBESS A
notranja izguba napolnjenosti dL %
statična dnevna izguba napolnjenosti Li %/day
pretečen čas med izračuni tint s
izrabljenost baterije SOH % [0,100]
aktivacijski signal actrec [ON, OFF]
status aktivacije actstatus [true, false]
tok celice Icell A
največja napetost celice Ucellmax V
upornost celice pri polnenju Richcell mΩ
stopnja hlajenja Rc min 0,02 /min
povečanje temperature pri polni moči dTmax °C/h
Tabela 4.1: Tabela spremenljivk in oznak za izračun simulacije BESS.
Enostaven model baterijske celice
Model celice simulatorja (slika 4.5) je zasnovan kot enostavna električna ve-
zava upora, ki spreminja upornost pri praznjenju oziroma polnjenju celice in
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Slika 4.5: Poenostavljen model baterijske celice.
priključnih sponk.
Število celic
Število celic baterijskega simulatorja (ncell) izračunamo [8] z deljenjem celo-







S številom celic bomo kasneje množili na nivoju posamezne celice izračunane
vrednosti, da dobimo prave vrednosti na nivoju BESS. BESS je sestavljen
iz številnih zaporednih in vzporednih celic. Zaporedne celice (4.2) povečajo
napetost in skupno kapaciteto energije, vzporedne celice (4.3) povečajo tok














Slika 4.6: Padec napetosti celice pri praznjenju s konstantnim tokom in pri
različnih temperaturah [20].
Omejitev moči najmanǰse in največje napolnjenosti
Baterija je omejena z največjim in najmanǰsim stanjem napolnjenosti. Pol-
nenje končamo, ko SOC doseže vrednost SOCmax (4.4). Prazniti končamo,
ko SOC vrednost doseže SOCmin (4.5). Z omejitvijo SOCmax preprečimo
preveliko napetost in napolnjenost baterije in s SOCmin preprečimo preve-
liko izpraznjenost baterije. S temi omejitvami zmanǰsamo efektivne cikle
in podalǰsamo življensko dobo baterije [13]. Limite napolnjenosti računamo
zaradi potrebe po testiranju aktivacije moči realnih baterij.
availp =
true SOC < SOCmaxfalse SOC ≥ SOCmax (4.4)
availn =
true SOC > SOCminfalse SOC ≤ SOCmin (4.5)
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Ucelli notranja napetost celice pri praznjenju
Napetost [V]
Slika 4.7: Rezultati enačbe 4.6 aproksimirane krivulje notranje napetosti
celice v relaciji s SOC.
Notranja napetost celice
Notranjo napetost (Ucelli) posamezne celice izračunamo v relaciji s SOC in
povprečno vrednostjo napetosti celice, ki je v našem primeru 4,01 V [20].
Enačbo za izračun notranje napetosti smo definirali v podjetju in z njo (slika
4.7) aproksimirali krivuljo napetosti celice v povezavi z vrednostjo SOC re-
alne krivulje napetosti (slika 4.6) litij-ionske celice in SOC pri praznjenju.
Enačba je sestavljena iz treh delov: že omenjene povprečne vrednosti nape-
tosti celice, hitrega padca napetosti na začetku in koncu praznjenja in liner-
nega padca napetosti. Notranjo napetost celice bomo uporabili za izračun
napetosti celice Ucell (enačba 4.18). Za večjo natančnost izračuna SOC se
lahko v prihodnje doda vpliv temperature pri izračunu notranje napetosti
celice v povezavi s SOC:
Ucelli = 4, 01− 15 ∗ (
(100− SOC)− 42
100
)5 − 0.01 ∗ (100− SOC) (4.6)
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Temperaturna omejitev moči
Delovanje BESS je temperaturno omejeno. V primeru, da se temperatura na-
haja izven nastavljenih parametrov, razpoložljivo moč znižamo. Ko presežemo
Tnommin ali Tnommax, začnemo nižati razpoložjivo pozitivno in negativno moč
Plimit. Ko presežemo Tmin ali Tmax, nastavimo Plimit na nič. Natančen posto-
pek je opisan z enačbo 4.7. Temperaturo omejitev izvajamo zaradi simulacije
temperaturnih omejitev pravih baterijskih hranilnikov [34].
Plimit =

PBESSr ∗ xmin TBESS < Tmin
PBESSr ∗ (xmin + (1−xmin)∗(TBESS−Tmin)Tnommin−Tmin ) TBESS ≥ Tmin & TBESS < Tnommin
PBESSr TBESS ≥ Tnommin & TBESS ≤ Tnommax
PBESSr ∗ Tmax−TBESSTmax−Tnommin TBESS ≤ Tmaxmin & TBESS > Tnommax
0 ko noben pogoj ni izpolnjen
(4.7)
Največja moč polnjenja
Največja moč polnjenja (enačba 4.8) je omejena z največjo napetostjo (Ucellmax)
v odvisnosti od izračunane notranje napetosti celice (Ucelli) (enačba 4.18), ki
predstavlja povprečno napetost vseh celic v baterijskem hranilniku. Enačba
je sestavljena tako, da se ob vǐsanju izračunane notranje napetosti celice
Ucelli niža moč polnjenja, ko se bližamo največji napetosti celice Ucellmax.
Ko dosežemo najvǐsjo napetost celice, želimo, da je največja izračunana moč
polnjenja 0 kW, ker najvǐsje napetosti celice nočemo preseči in zato želimo
ustaviti polnjenje baterije. Po izračunu največje moči polnjenja glede na no-
tranjo napetost celice primerjamo izračunano vrednost z izračunom produkta
med kapaciteto baterije in C faktorjem Cratech [10], kjer vzamemo najmanǰso
vrednost od obeh izračunanih vrednosti (enačba 4.8). Osnova za enačbo je
naš model celice (slika 4.5), kjer z ohmovim zakonom [24] pridemo do izračuna
največje moči polnjenja glede na preostalo notranjo napetost celice in upor-
nost pri polnjenju. Notranjo upornost v enačbi pomnožimo s številom vseh
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celic našega baterijskega hranilnika in tako izračunamo največjo moč polnje-
nja na nivoju celotnega baterijskega hranilnika:
Pch = min(




;CBESS ∗ Cratech) (4.8)
Največja moč praznjenja
Največja moč praznjenja (4.9) je omejena z največjo močjo baterije Plimit.
Pdch = Plimit (4.9)
Stanje aktivacije
Funkcija 4.10 prikazuje izračun razpoložljivosti aktivacije. Ko prejmemo ON
signal (actrec) iz VPP in je kontrolna moč (Psetpoint) različna od nič, baterija
pa razpoložljiva (availp), nastavimo true.
actstatus =




max(min(Psetpoint;Pch),−1 ∗ Pdch) actstatus0 ¬actstatus (4.11)
Ko je kontrolna moč iz VPP različna od 0, izračunamo moč aktivacije
BESS z enačbo 4.11. Status actstatus nam pove izpolnjenost pogojev za akti-
vacijo. Če je prispeli kontrolni signal aktivacije (Psetpoint) različen od nič, se
v primeru stanja true proži aktivacija.
Moč celice
Moč posamezne celice (Pcell, 4.12) izračunamo z deljenjem moči baterijskega
hranilnika s številom vseh celic (ncell, 4.1). Moč posamezne celice potrebu-







Notranja upornost celice (Ricell, 4.13) je odvisna od pozitivne ali negativne
vrednosti moči celice (4.12). Notranjo upornost celice uporabimo za izračun
napetosti celice (4.18).
Ricell =
Rich Pcell > 0Ridch Pcell ≤ 0 (4.13)
Napetost celice
Osnova za izračun napetosti je po našem preprostem modelu celice enačba 4.14,
kjer seštejemo notranjo napetost celice Ucelli in rezultat enačbe za izračun na-
petosti upora modela celice.
Ucell = Ui + Icell ∗Ricell (4.14)
Ker nimamo izračunanega toka celice (Icell), spremenljivko zamenjamo z
uporabo ohmovega zakona [24]:




Nato enačbo pomnožimo z Ucell:
U2cell = Ui ∗ Ucell + Pcell ∗Ricell (4.16)
Pripravimo enačbo 4.17 in rešimo 4.18 s kvadratno enačbo [19]:














Enosmerni tok baterijskega hranilnika
Enosmerni tok baterijskega hranilnika (IBESS) predstavlja skupni tok, ki bi
ga izmerili v baterijskem sklopu. Enosmerni tok izračunamo z množenjem
toka celice (4.19) s številom celic, povezanih vzporedno (4.3) [8]. Enosmerni
tok baterijskega hranilnika uporabimo za prikaz toka hranilnika na grafu 5.1
v VPP:
IBESS = Icell ∗ ncellpar (4.20)
Samopraznenje baterijskega hranilnika
Samopraznenje baterijskega hranilnika izračunamo iz vnaprej definirane kon-







Na vsak cikel izračunamo spremembo napolnjenosti baterije na nivoju celice.
Na velikost spremembe SOC vpliva razmerje med trenutno močjo in kapa-
citeto baterije. Pri izračunu upoštevamo tudi SOH, ki zmanǰsa kapaciteto
baterije glede na nastavljeno izrabljenost baterije [7]:
SOC = SOC − dL + Icell ∗ Ucelli ∗ tint ∗ 100
Ccell ∗ SOH ∗ 3600
(4.22)
Temperatura baterije
Pri izračunu temperature upoštevamo razmerje med največjo možno in tre-
nutno močjo. Večja kot je moč, večji delež konstante upoštevamo pri izračunu
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temperature. Upoštevamo tudi zunanjo temperaturo okolice, proti kateri se
približujemo, ko je moč baterije enaka nič. Stopnja hlajenja je odvisna od
definiranega koeficienta Rc. Podlaga za formulo ni realno fizično obnašanje
temperature glede na parametre, ampak je približek pravemu obnašanju [34]
celic z definicijo preprostih limit in razmerij.
T = T +
dTmax
3600
∗ tint ∗ (
PBESS
PBESSr







Računanje simulacije baterijskih hranilnikov se proži s fiksnim ciklom ene
sekunde. Dolžino cikla je mogoče spremeniti v konfiguraciji aplikacije. Za
proženje cikla v programskem jeziku java [17] uporabljam anotacijo @Sche-






1 @Scheduled(fixedRateString = "${app.simulator -interval}")
2 public void run() {
Nastavitev
”
simulator-interval“ se nahaja v glavnih nastavitvah aplikacije
app.
V glavnem časovniku za vse entitete baterij naredimo novo nit in izve-
demo klic na izračun simulacije. Z izračunom simulacije v nitih omogočimo
enakomerno porazdeljeno računsko obremenitev.






Izračunane podatke hranimo s podatkovnim objektom
”
BatteryData“, ki
se izračunajo pri klicu metode v četrti vrstici zgoraj, nato pa se skupaj
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s podatki vira (resource) posredujejo metodi
”
constructMeteringDataAn-
dSendToQueue“ v drugi vrstici. Metoda
”
constructMeteringDataAndSen-
dToQueue“ posreduje izračunane podatke sistemu VPP preko vrste RabbitMQ [29].
5.2 Simulacija stanja baterije
Algoritme za izračun stanj baterijskega hranilnika BESS smo implementirali
modularno s Spring [33] zrni. Vsak izmed modulov, tam, kjer je to podprto,
posodobi vrednost, ki se spremeni preko vmesnika. V nasprotnem primeru
za izračun uporabimo vrednost, izračunano v preǰsnjem ciklu. Po končanem
izračunu zapǐsemo novoizračunane podatke v podatkovno bazo MySQL [22]
in strežnǐski predpomnilnik.
Primer izračuna statične izgube napolnjenosti zaradi samopraznenja ba-
terije.
1 /**
2 * Calculates static losses based on elapsed time.
3 *
4 * @param batteryData current state of calculated simulation data
5 * @param t elapsed time since last calculation
6 */
7 public void calculateStaticLosses(BatteryData batteryData , BigDecimal t) {
8 batteryData.setIncrementOfStaticLosses(
9 Battery.L_I.setScale (10, BigDecimal.ROUND_HALF_UP).divide(












Zaradi natančnosti uporabljamo pri izračunih decimalnih števil javanski tip
”
BigDecimal“, pri čemer se vse izračune zaokrožuje na 10 decimalnih mest.
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Kot primer navajam izračun, prikazan zgoraj v vrstici 9, ki da v časovnem
intervalu ene sekunde zelo majhen rezultat. Gre za primer izpisa, ko je za
dnevno izgubo dL nastavljena vrednost 0.1% na dan.
1 Battery: BESS simulator , id: 57 calculated static loss: 0.00000117360360 %
Podobno so narejeni vsi ostali izračuni, to je modularno vsak v svojem zrnu.
5.3 Komunikacija z glavnim sistemom
Z VPP komuniciramo preko vrste RabbitMQ [29]. V glavnem časovniku
kličemo VPP s privzetim ciklom ene sekunde. VPP odgovori z osveženo li-
sto aktivnih baterij, ki imajo nastavljen tip komunikacije
”
SIMULATOR“.
Simulacijo računamo za baterije, ki imajo nastavljene potrebne lastnosti za
izračun. Brez nastavljenih osnovnih lastnosti simulacije ne računamo, ba-
terije ne prikažemo v seznamu baterij in jo, v primeru, da je bila aktivna
v preǰsnjem ciklu, odstranimo z lokalne liste aktivnih baterij . Aktivna li-
sta baterij se hrani lokalno in se uporabi kot referenca za prikaz na spletni
aplikaciji.
5.3.1 Kontrolni signali VPP
Ob sprejemu kontrolnih podatkov se kotrolni signali VPP shranjujejo lo-
kalno, vse dokler ne začnemo izvajati naslednjega cikla izračuna simulacije.
Ob naslednjem ciklu preverimo stanje aktivacijskega signala. Ko je stanje
signala
”
OFF“, ne naredimo ničesar. Ko je stanje signala
”
ON“, preverimo,
če smo dobili kontrolni signal moči, različen od 0 kW. Baterijo aktiviramo
v odvisnosti od pogojev, opisanih z enačbo 4.5.1, in prejetega kontrolnega
signala moči. Prejet kontrolni signal moči nam pove, za kolikšno moč v kilo-
vatih aktiviramo baterijski hranilnik. Vrednost aktivacije moči je pozitivna
pri polnjenju in negativna pri praznjenju.
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Slika 5.1: Polnjenje baterije z močjo 1MW.
5.3.2 Izračunani podatki simulacije
Po končanem izračunu se podatki posredujejo v VPP za vsak tip signala
posebej. Posredujemo podatke, podprte s strani glavnega sistema VPP. V
VPP se podatki, urejeni po času in id številki baterije, zapǐsejo v NOSQL
bazo. Izračunani podatki se uporabijo za prikaz na grafih virov (5.1) in
grafih bazenov virov. Uporabimo jih tudi pri računanju razpoložljivosti virov
za aktivacijo, računanju aktivacije z razpoložljivo kapaciteto in za izračun
preostalega časa aktivacije glede na moč aktivacije, kapaciteto baterije in
SOC stanje.
Na grafu BESS simulatorja (slika 5.1) vidimo polnjenje baterije z močjo
1000 kW. Sistem je simulatorju poslal signal za aktivacijo 1000 kW moči,
označene z rdečim območjem in oznako
”
Total setpoint“ v legendi. Na grafu
CyberNOC [11] VPP sistema vidimo izračunane vse podatke simulatorja, ki
jih VPP podpira. Rdeč prosojen kvadrat označuje v sistemu VPP izračunano
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energijo. Zelena črta prikazuje odziv simulatorja na zahtevano moč, ki ji
pravimo aktivna moč (ang.
”
active power“). Odziv je popoln, krivulja moči
simulatorja lepo sledi zahtevani moči VPP. Rdeča črta prikazuje temperaturo
baterijskega hranilnika: s časom aktivacije se temperatura vǐsa, po koncu ak-
tivacije začne temperatura baterijskega hranilnika zaradi ustavljenega pra-
znjenja oz. ustavljene dobave električne energije padati. S polnjenjem se
napetost baterijskega hranilnika veča, na grafu je prikazana s svetlomodro
črto.
5.4 Pregled baterij na spletni aplikaciji
Vse aktivne baterije, ki imajo izbran tip komunikacije
”
SIMULATOR“ iz
VPP, prikažemo na pregledu baterij (slika 5.2). Vizualno se implementacija
ne razlikuje od predvidenega načrta seznama baterij (slika 4.1). Vsi podatki v
seznamu so osveženi z enosekundnim intervalom. Ker je stran zasnovana kot
SPA, imamo samo en časovnik, ki osveži vse podatke baterij z enim klicem
na zaledni sistem. Podatki se nato prenašajo po Angular [2] komponentah
navzdol. Za izbirni meni, viden na sliki 5.2 v modri barvi, smo uporabili
komponento
”
mat-tab-group“. Pregled baterij je v prvem zavihku menija. S
klikom na vrstico seznama baterij se nam nastavi nov zavihek
”
View battery
data“ in v njem se odpre baterija z id številko s klikom izbrane vrstice. Na
seznam baterij se vrnemo s klikom na zavihek
”
Batteries list“ na izbirnem
meniju.




View battery data“ se nam prikaže prva baterija v seznamu
baterij. Ob kliku na katerokoli baterijo v seznamu baterij se nam prikažejo
podrobni podatki baterije, implementacija je vidna na sliki 5.3. Podatek po-
sodobimo s klikom na ikono za urejanje poleg podatka, ki ga hočemo urediti.
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Slika 5.2: Posnetek zaslona aplikacije na seznamu baterij.
Po kliku se nam prikaže pojavno okno (slika 5.4) v katerega vpǐsemo novo
vrednost. Pojavno okno vsebuje tip podatka, ki ga posodobimo, trenutno




Cancel“. S klikom na gumb
”
Update“
se podatek posreduje simulatorju. Vse vrednosti se posodobijo preko is-
tega RESTful [28] klica. Ob posodobitvi vrednosti v objektu za posodobitev
(
”
UpdateBatteryData“, glej 4.4.1) nastavimo tip polja in id številko bate-
rije. Ob novem ciklu se nam v posodobljenem polju prikaže nova vrednost.
Preračunajo se tudi ostale vrednosti, ki so bile vezane na vrednost posodo-
bljenega polja.
5.5.1 Ostali simulacijski izračuni baterije
Ostali simulacijski izračuni so prikazani v razširitveni plošči. Razširitveno
ploščo odpremo s klikom na zaprto razširitveno ploščo z imenom
”
Simulation
parameters“ (slika 5.3). Razširitvena plošča je implementirana s kompo-





Namen razširitvene plošče je urejanje in pregled podatkov, ki se večinoma
ne spreminjajo. Podatke urejamo na podoben način, kakor smo ga opisali v
podpoglavju 5.3. Razširitvena plošča prikazuje izračune napetosti in toka ba-
terije in celic. Polji
”




Slika 5.3: Posnetek zaslona aplikacije na podrobnem pregledu baterije.
prikazujeta seštevek moči praznjenja in polnjenja od priklopa simulatorja iz-
brane baterije. Polje
”
Simulation server time“ prikazuje čas zadnje simulacije
za izbrano baterijo. Desno lahko urejamo polja, ki definirajo baterijski hra-
nilnik.
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Slika 5.4: Posodobitev vrednosti SOC s pojavnim oknom.
Slika 5.5: Ostali simulacijski izračuni baterije.
Poglavje 6
Sklepne ugotovitve
Na začetku smo predstavili obstoječe rešitve simulatorjev baterijskih hra-
nilnikov in električnih vozil. V drugem poglavju smo na kratko predstavili
navidezne elektrarne, njihovo vlogo v pametnih električnih omrežjih in ak-
tivacijo električne energije virov preko bazenih virov. V tretjem poglavju
smo predstavili delovanje energetskih hranilnikov in njihovo vlogo v pame-
tnih električnih omrežjih. Pogledali smo si tudi tipe celic, ki se uporabljajo
za izdelavo tako velikih baterijskih sklopov kakor tudi manǰsih, primernih
za samooskrbo gospodinjstev, in na kratko opisali njihove značilnosti. V
četrtem poglavju smo predstavili uporabljena orodja in ogrodja za izdelavo
čelnega in zalednega sistema. Opisali smo tudi model celice, na katerem
smo zasnovali osnovno delovanje cikličnega izračuna karakteristik simulacije
baterijskega hranilnika.
V petem poglavju smo opisali implementacijo zalednega sistema z arhi-
tekturo mikrostoritve, časovnika in izračuna vrednosti posamezne baterije.
Predstavili smo tudi implementacijo začelja, seznama baterij, podrobnosti in
urejanja konfiguracije posamezne baterije.
Izdelali smo spletno aplikacijo, ki v ozadju izračunava stanje baterij,
iz glavnega sistema prejema aktivacijske podatke omrežja in se odzove z
izračunanimi podatki simulacije in aktivacijo, kadar je baterija razpoložljiva.
Aplikacija dovolj natančno simulira stanje baterije za trenutne potrebe pod-
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jetja, ji je pa zaradi modularne zasnove aplikacije možno enostavno dodati
nove funkcionalnosti.
Aplikacijo bi lahko v prihodnosti izbolǰsali z dodajanjem podpore za druge
tipe celic. Simulator bi tako postal bolj raznovrsten, ker bi tako lahko pre-
izkusili drugačno napoved razpoložljivosti kapacitete baterijskega hranilnika.
Če za primer vzamemo svinčene baterije: sledenje lahko brez večjega vpliva
na življenjsko dobo praznimo do nekje 50%, za kar potrebujemo drugačno
konfiguracijo simulacije in nastavitev v glavnem sistemu. Za vsak tip bate-
rije posebej bi lahko uporabili drugačne izračune napetosti in temperaturnih
omejitev, ker so izračuni neposredno odvisni od tipa celic.
Dodatno je možno simulator baterijskega hranilnika izbolǰsati z natančneǰsimi
izračuni napetosti celice v odvisnosti od stanja napolnjenosti in z bolj na-
tančnim izračunom krivulje največje moči polnjenja in praznenja. Večjo na-
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