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6Notacio´n
En el presente documento se sigue la siguiente notacio´n: Los te´rminos ex-
tranjeros (p.ej, ingle´s) aparecera´n en cursiva; los nombres de ficheros tendra´n
una fuente monoespaciada; los elementos de un documento XML estara´n con-
tenidos <entre s´ımbolos de mayor y menor>.
Extractos de co´digo XML aparecera´n
1 Dentro de un recuadro como e s t e
NOTA: Para asegurar la compatibilidad en cualquier codificacio´n, dentro
de los bloques de co´digo se han omitido los acentos.
Mientras que extractos de documentos en texto plano - como pueden ser las
trazas - aparecera´n
En bloques monoespaciados.
Por u´ltimo, cuando se indique un comando a ejecutar en l´ınea de consola,
se usara´ una fuente monoespaciada, y el comando precedido por el s´ımbolo del
do´lar.
$ comando para´metros >> redireccio´n
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Cap´ıtulo 1
Introduccio´n
1.1. Sobre los SOA
Los SOA (Service Oriented Architecture, Arquitectura Orientada a Servicios)
es un paradigma para organizar y utilizar elementos distribuidos que pueden
estar bajo el control de diferentes duen˜os [OAS06].
Los servicios web (WS, de Web Services) son una forma frecuente de imple-
mentar este paradigma, empleando comunicaciones HTTP y serializacio´n XML,
por lo que es independiente del sistema operativo, plataforma hardware y len-
guaje de programacio´n.
Por u´ltimo, WS-BPEL1 es un esta´ndar definido por OASIS que permite
especificar interacciones entre servicios web, siendo estos sus u´nicos me´todos de
entrada y/o salida.
1.2. Objetivos
1.2.1. Funciones
Los objetivos de este PFC se pueden agrupar en tres l´ıneas:
1. Ana´lisis de las limitaciones del sistema Takuan [PD08b], desarrollado por
el grupo de investigacio´n “Mejora del Proceso Software y Me´todos Forma-
les” del Departamento de Lenguajes y Sistemas Informa´ticos de la Uni-
versidad de Ca´diz.
Este sistema permite generar dina´micamente invariantes observados en
una composicio´n de servicios web con WS-BPEL (el lenguaje estandari-
zado por OASIS para orquestar servicios web). Sin embargo, debido a las
instrucciones espec´ıficas que incluye el lenguaje WS-BPEL, as´ı como a la
arquitectura interna del sistema, actualmente presenta ciertas limitaciones
que ser´ıa interesante analizar.
2. Propuesta de transformacio´n de flujos de datos y de cambios en la ar-
quitectura interna para superar las limitaciones detectadas. La propuesta
ira´ acompan˜ada de desarrollos con ejemplos.
1Las versiones 1.0 y 1.1 se llamaron BPEL4WS. Se renombro´ en la versio´n 2.0 para respetar
la convencio´n de nombres de las tecnolog´ıas relacionadas con los servicios web.
13
14 CAPI´TULO 1. INTRODUCCIO´N
3. Implantacio´n de un traductor que incluya las transformaciones anteriores,
aplicacio´n a diversos ejemplos y evaluacio´n de los resultados.
1.2.2. Elementos innovadores a desarrollar
El lenguaje WS-BPEL, eje vertebrador de este trabajo, es el resultado del
esfuerzo de las principales empresas TIC 2 a nivel mundial (Microsoft, IBM,
SAP, Oracle, etc.) por estandarizar la composicio´n de servicios web [Com07].
Actualmente WS-BPEL esta´ soportado por la mayor´ıa de herramientas l´ıderes
del mercado SOA [Dom07]. De este modo, se abre la puerta a la adopcio´n masiva
de dicho lenguaje de programacio´n a gran escala (programming in the large) en
el mercado de las TIC en los pro´ximos an˜os.
Como consecuencia, se presenta la oportunidad de investigar los elementos
que permitan asegurar la calidad de dichas composiciones. En concreto nos cen-
traremos en la generacio´n de invariantes con Takuan, una herramienta presenta-
da en congresos internacionales de reconocido prestigio [PD08b, PD08a, Pal09a].
1.2.3. Aplicabilidad y alcance
El trabajo ha sido desarrollado como apoyo dentro del proyecto SOAQSIM
(TIN-2007-67843-C06-04) financiado por el Programa Nacional de I+D+i del
Ministerio de Educacio´n y Ciencia y fondos FEDER, en el que participa el
grupo de investigacio´n “Mejora del Proceso Software y Me´todos Formales” del
Departamento de Lenguajes y Sistemas Informa´ticos de la Universidad de Ca´diz.
Asimismo, para la realizacio´n de parte de este trabajo se me concedio´ una
beca de colaboracio´n del Ministerio de Educacio´n, Pol´ıtica Social y Deporte.
1.3. Definiciones, acro´nimos y abreviaturas
A continuacio´n se describen algunos te´rminos empleados para facilitar la
lectura del documento:
Ant Herramienta orientada a la automatizacio´n de construccio´n de software.
Mantenida por la Fundacio´n Apache [Apa].
BPEL Ver WS-BPEL.
BPR Extensio´n del fichero JAR que contiene todos los ficheros necesarios para
realizar el despliegue de un proceso de negocio.
Desplegar En el a´mbito de los SOA, desplegar un proceso se refiere a poner en
funcionamiento un servicio web (escuchando en un determinado puerto).
GPL GNU General Public License. Es actualmente la licencia de software libre
ma´s extendida.
GUI Graphical User Interface, Interfaz Gra´fica de Usuario.
HTTP Hypertext Transfer Protocol [IET], protocolo de comunicacio´n sobre In-
ternet. Disen˜ado para intercambiar principalmente documentos enlazados
entre ellos. Llevo´ a la aparicio´n de la Worl Wide Web.
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IDE Integrated Development Environment, Entorno Integrado de desarrollo.
Software que proporciona un marco de trabajo para uno o ma´s lenguajes de
programacio´n. Pueden verse algunos IDEs para WS-BPEL en el ape´ndice
C.
Instrumentalizar e instrumentar Preparar el co´digo o el binario de un pro-
grama para extraer la informacio´n deseada durante su ejecucio´n (del ingle´s
instrument). Segu´n la RAE ambos te´rminos son equivalentes en nuestro
contexto y se usan por igual en el presente documento.
Invariante En este documento se considera “invariantes” a aquellas propieda-
des que se mantienen constante - siempre o para un conjunto de prueba -
en un punto dado de un programa. Se ha adoptado esta definicio´n al ser
la empleada por trabajos relacionados [Pal08, Ern01].
JAR Java ARchiver. Es un formato de archivo que contiene un programa o
librer´ıa Java empaquetado.
Mockup Un mockup es un servicio sustituto de un servicio real en una si-
mulacio´n, que implementa un comportamiento predefinido, y que suele
emplearse en pruebas para reemplazar a un servicio costoso, al que no se
puede acceder, o tambie´n para comprobar si la salida de un programa para
un caso de prueba es la esperada. No tienen lo´gica interna, limita´ndose a
responder con mensajes predefinidos, o “fallando” si as´ı se especifica.
PDD Process Deploy Descriptor. Fichero empleado en ActiveBPEL que con-
tiene la informacio´n necesaria para desplegar un proceso WS-BPEL.
Proceso s´ıncrono Proceso en el que el proceso cliente queda a la espera de la
respuesta del proceso servidor.
Proceso as´ıncrono Una vez realizada la solicitud, sera´ el proceso servidor
quie´n respondera´ cuando este´ listo.
Punto de programa Instruccio´n sequence o flow que se instrumenta para pos-
teriormente generar invariantes justo antes y despue´s de su ejecucio´n.
SOAP Es un protocolo ligero orientado al intercambio de informacio´n estruc-
turada en un entorno descentralizado y distribuido. Se construye sobre
XML y es la base de los SOA [W3C07a].
UDDI Universal Description, Discovery and Integration [OAS05]. Registro ba-
sado en XML empleado por las empresas para listar sus servicios en In-
ternet. Se disen˜o´ para ser interrogado por mensajes SOAP para obtener
documentos WSDL.
URI Uniform Resource Identifier, cadena de caracteres que identifican de forma
un´ıvoca un recurso en Internet.
URL Uniform Resource Locator, subconjunto de URI que especifica do´nde se
encuentra un recurso, y co´mo acceder a e´l.
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Web Services Los servicios web son sistemas software disen˜ados para soportar
interacciones ma´quina-a-ma´quina sobre una red. Tiene una interfaz des-
crita en un formato procesable (concretamente, WSDL). Otros sistemas
pueden interactuar con el servicio web de una forma que se ajuste a esta
descripcio´n empleando mensajes SOAP. Normalmente estos mensajes son
transmitidos a trave´s de HTTP con una serializacio´n XML junto a otros
esta´ndares web [Haa04].
WS-BPEL Web Services Business Process Execution Language [Bar07]. Es
un lenguaje disen˜ado para especificar procesos de negocios basados en
Servicios Web (Web Services). Ma´s informacio´n en el ape´ndice B. Tambie´s
es referido frecuentemente como BPEL so´lamente. Ambas nomenclaturas
son equivalentes y se emplean por igual.
WSDL Web Services Description Language, lenguaje basado en XML usado
para describir servicios web [W3C01]. Ma´s informacio´n en el ape´ndice A.
XML eXtensible Markup Language, especificacio´n para crear lenguajes de mar-
cado. Su principal objetivo es facilitar el intercambio de informacio´n es-
tructurada, especialmente v´ıa Internet.
XML Schema Lenguaje empleado para definir esquemas XML, esto es, la es-
tructura que debe cumplir un documento XML para ser considerado va´lido
respecto a ese mismo esquema. Este mismo lenguaje es una extensio´n de
XML [W3C09].
XPath Lenguaje para seleccionar nodos de un documento XML. Puede em-
plearse tambie´n para procesar valores contenidos en dicho documento [W3C07c].
XSLT XSL Transformations [W3C99]. Es un lenguaje basado en XML para
transformar documentos XML en otros documentos XML, o, incluso, texto
plano.
1.3.1. Estructura del documento
El resto del documento se divide en cuatro partes diferenciadas:
1. En la primera parte se introduce la plataforma Takuan, y documenta su
disen˜o y funcionamiento.
2. En la segunda parte se describe todo el trabajo realizado sobre Takuan,
desde la obtencio´n de ejemplos hasta la obtencio´n de informacio´n sobre
cobertura, pasando por la correccio´n de errores. Tambie´n se exponen las
v´ıas de trabajo futuro.
3. En la tercera parte se describe paso a paso co´mo usar Takuan, desde su
obtencio´n e instalacio´n hasta la interpretacio´n de los resultados.
4. En la cuarta y u´ltima parte se incluyen cuatro ape´ndices, dos para facilitar
la comprensio´n de las tecnolog´ıas WS-BPEL y WSDL - imprescindibles
para comprender el funcionamiento de Takuan - y otros dos sobre editores
visuales y el servidor Neptuno, que no esta´n relacionados dire´ctamente
con la realizacio´n del proyecto, pero que se han hecho de forma paralela.
Por u´ltimo, se incluye toda la bibliograf´ıa empleada.
Parte I
Takuan
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Figura 2.1: Logotipo de Takuan
Cap´ıtulo 2
Takuan en la prueba de
composiciones WS-BPEL
El nombre del sistema es en realidad un juego de palabras entre los dos
posibles significados del te´rmino:
1. El generador dina´mico de invariantes empleado se llama Daikon, que es
un te´rmino japone´s que define un tipo de ra´bano. A su vez, Takuan es un
plato t´ıpico basado en daikon (ra´bano) marinado. Como Takuan se basa
en el sistema Daikon, de ah´ı el te´rmino.
2. Takuan es tambie´n el nombre de un importante monje budista japone´s:
Takuan Soho.
Esta dualidad es reflejada en el logotipo del programa (figura 2.1).
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2.1. Prueba de caja blanca de software
Existen, principalmente, dos maneras de probar un producto software [Pal08,
Ber05, Mye04]:
Pruebas black-box Se trabaja u´nicamente sobre las entradas y salidas de un
programa, sin entrar en detalles internos.
Pruebas white-box Se tiene en cuenta la lo´gica interna.
El segundo me´todo requiere, lo´gicamente, acceso al co´digo, pero sus resulta-
dos son mucho ma´s afinados.
Una de las te´cnicas ma´s empleadas hasta ahora para probar la validez de
algoritmos han sido la inferencia manual de invariantes. Sin embargo, su extrac-
cio´n puede automatizarse. De hecho, la generacio´n automa´tica de invariantes
ha demostrado ser una te´cnica eficaz para ayudar en la prueba de caja blanca
y la mejora de programas escritos en lenguajes de programacio´n estructurados
y orientados a objetos [Ern01].
Estos invariantes pueden aplicarse para [Ern01, Ern07]:
Depurar el co´digo Ya que un invariante inesperado puede sacar a relucir un
fallo en el co´digo que, de otra forma, podr´ıa haberse pasado.
Actualizar el software sin alterar las invariantes que deban conservarse. Tras
comprobar que´ invariantes deben permanecer inalterados en la siguiente
versio´n, puede desarrollarse e´sta y despue´s comparar los nuevos invariantes
con los esperados.
Documentar el co´digo an˜adiendo aquellos invariantes que puedan ayudar a
comprenderlo mejor.
Verificar si la composicio´n se ajusta a las especificaciones
Validar el conjunto de casos de prueba , determinando si es lo suficiente-
mente amplio y/o variado, ya que un falso invariante puede indicar un
conjunto de casos de prueba insuficiente.
La extraccio´n automa´tica de invariantes, a su vez, puede realizarse de dos
formas diferentes:
Esta´tica [Bjø97, Col03], sin ejecutar realmente el programa. Se realiza un
ana´lisis del co´digo - en especial flujos de datos y de control - para extraer
los invariantes. Los invariantes as´ı obtenidos siempre son correctos, pero las
limitaciones de la ma´quina formal, en especial con lenguajes como WS-BPEL,
restringe la cantidad de datos que se pueden obtener.
Dina´mica [Ern01]. En este caso los invariantes se infieren a partir de logs de
ejecucio´n del programa objetivo. Es decir, no se analiza el co´digo en s´ı mismo,
sino las trazas de ejecucio´n. Por ello, si el conjunto de casos de prueba no es lo
bastante amplio, podra´n aparecer falsos invariantes. En ese caso necesitar´ıamos
un conjunto ma´s completo de casos de prueba para eliminarlos de la salida.
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2.2. Generacio´n dina´mica de invariantes para WS-
BPEL
Hasta ahora la mayor parte de las aproximaciones de caja blanca para WS-
BPEL se han basado en modelos de simulacio´n orientados a pruebas [Buc07],
incluso a veces traduciendo el co´digo WS-BPEL a un lenguaje secundario ex-
trayendo su lo´gica interna.
Simular un motor WS-BPEL no es algo trivial, ya que hay una gran cantidad
de caracter´ısticas complejas que deben ser implementadas, como el manejo de fa-
llos, de excepciones, concurrencia o eventos. Si una de estas caracter´ısticas no se
implementara correctamente, no se podr´ıan probar las composiciones [PD08b].
Es por este motivo por el que la aproximacio´n de Takuan es ejecutar las com-
posiciones sobre un motor WS-BPEL real, generando los invariantes a partir de
las trazas de ejecucio´n. Generalmente, cuantas ma´s trazas se proporcionen, me-
jores resultados se obtendra´n, aunque tambie´n dependera´n de que el conjunto
de casos de prueba sea lo suficientemente completo como para cubrir la compo-
sicio´n - cobertura de ramas y de instrucciones, ver cap´ıtulo 8.
En el caso de que el conjunto de caso de pruebas sea insuficiente, posible-
mente se obtendra´n falsos invariantes. Al estudiar estos invariantes se podr´ıan
descubrir deficiencias en el conjunto de casos de prueba. Y, una vez mejorado
el conjunto, estos invariantes falsos desaparecer´ıan.
Otra ventaja de este sistema es que no se usan lenguajes intermediarios,
lo que evita errores derivados de una mala traduccio´n, o de una simulacio´n
incorrecta.
Por u´ltimo, esta te´cnica permite realizar pruebas au´n cuando no todos los
servicios externos este´n disponibles, sustituye´ndolos por otros con un compor-
tamiento predefinido (mockups). Co´mo se hace esto se vera´ en el cap´ıtulo 3, que
trata sobre la arquitectura de Takuan.
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Cap´ıtulo 3
Arquitectura
El esquema de la arquitectura de Takuan [Gar08a] puede verse en la figura
3.1. Es un sistema basado en tuber´ıas dividido en tres bloques ba´sicos: instru-
mentacio´n, ejecucio´n y ana´lisis [Gar08b].
3.1. Fase de instrumentacio´n
Takuan emplea el software Daikon [Ern07] como detector de invariantes,
quien infiere invariantes a partir de las trazas de ejecucio´n de un programa,
no a partir de su co´digo. Esto supone una gran ventaja, ya que hace que este
motor de inferencia sea independiente del lenguaje a tratar, pero tambie´n hace
necesario obtener de alguna forma las trazas y convertirlas al formato de entrada
aceptado por Daikon.
3.1.1. Descripcio´n
Una forma de obtenerlas es a trave´s de un proceso llamado “instrumenta-
cio´n”; esto es, modificar el programa, ya sea su co´digo o su forma compilada, de
forma que se generen unos ficheros que Daikon necesita (en concreto “.dtrace”,
que contiene el historial de la ejecucio´n).
Para Daikon la instrumentacio´n es llevada a cabo por “front-ends”, existien-
do ya implementaciones para instrumentar programas en Java o en C/C++ en
su forma compilada, Eiffel, Lisp, . . . . Virtualmente, cualquier lenguaje puede
ser instrumentado. Ba´sicamente an˜ade instrucciones que imprimen los valores
da las variables del programa en un punto determinado.
Es aqu´ı donde entra la fase de instrumentacio´n en Takuan. Ba´sicamente es
un proceso que tiene como entrada el proceso a inspeccionar - fichero BPEL,
documentos WSDL, declaraciones XSD, . . . - y produce como salida:
procesoInspeccionado.bpel Un equivalente al proceso original, pero incluye
una serie de actividades adicionales que permitira´n ir generando la traza.
catalog.xml Un fichero que contiene todos las dependencias del proceso BPEL.
proceso.pdd Fichero con la configuracio´n necesaria para el despliegue del pro-
ceso en el servidor ActiveBPEL.
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Figura 3.1: Arquitectura general del framework Takuan.
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tiposReunidos.xml Agrupa las declaraciones de tipos y propiedades de todos
los XML Schema y WSDL.
procesoInspeccionado.decls Contiene informacio´n sobre la comparabilidad
de las variables inspeccionadas (esto se explicara´ en el cap´ıtulo ***).
Todos estos ficheros, junto a los documentos WSDL, XML Schema origina-
les y conjunto de casos de prueba son empaquetados en un fichero “.bpr” que
contiene toda la informacio´n y estructura necesarias para desplegar el proceso.
Para ma´s informacio´n sobre co´mo definir un conjunto de casos de prueba y
mockups, puede consultar el manual de usuario (parte III).
3.1.2. Funcionamiento
Dado que la salida de esta fase es la entrada de la siguiente (ejecucio´n), es
necesario primero conocer que´ tecnolog´ıas se van a emplear en ella, para saber
que´ necesitamos como entrada.
Pero para saber las tecnolog´ıas concretas, debemos definir que´ necesita-
mos [Pal08]:
Un motor WS-BPEL que nos permita ejecutar el proceso, sustituyendo
las llamadas a servicios reales por otras declaradas por el usuario. Esta
sustitucio´n podemos desear hacerla por tres motivos:
1. Los servicios reales pueden no estar disponibles, o no queremos in-
terferir con ellos
2. Los servicios reales son de pago, bloquean recursos, etc. - algo bas-
tante comu´n.
3. Queremos establecer de antemano cua´les van a ser las respuestas o
peticiones de los servicios externos, de forma que podamos controlar
en todo momento el entorno de prueba.
Una librer´ıa de prueba unitaria que desplegara´ el servicio, y que ac-
tuara´ como cliente - invocando el servicio a probar - y como servidor para
los mockups. Esta librer´ıa sera´ ma´s complejas que las de otros lenguajes,
ya que debe actuar:
1. Como “director”, preparando y monitorizando la ejecucio´n del con-
junto de casos de pruebas.
2. Como un servidor de “mockups”, manejando las peticiones entrantes
y actuando como el servicio externo requerido por el proceso WS-
BPEL.
En funcio´n de estos requerimientos, se escogio´ ActiveBPEL [Act08] como
motor de ejecucio´n, y BPELUnit [May06b] como librer´ıa de pruebas unitarias.
Ambas plataformas distribuidas bajo licencias libres, lo que permite realizar
modificaciones en caso de ser necesario.
Una vez escogidos los productos concretos, volvemos al problema de co´mo
conseguir las trazas. Aunque ActiveBPEL puede generar trazas sobre los flujos
de control - condicionales, bucles, . . . - , no permite detallar los valores de las
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variables empleadas. Es necesario ampliar de alguna forma el funcionamiento
habitual del motor para poder examinar los valores de las variables - de aqu´ı el
intere´s por usar software libre.
Este problema ha sido solucionado creando funciones que extienden el len-
guaje XPath [W3C07c], definidas dentro de un espacio de nombres propio, que
permiten examinar los valores de las variables. Esto ha sido posible gracias a
que ActiveBPEL permite an˜adir extensiones a las funciones esta´ndares y a las
suyas propias.
Sin embargo, una limitacio´n de WS-BPEL es que no pueden llamarse fun-
ciones XPath directamente, por lo que es necesario emplear una estructura de
copia y asignacio´n a una variable “dummy” cuyo valor no se empleara´. Tam-
bie´n sera´ necesario deshabilitar los errores provocados por usar variables no
inicializadas [Pal08].
El u´ltimo paso en esta fase es la creacio´n de ficheros espec´ıficos de ActiveB-
PEL necesarios para el posterior despliegue y ejecucio´n del proceso instrumen-
tado.
3.1.3. Implementacio´n
Como tanto el fichero WS-BPEL, como los documentos de apoyo - WSDL,
XML Schema - son todos documentos XML, XSLT [W3C99] es una buena op-
cio´n para realizar las transformaciones. Con vistas a automatizar el proceso, se
definen tambie´n clases Java que podra´n ser ejecutadas desde scripts Ant [Apa].
El proceso se entiende mejor a trave´s de la figura 3.2.
La clase IntrumentBPELProcessTask extiende la clase
org.apache.tools.ant.Task, lo que le permite ser llamada desde scripts Ant.
Su u´nico cometido es llamar secuencialmente a los me´todos que propor-
ciona BPELProcessInstrumenter.
La clase BPELProcessInstrumenter analiza los ficheros originales y genera
el fichero de despliegue (proceso.pdd) y el cata´logo, un fichero donde se
especifican los documentos de los que depende el proceso.
Al fichero BPEL original se le aplica la hoja de estilos “hojaTipos.xslt”,
reuniendo en un u´nico fichero todas las declaraciones de tipos, propie-
dades, etc. (Nota: Tambie´n se procesara´n los documentos WSDL y XSD
asociados).
Al fichero BPEL original se le aplica la hoja de estilos “hojaInspeccio-
nar.xslt” (que depende de “hojaComparabilidad”), generando las instruc-
ciones precisas para poder trazar el contenido de las variables. El resultado
se almacenara´ en “procesoInspeccionado.bpel”. Esta hoja:
1. An˜ade al comienzo y final de cada bloque (secuencias, flujos... ver
ape´ndice B) instrucciones para obtener el valor antes y despue´s -
precondiciones y postcondiciones.
2. Las asignaciones originales son “envueltas” en llamadas XPath con
la forma uca:ambito/uca:ambitoPropiedad, de forma que pueda ob-
tenerse informacio´n sobre comparabilidad.
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Figura 3.2: Esquema de la fase de instrumentacio´n
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3. Se envuelve en un sequence para asegurar ejecucio´n secuencial en
caso de estar dentro de un elemento paralelo como flow.
Al proceso ya inspeccionado se le aplica la hoja de estilos “hojaDecls.xslt”,
obteniendo un fichero, con un formato reconocido por Daikon, que incluye
informacio´n sobre los a´mbitos y comparabilidades de las variables.
Por u´ltimo, se empaquetan todos los ficheros resultantes, junto con los
documentos originales, en un fichero BPR, que no es ma´s que un paquete
en formato ZIP. Este fichero es la salida del proceso, y sera´ la entrada de
la siguiente fase.
Los detalles internos de la implementacio´n de las clases Java - y de sus clases
de apoyo - no se cubrira´n aqu´ı. Su documentacio´n se encuentra en el CD adjunto.
3.1.4. Resumen
Entradas Fichero BPEL original, hojas WSDL, declaraciones XSLT.
Salidas Ficheros espec´ıficos del motor WS-BPEL para el despliegue, fichero
BPEL modificado.
Fase previa Ninguna (Entrada suministrada por el usuario).
Fase siguiente Fase de ejecucio´n.
Tecnolog´ıas empleadas Java, hojas de transformacio´n (XSLT).
3.1.5. Ejemplo
A continuacio´n se mostrara´n ejemplos de determinadas partes de un proceso
antes y despue´s de instrumentalizarlo.
Declaracio´n de variables
Listing 3.1: Co´digo de declaracio´n de variables antes de la instrumentalizacio´n
1 <v a r i a b l e s>
2 <v a r i a b l e messageType=” t n s : s e l l e r I n f o M e s s a g e ” name=”
s e l l e r I n f o ”/>
3 <v a r i a b l e messageType=” tns :nego t i a t i onMes sage ” name=”
negotiationOutcome ”/>
4 <v a r i a b l e messageType=” tns :buyer In foMessage ” name=”
buyerIn fo ”/>
5 </ v a r i a b l e s>
Listing 3.2: Co´digo de la declaracio´n de variables despue´s de la instrumentali-
zacio´n
1 <v a r i a b l e s>
2 <v a r i a b l e messageType=” t n s : s e l l e r I n f o M e s s a g e ” name=”
s e l l e r I n f o ”/>
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3 <v a r i a b l e messageType=” tns :nego t i a t i onMes sage ” name=”
negotiationOutcome ”/>
4 <v a r i a b l e messageType=” tns :buyer In foMessage ” name=”
buyerIn fo ”/>
5 <v a r i a b l e messageType=” t n s : s e l l e r I n f o M e s s a g e ” name=”
dummy se l le r In fo ”/>
6 <v a r i a b l e messageType=” tns :nego t i a t i onMes sage ” name=”
dummy negotiationOutcome”/>
7 <v a r i a b l e messageType=” tns :buyer In foMessage ” name=”
dummy buyerInfo”/>
8 </ v a r i a b l e s>
Asignaciones
Listing 3.3: Co´digo de una asignacio´n antes de instrumentalizar
1 <a s s i g n>
2 <copy>
3 <from v a r i a b l e=” shipRequest ”
4 property=” props :sh ipOrderID ” />
5 <to v a r i a b l e=” sh ipNot i ce ”
6 property=” props :sh ipOrderID ” />
7 </copy>
8 </ a s s i g n>
Listing 3.4: Co´digo de una asignacio´n despue´s de instrumentalizar
1 < !−− Codigo de i n s p e c c i o n ( a l p r i n c i p i o y f i n a l d e l
b l o q u e ) −−>
2 <bpe l : copy ignoreMissingFromData=” yes ”>
3 <bpe l : f rom>uca : in specc i onarProp i edad ( ’ shipRequest ’ , ’
props : sh ipOrderID ’ )</ bpe l : f rom>
4 <b p e l : t o>$dummy shipRequest shipOrderID</ b p e l : t o>
5 </ bpe l : copy>
6
7 < !−− Codigo de l a as i g nac i on −−>
8 <a s s i g n>
9 <copy>
10 <bpe l : f rom xmlns:vprop=” h t t p : // docs . oa s i s−open . org /
wsbpel /2 .0/ varprop ”
11 xmlns:wsdl=” ht t p : // schemas . xmlsoap . org /
wsdl /”>
12 uca:ambitoPropiedad ( ’ shipRequest ’ , ’
props : sh ipOrderID ’ )</ bpe l : f rom>
13 <to v a r i a b l e=” sh ipNot i ce ” property=” props :sh ipOrderID
” />
14 </copy>
15 </ a s s i g n>
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Comparaciones
Listing 3.5: Co´digo de una condicio´n antes de instrumentalizar
1 <cond i t i on>
2 $ itemsShipped &l t ; bpe l : g e tVar i ab l ePrope r ty ( ’
shipRequest ’ , ’ p rops : i t emsTota l ’ )
3 </ cond i t i on>
Listing 3.6: Co´digo de una condicio´n despue´s de instrumentalizar
1 <cond i t i on>
2 uca:ambito (0 , ’ ( uca: imprimirRutas (1 , @0@$
itemsShipped@0@ ) &l t ; uca:ambitoPropiedad (
@0@shipRequest@0@ , @0@props:itemsTotal@0@ ) ) ’ )
3 </ cond i t i on>
El co´digo “@0@” es una nomenclatura empleada para poder distinguir los
niveles de anidamientos que puedan existir. Durante su interpretacio´n, se susti-
tuira´n por comillas simples.
3.2. Fase de ejecucio´n
3.2.1. Descripcio´n
Una vez generado el co´digo WS-BPEL instrumentalizado, se ejecutara´ sus-
tituyendo los servicios externos con los servicios simulados.
Por cada caso de prueba se generara´ un fichero con la traza de la ejecucio´n.
Concretamente los pasos son:
1. Desplegar la composicio´n WS-BPEL (la modificada) en el motor WS-
BPEL. En este caso, se env´ıa un archivo comprimido (.bpr) que contiene
la lo´gica y algunos archivos espec´ıficos.
2. Se inicia el servidor que simula las respuestas externas.
3. Por cada caso de prueba
a) Se configura el servidor “mockup” con las respuestas predefinidas,
o´ incluso su ausencia, si queremos simular un servicio inaccesible.
b) Invocar el proceso que esta´ siendo probado
c) Obtener los resultados
4. Detener el proceso WS-BPEL
3.2.2. Implementacio´n
Es en esta fase cuando BPELUnit - concretamente una versio´n modificada -
adquiere el control del proceso. Recibe como entrada un fichero .bpr con todos
los ficheros necesarios, incluyendo uno con extensio´n .bpts que contiene la espe-
cificacio´n del conjunto de casos de prueba, los mockups que reemplazara´n a los
servicios reales y el comportamiento del cliente simulado.
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A partir de los mockups especificados, BPELUnit modifica el fichero BPEL
asegura´ndose de que las llamadas realmente se realicen a los servicios simulados,
tras lo cual indicara´ a ActiveBPEL que despliegue el proceso.
Una vez que el proceso este´ listo, BPELUnit se conectara´ al mismo actuan-
do como cliente, y ejecutando la operacio´n indicada en el caso de prueba en
el puerto correspondiente. En el caso de que el proceso inspeccionado realice
alguna llamada a un servicio externo, sera´ BPELUnit quien reciba la peticio´n,
y respondera´ en funcio´n a lo especificado en el fichero bpts. Este proceso se
repetira´ por cada caso de prueba.
El servidor ActiveBPEL tendra´ instalado por su parte una extensio´n de
XPath que ejecutara´ las siguientes funciones relacionadas con la instrumentali-
zacio´n.
uca:inspeccionar Inspecciona el valor de una variable para incluirla en la sa-
lida.
uca:ambito Empleada para obtener el a´mbito y la comparabilidad de una va-
riable (ma´s informacio´n en el cap´ıtulo III).
uca:imprimirRutas Imprime la ruta de una variable (p.ej $variable/nodo[1]/hoja[0])
uca:inspeccionarPropiedad Igual que uca:inspeccionar, pero para propieda-
des de variables WS-BPEL.
uca:ambitoPropiedad Igual que uca:ambito, pero para propiedades
Estas extensiones imprimen la informacio´n requerida en los logs de ejecucio´n
que ActiveBPEL genera por cada proceso. Estos logs sera´n la entrada de la
siguiente fase.
3.2.3. Resumen
Entradas Ficheros espec´ıficos del motor WS-BPEL para el despliegue, fichero
BPEL modificado, conjunto de casos de prueba (todo empaquetado junto)
Salidas Trazas de ejecucio´n
Fase previa Fase de instrumentacio´n
Fase siguiente Fase de ana´lisis
Tecnolog´ıas empleadas ActiveBPEL, BPELUnit, extensiones XPath
3.2.4. Ejemplo
Se muestra un extracto de una traza de ejecucio´n:
Listing 3.7: Extracto de traza de ejecucio´n
1 [1][2009−09−23 09 : 4 4 : 4 8 . 9 3 8 ] : Executing [ / p roce s s /
sequence / i f / e l s e / sequence / whi l e ]
2 [1][2009−09−23 09 : 4 4 : 4 8 . 9 3 8 ] : −−−− INICIO AMBITO −−−− [ ]
3 [1][2009−09−23 09 : 4 4 : 4 8 . 9 4 4 ] : Ruta a c c e d i d a : $
itemsShipped [ ]
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4 [1][2009−09−23 09 : 4 4 : 4 8 . 9 4 6 ] : Ruta a c c e d i d a : $
shipRequest ˜ props : i t emsTota l [ ]
5 [1][2009−09−23 09 : 4 4 : 4 8 . 9 4 7 ] : −−−− FIN AMBITO −−−− [ ]
6 [1][2009−09−23 09 : 4 4 : 4 8 . 9 4 7 ] While Condit ion f o r i s
t rue : [ / p roce s s / sequence / i f / e l s e / sequence / whi l e ]
7 [1][2009−09−23 09 : 4 4 : 4 8 . 9 4 7 ] : Executing [ / p roce s s /
sequence / i f / e l s e / sequence / whi l e / sequence ]
8 [1][2009−09−23 09 : 4 4 : 4 8 . 9 4 7 ] : Executing [ / p roce s s /
sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n ]
9 [1][2009−09−23 09 : 4 4 : 4 8 . 9 4 8 ] : Executing [ / p roce s s /
sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n /copy
[ 0 ] ]
10 [1][2009−09−23 09 : 4 4 : 4 8 . 9 5 1 ] : INSPECTION($ shipRequest .
shipOrder / sh ip : sh ipOrde r [ 1 ] /
ship:ShipOrderRequestHeader [ 1 ] / sh ip : sh ipOrder ID [ 1 ] ) =
555 [ ]
11 [1][2009−09−23 09 : 4 4 : 4 8 . 9 5 2 ] : INSPECTION($ shipRequest .
shipOrder / sh ip : sh ipOrde r [ 1 ] /
ship:ShipOrderRequestHeader [ 1 ] / sh ip : sh ip I t emsTota l [ 1 ] )
= 1 [ ]
12 [1][2009−09−23 09 : 4 4 : 4 8 . 9 5 8 ] :
En el extracto anterior se pueden ver las salidas generadas para las funciones de
inspeccio´n y las de a´mbito. Si nos fijamos en el texto comprendido entre INICIO
AMBITO y FIN AMBITO podemos deducir que $itemsShipped y la propiedad
itemsTotal de $shipRequest son comparables. Esta informacio´n resultara´ de gran
utilidad para Daikon.
3.3. Fase de ana´lisis
3.3.1. Descripcio´n
En esta fase se dispone de varios ficheros con las trazas de cada caso de prue-
ba en el formato espec´ıfico de ActiveBPEL, por lo que lo primero es convertir
estas trazas al formato que Daikon acepta como entrada [Ern01].
La transformacio´n de un formato al otro no es trivial debido a la naturaleza
de la estructura de los tipos de WS-BPEL y las limitaciones de Takuan. Es-
pecialmente delicado es el tratamiento de tipos no escalares, dado que Daikon
razona internamente con tipos de datos Java, por lo que no es capaz de manejar
estructuras ma´s complejas que vectores unidimensionales.
Takuan contempla dos te´cnicas para abordar este problema [PD08a] que se
explicara´n sobre el ejemplo 3.8.
Listing 3.8: Ejemplo del contenido de una variable compleja
1 <MetaSearchProcessResponse>
2 <noResult>4</ noResult>
3 <noFromGoogle>1</noFromGoogle>
4 <noFromMSN>3</noFromMSN>
5 <r e s u l t>
6 <u r l>h t t p : // u r l 1 g o o g l e</ u r l>
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7 < t i t l e>T i t l e 1 g o o g l e</ t i t l e>
8 <sn ippet>Snippet1goog le</ sn ippet>
9 <from>Google</ from>
10 </ r e s u l t>
11 < !−− ( t h r e e r e s u l t s from MSN) −−>
12 </ MetaSearchProcessResponse>
Matrix slicing
Esta aproximacio´n - basada en la tomada por Kvasir, el frontend de C++
para Daikon - consiste en dividir un vector de N dimensiones iterativamente en
vectores de N-1 dimensiones, hasta que so´lo queden vectores unidimensionales.
En el ejemplo 3.8 tenemos cuatro variables de dos dimensiones cada una,
agrupada por resultados: result[].url[], result[].tile[], result[].snippet[] y result[].from[].
Podr´ıan ser separadas de forma individual, obteniendo 16 variables - result[0].url[],
result[1].url[], result[2].url[], . . . .
Es el sistema ma´s natural para obtener invariantes sobre elementos indivi-
duales de estructuras multidimensionales, ya que cada uno de ellos estar´ıa
contenido en una variable independiente.
Todas las variables se corresponden a un conjunto contiguo de elemen-
tos del a´rbol XML original. De esta forma pueden filtrarse invariantes
redundantes sobre la longitud de un vector que ya esta´n recogidos en la
definicio´n XML Schema.
Sin embargo, el nu´mero de variables crece muy ra´pidamente, empeorando
con estructuras de ma´s dimensiones y ma´s elementos. Esto podr´ıa aumen-
tar los requerimientos de memoria y tiempo de ejecucio´n considerable-
mente, ya que implica trazas mayores y ma´s combinaciones posibles para
comprobar. Se hace necesario seleccionar de forma cuidadosa las variables
y puntos a analizar.
Daikon no puede comprobar cualquier posible combinacio´n de variables
por motivos de complejidad y eficiencia, limita´ndose a invariantes que
relacionan 1, 2 o 3 variables como ma´ximo. Esto significa que Daikon no
podra´ generar invariantes relacionados con estructuras multidimensionales
divididas en ma´s de tres variables, aunque algunos tipos pueden obtenerse
usando variables derivadas, como result.length.
Matrix flattening
WS-BPEL emplea el esta´ndar XPath como su lenguaje por defecto para des-
cribir asignaciones, condiciones booleanas, etce´tera. La forma en la que XPath
permite acceder a un elemento B bajo uno A es de la forma A/B.
Esta forma de examinar elementos anidados puede usarse como base para
reducir las dimensiones de una matriz: aplana´ndola en un u´nico vector unidimen-
sional siguiendo un orden predefinido de navegacio´n, concretamente el original
de un documento XML. Esto es, a[1]/b[2] es anterior a a[2]/b[1].
Volviendo al ejemplo 3.8, las cuatro variables bidimensionales pueden ser
aplanadas en cuatro variables unidimensionales, cada una con cuatro elementos.
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Me´todo Puntos de programa Variables Tiempo
(mm:ss)
Slicing 64 (todo) 17404 (todo) 7:18a
4720 (seleccionado) 1:19
12 (3 niveles) 2240 (todo) 0:43
704 (seleccionado) 0:22
Flattening 64 (todo) 11412 (todo) 3:46
3888 (seleccionado) 1:01
12 (3 niveles) 1560 (todo) 0:28
624 (seleccionado) 0:19
a Extra´ıdo de [PD08a]
Cuadro 3.1: Tiempos de ejecucio´n
As´ı como el me´todo anterior se ajustaba a la generacio´n de invariantes
para elementos individuales, este produce fa´cilmente invariantes que se
aplican a todos los elementos de la estructura original. Por ejemplo, si
necesitamos probar que todos los elementos vienen de Google o MSN.
Se sigue siendo pudiendo producir invariantes para algunos elementos de
las variables unidimensionales, pero so´lo aquellos escogidos por la heur´ısti-
ca de Daikon. No hay garant´ıa de que se generen invariantes con los ele-
mentos que nos interesen.
Se pierde la estructura de a´rbol original, por lo que no se puede aplicar la
informacio´n XML Schema directamente.
Por otro lado, el nu´mero de variables se mantiene constante independien-
temente de los niveles o elementos anidados, lo que soluciona el problema
del coste de la solucio´n anterior. Es por eso que esta opcio´n sera´ la selec-
cionada por defecto.
Comparativa
En la tabla 3.1 se comparan los tiempos de ejecucio´n y el nu´mero de variables
obtenidos para cada solucio´n, usando 7 casos de prueba para cada combinacio´n.
Como se esperaba, los tiempos para la te´cnica de flattening son mejores
que para slicing. Adema´s podemos ver que restringir el ana´lisis a las variables y
puntos de programa relevantes reduce de forma considerable el tiempo empleado.
Las pruebas se ejecutaron en un equipo con procesador Intel Core Duo T2250
CPU, con 1GiB de memoria RAM DDR2 533MHz, y un disco duro de 80GB
(5400rpm). El sistema operativo fue GNU/Linux Ubuntu 8.04.1, con el kernel
2.6.24-18-generic.
Se muestra a continuacio´n un ejemplo de co´mo var´ıan los invariantes gene-
rados, y por tanto la informacio´n obtenida, en funcio´n de la solucio´n empleada.
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Slicing
(...).result[1].from[]
one of { [Google], [MSN] }
(...).result[2].from[]
elements one of { "Google", "MSN" }
(...).result[3].from[]
elements one of { "Google", "MSN" }
(...).result[4].from[]
elements == "MSN"
(...).result[5].from[]
elements == "Google"
(...).result[6].from[]
elements == "MSN"
Flattening
(...).result.from[]
elements one of { "Google", "MSN" }
3.3.2. Implementacio´n
Como ya se ha explicado, esta fase debe separarse en dos grandes bloques:
la conversio´n de las trazas de ejecucio´n al formato de entrada de Takuan -
aplicando la te´cnica de conversio´n de vectores multidimensionales elegida -, y la
inferencia de invariantes. Adema´s, existen una serie de optimizaciones [Pal08].
Sera´ un script Perl (analizadorDaikon.pl) el encargado de dirigir todo es-
te proceso, realizando llamadas a los me´todos y ficheros correspondientes. Los
pasos seguidos por este script son:
1. Recibe como para´metros las trazas de ActiveBPEL, y las opciones de
ejecucio´n (como, por ejemplo, el me´todo de aplanamiento a emplear)
2. Se ejecuta el fichero convertidorTrazas.pl, quien realizara´ la conversio´n de
las trazas
a) Este script aplica una serie de expresiones regulares para buscar los
mensajes generados por las instrucciones XPath especiales que se
introdujeron durante la fase de instrumentalizacio´n.
3. Se obtiene la informacio´n sobre la comparabilidad
4. Se aplica el me´todo de aplanamiento escogido - flattening o slicing - a las
declaraciones de los tipos.
Si se ha escogido flattening, el script aplanarDeclsIndexes.pl proce-
sara´ las declaraciones.
Si se ha escogido slicing, sera´ el script aplanarDeclsNodeSet.pl el
ejecutado.
5. Se aplica el me´todo de aplanamiento escogido a las trazas previamente
convertidas
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Si se ha escogido flattening, se ejecutara´ el script aplanarDTraceIn-
dexes.pl
Si se ha escogido slicing, se ejecutara´ el script aplanarDTraceNode-
Set.pl
6. Sobre las trazas de ActiveBPEL se ejecuta el script cobertura.pl para
obtener la cobertura de ramas y de instrucciones. Esta funcionalidad forma
parte de las ampliaciones realizadas sobre Takuan, por lo que se tratara´ con
ma´s detalle en el cap´ıtulo 8.
7. Por u´ltimo, se ejecutara´ Daikon con toda la informacio´n preprocesada por
los scripts. La salida de Daikon sera´ la salida de todo el sistema, aunque
se contempla la posibilidad de hacer cierto procesado de esa salida pre-
viamente: conversio´n a otro formato, inclusio´n de invariantes en el BPEL
original para documentar, etc.
3.3.3. Resumen
Entradas Trazas de ejecucio´n
Salidas Invariantes inferidos
Fase previa Fase de ejecucio´n
Fase siguiente Salida suministrada al usuario
Tecnolog´ıas empleadas Daikon, Perl
3.3.4. Ejemplo
En el ejemplo 3.9 se ha recortado el identificador del punto de programa.
Listing 3.9: Ejemplo de invariantes obtenidos
1 ==========================================
2 marketplace . . . Sw i t ch e l s e1 s equence1 : : :EXIT
3 negotiat ionOutcome . outcome == ”Deal Fa i l ed ”
4 ==========================================
5 marketplace . . . Sw i t ch i f−condit ion1 sequence1: : :ENTER
6 buyer In fo . o f f e r one o f { 150 , 190 }
7 s e l l e r I n f o . a sk ingPr i c e one o f { 100 , 190 }
8 ==========================================
9 marketplace . . . . Sw i t ch i f−cond i t i on1 sequence1 : : :EXIT
10 buyer In fo . o f f e r == o r i g ( buyer In fo . o f f e r )
11 s e l l e r I n f o . a sk ingPr i c e == o r i g ( s e l l e r I n f o . a sk ingPr i c e )
12 buyer In fo . o f f e r one o f { 150 , 190 }
13 negotiat ionOutcome . outcome == ”Deal S u c c e s s f u l ”
14 s e l l e r I n f o . a sk ingPr i c e one o f { 100 , 190 }
En 3.9 podemos ver tres invariantes:
1. En la salida de la secuencia principal, en la rama else del condicional,
el valor de negotiationOutcome.outcome siempre sera´ “Deal Failed” al
finalizar la ejecucio´n de la rama.
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2. En la rama del if, la oferta del comprador es o 150, o 190, y el comprador
siempre pide o 100, o 190
3. Al salir de la rama del if, los valores de la oferta y la demanda no han
cambiado
4. Al terminar la rama del if, la respuesta (negotiationOutcome.outcome) es
siempre “Deal Successful”
Aunque esto es so´lo un ejemplo, conviene hacer notar que algunos de los
invariantes reflejados son “falsos invariantes”, producidos por un conjunto de
casos de pruebas que no es lo suficientemente extenso. Esto se hace evidente
con los valores de la oferta y la demanda de precios, que obviamente no esta´n
restringidos a esos dos valores, pero que son los que aparecen en los casos de
prueba.
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Parte II
Ampliaciones
39

Cap´ıtulo 4
Calendario
Gran parte del tiempo dedicado a este proyecto ha sido destinado a formacio´n
en las te´cnicas usadas en Takuan y en aprendizaje de las herramientas que usa
internamente: BPEL, Daikon, Java, XSLT, . . . .
4.1. Reuniones y seminarios
Adema´s de las reuniones con el director del proyecto, tambie´n se asistio´ a los
seminarios que se realizaban regularmente dentro del grupo SPI&FM. Durante
esas reuniones, se comentaban o expon´ıan los avances realizados y se acordaba
la direccio´n a seguir en adelante.
Viernes 7 de noviembre de 2008 Se acordo´ buscar ma´s ejemplos de com-
posiciones WS-BPEL para poder probar y extender Takuan
Viernes 28 de noviembre de 2008 Presentacio´n de los ejemplos recopilados
Viernes 9 de enero de 2009 Se decidio´ descartar al uso de DBEStudio por
problemas de estabilidad (ve´ase ape´ndice C.1)
Viernes 16 de enero de 2009 Presentacio´n de los avances realizados hasta
ese momento. Se decidio´ que lo siguiente a abarcar ser´ıa la instrumentali-
zacio´n de propiedades
Viernes 23 de enero de 2009 Para esta reunio´n se soluciono´ un conflicto en
la declaracio´n de variables (6.2)
Viernes 13 de febrero de 2009 Se decidio´ contactar con ActiveVOS, la em-
presa desarrolladora de ActiveBPEL, para solicitar informacio´n sobre el
formato del fichero PDD.
Martes 3 de marzo de 2009 Crear un borrador de la presentacio´n para las
IV Jornadas de Software Libre y Conocimiento Abierto de la Universidad
de Ca´diz (JOSLUCA4)
Martes 10 de marzo de 2009 Se ensayo´ la presentacio´n para las Jornadas
Martes 31 de marzo de 2009 Se discutio´ sobre el ejemplo Shipping, sobre
el que se deb´ıa trabajar para lograr hacerlo funcionar en Takuan
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Martes 14 de abril de 2009 Takuan ya acepta propiedades y se logra hacer
funcionar el ejemplo de Shipping s´ıncrono. Se propone realizar una interfaz
gra´fica para NetBeans
Martes 21 de abril de 2009 Se presenta el prototipo del asistente de Net-
Beans y se acuerdan algunas mejoras
Martes 5 de mayo de 2009 Se acuerda an˜adir a Takuan la posibilidad de
generar informacio´n sobre cobertura de ejecucio´n
Martes 26 de mayo de 2009 Primera versio´n funcional del plugin para Net-
Beans
Martes 2 de junio de 2009 Se decide presentar un art´ıculo sobre la cober-
tura de ramas en Takuan
Martes 9 de junio de 2009 Se decide el t´ıtulo y la tema´tica de dicho art´ıcu-
lo [Pal09b].
4.2. Diagrama de Gantt
En la figura 4.1 puede ver el diagrama de Gantt de este proyecto.
4.3. Art´ıculos
A continuacio´n se numeran los art´ıculos resultantes del trabajo de este pro-
yecto:
4.3.1. JISBD 2009
T´ıtulo Takuan: generacio´n dina´mica de invariantes en composiciones de servi-
cios web con WS-BPEL [Gar09]
Autores Antonio Garc´ıa Dominguez, Manuel Palomo Duarte, Inmaculada Me-
dina Bulo y Alejandro A´lvarez Ayllon
Enviado 27 de abril de 2009
Aceptado 10 de junio de 2009
4.3.2. JSWEB 2009
T´ıtulo Los casos de prueba en la generacio´n dina´mica de invariantes en com-
posiciones de servicios web con WS-BPEL [A´l09].
Autores Alejandro A´lvarez Ayllo´n, Antonio Garc´ıa Domı´nguez, Manuel Palo-
mo Duarte e Inmaculada Medina Bulo
Enviado 14 de junio de 2009
Aceptado 31 de julio de 2009
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4.3.3. PRIS 2009
T´ıtulo La cobertura de los casos de prueba en la generacio´n dina´mica de inva-
riantes en composiciones WS-BPEL [Pal09b].
Autores Manuel Palomo Duarte, Alejandro A´lvarez Ayllo´n, Antonio Garc´ıa
Domı´nguez e Inmaculada Medina Bulo
Enviado 26 de junio de 2009
Aceptado 21 de julio de 2009
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Figura 4.1: Diagrama de Gantt
Cap´ıtulo 5
Obtencio´n de nuevos
ejemplos
Una de las limitaciones de trabajar sobre un lenguaje tan reciente como
WS-BPEL es que apenas existen ejemplos reales, o al menos realistas, sobre
los que trabajar. La mayor´ıa de los autores de tesis y art´ıculos se limitan a
trabajar sobre ejemplos cla´sicos como el del Pre´stamo bancario incluido en el
esta´ndar [Com07].
Por tanto, la primera actividad necesaria para poder empezar a trabajar
sobre ampliaciones de Takuan era encontrar nuevos ejemplos y comprobar si
funcionaban con la versio´n de disponible en ese momento.
A continuacio´n se enumeran los ejemplos que se encontraron, su origen, y
que´ reformas exigieron - en algunos casos - para poder funcionar en Takuan.
Algunos de ellos esta´n disponibles en un repositorio pu´blico1.
5.1. Shipping
El ejemplo Shipping procede de la documentacio´n del esta´ndar OASIS [OAS07].
Como se ve en 5.1, es relativamente simple. Ba´sicamente implementa un servi-
cio de env´ıo de paquetes. A pesar de su simplicidad, saco´ a relucir dos posibles
puntos de´biles de Takuan:
As´ıncron´ıa Este proceso es as´ıncrono, y Takuan no hab´ıa sido probado con
procesos de este tipo. Finalmente, resulto´ funcionar sin necesidad de rea-
lizar modificaciones, aunque hubo que averiguar como configurar BPE-
LUnit para que funcionara. Ba´sicamente fue necesario emplear bloques
sendReceiveAsynchronous en lugar del habitual sendReceive.
Propiedades En WS-BPEL las variables pueden tener asignadas propiedades,
que no son sino “alias” de elementos de la variable, y Takuan no era capaz
de trabajar con ellas. Co´mo se an˜adio´ esta funcionalidad puede consultarse
en el cap´ıtulo 7. Ma´s informacio´n sobre las propiedades, en el ape´ndice B
sobre WS-BPEL.
Adema´s de la versio´n as´ıncrona, se creo´ una versio´n modificada s´ıncrona.
1http://neptuno.uca.es/redmine/projects/show/wsbpel-comp-repo
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Figura 5.1: Ejemplo Shipping
5.2. AUCTION 47
5.2. Auction
Al igual que Shipping, procede del esta´ndar WS-BPEL 2.0. Tambie´n es
as´ıncrono, y tampoco funcionaba en Takuan. En este caso, el problema se debe
a la inclusio´n de operaciones que permiten asignar directamente los valores de
un socio (partnerLink) a una variable, y viceversa.
Actualmente esta carencia no esta´ todav´ıa solucionada.
Figura 5.2: Ejemplo Auction
5.3. Ordering
Procede tambie´n del esta´ndar OASIS. Hace un uso intensivo de elementos
opacos: elementos que no especifican las operaciones concretas que se realizan
en el servicio real. Es decir, es un modelo abstracto y, por tanto, inu´til para
nuestros fines.
5.4. Complex Data Exchange
Procede de la web de ActiveVOS [Act08]. Es un ejemplo incompleto y escaso,
que no resulto´ de utilidad.
48 CAPI´TULO 5. OBTENCIO´N DE NUEVOS EJEMPLOS
5.5. Market Place
Procedente tambie´n de la web de ActiveVOS. Es un proceso s´ıncrono que
trabaja con dos peticiones: la del comprador y la del vendedor.
Ba´sicamente su funcionamiento es enviar un mensaje de e´xito si el precio
pedido por el vendedor es menor o igual a la cantidad ofrecida por el comprador.
5.6. Travel Reservation Service
Extra´ıdo de la web de NetBeans [Mica]. Es un ejemplo completamente defi-
nido con enlaces tanto s´ıncronos como as´ıncronos. Funcionaba en Takuan desde
un principio.
No se incluye una imagen de este proceso por su taman˜o.
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Figura 5.3: Ejemplo MarketPlace
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Cap´ıtulo 6
Errores corregidos
Durante el ana´lisis de Takuan se descubrieron varios errores que fueron sub-
sanados.
6.1. Error en el procesado de referencias en XML-
Schema
Un error en la implementacio´n del instrumentador provocaba errores cuando
un fichero XML Schema, al declarar un elemento, hac´ıa referencia a otro:
1 <xsd :e l ement r e f=” tns : sh ipComplete ”/>
Se corrigio´ para que al generar el fichero con todos los tipos reunidos, el
instrumentador fuera capaz de seguir estas referencias.
6.2. Conflicto en la declaracio´n de variables
El ejemplo Shipping declaraba algunas variables como pertenecientes a un
tipo XML Schema complejo, empleando para ello el atributo “type”. En la
versio´n inicial esto provocaba un conflicto interno en hojaDecls.xslt, fallando el
proceso de instrumentacio´n.
Veamos un ejemplo de co´mo se declara un nuevo tipo de datos dentro de
una hoja WSDL:
1 <w s d l : d e f i n i t i o n s targetNamespace=” h t t p : // example . com/
sh ipp ing / i n t e r f a c e s /”>
2 <wsd l : type s>
3 <xsd:schema
4 targetNamespace=” h t t p : // example . com/ sh ipp ing / sh ip . xsd
”>
5 <xsd:s impleType name=”itemCountType”>
6 <x s d : r e s t r i c t i o n base=” x s d : i n t ”>
7 <xsd :m in Inc lu s i v e va lue=”1” />
8 <xsd :maxInc lus ive va lue=”50” />
9 </ x s d : r e s t r i c t i o n>
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10 </ xsd:s impleType>
11 </ xsd:schema>
12 </ wsd l : type s>
13 </ w s d l : d e f i n i t i o n s>
Por un error en hojaTipos.xslt, se tomaba el espacio de nombres objetivo
del documento WSDL, no de la declaracio´n XML Schema, al buscar los tipos
asociados a trave´s del atributo “type”.
Se parcheo´ el error de forma que ahora acepta variables complejas declaradas
a trave´s del atributo “type”.
6.3. Asignaciones no soportadas
Al realizar pruebas con el ejemplo Shipping se detecto´ que Takuan no era
capaz de instrumentar correctamente el uso de propiedades, generando co´digo
sinta´cticamente correcto, pero erro´neo.
Co´mo se soluciono´ este error se detalla en el cap´ıtulo 7.
6.4. Error al obtener el ma´ximo de un entero
Por un error en el co´digo del instrumentalizador, no se obten´ıa correctamente
el valor ma´ximo posible para una variable entera. El error era muy simple,
simplemente se cambio´ en el fichero hojaDecls.xslt
1 <maxvalue>
2 <x s l : v a l u e−o f s e l e c t=”max( ($ r e s t r i c c i o n e s P r o p i a s /
maxvalue ,
3 $ r e s t r i c c i o n e s B a s e /maxvalue )
) ”/>
4 </maxvalue>
Por
1 <maxvalue>
2 <x s l : v a l u e−o f s e l e c t=”min ( ($ r e s t r i c c i o n e s P r o p i a s /
maxvalue ,
3 $ r e s t r i c c i o n e s B a s e /maxvalue )
) ”/>
4 </maxvalue>
6.5. Duplicacio´n del prefijo xsd
En este caso al generar la informacio´n sobre los tipos, se duplicaba el prefijo
“xsd” de XML Schema cuando una variable era declarada de un tipo base. Se
modifico´ el fichero hojaDecls.xslt, cambiando
1 <x s l : o t h e r w i s e>
2 <x s l : v a l u e−o f s e l e c t=” concat ( ’ xsd: ’ , @base ) ”/>
3 </ x s l : o t h e r w i s e>
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Por
1 <x s l : o t h e r w i s e>
2 <x s l : c h o o s e>
3 <xs l :when t e s t=” not ( conta in s ( @base , ’ : ’ ) ) ”>
4 <x s l : v a l u e−o f s e l e c t=” concat ( ’ xsd: ’ , @base ) ”/>
5 </ xs l :when>
6 <x s l : o t h e r w i s e>
7 <x s l : v a l u e−o f s e l e c t=”@base”/>
8 </ x s l : o t h e r w i s e>
9 </ x s l : c h o o s e>
10 </ x s l : o t h e r w i s e>
Es decir, se asegura de que el tipo base no venga ya con prefijo.
6.6. Duplicacio´n de la declaracio´n del espacio de
nombres
El error en este caso se encontraba en el fichero hojaInspeccionar.xslt, donde
se an˜ad´ıa el bloque de informacio´n sobre el espacio de nombres de la Universidad
de Ca´diz al proceso inspeccionado sin cuidar de si estaba o no ya incluido. Un
simple cambio de:
1 <b p e l : e x t e n s i o n mustUnderstand=”no” namespace=”{$ uca}”/>
Por:
1 < x s l : i f t e s t=” not ( b p e l : e x t e n s i o n [ @namespace = $uca ] ) ”>
2 <b p e l : e x t e n s i o n mustUnderstand=”no” namespace=”{$ uca}”/
>
3 </ x s l : i f>
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Cap´ıtulo 7
Instrumentacio´n de
propiedades
Como ya se ha comentado con anterioridad, dentro del ejemplo de Shipping
se realizan asignaciones como la siguiente:
1 <copy>
2 <from v a r i a b l e=” shipRequest ”
3 property=” props :sh ipOrderID ” />
4 <to v a r i a b l e=” sh ipNot i c e ”
5 property=” props :sh ipOrderID ” />
6 </copy>
Lo que provoca que Takuan falle al realizar la instrumentalizacio´n con el
siguiente mensaje de error:
An empty sequence is not allowed as the first argument
Ese error se debe a que el instrumentador espera que el elemento from de
la asignacio´n contenga algo en su interior, ya sea un literal o el nombre de una
variable.
La solucio´n que se penso´ inicialmente fue:
Generar variables “virtuales”, nombra´ndolas de la forma variable propiedad
Generar sus equivalentes dummies para realizar la instrumentacio´n de la
forma habitual
En cada asignacio´n desde propiedades, realizar primero una copia del valor
de la propiedad a la variable “virtual”
Realizar la instrumentalizacio´n de la variable virtual
Realizar la asignacio´n original
Sin embargo, esta medida genera mucho co´digo, dificultando la legibilidad
del proceso resultante, y hacie´ndolo ma´s pesado.
As´ı que tras discutirlo, se acabo´ por optar por otra solucio´n que pasa por
an˜adir nuevas extensiones XPath:
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Generar las variables dummies siguiendo el esquema dummy variable propiedad
En cada asignacio´n desde propiedades, instrumentarla de la forma habi-
tual, pero empleando la nueva extensio´n uca:inspeccionarPropiedad, en
lugar del original uca:inspeccionar.
En cada comparacio´n, condicio´n, . . . , sustituir las llamadas a
bpel:getVariableProperty por uca:ambitoPropiedad, que actu´a como uca:ambito.
Es decir, genera informacio´n en el log de ejecucio´n para poder trazar los
a´mbitos.
Pese a no declararse expl´ıcitamente, en la salida de la traza las propie-
dades siguen siendo referidas por variables “virtuales” que siguen el esquema
variable propiedad.
As´ı, la transformacio´n realizada sobre la asignacio´n que hemos visto antes
generar´ıa para obtener el a´mbito:
1 <copy>
2 <bpe l : f rom>
3 uca:ambitoPropiedad ( ’ shipRequest ’ , ’ props : sh ipOrderID ’
)
4 </ bpe l : f rom>
5 <to v a r i a b l e=” sh ipNot i ce ” property=” props :sh ipOrderID ”/
>
6 </copy>
Y para inspeccionar el valor, tanto al comienzo como al final de un bloque:
1 <bpe l : copy>
2 <bpe l : f rom>
3 uca : in specc i onarProp i edad ( ’ shipRequest ’ , ’
props : sh ipOrderID ’ )
4 </ bpe l : f rom>
5 <b p e l : t o>
6 $dummy shipRequest shipOrderID
7 </ b p e l : t o>
8 </ bpe l : copy>
Tras implementar estas dos extensiones en Java, la salida resultante en la
traza es:
[1][2009-10-21 16:31:54.416] :
INSPECTION($shipRequest~props:itemsCount) = 1 []
Cap´ıtulo 8
Cobertura
8.1. Motivacio´n
Como ya se ha mencionado con anterioridad, a la hora de realizar un prue-
bas sobre un sistema - ya sea para obtener sus invariantes o simplemente para
comprobar su correccio´n - se busca que el conjunto de casos de prueba sea lo
ma´s amplio y representativo posible.
Los datos sobre la cobertura de un conjunto de casos de prueba, es decir,
sobre las instrucciones, ramas y caminos cubiertos, nos ofrece un para´metro de
la calidad de dicho conjunto. Cuanto mayor sea la cobertura, mayor la repre-
sentatividad, y mayor la calidad de las pruebas.
Se puede definir el criterio de cobertura como [Gas05, Ram07]:
Como un criterio de adecuacio´n, que establece una serie de reglas usadas
para determinar si el conjunto de casos de prueba es completo o no
Como un criterio de seleccio´n, para seleccionar un conjunto de casos de
pruebas para un programa y especificacio´n dado
En definitiva, el objetivo de ser capaces de obtener informacio´n de cobertura
es permitir al usuario de Takuan el mejorar su conjunto de casos de prueba, de
forma que los invariantes obtenidos sean ma´s representativos.
8.2. Tipos de cobertura
8.2.1. Cobertura de instrucciones
La cobertura de sentencias (tambie´n conocida como cobertura de instruccio-
nes) es la ma´s simple: nos asegura que un conjunto de casos de prueba ejecuta
todas las instrucciones del programa al menos una vez [Pal09b].
8.2.2. Cobertura de ramas
Para cumplir con la cobertura de ramas, un conjunto de casos de prueba tiene
que tomar al menos una vez todas las ramas de cada instruccio´n condicional.
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Tener una cobertura de ramas completa implica, necesariamente, ejecutar
todas las instrucciones del programa, por lo que aquel conjunto que cumpla la
cobertura de ramas cumple igualmente la de instrucciones.
Sin embargo, tener cobertura de instrucciones no implica tener cobertura de
ramas:
hacer_algo
if x == 5 then
cuerpo_condicion
hacer_algo
En el ejemplo anterior, si tuvie´ramos un u´nico caso de prueba donde x es
igual a 5, tendr´ıamos cobertura de instrucciones - todas las sentencias del co´digo
se han ejecutado al menos una vez - sin embargo, no se ha cubierto la rama else
(impl´ıcita) del condicional.
8.2.3. Cobertura de caminos
Por u´ltimo la ejecucio´n de caminos es la ma´s completa, pues obliga a ejecutar
toda combinacio´n de ramas que se puedan dar en el programa, lo que implica
ejecutar todas las ramas condicionales y, por tanto, todas las instrucciones. Esta
cobertura es de las ma´s completas que se definen, pero so´lo puede conseguirse
en programas sin bucles [Pal09b].
si x > 1
x=8
si y > 1
y=0
Para ramas basta con x=2,y=2 e x=1,y=1 Y para caminos hacen falta tam-
bie´n x=1,y=2 e x=2,y=1
8.3. Implementacio´n en Takuan
Entre la ejecucio´n del conjunto de casos de prueba y el procesado de Daikon,
Takuan primero ejecuta una serie de scripts Perl que realizan un preprocesa-
do de las trazas, adapta´ndolas a Daikon, y extrayendo informacio´n sobre la
comparabilidad.
Para implementar la obtencio´n de informacio´n sobre la cobertura se ha an˜adi-
do un script a esta fase llamado cobertura.pl. Este script, llamado desde el
“director” analizadorDaikon.pl, recibe como para´metros todos los ficheros
log generados por la ejecucio´n del proceso de negocio e imprime por la salida
esta´ndar - redirigida por el script director - informacio´n sobre:
Instrucciones ejecutadas alguna vez Junto a una fraccio´n del tipo <nu´me-
ro de veces ejecutada>/<nu´mero de casos de prueba>
Instrucciones no ejecutadas nunca
Ramas ejecutadas alguna vez
Ramas nunca ejecutadas
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8.3.1. Cobertura de instrucciones
Las trazas de ejecucio´n tienen el siguiente formato:
1 [1][2009−06−18 11 : 5 9 : 4 0 . 6 3 5 ] : Executing [ / p roce s s ]
2 [1][2009−06−18 11 : 5 9 : 4 0 . 6 3 6 ] : Executing
3 [ / p roce s s / sequence [ @name=’ MarketplaceSequence ’ ] ]
4 [1][2009−06−18 11 : 5 9 : 4 0 . 6 3 6 ] : Executing
5 [ / p roce s s / sequence [ @name=’ MarketplaceSequence ’ ] / f low [
@name=’ MarketplaceFlow ’ ] ]
6 [1][2009−06−18 11 : 5 9 : 4 0 . 6 3 8 ] :
7 Executing [ / p roce s s / . . . / r e c e i v e [ @name=’ S e l l e r R e c e i v e ’ ] ]
8 [1][2009−06−18 11 : 5 9 : 4 0 . 6 5 6 ] :
9 Completed normally [ / p roce s s / . . . / r e c e i v e [ @name=’
S e l l e r R e c e i v e ’ ] ]
10 [1][2009−06−18 11 : 5 9 : 4 0 . 6 5 6 ] :
11 Executing [ / p roce s s / . . . / r e c e i v e [ @name=’ BuyerReceive ’ ] ]
12 [1][2009−06−18 11 : 5 9 : 4 2 . 3 9 4 ] : Completed normally
13 [1][2009−06−18 11 : 5 9 : 4 2 . 4 5 4 ] :
14 INSPECTION($ s e l l e r I n f o . inventoryItem ) = Takuan [ ]
Y tenemos una para cada caso de prueba ejecutado. Como podemos ver,
extraer la informacio´n sobre las instrucciones ejecutadas alguna vez es relativa-
mente sencillo:
1. Para cada traza pasada como argumento
a) Se mete en un array las instrucciones precedidas por Executing, es
decir, las ejecutadas.
b) Se mete en otro array las instrucciones precedidas por Will not
execute
2. A partir del array de instrucciones ejecutadas de cada caso de prueba,
generamos la lista global de instrucciones ejecutadas alguna vez. Se incre-
menta el contador de nu´mero de veces ejecutadas cada vez que aparece.
3. Para cada instruccio´n contenida en el array de instrucciones no ejecutadas
de cada caso de prueba, si no se encuentra en el array general de ejecutados,
nunca se ha ejecutado.
4. Imprimir los resultados
La salida para esta parte sigue el formato siguiente:
1 I n s t r u c t i o n coverage
2 ====================
3
4 Executed 35/35 (100 %)
5 −−−−−−−−−−−−−−−−−−−−−
6 (2/2) / proce s s / . . . / i f−cond i t i on / sequence / a s s i g n [ 3 ] / copy
[ 2 ]
7 (2/2) / proce s s / sequence [ @name=’ MarketplaceSequence ’ ] / f low
[ @name=’ MarketplaceFlow ’ ]
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8 (2/2) / proce s s / . . . / i f−cond i t i on / sequence / a s s i g n /copy [ 2 ]
9 (2/2) / proce s s / . . . / i f−cond i t i on / sequence / a s s i g n /copy [ 0 ]
10 (2/2) / proce s s / sequence [ @name=’ MarketplaceSequence ’ ] /
r ep ly [ @name=’ BuyerReply ’ ]
11 (2/2) / proce s s / sequence [ @name=’ MarketplaceSequence ’ ] /
a s s i g n /copy [ 4 ]
12 [ . . . ]
13 (2/2) / proce s s / . . . / i f−cond i t i on / sequence / a s s i g n /copy [ 3 ]
14 (2/2) / proce s s / . . . / i f−cond i t i on / sequence / a s s i g n [ 3 ] / copy
[ 4 ]
15 (2/2) / proce s s / sequence [ @name=’ MarketplaceSequence ’ ] /
a s s i g n [ 2 ] / copy [ 3 ]
16 (2/2) / proce s s / sequence [ @name=’ MarketplaceSequence ’ ] / i f [
@name=’ MarketplaceSwitch ’ ]
17 (2/2) / proce s s / sequence [ @name=’ MarketplaceSequence ’ ]
18 (2/2) / proce s s / sequence [ @name=’ MarketplaceSequence ’ ] /
a s s i g n /copy [ 0 ]
19
20 Never executed 0/35 (0 %)
21 −−−−−−−−−−−−−−−−−−−−−−−−
8.3.2. Cobertura de ramas
La extraccio´n de cobertura de ramas es ligeramente ma´s compleja, ya que
hay que encontrar las ramas a partir de las instrucciones, y “generar” los elses
impl´ıcitos.
Por desgracia, la versio´n actual so´lo funciona con condicionales simples. Para
el futuro, se quiere an˜adir soporte para bucles.
Los pasos son los siguientes:
1. A partir de las instrucciones ejecutadas alguna vez, y aplicando expresiones
regulares, extraer las ramas ejecutadas alguna vez. Tanto if como elses.
2. A partir de las instrucciones nunca ejecutadas, extraer las ramas nunca
ejecutadas. Tanto if, como elses.
3. En este momento, tenemos informacio´n de cobertura para las ramas expl´ıci-
tas en el co´digo, pero es necesario buscar los elses impl´ıcitos para obtener
una informacio´n ma´s completa.
4. Por cada caso de prueba
a) Para cada if no ejecutado en este caso de prueba
1) Generamos la expresio´n XPath del else correspondiente
2) Comprobamos que el elemento padre se ha ejecutado - necesario
si se quiere funcionar con condicionales anidados.
3) Si el padre se ejecuto´, an˜adimos el else a la lista de ejecutados si
no estaba ya 1
1Si el elemento padre se ha ejecutado, y no se entro´ por el if, entonces se entro´ por el else
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4) Si el padre no se ejecuto´, se an˜ade a la lista de nunca ejecutadas
si no esta´ en la de ejecutadas. Esto es necesario porque puede ser
un else impl´ıcito y no estar dentro de no ejecutados.
5. Ahora tenemos los if ejecutados, los nunca ejecutados, los elses ejecutados
alguna vez y los no ejecutados nunca porque el padre no se ha ejecu-
tado. Necesitamos encontrar los elses que nunca se han ejecutado porque
siempre se ha entrado por la rama verdadera del condicional.
6. Para cada if ejecutado alguna vez
7. Comprobamos cua´ntas veces se ha ejecutado el nodo padre, de haberlo
8. Si el nu´mero de veces que se ha ejecutado el if es igual al nu´mero de veces
que se ha ejecutado el padre, entonces nunca se ha entrado por la rama
else - este´ expl´ıcitamente definida o no.
La salida para la cobertura de ramas se imprime a continuacio´n de la de
instrucciones. A continuacio´n se muestra la informacio´n de cobertura de ramas
para el mismo ejemplo que el anterior:
1 Branches coverage
2 =================
3
4 Branches executed 1 / 2 (50 %)
5 −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
6 / proce s s / sequence [ @name=’ MarketplaceSequence ’ ] / i f [ @name=’
MarketplaceSwitch ’ ] /
7 i f−cond i t i on
8
9 Branches not executed 1 / 2 (50 %)
10 −−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−−
11 / proce s s / sequence [ @name=’ MarketplaceSequence ’ ] / i f [ @name=’
MarketplaceSwitch ’ ] /
12 e l s e
En este ejemplo adema´s podemos ver co´mo hay una cobertura del 100 % de
instrucciones, pero so´lo del 50 % de ramas. Esto se debe a que la rama else existe
impl´ıcitamente, aunque no aparezca en el co´digo, y nunca se entra por ella.
Conviene hacer notar que a d´ıa de hoy la cobertura de ramas no funciona
para bucles ni para actividades espec´ıficas de WS-BPEL como pick.
8.3.3. Cobertura de caminos
Este es el me´todo ma´s general y completo de todos - una cobertura de
caminos del 100 % implica una cobertura del 100 % de ramas y, por lo tanto, de
instrucciones - pero tambie´n el ma´s complejo.
A diferencia de los dos me´todos anteriores no es suficiente con tener las
trazas de ejecucio´n para poder obtener la informacio´n de cobertura de caminos.
Tambie´n es necesario disponer del fichero BPEL instrumentalizado para generar
todos los caminos posibles, y compararlos con los realmente ejecutados.
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Obtener los caminos ejecutados se realiza de la misma forma que en los casos
anteriores: procesando las trazas buscando las l´ıneas que comiencen con “Exe-
cuting”. Sin embargo, obtener todos los posibles caminos requiere un algoritmo
ma´s complejo.
Obtencio´n de todos los caminos posibles
La obtencio´n de todos los caminos posibles se obtiene siguiendo el siguiente
algoritmo:
1. Se parsea el documento XML obteniendo una representacio´n en forma de
a´rbol
2. Se mete en la pila el nodo ra´ız del co´digo (/process/sequence)
3. Se extrae el nodo del tope de la pila y se mete el siguiente nodo (sibling)
4. Si el nodo es un nodo normal, se an˜ade a la lista de sentencias
5. Si el nodo es un condicional
a) Se duplica la pila y la lista de sentencias
b) Se an˜ade a la pila original el nodo correspondiente a la rama del
condicional
c) Se an˜ade a la pila copiada el nodo correspondiente a la rama del else
d) Se crea un nuevo hilo con la pila copiada, comenzando por el paso 3
de nuevo
6. Si quedan nodos en la pila, volvemos al paso tres
7. Por u´ltimo, cuando la pila se vac´ıa, an˜adimos a la lista de posibles camino
la lista de secuencias “ejecutadas”
Este proceso puede verse gra´ficamente en la figura 8.1. Se utiliza un esquema
de colores para distinguir entre el hilo original, y el hilo clonado.
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Comparacio´n
Una vez disponemos de todos los caminos posibles, y la lista de los caminos
realmente ejecutados, so´lo resta hacer una comparacio´n, buscando cada camino
posible en la lista de ejecutados, de forma que cuando uno no se encuentra, es
notificado.
Conviene hacer notar que un camino no tomado no implica, necesariamente,
una carencia en los casos de prueba, ya que el resultado de un condicional puede
influir en otro. Por ejemplo:
if x > 0 then
y = 1
else
y = -x;
fi
if y == -2 then
...
else
...
fi
Nunca se entrara´ por la rama if del primer condicional y por la del segundo
en una misma ejecucio´n, por lo que ese camino nunca se ejecutara´.
Ejecucio´n
Este subprograma, adema´s de incluirse en Takuan, se distribuye como un
fichero JAR, por lo que se ejecuta de la forma
$ java -jar CoberturaCaminos.jar [opciones] <BPEL> <Lista de trazas>
Las opciones disponibles son
-h Muestra la ayuda
-d Imprime informacio´n de depuracio´n
-o <fichero> Imprime la informacio´n sobre los caminos no ejecutados en el
fichero indicado. Si no se especifica, se imprimira´ en la salida esta´ndar.
-p <fichero> Imprime la informacio´n sobre todos los caminos posibles en el
fichero indicado.
-e <fichero> Imprime la informacio´n sobre los caminos ejecutados en el fichero
indicado.
–plain Por defecto, el programa genera la informacio´n en formato XML. Si se
especifica esta opcio´n, la salida sera´ texto plano.
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Ejemplo
A continuacio´n se muestra un ejemplo de todos los caminos posibles para
una composicio´n BPEL. La salida ha sido generada en texto plano, aunque el
programa genera por defecto un documento XML.
El formato es similar para la salida de los caminos ejecutados, y los no
ejecutados:
1 Maximum length o f an execut ion path : : 46
2 P o s s i b l e execut ion paths : 2
3 Minimum length o f an execut ion path : : 36
4
5 ==============================
6
7 Execution path no . 1
8 36 s ent ence s
9
10 / proce s s
11 / proce s s / sequence
12 / proce s s / sequence / r e c e i v e
13 / proce s s / sequence / a s s i g n
14 / proce s s / sequence / a s s i g n /copy [ 0 ]
15 / proce s s / sequence / a s s i g n /copy [ 1 ]
16 / proce s s / sequence / a s s i g n /copy [ 2 ]
17 / proce s s / sequence / a s s i g n /copy [ 3 ]
18 / proce s s / sequence / a s s i g n /copy [ 4 ]
19 / proce s s / sequence / a s s i g n [ 2 ]
20 / proce s s / sequence / a s s i g n [ 2 ] / copy [ 0 ]
21 / proce s s / sequence / i f
22 / proce s s / sequence / i f / i f−cond i t i on
23 / proce s s / sequence / i f / i f−cond i t i on / sequence
24 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n
25 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n /copy [ 0 ]
26 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n /copy [ 1 ]
27 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n /copy [ 2 ]
28 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n /copy [ 3 ]
29 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n /copy [ 4 ]
30 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 2 ]
31 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 2 ] / copy
[ 0 ]
32 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 2 ] / copy
[ 1 ]
33 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 3 ]
34 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 3 ] / copy
[ 0 ]
35 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 3 ] / copy
[ 1 ]
36 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 3 ] / copy
[ 2 ]
37 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 3 ] / copy
[ 3 ]
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38 / proce s s / sequence / i f / i f−cond i t i on / sequence / a s s i g n [ 3 ] / copy
[ 4 ]
39 / proce s s / sequence / a s s i g n [ 3 ]
40 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 0 ]
41 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 1 ]
42 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 2 ]
43 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 3 ]
44 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 4 ]
45 / proce s s / sequence / r ep ly [ @name=’ Respuesta ’ ]
46 ==============================
47
48 Execution path no . 2
49 46 s ent ence s
50
51 / proce s s
52 / proce s s / sequence
53 / proce s s / sequence / r e c e i v e
54 / proce s s / sequence / a s s i g n
55 / proce s s / sequence / a s s i g n /copy [ 0 ]
56 / proce s s / sequence / a s s i g n /copy [ 1 ]
57 / proce s s / sequence / a s s i g n /copy [ 2 ]
58 / proce s s / sequence / a s s i g n /copy [ 3 ]
59 / proce s s / sequence / a s s i g n /copy [ 4 ]
60 / proce s s / sequence / a s s i g n [ 2 ]
61 / proce s s / sequence / a s s i g n [ 2 ] / copy [ 0 ]
62 / proce s s / sequence / i f
63 / proce s s / sequence / i f / e l s e
64 / proce s s / sequence / i f / e l s e / sequence
65 / proce s s / sequence / i f / e l s e / sequence / a s s i g n
66 / proce s s / sequence / i f / e l s e / sequence / a s s i g n /copy [ 0 ]
67 / proce s s / sequence / i f / e l s e / sequence / a s s i g n /copy [ 1 ]
68 / proce s s / sequence / i f / e l s e / sequence / a s s i g n /copy [ 2 ]
69 / proce s s / sequence / i f / e l s e / sequence / a s s i g n [ 2 ]
70 / proce s s / sequence / i f / e l s e / sequence / a s s i g n [ 2 ] / copy [ 0 ]
71 / proce s s / sequence / i f / e l s e / sequence / whi l e
72 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence
73 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
74 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n /
copy [ 0 ]
75 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n /
copy [ 1 ]
76 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n /
copy [ 2 ]
77 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
[ 2 ]
78 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
[ 2 ] / copy [ 0 ]
79 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
[ 2 ] / copy [ 1 ]
80 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
8.3. IMPLEMENTACIO´N EN TAKUAN 67
[ 3 ]
81 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
[ 3 ] / copy [ 0 ]
82 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
[ 4 ]
83 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
[ 4 ] / copy [ 0 ]
84 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
[ 4 ] / copy [ 1 ]
85 / proce s s / sequence / i f / e l s e / sequence / whi l e / sequence / a s s i g n
[ 4 ] / copy [ 2 ]
86 / proce s s / sequence / i f / e l s e / sequence / a s s i g n [ 3 ]
87 / proce s s / sequence / i f / e l s e / sequence / a s s i g n [ 3 ] / copy [ 0 ]
88 / proce s s / sequence / i f / e l s e / sequence / a s s i g n [ 3 ] / copy [ 1 ]
89 / proce s s / sequence / i f / e l s e / sequence / a s s i g n [ 3 ] / copy [ 2 ]
90 / proce s s / sequence / a s s i g n [ 3 ]
91 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 0 ]
92 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 1 ]
93 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 2 ]
94 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 3 ]
95 / proce s s / sequence / a s s i g n [ 3 ] / copy [ 4 ]
96 / proce s s / sequence / r ep ly [ @name=’ Respuesta ’ ]
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Cap´ıtulo 9
Interfaz gra´fica para Takuan
9.1. Introduccio´n
En el art´ıculo que se presento´ en las Jornadas de Ingenier´ıa del Software
y Bases de Datos dentro de apartado “Demos”, se mostro´ la interfaz gra´fica
que permite usar Takuan de forma ma´s sencilla e intuitiva. Hasta ese momento
so´lo se pod´ıa ejecutar Takuan o manualmente por consola, o a trave´s de un
script Ant; adema´s de tener que escribir manualmente los atributos necesarios
para la instrumentalizacio´n de un proceso (variables a inspeccionar y puntos de
programa a instrumentalizar).
9.1.1. NetBeans vs Eclipse
El prototipo ten´ıa que estar hecho en una semana, as´ı que se estimo´ nece-
sario trabajar sobre algo existente que facilitara y agilizara el disen˜o de una
aplicacio´n de estas caracter´ısticas. Como la integracio´n con un editor visual de
WS-BPEL tambie´n era un valor an˜adido, se decidio´ desarrollar esta interfaz
sobre Eclipse [Ecl] o NetBeans [Mica], dos IDEs con editor BPEL maduro, y
con arquitectura de plugins.
Aunque en principio se quer´ıa extender el editor elegido para an˜adirle las
extensiones de Takuan, ra´pidamente se descarto´ la idea por su complejidad,
as´ı que se opto´ por una interfaz tipo asistente, que gu´ıe al usuario paso a paso.
Aunque la flexibilidad y potencia del sistema de plugins de Eclipse es mayor,
NetBeans permite disen˜ar los nuevos plugins a trave´s de asistentes y editores
visuales de los formularios. Como el tiempo era crucial, se opto´ por NetBeans.
9.2. Arquitectura
A continuacio´n se describen las partes que componen el asistente de Takuan
para NetBeans.
9.2.1. Interfaz
Fue lo primero en disen˜arse y programarse y, como ya se ha mencionado, se
opto´ por una interfaz de tipo asistente, con nueve pasos:
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1. Bienvenida, descripcio´n del asistente y copyright (Figura 18.4)
2. Valores por defecto de la instrumentalizacio´n: profundidad ma´xima e ins-
peccio´n por defecto de las variables.
3. Puntos de programa a inspeccionar
4. Variables a instrumentalizar. Para cada una, puede escogerse entre S´ı, No,
o la configuracio´n por defecto (figura 18.7)
5. Ficheros de los que depende el proceso, y conjunto de casos de pruebas
6. URI del servlet de Takuan. Sera´ a este servlet al que la interfaz se conec-
tara´ y enviara´ el proceso.
7. Dia´logo de progreso
8. Recuperacio´n de la informacio´n de invariantes y coberturas
Todos estos componentes se encuentran dentro de tres mo´dulos Java:
es.uca.takuan.netbeans Ficheros de configuracio´n que permiten a NetBeans
cargar el plugin
es.uca.takuan.netbeans.wizard Elementos del asistente
es.uca.takuan.netbeans.components Elementos adicionales de la interfaz:
boto´n de inicio y consola de depuracio´n
Ninguno de estos elementos realiza ningu´n procesado ma´s alla´ de presentar
la informacio´n al usuario. El parseado y modificacio´n del fichero BPEL, ma´s
la interaccio´n con el servidor, se llevan a cabo por el mo´dulo Cliente, que es
completamente independiente de NetBeans.
La interfaz gra´fica implementa la interfaz Java EventListener definida en el
mo´dulo cliente. De esta forma el Cliente puede enviar notificaciones a la interfaz.
9.2.2. Cliente
Este mo´dulo implementa la lo´gica para interactuar con el servidor, y para
cargar y modificar el fichero WS-BPEL. Es completamente independiente del
IDE escogido, por lo que es fa´cilmente reutilizable por otras interfaces en el caso
de que se quieran desarrollar. El mo´dulo es es.uca.takuan.client, y contiene
tres clases y una interfaz:
Clase Bpel Esta clase se encarga de cargar y parsear un fichero WS-BPEL.
Tambie´n proporciona me´todos para navegar por e´l y modificarlo. Por u´lti-
mo, permite volver a serializar el fichero WS-BPEL.
Clase NamespaceContext Clase privada de apoyo para BPEL. No tiene ma-
yor intere´s.
Clase Remote Implementa toda la lo´gica de la interaccio´n con el servidor.
Interfaz EventListener Interfaz que debe implementar la clase que vaya a
interactuar con los eventos generados por la clase Remote.
En el CD adjunto se encuentra la documentacio´n generada con JavaDoc para
todas estas clases.
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Diagrama de estados
En la figura 9.1 se muestra el diagrama de estados del cliente - Clase Remote.
Se omiten los estados CANCELLED y ERROR.
Figura 9.1: Diagrama de estados del cliente
READY La clase esta´ creada y lista para conectarse
CONNECTING Se esta´ realizando la conexio´n al servlet
CONNECTED Se ha realizado la conexio´n con e´xito
FILE SENDING Se esta´ enviando un fichero
FILE SENDED Se ha terminado de enviar un fichero
INSTRUMENTING El servidor esta´ instrumentando el fichero
RUNNING El servidor esta´ ejecutando el proceso inspeccionado
PROCESSING El servidor esta´ procesando las trazas
PROCESSED El servidor ha finalizado de procesar las trazas
RECOVERING Se esta´ recuperando un fichero desde el servidor
RECOVERED Se ha terminado de recuperar un fichero desde el servidor
DISCONNECTED Se ha finalizado la conexio´n
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FINISHED Se ha finalizado el proceso
CANCELLED El usuario ha cancelado el proceso
ERROR Ha ocurrido un error (puede recuperarse mediante el me´todo getE-
rrorMessage)
9.2.3. Servidor
La interfaz se limita a facilitar el uso de Takuan, permitiendo marcar las
variables y puntos del programa a instrumentar. Sin embargo, todo el trabajo
de instrumentalizacio´n, ejecucio´n y procesado de las trazas sigue siendo realizado
por Takuan, aunque en este caso es un Servlet Java el que actu´a de interfaz, y
de director del proceso.
Para ma´s informacio´n sobre la implementacio´n de este servlet, consulte el
cap´ıtulo 10.
9.2.4. Takuan
Cuando el servlet ya ha recibido todos los ficheros necesarios y ha preparado
el directorio para el proceso de negocio recibido, comienza a dirigir el proce-
so general de Takuan, enviando toda la informacio´n mostrada por las salidas
esta´ndares de vuelta al cliente.
El funcionamiento de Takuan ya se ha tratado en la parte I.
9.2.5. Diagrama
En la figura 9.2 se muestra la arquitectura conjunta del mo´dulo de la interfaz,
el cliente y el servlet.
Figura 9.2: Diagrama de la arquitectura del plugin, servlet y partes de Takuan
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9.3. Capturas
La figura 9.3 muestra una captura. Puede ver el resto de capturas detalladas
del asistente en la seccio´n 18.2.
Figura 9.3: Captura de NetBeans con el plugin ejecuta´ndose
9.4. Uso
En la parte III, cap´ıtulo 18, puede consultar el manual de instalacio´n y uso
de la interfaz gra´fica desarrollada para usar Takuan desde el IDE NetBeans.
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Cap´ıtulo 10
Servlet
Aunque en principio la interfaz gra´fica podr´ıa comunicarse directamente con
Takuan sin necesidad de ningu´n paso intermedio, se ha optado por seguir un
esquema cliente-servidor fundamentalmente para permitir la distribucio´n del
programa en una ma´quina virtual.
El me´todo recomendado de instalacio´n de Takuan es dentro de una ma´quina
virtual para evitar problemas con dependencias, y versiones no modificadas del
software empleado por Takuan, como puede ser ActiveBPEL.
Se barajo´ inicialmente utilizar un protocolo propio para la comunicacio´n,
pero nos decantamos por implementar el servidor como un servlet por tres ra-
zones:
El protocolo HTTP proporciona primitivas suficientes para las operaciones
que se quiere realizar.
La ma´quina virtual tiene configurado un servidor de aplicaciones - Tomcat
5.5 normalmente - sobre el que funciona ActiveBPEL. Esto facilita la
instalacio´n y configuracio´n del servlet.
HTTP es un protocolo sin estados, pero el servidor de aplicaciones sobre
el que funcione el servlet se encarga de forma transparente de mantener
las sesiones.
10.1. Clases
Todas las clases se encuentran dentro del mo´dulo Java es.uca.takuan.server
BPELUnitClient Interactu´a con BPELUnit a trave´s de la API que e´ste su-
ministra.
BpelProject Controla los pasos propios de Takuan. Es independiente del pro-
tocolo empleado para la comunicacio´n.
InstrumenterTask Dirige las tareas de instrumentacio´n: aplicacio´n de hojas
XSLT,. . .
Servlet Actu´a de interfaz frente a las peticiones HTTP, las procesa y las pasa
a la clase BpelProject.
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La documentacio´n generada por JavaDoc puede encontrarse en el CD ad-
junto.
10.2. Flujo de estados
El flujo de estados del servlet es mucho ma´s sencillo, ya que las operaciones
intermedias - como recibir o enviar fichero - no interfieren unas con otras. A
continuacio´n se describen estos estados junto a los eventos que desencadenan
un cambio:
NEW El servlet esta´ creado y listo para recibir solicitudes.
RECEIVING Se llega a este estado desde NEW, DONE o ERROR cuando
se recibe la primera subida de un archivo a trave´s del me´todo HTTP
PUT. Con el primer fichero, el servlet crea una instancia BpelProject que
creara´ un directorio temporal para alojar los ficheros, y dirigira´ todo el
proceso de Takuan
PROCESSING Se llega a este estado desde RECEIVING con la primera so-
licitud GET al recurso run. A partir de este momento no se podra´n seguir
subiendo archivos. El proceso iniciado es:
1. Se lanza un nuevo hilo para el instrumentalizador, quien imprimira´ la
salida esta´ndar de vuelta al cliente
2. Cuando finaliza el instrumentalizador, toma el control BPELUnit-
Client para interactuar con BPELUnit
3. Al finalizar la ejecucio´n, BpelProject dirige la ejecucio´n de los scripts
de preprocesado y de ejecucio´n de Daikon
4. Se cambia al estado DONE
DONE El proceso ha finalizado. Pueden recuperarse los ficheros con los inva-
riantes (/invariants) e informacio´n de cobertura (/coverage) a trave´s del
me´todo GET
ERROR Ha ocurrido un error durante alguna de las fases de ejecucio´n
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11.1. Resumen
En esta segunda parte del documento se han presentado y descrito todos los
trabajos de mejora realizados sobre el sistema de generacio´n de invariantes para
composiciones WS-BPEL Takuan. Fundamentalmente pueden resumirse en los
siguientes puntos:
Recopilacio´n de nuevos ejemplos Al ser un lenguaje nuevo, poco extendi-
do y que implementa una lo´gica de negocio de empresa, la cantidad de
ejemplos de uso reales son muy pocos. De hecho, la mayor´ıa de art´ıculos
hasta hace poco trabajaban casi en exclusiva sobre el ejemplo del pre´stamo
incluido en el esta´ndar WS-BPEL.
Se han recopilado cinco ejemplos (seis, contando la variante s´ıncrona de
Shipping) que se ejecutan en Takuan.
Correccio´n de errores El sistema ten´ıa algunos errores en el co´digo de las
hojas de transformacio´n que dieron problemas al probar las nuevas com-
posiciones. Esos errores han sido solucionados.
Mejora de soporte de WS-BPEL Se identificaron ciertas carencias en el so-
porte de caracter´ısticas propias del esta´ndar WS-BPEL, como, por ejem-
plo, las propiedades. Estas carencias han sido subsanadas.
Desarrollo de una interfaz gra´fica Y de un servlet para poder conectar con
una instalacio´n de Takuan en otra ma´quina.
Obtencio´n de informacio´n sobre cobertura De instrucciones, ramas y ca-
minos. Estos datos permitira´ a los usuarios mejorar sus casos de prueba,
de forma que se generen invariantes ma´s precisos.
Se han redactado tres art´ıculos relacionados con el trabajo realizado sobre
Takuan. Aparezco como autor principal en uno de ellos [A´l09], y como
coautor en los otros dos [Pal09b, Gar09].
Adema´s, y tambie´n como parte de este proyecto, se ha documentado el fun-
cionamiento, el co´digo y el uso de Takuan, dado que anteriormente la mayor
parte de esta informacio´n estaba dispersa o, incluso, ausente.
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Por u´ltimo, parte de este trabajo ha servido para la redaccio´n de tres art´ıcu-
los relacionados con Takuan, en los que tambie´n se ha colaborado como au-
tor [Pal09b, A´l09, Gar09].
Cap´ıtulo 12
Trabajo futuro
12.1. Respecto a Takuan
Pese al cada vez mayor soporte del lenguaje WS-BPEL por parte de Takuan,
siguen existiendo puntos del esta´ndar que no esta´n completamente admitidos,
principalmente por la carencia de ejemplos que hagan uso de estas caracter´ısti-
cas. Por tanto, un punto prioritario en el trabajo futuro es seguir buscando, o
disen˜ando, nuevos procesos que hagan un uso exhaustivo de todas las posibili-
dades del lenguaje. Una vez se tenga esa base, lo inmediatamente posterior es
mejorar el soporte de estos nuevos elementos.
12.2. Respecto a la interfaz
En un futuro ser´ıa interesante lograr una integracio´n mayor con el entorno
de edicio´n de las composiciones WS-BPEL, permitiendo al usuario marcar en la
ventana de edicio´n visual de la composicio´n los elementos y variables que quiere
instrumentar.
12.3. Respecto al servlet
Pueden identificarse tres puntos de mejora principalmente:
Seguridad Permitiendo autenticacio´n de los usuarios antes de realizar las prue-
bas. Esto es algo que no se considera necesario en la actualidad, pero
podr´ıa ser interesante implementar en un futuro.
Procesamiento por lotes De forma que no sea necesario esperar de forma
s´ıncrona a la finalizacio´n de la instrumentacio´n y ejecucio´n.
Servicio web esta´ndar. Publicar informacio´n sobre las operaciones y las inter-
faces empleando WSDL, siendo as´ı Takuan mismo un servicio web usable
desde composiciones WS-BPEL.
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12.4. Respecto a la documentacio´n
Inevitablemente el trabajo sobre la documentacio´n continuara´ mientras con-
tinu´e el desarrollo de Takuan. Todas las nuevas caracter´ısticas debera´n docu-
mentarse.
12.5. Soporte de BPELscript
Como ya se ha dicho varias veces con anterioridad, WS-BPEL es un lenguaje
basado en XML. Sin embargo, los programadores no suelen escribir co´digo en
XML, al resultar una sintaxis poco co´moda. El grupo de Apache ODE (Or-
chestration Director Engine) realizo´ varias propuestas de lenguajes de script
traducibles a WS-BPEL y viceversa para facilitar la programacio´n y manteni-
miento. BPELscript se basa en este trabajo y proporciona, segu´n su autor [Bis]:
Una sintaxis compacta inspirada en lenguajes de scripting como JavaScript
y Ruby
Cobertura completa de todas las caracter´ısticas de BPEL
Traduccio´n desde WS-BPEL 2.0
Traduccio´n a WS-BPEL 2.0
Es una tecnolog´ıa reciente, pero que va ganando popularidad. Por tanto,
lograr que Takuan admita como entrada procesos escritos en BPELscript es
una meta que se quiere lograr.
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Cap´ıtulo 14
Obtener Takuan
Como ya se ha descrito con anterioridad, Takuan no es una u´nica aplicacio´n,
sino un conjunto de programas y utilidades que trabajan juntas. Es por ello que
la instalacio´n no es tan trivial como descargar y ejecutar un instalador, o un
paquete para una distribucio´n de un sistema operativo.
La instalacio´n de Takuan requiere de la descarga, instalacio´n y parcheado de
sus componentes, adema´s de su configuracio´n. Por ello se recomienda realizar la
instalacio´n en una ma´quina virtual, o en una copia virtual separada del sistema
(usando chroot).
14.1. Instalacio´n desde cero
Se explicara´ la instalacio´n de Takuan [Dom09] sobre un sistema Ubuntu
Server 8.04 LTS.
14.1.1. Instalacio´n de Tomcat
Tanto ActiveBPEL como el servlet de Takuan funcionan bajo Tomcat, por
lo que lo primero que necesitaremos instalar es este servidor de aplicaciones.
Concretamente, emplearemos la versio´n 5.5 disponible en el repositorio de Ta-
kuan:
$ svn export
http://neptuno.uca.es/svn/sources-fm/deps/apache-tomcat-5.5.26.zip
Tras la descarga, descomprimiremos el zip en /opt.
14.1.2. Instalacio´n de ActiveBPEL 4.1
El primer paso antes de empezar la instalacio´n de ActiveBPEL es configu-
rar la variable de entorno CATALINA HOME. Para ello editaremos el fichero
/etc/environment y an˜adiremos la l´ınea:
CATALINA_HOME="/opt/tomcat5.5"
85
86 CAPI´TULO 14. OBTENER TAKUAN
La ruta mostrada es la creada por el paquete de Tomcat instalado. Para
otras versiones u otros sistemas puede diferir.
Lo siguiente sera´ instalar el script encargado de lanzar ActiveBPEL. Para
ello, lo descargaremos del repositorio en /usr/bin.
$ sudo svn export
http://neptuno.uca.es/svn/sources-fm/scripts/ActiveBPEL.sh
El siguiente paso es instalar algunas dependencias que necesitaremos para
poder compilar la versio´n modificada de ActiveBPEL:
$ sudo aptitude install curl patch ant openjdk-6-jdk
Tras lo cual descargaremos el co´digo de ActiveBPEL, lo parchearemos, com-
pilaremos e instalaremos:
$ cd /tmp
$ svn export
http://neptuno.uca.es/svn/sources-fm/deps/activebpel-4.1-src.tar.gz
$ svn export
http://neptuno.uca.es/svn/sources-fm/src/parches/ActiveBPEL_delta_4.1.diff.gz
$ tar xzf activebpel-4.1-src.tar.gz
$ cd activebpel-4.1
$ zcat ../ActiveBPEL_delta_4.1.diff.gz | patch -p1
$ bash recompile.sh
Si todo va bien, podremos acceder a http://localhost:8080/BpelAdmin en
nuestro servidor. Si no funcionara, deber´ıa bastar con matar manualmente todos
los procesos de Java y lanzar de nuevo el servidor con la orden “ActiveBPEL.sh
start”.
14.1.3. Instalacio´n de BPELUnit
Es posible hacer la instalacio´n de dos formas: descargando el co´digo, aplican-
do el parche y compilando; o directamente descargar una versio´n precompilada.
Por comodidad, trabajaremos con la versio´n ya compilada.
Lo primero es descargar el archivo:
$ svn export
http://neptuno.uca.es/svn/sources-fm/deps/bpelunit-CVS-200709+parches.tar.bz2
Y lo descomprimimos en /opt. Lo siguiente sera´ modificar el fichero de con-
figuracio´n /opt/bpelunit/conf/configuration.xml para que los valores sean
los correctos. En principio, so´lo habra´ que modificar el valor de ActiveBPEL-
DeploymentDirectory y darle el valor /opt/tomcat5.5/bpr.
Por u´ltimo, damos los permisos adecuados al directorio /opt/tomcat5.5/bpr
$ chmod 1777 /opt/tomcat5.5/bpr
y an˜adimos otra variable de entorno ma´s a /etc/environment
BPELUNIT_HOME="/opt/bpelunit"
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14.2. Entorno de instrumentacio´n
Para la instrumentacio´n necesitamos instalar Saxon-B, un motor XSLT para
Java.
$ svn export http://neptuno.uca.es/svn/sources-fm/deps/saxonb9-1-0-1j.zip
$ unzip saxonb9-1-0-1j.zip
$ sudo mv saxonb9.jar saxon9-dom.jar /usr/share/java
Tras lo que modificaremos el fichero .bashrc de nuestro usuario para an˜adir
al classpath los dos nuevos ficheros jar:
$ echo ’export SAXON_HOME="/usr/share/java"’ >> ~/.bashrc
$ echo ’export CLASSPATH="$CLASSPATH:/usr/share/java/saxonb9.jar:
/usr/share/java/saxon9-dom.jar"’ >> ~/.bashrc
Tambie´n pueden an˜adirse al fichero /etc/environment si queremos que to-
dos los usuarios compartan esas variables de entorno.
Ahora podemos aplicar los cambios cerrando y abriendo sesio´n, o ejecutando
el script .bashrc en el ambiente actual.
$ source ~/.bashrc
Para comprobar si hemos realizado los pasos correctamente, podemos probar
a ejecutar:
$ java net.sf.saxon.Transform
14.3. Entorno de ana´lisis
14.3.1. Mo´dulos para Perl
Para el ana´lisis debemos instalar los mo´dulos para Perl Graph::UnionFind
y Parallel:ForkManager
$ sudo aptitude install libgraph-perl libparallel-forkmanager-perl
14.3.2. Modula 3
Tambie´n es necesario compilar e instalar Modula 3. Para ello, primero de-
bemos instalar las dependencias de compilacio´n:
$ sudo aptitude install gcc binutils flex freeglut3-dev\
unixodbc-dev libmotif-dev\
libx11-dev libxmu-dev libpq-dev
Lo siguiente sera´ obtener cm3-min del repositorio e instalarlo.
$ mkdir cm3-min
$ cd cm3-min
$ svn export http://neptuno.uca.es/svn/sources-fm/deps/
cm3-min-POSIX-LINUXLIBC6-d5.6.0-2008-02-23-03-35-01.tgz
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$ tar xzf cm3-min-*
$ sudo mkdir /usr/local/cm3
$ sudo chmod 0777 /usr/local/cm3
$ ./cminstall
An˜adimos las bibliotecas de CM3 a la lista de bu´squeda global, y los binarios
al PATH:
$ echo "/usr/local/cm3/lib" | sudo tee /etc/ld.so.conf.d/cm3.conf
$ echo ’export PATH=$PATH:/usr/local/cm3/bin’ >> ~/.bashrc
Salimos y volvemos a entrar, y probamos la configuracio´n con
$ cm3 -version
Ahora debemos descargar el co´digo
$ mkdir ~/cm3-src
$ cd ~/cm3-src
$ svn export http://neptuno.uca.es/svn/sources-fm/deps/
cm3-src-all-d5.6.0-2008-03-04-01-01-39.tgz
$ tar xzf cm3-src-*
$ cd scripts/
$ ./do-cm3-core.sh buildship && \
./install-cm3-compiler.sh upgrade && \
./do-cm3-std.sh buildship && \
./do-cm3-std.sh buildship
14.3.3. Simplify
Simplify es un demostrador de teoremas que necesita tener completamente
instalado Modula 3.
El primer paso, como es habitual, es descargar el co´digo del repositorio:
$ mkdir simplify
$ cd simplify
$ svn export http://neptuno.uca.es/svn/sources-fm/deps/
simplify-SVN71394.tar.bz2
$ tar xjf simplify-SVN71394.tar.bz2
$ cd simplify/Simplify
$ for i in cgi-utils digraph prover simplify;\
do pushd $i && cm3 && cm3 -ship && popd; done
Si ejecutamos ahora Simplify deber´ıa aparecer un prompt vac´ıo que podemos
cerrar con la combinacio´n de teclas Ctrl+C. Si funciona, podemos restringir los
permisos de escritura bajo /usr/local/cm3.
$ sudo chown -R root.root /usr/local/cm3
$ sudo find /usr/local/cm3 -execdir chmod go-w ’{}’ \;
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14.4. Instalacio´n de Daikon
Lo primero sera´ instalar los paquetes necesarios para compilar programas en
C, dado que el co´digo Java de Daikon emplea el preprocesador de C en algunos
sitios.
$ sudo aptitude install build-essential
Obtenemos el co´digo de Daikon, lo descomprimimos, aplicamos el parche y
compilamos.
Antes de comenzar, debemos asegurarnos de que esta´ instalado sun-java6-
jdk.
$ cd /tmp
$ svn export
http://neptuno.uca.es/svn/sources-fm/deps/daikon-4.3.4.tar.gz
$ svn export
http://neptuno.uca.es/svn/sources-fm/src/parches/Daikon_delta_4.3.4.diff.gz
$ cd /opt
$ sudo su -
$ tar xzf /tmp/daikon-4.3.4.tar.gz
$ chown root.root -R daikon
$ cd daikon
$ zcat /tmp/Daikon_delta_4.3.4.diff.gz | sudo patch -p1
$ cd java
$ export DAIKONBIN=/opt/daikon/bin/
$ export CLASSPATH=/usr/lib/jvm/java-6-sun-1.6.0.16/lib/tools.jar
$ make daikon
Por u´ltimo, an˜adiremos el guio´n deps/manual/guiones/daikon.sh y el fi-
chero de configuracio´n deps/manual/guiones/daikon.options a /usr/local/bin.
Tendremos que modificar DAIKON y DAIKON OPTS FILE para que apunten
a las rutas correctas.
$ svn export
http://neptuno.uca.es/svn/sources-fm/scripts/daikon.sh
$ svn export
http://neptuno.uca.es/svn/sources-fm/scripts/daikon.options
$ sudo cp /tmp/daikon.{options,sh} /opt/daikon
$ sudo ln -s /opt/daikon/daikon.sh /usr/local/bin
14.5. Instalacio´n de Takuan
El u´ltimo paso sera´ instalar el framework Takuan. Para ello, deberemos
descargarnos el fichero con la distribucio´n de Takuan del repositorio y descom-
primirlo donde se desee.
$ svn export http://neptuno.uca.es/svn/sources-fm/bin/takuan-dist.zip
$ unzip takuan-dist.zip
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La distribucio´n incluye ejemplos y guiones Ant para probar que la instalacio´n
se ha realizado correctamente.
Por u´ltimo, se debe an˜adir una l´ınea a /.bashrc declarando la variable de
entorno TAKUAN HOME, con la ruta al directorio en que se halla Takuan, sin
la barra final.
$echo ’export TAKUAN_HOME=/home/usuario/takuan’ >> ~/.bashrc
De nuevo, si queremos compartir la instalacio´n, descomprimiremos el fichero
en un directorio compartido (/opt) y la variable de entorno TAKUAN HOME
la an˜adiremos al fichero /etc/environment.
14.6. Servlet de Takuan
Para poder instalar el servlet de Takuan, de forma que podamos usarlo de
forma remota - concretamente, desde el asistente para NetBeans - necesitamos
tener instalados todos los elementos anteriores.
Las dependencias para su compilacio´n son:
Tener instalado libservlet2.4-java
Tener configuradas las variables de entorno BPELUNIT HOME, TAKUAN HOME,
SAXON HOME y CATALINA HOME
Una vez nos aseguremos de tener las dependencias cubiertas, descargamos
el co´digo fuente:
$ svn export http://neptuno.uca.es/svn/sources-fm/src/Takuan_Server
TakuanServer
Lo compilamos y reiniciamos el servicio:
$ cd TakuanServer
$ ant -f standalone-build.xml clean local-deploy
$ ActiveBPEL.sh restart
Ahora, bajo http://localhost:8180/takuan/ tendremos disponible el ser-
vicio.
14.7. Ma´quina virtual
Para facilitar a los usuarios el uso de la herramienta Takuan, se distribuye
una imagen de una ma´quina virtual de VirtualBox [Micc] instalada y configu-
rada. Por lo general, se recomienda emplear este me´todo.
Los pasos a seguir son tan simples como:
1. Descargar e instalar VirtualBox
2. Descargar la imagen virtual del sitio web de Takuan 1
1http://neptuno.uca.es/redmine/wiki/takuan-website/Takuan_Virtual_Machine
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3. Registrar la imagen de disco en VirtualBox
4. Crear una nueva ma´quina virtual con la imagen de disco de Takuan. Se
recomienda emplear al menos 512 MB de RAM para la ma´quina virtual,
aunque con so´lo 256 puede funcionar.
Opcionalmente, puede emplearse como referencia la configuracio´n disponible
en el sitio web de Takuan para permitir el acceso a la ma´quina virtual a trave´s
de SSH y HTTP - lo que sera´ u´til si quiere conectarse al servlet de Takuan.
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Cap´ıtulo 15
Preparar la composicio´n
Aunque Takuan puede trabajar sobre una composicio´n WS-BPEL sin modi-
ficaciones, existen extensiones propias que permiten configurar los para´metros
de ejecucio´n de Takuan, y especificar que´ variables y puntos de programa se
quieren inspeccionar.
Para hacer uso de estas extensiones, primero es necesario definir el espacio
de nombres de Takuan en el documento. Adema´s, si se quiere que ActiveBPEL
pueda ejecutar directamente la composicio´n modificada, se debe an˜adir un blo-
que que declare que el motor de ejecucio´n puede ignorar las extensiones propias
de XPath que usa.
Listing 15.1: Declaracio´n del espacio de nombres de Takuan
1 <b p e l : p r o c e s s
2 xmlns :bpe l=” h t t p : // docs . oa s i s−open . org / wsbpel /2 .0/
proce s s / executab l e ”
3 xmlns:uca=” ht t p : //www. uca . es /xpath /2007/11 ”>
4 <b p e l : e x t e n s i o n s>
5 <b p e l : e x t e n s i o n mustUnderstand=”no”
6 namespace=” h t t p : //www. uca . es /xpath /2007/11 ”/>
7 </ b p e l : e x t e n s i o n s>
8 </ b p e l : p r o c e s s>
Con esta base, ya podemos especificar los para´metros de instrumentalizacio´n
e inspeccio´n.
15.1. Para´metros de la configuracio´n
Hay tres para´metros generales personalizables:
uca:instrumentVariablesByDefault Acepta los valores “yes” y “no”. Espe-
cifica si se instrumentara´n todas las variables por defecto o no.
uca:instrumentSequencesByDefault Acepta los valores “yes” y “no”. Es-
pecifica si se instrumentan todas las secuencias por defecto, o so´lo las
marcadas.
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uca:maxInstrumentationDepth Acepta valores enteros mayores o iguales a
0. Especifica la profundidad ma´xima del a´rbol XML que se instrumentara´.
0 significa sin l´ımite.
Ambos son atributos del elemento ra´ız <process> de una composicio´n WS-
BPEL.
15.2. Variables
Para las variables hay un u´nico atributo: uca:inspeccionar. Especifica si
se debe o no inspeccionar la variable. Los valores posibles son:
yes Si se inspeccionara´
no No se inspeccionara´
sin definir Se usara´ el comportamiento configurado por el atributo
uca:instrumentVariablesByDefault del elemento ra´ız
A continuacio´n se muestra un ejemplo con los tres posibles valores:
1 <v a r i a b l e s>
2 <v a r i a b l e name=” shipRequest ”
3 messageType=” s i f : sh ipp ingReques tMsg ”
4 u c a : i n s p e c c i o n a r=” yes ”/>
5 <v a r i a b l e name=” sh ipNot i ce ”
6 messageType=” s i f : s h i pp i n g N o t i c e M s g ”
7 u c a : i n s p e c c i o n a r=”no”/>
8 <v a r i a b l e name=” itemsShipped ”
9 type=” ship:itemCountType ”/>
10 </ v a r i a b l e s>
15.3. Puntos de programa
Para cada elemento <sequence> del programa, puede especificarse si se quie-
re instrumentar o no. Esto se realiza por el atributo uca:instrument, cuyo uso
es similar al equivalente para variables.
yes Instrumentar la secuencia, incluso aunque su profundidad sea mayor que el
l´ımite configurado, de haberlo
no No instrumentar la secuencia
no definido Se considerara´ el comportamiento configurado por el atributo
uca:instrumentSequencesByDefault del elemento ra´ız. Si el valor por
defecto es “yes”, pero la profundidad es mayor que el l´ımite especificado
por uca:maxInstrumentationDepth, no se instrumentara´
Cap´ıtulo 16
Casos de prueba
Una vez que tenemos el fichero WS-BPEL adaptado, debemos especificar
un conjunto de casos de prueba que deseamos ejecutar. Aqu´ı se realiza una
breve explicacio´n de co´mo realizarlo, pero si desea mayor nivel de detalle, puede
consultarlo en la documentacio´n de BPELUnit [May06b].
16.1. Elemento ra´ız y espacio de nombres
Los ficheros con extensio´n bpts son ficheros XML. Como todos los documen-
tos XML, incluye un elemento ra´ız donde se especifican los espacios de nombre:
1 <?xml version=” 1 .0 ” encoding=” utf−8”?>
2 <t e s : t e s t S u i t e
3 xmlns : t r s=” ht t p : //www. sun . com/ javaone /05/
Trave lRese rvat i onSe rv i c e ”
4 xmlns :ota=” h t t p : //www. opent rave l . org /OTA/2003/05 ”
5 xmlns : t e s=” h t tp : //www. bpe lun i t . org /schema/ t e s t S u i t e ”
6 xmlns :ves=” h t t p : //www. sun . com/ javaone /05/
Veh i c l eRe s e rva t i onSe rv i c e ”
7 xmlns :aes=” h t tp : //www. sun . com/ javaone /05/
A i r l i n e R e s e r v a t i o n S e r v i c e ”
8 xmlns :hes=” h t t p : //www. sun . com/ javaone /05/
Hote lRese rva t i onSe rv i c e ”>
9 </ t e s : t e s t S u i t e>
En este caso, el prefijo tes esta´ asociado al espacio de nombres de BPELU-
nit. Los dema´s son prefijos propios de esta composicio´n. Sera´n necesarios ma´s
adelante para definir los puertos, los tipos, etc.
16.2. Informacio´n sobre el proceso
El primer bloque de informacio´n incluira´ datos sobre el proceso que sera´ des-
plegado: nombre, URL, partners - servicios a los que se conecta -, etc.
1 <tes :name>Trave lRese rvat i onSe rv i c e</ tes :name>
2 <tes:baseURL>h t t p : // l o c a l h o s t : 7 7 7 7 /ws</ tes:baseURL>
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3
4 <tes :dep loyment>
5 <t e s : p u t name=” Trave lRese rvat i onServ i c e ” type=”
a c t i v e b p e l ”>
6 <t e s : w s d l>Trave lRese rvat i onSe rv i c e . wsdl</ t e s : w s d l>
7 <t e s : p r o p e r t y name=”BPRFile”>t r a v e l . bpr</ t e s : p r o p e r t y
>
8 </ t e s : p u t>
9 <t e s : p a r t n e r name=” A i r l i n e ” wsdl=”
A i r l i n e R e s e r v a t i o n S e r v i c e . wsdl ”/>
10 <t e s : p a r t n e r name=” Hotel ” wsdl=”
Hote lRese rva t i onSe rv i c e . wsdl ”/>
11 <t e s : p a r t n e r name=” Veh ic l e ” wsdl=”
Veh i c l eRe s e rva t i onSe rv i c e . wsdl ”/>
12 </ tes :dep loyment>
tes:name Un nombre identificativo para el proceso
tes:baseURL URL sobre la que se desplegara´. Normalmente, el valor del ejem-
plo es el que siempre se debera´ usar
test:deployment Informacio´n sobre el despliegue del proceso
tes:put Proceso a desplegar. Se especifica su nombre, el motor que lo
ejecutara´, el fichero WSDL que describe el servicio, y el fichero bpr
que contiene la composicio´n
tes:partner Servicios externos a los que se conectara´, junto a su des-
cripcio´n WSDL. Estos servicios externos pueden sustituirse por mo-
ckups cuando se especifique el caso de prueba. El atributo name debe
identificar un´ıvocamente al partner, ya que sera´ el nombre que se
usara´ despue´s para sustituirlo por uno simulado.
16.3. Casos de prueba
El u´ltimo bloque son los casos de prueba. Se especifican como un elemento
ra´ız <tes:testCases> en el que se anidan elementos <tes:testCase> para cada
caso de prueba.
Un ejemplo de un caso de prueba ser´ıa:
1 <t e s : t e s t C a s e name=” OnlyAir l ine ” basedOn=”” abs t r a c t=”
f a l s e ” vary=” f a l s e ”>
2 <t e s : c l i e n t T r a c k>
3 <t e s : s e n d R e c e i v e
4 s e r v i c e=” t r s :Trave lRe s e rva t i onSoapSe rv i c e ”
5 port=” TravelReservationSoapHttpPort ”
6 opera t i on=” b u i l d I t i n e r a r y ”>
7
8 <t e s : s e n d f a u l t=” f a l s e ”>
9 <t e s : d a t a>
10 <o t a : T r a v e l I t i n e r a r y />
16.3. CASOS DE PRUEBA 97
11 </ t e s : d a t a>
12 </ t e s : s e n d>
13
14 < t e s : r e c e i v e f a u l t=” f a l s e ”>
15 <t e s : c o n d i t i o n>
16 <t e s : e x p r e s s i o n>o t a : . . .</ t e s : e x p r e s s i o n>
17 <t e s : v a l u e> ’M839LWAA’</ t e s : v a l u e>
18 </ t e s : c o n d i t i o n>
19 </ t e s : r e c e i v e>
20
21 </ t e s : s e n d R e c e i v e>
22 </ t e s : c l i e n t T r a c k>
23
24 <t e s :pa r tne rTrack name=” A i r l i n e ”>
25 <te s : r ece iveSendAsynchronous>
26 < t e s : r e c e i v e s e r v i c e=”
a e s : A i r l i n e R e s e r v a t i o n S o a p S e r v i c e ”
27 port=” Air l ineReservat ionSoapHttpPort ”
28 opera t i on=” r e s e r v e A i r l i n e ”
29 f a u l t=” f a l s e ”/>
30
31 <t e s : s e n d s e r v i c e=”
a e s : A i r l i n e R e s e r v a t i o n C a l l b a c k S e r v i c e ”
32 port=”
Air l ineReservat ionCal lbackSoapHttpPort
”
33 opera t i on=” a i r l i n e R e s e r v e d ”
34 f a u l t=” f a l s e ”>
35 <t e s : d a t a>
36 <o t a : T r a v e l I t i n e r a r y />
37 </ o t a : T r a v e l I t i n e r a r y>
38 </ t e s : d a t a>
39 </ t e s : s e n d>
40 </ tes : r ece iveSendAsynchronous>
41 </ t e s :pa r tne rTrack>
42
43 <t e s :pa r tne rTrack name=” Vehic l e ”>
44 < !−− No es invocado −−>
45 </ t e s :pa r tne rTrack>
46
47 <t e s :pa r tne rTrack name=” Hotel ”>
48 < !−− No es invocado −−>
49 </ t e s :pa r tne rTrack>
50
51 </ t e s : t e s t C a s e>
Se ha obviado el contenido de los mensajes por claridad y ahorro. Puede
consultar este ejemplo y otros en el CD adjunto.
A continuacio´n se describen los elementos que aparecen:
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tes:testCase Como ya se ha dicho con anterioridad, elemento para definir un
caso de prueba. El atributo name es un identificador u´nico del caso de
prueba, Un caso de prueba puede basarse en uno anterior, definido con el
atributo basedOn. Si el atributo abstract esta´ a “yes”, entonces el caso
de prueba no puede ser ejecutado. Por u´ltimo, vary especifica si se debe
ejecutar ma´s de una vez el mismo caso de prueba cambiando tiempos de
respuesta, etc.
tes:clientTrack Define la peticio´n que se enviara´ desde el cliente simulado.
tes:sendReceive El cliente del proceso mandara´ una peticio´n s´ıncrona. Los
atributos especifican a que´ servicio y puerto se enviara´ la peticio´n, y
que´ operacio´n se usara´.
tes:send Los datos incluidos dentro de tes:data se enviara´n al proceso. Estos
datos seguira´n la estructura definida por el propio proceso (de ah´ı el usar
el prefijo ota). El atributo fault a “false” indica que no debe simularse
un fallo.
tes:receive Se evaluara´ cuando el proceso responda al cliente. Con tes:condition
pueden comprobarse si ciertas condiciones esperadas en el mensaje de res-
puesta se cumplen.
tes:partnerTrack Aqu´ı se define un mockup. La estructura es pra´cticamente
ide´ntica al tes:clientTrack. El atributo name define que´ servicio externo
esta´ siendo reemplazado.
tes:receiveSendAsynchronous Se reciben primero los datos, y se responde
de forma as´ıncrona (el proceso cliente no espera la respuesta).
La estructura anterior se repetira´ tantas veces como casos de prueba se desee.
Cap´ıtulo 17
Uso y ejecucio´n
El ciclo de uso habitual de Takuan viene reflejado en el diagrama 17.1.
Figura 17.1: Diagrama de uso de Takuan
Takuan ejecuta un conjunto de casos de prueba original en un proceso WS-
BPEL. A partir de los invariantes obtenidos, y de la informacio´n de cobertura,
puede ser que los invariantes que obtengamos sean los esperados o que hay
alguno que consideremos incorrecto. En este segundo caso se puede optar por
mejorar el conjunto de casos de prueba o depurar, si es necesario, el proceso y
volver a ejecutar Takuan para comprobar la mejora.
17.1. Ejecucio´n con guiones Ant
Takuan proporciona una tarea que puede ser usada desde un guio´n Ant,
pero no proporciona ninguna interfaz de l´ınea de comandos. Por tanto, la u´nica
forma de ejecutar Takuan es mediante guiones Ant - se incluyen ejemplos en el
CD - o mediante el asistente para NetBeans descrito en el cap´ıtulo 18.
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En caso de duda o desconocimiento del lenguaje empleado por Ant, puede
consultar su manual oficial [Apa].
Lo primero que deberemos tener en el guio´n es la definicio´n de la nueva
tarea:
1 <t a skde f name=” instrument ”
2 classname=” es . uca . webse rv i c e s . bpe l .
InstrumentBPELProcessTask”
3 c l a s s p a t h r e f=” i n s t r . c l a s s p a t h ”/>
Y lo siguiente, sera´ definir una nueva tarea para BPELUnit. Observe que
se espera que la variable de entorno BPELUNIT HOME contenga el valor del
directorio de instalacio´n de BPELUnit.
1 <typede f name=” bpe lun i t ” classname=” org . bpe lun i t .
framework . u i . ant . BPELUnit”>
2 <c l a s s pa t h>
3 < f i l e s e t d i r=”${ env .BPELUNIT HOME}/ l i b ”/>
4 </ c l a s sp a t h>
5 </ typede f>
De esta forma podemos emplear la clase que dirigira´ el proceso como una tarea
ma´s de Ant.
Lo siguiente sera´ definir las tareas que se deben realizar, pero para ello
primero es u´til conocer el orden en el que se deben ejecutar, de forma que se
sepan las dependencias:
Instrumentalizacio´n La tarea que acabamos de definir guiara´ el proceso de
instrumentalizacio´n. Cuando finalice, tendremos una serie de ficheros in-
termedios y un archivo comprimido con extensio´n bpr que contendra´ todo
lo necesario para realizar la ejecucio´n
Ejecucio´n de BPELUnit Se enviara´ a BPELUnit el fichero bpts donde se
especifica el conjunto de casos de prueba, y el fichero bpr sobre el que se
ejecutara´ las pruebas
Preparacio´n de las trazas Se llamara´ al script que inicia el ana´lisis de las
trazas de ejecucio´n, transforma´ndolas al formato entendido por Daikon
y obteniendo la informacio´n sobre la cobertura. Por u´ltimo, llamara´ a
Daikon para obtener los invariantes
En los ejemplos contenidos en el CD, estos pasos, que son comunes a todos
los procesos WS-BPEL, esta´n definidos en un fichero llamado base-build.xml,
incluido por los scripts Ant propios de cada composicio´n, en los que se especifica
el nombre de la composicio´n, la salida, etc.
Como se incluye en el CD, se omite el co´digo por claridad. La descripcio´n
dada ayudara´ a la comprensio´n del guio´n.
17.2. Descripcio´n de la salida
Los ficheros generados por Takuan con informacio´n relevante para el usuario
son cinco:
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coverage.log Contiene informacio´n sobre la cobertura de sentencias y de ramas
pathCoverageAll.log Contiene todos los posibles caminos de la composicio´n
pathCoverageExecuted.log Contiene los caminos que se han recorrido en
algu´n momento por alguno de los casos de prueba
pathCoverageNotExecuted.log Contiene los caminos que nunca se han re-
corrido
procesoInspeccionado.out Contiene la lista de invariantes inferidos para ca-
da punto de programa
Si ejecuta Takuan empleando un script Ant, encontrara´ estos ficheros bajo
el directorio que haya configurado en el guio´n. Por defecto, este directorio de
destino tendra´ la forma daikon-out-<fecha>-<hora>.
Si ejecuta Takuan a trave´s de la interfaz para NetBeans - o, lo que es lo
mismo, a trave´s de su interfaz web - se descargara´n remotamente.
NOTA: La informacio´n de cobertura se puede generar tanto en modo texto
plano (human readable) como en XML. Aqu´ı so´lo se menciona el formato legible
por humanos.
17.2.1. Cobertura de sentencias
El fichero coverage.log tiene dos partes. La primera, encabezada por las
siguientes dos l´ıneas:
Instruction coverage
====================
es la que contiene la informacio´n sobre la cobertura de sentencias. A su
vez, esta´ separada en dos bloques: sentencias ejecutadas y sentencias nunca
ejecutadas.
Se muestra un ejemplo de cada caso:
Executed 45/50 (90%)
---------------------
(1/1) /process/sequence/if/else/sequence/while/sequence/assign/copy[0]
(1/1) /process/sequence/assign[3]
(1/1) /process/sequence/reply[@name=’Respuesta’]
(1/1) /process/sequence
En este fragmento podemos ver la cobertura de sentencias que tenemos: un
90 %. Hay un 10 % de instrucciones (5 sobre el total) que nunca se han ejecutado.
Bajo la cabecera, se muestra la lista de sentencias ejecutadas, precedidas de
una fraccio´n del tipo (nu´mero de veces ejecutadas/nu´mero de casos de prue-
ba), dado que no es suficiente una cobertura del 100 % para obtener buenos
resultados. Tambie´n es necesario ejecutarlas un nu´mero suficiente de veces.
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Never executed 5/50 (10%)
------------------------
/process/sequence/if/if-condition/sequence/assign[2]
/process/sequence/if/if-condition/sequence
/process/sequence/if/if-condition/sequence/assign[3]
Aqu´ı se muestra parte del bloque de sentencias nunca ejecutadas. Lo´gica-
mente, es el conjunto complementario al de ejecutadas.
17.2.2. Cobertura de ramas
En la segunda mitad del fichero coverage.log muestra la cobertura de ramas.
En este caso, se encabeza por las l´ıneas:
Branches coverage
=================
El formato es similar al anterior, so´lo que u´nicamente se muestran las ramas
Branches executed 1 / 2 (50%)
------------------------------
/process/sequence/if/else
Branches not executed 1 / 2 (50%)
----------------------------------
/process/sequence/if/if-condition
En este ejemplo tenemos una cobertura del 50 % sobre dos ramas. Es decir,
hay una rama, concretamente la rama del if, que nunca se ha ejecutado. Ser´ıa
necesario ampliar el conjunto de casos de prueba.
17.2.3. Cobertura de caminos
La informacio´n de la cobertura de caminos dado su volumen, se encuentra
separado en tres ficheros. Generalmente el que ma´s nos interesa es el que contiene
los caminos nunca ejecutados: pathCoverageNotExecuted.log
En cualquier caso, el formato de los tres es el siguiente: estad´ısticas generales,
camino 1, camino 2, . . .
Por ejemplo, en el caso de todos los caminos posibles:
Maximum length of an execution path: : 46
Possible execution paths: 2
Minimum length of an execution path: : 36
Hay dos caminos de ejecucio´n posible, siendo el nu´mero ma´ximo de instruc-
ciones posible 46, y el menor, 36.
En el caso de caminos no ejecutados:
Number of not executed paths: 1
Hay un camino que no se ha ejecutado.
En todos los casos, estas estad´ısticas vienen seguidas de una lista de caminos
posibles. Por ejemplo, extra´ıdo de un ejemplo de no ejecutados:
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Execution path no.1
36 sentences
/process
/process/sequence
/process/sequence/receive
/process/sequence/assign
/process/sequence/assign/copy[0]
/process/sequence/assign/copy[1]
/process/sequence/assign/copy[2]
/process/sequence/assign/copy[3]
/process/sequence/assign/copy[4]
/process/sequence/assign[2]
/process/sequence/assign[2]/copy[0]
/process/sequence/if
/process/sequence/if/if-condition
/process/sequence/if/if-condition/sequence
El camino nu´mero uno esta´ compuesto por 36 sentencias. Y, como podemos
comprobar en este caso en concreto, el camino no cubierto es la rama del if del
primer condicional - lo que coincide con lo que obtuvimos con la cobertura de
ramas.
Recordamos que una cobertura del 100 % de caminos, implica una cober-
tura del 100 % de ramas, y del 100 % de sentencias, pero lo contrario no es
necesariamente cierto.
104 CAPI´TULO 17. USO Y EJECUCIO´N
Cap´ıtulo 18
Plugin para NetBeans
El plugin para NetBeans permite usar Takuan de forma co´moda y fa´cil, a
trave´s de un asistente gra´fico que se integra en el IDE NetBeans [Mica]. Este
plugin, no obstante, so´lo permite preparar el fichero BPEL y mandarlo, junto a
sus dependencias, al sistema Takuan.
Esta comunicacio´n con Takuan se hace a trave´s de un Servlet que recibe el
proceso, y dirige su ejecucio´n y el procesado de su salida. Es decir, la interfaz
gra´fica - plugin - y el sistema Takuan pueden estar en ma´quinas separadas. Esto
permite tener Takuan dentro de una ma´quina virtual, y comunicar con e´l desde
el sistema anfitrio´n.
Si no dispone de una ma´quina - virtual o no - con Takuan y el servlet
instalados, consulte el cap´ıtulo 14 para ver una gu´ıa de instalacio´n.
18.1. Instalacio´n
Para poder hacer uso del plugin para NetBeans, primero necesita tener ins-
talado un entorno NetBeans con soporte para WS-BPEL.
Suponiendo que disponga de una instalacio´n con esas caracter´ısticas, lo si-
guiente ser´ıa descargar el paquete con el plugin:
http://neptuno.uca.es/files/netbeans/es-uca-takuan.nbm
Una vez disponga del paquete, abra NetBeans y vaya al menu´ Tools / Plu-
gins. Seleccione la pestan˜a Downloaded y haga click en Add plugins. En el dia´logo
de seleccio´n de fichero seleccione el fichero NBM que se ha descargado. Puede
ver un ejemplo en la figura
Despue´s seleccione el paquete “Takuan NetBeans” y haga click en Install.
Se iniciara´ el asistente de importacio´n de NetBeans. Simplemente tiene que
seguirlo.
18.2. Uso
A continuacio´n se describe el uso siguiendo el ciclo habitual de la aplicacio´n.
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Figura 18.1: Seleccio´n del paquete
Figura 18.2: Seleccio´n del plugin
18.2.1. Creacio´n / importacio´n
Puede crear un proyecto desde cero siguiendo la gu´ıa Developer Guide to
BPEL Designer [May06a], o bien crear un proyecto vac´ıo y copiar todos los
ficheros de una composicio´n ya existente - incluyendo ficheros WSDL, XSD,. . . -
a la carpeta src situada dentro del directorio del proyecto.
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Figura 18.3: Inicio del asistente
18.2.2. Adaptacio´n de la composicio´n WS-BPEL
Se realiza de la forma descrita en el cap´ıtulo 15. Puede emplear el editor de
co´digo WS-BPEL que incluye NetBeans.
18.2.3. Asistente para Takuan
Para poder ejecutar el asistente de Takuan, debe
1. Tener el proyecto BPEL marcado como Main Project
2. Tener el fichero BPEL seleccionado o activo en el editor
Y hacer click sobre el boto´n representado en la figura 18.3.
Entonces aparecera´ la ventana de bienvenida al asistente.
Figura 18.4: Detalle de la ventana de bienvenida al asistente
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18.2.4. Para´metros de la ejecucio´n
En el primer paso se le solicitara´ que configure dos para´metros relacionados
con la ejecucio´n e instrumentacio´n:
Instrument variables by default Si se marca, todas las variables se instru-
mentara´n salvo que se indique lo contrario. Si se desmarca, so´lo se instru-
mentara´n las especificadas expl´ıcitamente
Maximum depth Profundidad ma´xima del a´rbol XML que se instrumentara´
Coverage output format Formato de salida de los datos sobre cobertura.
Puede escogerse XML - facilita su posterior procesado - o texto plano -
legible por humanos
Mapping scheme El tipo de aplanamiento a emplear. Consultar la documen-
tacio´n sobre la fase de ana´lisis (3.3) para ma´s informacio´n
Filter unused variables Filtrar los invariantes de variables que no han sido
usadas
Integrate Simplify Ejecutar Simplify [Det05] sobre el conjunto de invariantes
calculados, de forma que se simplifiquen las relaciones
Generate metrics Determina si mostrar o no las me´tricas de las declaraciones
Figura 18.5: Parametrizacio´n
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18.2.5. Variables y puntos de programa
En el siguiente dia´logo se debe especificar cua´l es la accio´n por defecto para
todos los puntos del programa: instrumentar o no. Despue´s, se especificara´ los
puntos del programa que sera´n inspeccionados o no (lo opuesto al comporta-
miento general seleccionado).
Figura 18.6: Puntos de programa
Una vez seleccionado los puntos de programa a inspeccionar, se hara´ lo
mismo con las variables. Los valores admitidos son tres:
<not set> Se aplicara´ el comportamiento por defecto configurado en el primer
paso del asistente
Yes Se instrumentara´ e inspeccionara´ la variable
No No se instrumentara´ ni inspeccionara´ la variable
18.2.6. Guardar una copia
Los cambios realizados sobre el fichero BPEL - parametros, puntos y varia-
bles a instrumentar e inspeccionar, . . . - se perdera´n al realizar la ejecucio´n. Si
se desea, se puede guardar una copia del fichero BPEL modificado.
18.2.7. Dependencias
En el siguiente dia´logo se especificara´n los ficheros de los que depende la
composicio´n WS-BPEL, y el conjunto de casos de prueba.
Los botones + y - pueden emplearse para an˜adir o eliminar dependencias,
incluyendo ficheros externos al proyecto.
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Figura 18.7: Detalle del dia´logo de instrumentacio´n de variables
Figura 18.8: Guardar una copia
18.2.8. Ejecucio´n
La u´ltima opcio´n es la URL del servlet de Takuan, al que el asistente se
conectara´.
18.2. USO 111
Figura 18.9: Dia´logo de dependencias
Figura 18.10: URL del servlet
Una vez introducido el valor, se mostrara´ el dia´logo de progreso.
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Figura 18.11: Dia´logo de progreso
18.2.9. Resultados
Se obtienen dos tipos de resultados: invariantes e informacio´n sobre la co-
bertura. Las opciones disponibles son:
Visualizarse
An˜adirse al proyecto BPEL
Guardarse en un fichero externo
Nota: La opcio´n de visualizacio´n esta´ desactivada para la informacio´n de
cobertura al ser un archivo comprimido con varios ficheros. Sin embargo:
Cuando se an˜ada al proyecto, el archivo se descomprimira´ y se an˜adira´ el
contenido
Cuando se seleccione la opcio´n de guardar, se guardara´ el fichero ZIP
descargado
Para saber co´mo interpretar los resultados, puede consultar la seccio´n 17.2.
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Figura 18.12: Resultados
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Parte IV
Ape´ndices
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Ape´ndice A
Gu´ıa ra´pida de WSDL
Este ape´ndice es un extracto de Web Services Description Language (WSDL)
Version 1.1 [W3C01]
A.1. Introduccio´n
WSDL (Web Services Description Language) es un lenguaje que proporcio-
na un modelo y un formato XML para describir servicios web, separando la
descripcio´n de la funcionalidad ofrecida por un servicio en concreto, de co´mo y
do´nde se ofrece.
En este ape´ndice se hablara´ sobre la versio´n 1.1 de WSDL, ya que es la que
se emplea en los ejemplos tomados como base para las pruebas de Takuan. Sin
embargo, actualmente la versio´n recomendada por la W3C es la 2.0 [W3C07b],
que es incompatible con la 1.1.
La notacio´n seguida en la especificacio´n de los elementos y atributos es como
sigue:
* El elemento o atributo anterior puede aparecer ninguna o varias veces
+ El elemento o atributo anterior puede aparecer varias veces, pero una como
mı´nimo
? El elemento o atributo anterior puede aparecer una o ninguna vez
... Se omiten ciertos atributos no obligatorios
A.1.1. Descripcio´n de un servicio
En un documento de este tipo se describen los servicios en dos niveles: uno
abstracto y otro concreto.
En el nivel abstracto se describe un servicio a trave´s de los mensajes que env´ıa
y recibe. Estos mensajes se describen empleando un lenguaje de definicio´n de
tipos, normalmente XML Schema.
Una operacio´n asocia un patro´n de intercambio de mensajes con uno o ma´s
mensajes. Es decir, especifica el nu´mero de mensajes enviados y/o recibidos, al
igual de a quie´n se le env´ıa o de quie´n se recibe.
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Una interfaz agrupa operaciones sin relacionarlas con el formato que se em-
pleara´ en la comunicacio´n.
En el nivel concreto, un enlace (binding) define los detalles del formato en
el que se establecera´ la conexio´n para una o ma´s interfaces.
Un “endpoint” asocia una direccio´n de red con un “binding”.
Finalmente, un servicio agrupa “endpoints” que implementan una interfaz
comu´n.
En definitiva, una descripcio´n de servicios indica como los potenciales clientes
deben interactuar con el servicio que es descrito. Por otra parte, una interfaz
describe una interaccio´n potencial (pero no requerida), y una operacio´n define
co´mo se supone que la interaccio´n tendra´ lugar en caso de que ocurra, pero no
obliga a realizarla.
A.2. Definicio´n del servicio
A.2.1. Estructura del documento
Un documento WSDL es un conjunto de definiciones.
Los servicios se definen usando seis elementos principales:
Tipos Proporcionan las definiciones de tipos de datos usados para describir los
mensajes.
Mensajes Representan una definicio´n abstracta de los datos transmitidos.
Tipos de puertos Es un conjunto de operaciones abstractas, donde cada ope-
racio´n refiere un mensaje de entrada y otro de salida.
Vı´nculos Especifica el protocolo espec´ıfico y el formato de los datos empleados
en las operaciones y mensajes de un tipo de puerto en concreto.
Puertos Especifica una direccio´n para un v´ınculo.
Servicios Empleado para crear un conjunto de puertos relacionados.
Los documentos WSDL pueden tener asignados un atributo opcional con
un nombre identificativo. Opcionalmente, tambie´n puede asignarse un atributo
targetNamespace de tipo URI cuyo valor NO debe ser relativo.
Modularidad WSDL permite asociar un espacio de nombres con un ficheros
usando una sentencia <import>:
<definitions .... >
<import namespace="uri" location="uri"/> *
</definitions>
El uso de elementos de importacio´n permite separar los diferentes elementos
de la definicio´n de un servicio en documentos independientes que podra´n ser
importados cuando sea necesario. Esta te´cnica mejora la claridad del co´digo,
adema´s de facilitar la reutilizacio´n de definiciones.
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Extensiones WSDL permite ser extendido con nuevos elementos asociados
a una tecnolog´ıa espec´ıfica, cuyo espacio de nombres debe ser diferente al de
WSDL. Esto permite innovar sin necesidad de revisar la base de las especifica-
ciones de WSDL [W3C01].
Documentacio´n Opcionalmente puede emplearse el elemento<wsdl:document>
como un contenedor para documentacio´n en formato legible por humanos. Ese
elemento puede estar dentro de cualquier elemento WSDL.
A.2.2. Tipos
Los elementos de tipos encierran definiciones de tipos de datos relevantes
para los mensajes. Por cuestiones de interoperabilidad y neutralidad, WSDL
emplea el uso de XSD (XML Schema) [W3C09] como el sistema de referencia,
sin perjuicio de otros.
1 <d e f i n i t i o n s . . . . >
2 <types>
3 <xsd:schema . . . . />∗
4 </ types>
5 </ d e f i n i t i o n s>
Este sistema de tipos puede usarse independientemente de si el formato final
de intercambio es XML o no. Es conveniente seguir las siguientes recomenda-
ciones:
Usar elementos en lugar de atributos.
No incluir atributos o elementos que son propios de la codificacio´n de la
comunicacio´n (por ejemplo soap:root).
Los tipos vectoriales deber´ıan extender el tipo Array definido en SOAP
v1.1. Usar el nombre ArrayOfXXX para los tipos de vectores, donde XXX
es el tipo de los elementos.
Usar el tipo xsd:anyType para representar un campo o para´metro que
pueda tener cualquier valor.
A.2.3. Mensajes
Los mensajes esta´n compuestos de una o ma´s partes lo´gicas, cada una de
ellas asociadas a un tipo definido previamente. En el caso de XSD, WSDL define
varios atributos de tipado como:
element Para elementos XSD
type Para elementos simples o complejos XSD
La sintaxis para definir es un mensaje es:
1 <d e f i n i t i o n s . . . . >
2 <message name=”nmtoken”> ∗
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3 <part name=”nmtoken” element=”qname”? type=”qname
”?/> ∗
4 </message>
5 </ d e f i n i t i o n s>
El atributo “name” del mensaje proporciona un nombre u´nico entre todos
los mensajes definidos dentro del documento WSDL.
El atributo “name” de la parte (<part>) proporciona un nombre u´nico entre
todas las partes del mensaje que las contiene.
Partes de un mensaje
Las “partes” son un mecanismo que permite describir el contenido lo´gico de
un mensaje. A trave´s del enlazado puede asociarse informacio´n dependiente del
v´ınculo a una parte de un mensaje. Por ejemplo, si un mensaje se va a emplear
con RPC, una parte podr´ıa representar un para´metro.
Se emplean mu´ltiples partes si el mensaje tiene mu´ltiples unidades lo´gicas.
Ejemplo de un mensaje con dos partes:
1 <d e f i n i t i o n s . . . . >
2 <types> . . .</ types>
3 <message name=”PO”>
4 <part name=”po” element=”tns:PO”/>
5 <part name=” i n v o i c e ” element=” t n s : I n v o i c e ”/>
6 </message>
7 </ d e f i n i t i o n s>
Mensajes concretos vs abstractos
Generalmente las definiciones de los mensajes se consideran abstractas. Sera´ un
v´ınculo (binding) el que describa como se mapea el contenido abstracto en un
formato espec´ıfico. Sin embargo, en algunos casos la definicio´n abstracta se ajus-
tara´ casi completamente, o exactamente, a uno o ma´s v´ınculos, por los que esos
v´ınculos proporcionara´n muy poca o ninguna informacio´n de mapeo. Sin embar-
go, otro v´ınculo del mismo mensaje puede requerir mucha informacio´n de mapeo.
Por ese motivo, hasta que no se examina el binding no puede determinarse si
un mensaje es abstracto o no.
A.2.4. Tipos de puertos
Un tipo de puerto es un conjunto de operaciones abstractas y los mensajes
relacionados.
1 <w s d l : d e f i n i t i o n s . . . . >
2 <wsdl :portType name=”nmtoken”>
3 <wsd l : ope ra t i on name=”nmtoken” . . . . /> ∗
4 </ wsdl :portType>
5 </ w s d l : d e f i n i t i o n s>
El atributo “name” proporciona un nombre u´nico dentro de todos los tipos
de puertos definidos dentro del documento WSDL.
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El nombre de una operacio´n se determina por el atributo “name”.
WSDL tiene cuatro tipos de operaciones:
U´nico sentido El extremo recibe un mensaje.
Peticio´n-respuesta El extremo recibe un mensaje y responde con otro corre-
lacionado.
Solicitud-respuesta El extremo env´ıa un mensaje y recibe otro correlaciona-
do.
Notificacio´n El extremo env´ıa un mensaje.
A pesar de que la estructura ba´sica de WSDL permite enlaces para estas cua-
tro primitivas, so´lo define enlaces para “U´nico sentido” y “Peticio´n-respuesta”.
Se espera que las especificaciones que definan los protocolos para “Solicitud-
respuesta” o “Notificacio´n” incluyan tambie´n extensiones de enlazado1.
Operacio´n de un u´nico sentido
1 <w s d l : d e f i n i t i o n s . . . . > <wsdl :portType . . . . > ∗
2 <wsd l : ope ra t i on name=”nmtoken”>
3 <wsd l : i nput name=”nmtoken”? message=”qname”/>
4 </ wsd l : ope ra t i on>
5 </ wsdl :portType >
6 </ w s d l : d e f i n i t i o n s>
El elemento <input> especifica el formato del mensaje abstracto para esta
operacio´n.
Operacio´n de peticio´n-respuesta
1 <w s d l : d e f i n i t i o n s . . . . >
2 <wsdl :portType . . . . > ∗
3 <wsd l : ope ra t i on name=”nmtoken” parameterOrder=”
nmtokens”>
4 <wsd l : i nput name=”nmtoken”? message=”qname”/>
5 <wsdl :output name=”nmtoken”? message=”qname”/>
6 <w s d l : f a u l t name=”nmtoken” message=”qname”/>∗
7 </ wsd l : ope ra t i on>
8 </ wsdl :portType >
9 </ w s d l : d e f i n i t i o n s>
Los elementos <input> y <output> especifican los formatos de los mensajes
para la peticio´n y la respuesta respectivamente.
El elemento opcional <fault> especifica el formato del mensaje de error en
caso de haberlo.
1Como no es relevante para este proyecto, se omitira´n en adelante estos dos tipos de
operaciones.
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Nombres de los elementos dentro de una operacio´n
El atributo “name” de los elementos <input> y <output> proporciona un
nombre u´nico dentro del tipo de puerto contenedor.
Para evitar tener que nombrar todos los elementos de entrada y salida,
WSDL proporciona valores por defecto en funcio´n del nombre de la operacio´n
si el atributo “name” no se especifica, tomara´ el valor:
U´nico sentido El nombre de la operacio´n.
Peticio´n-respuesta El nombre de la operacio´n con el valor “Request” y “Res-
ponse” respectivamente.
Cada elemento <fault> debe ser nombrado para permitir a un v´ınculo el
especificar el formato concreto del mensaje de error.
A.2.5. Enlazado
Un enlace (binding) define el formato y el protocolo de los mensajes y opera-
ciones definidos por un <portType>. Puede haber cualquier nu´mero de enlaces
para un mismo tipo de puerto.
1 <w s d l : d e f i n i t i o n s . . . . >
2 <wsd l :b ind ing name=”nmtoken” type=”qname”> ∗
3 <−− Elemento de e x t e n s i o n (1) −−> ∗
4 <wsd l : ope ra t i on name=”nmtoken”> ∗
5 <−− Elemento de e x t e n s i o n (2) −−> ∗
6 <wsd l : i nput name=”nmtoken”? > ?
7 <−− Elemento de e x t e n s i o n (3) −−>
8 </ wsd l : i nput>
9 <wsdl :output name=”nmtoken”? > ?
10 <−− Elemento de e x t e n s i o n (4) −−> ∗
11 </ wsdl :output>
12 <w s d l : f a u l t name=”nmtoken”> ∗
13 <−− Elemento de e x t e n s i o n (5) −−> ∗
14 </ w s d l : f a u l t>
15 </ wsd l : ope ra t i on>
16 </ wsd l :b ind ing>
17 </ w s d l : d e f i n i t i o n s>
name Un nombre u´nico
type El tipo de puerto
Los elementos de extensio´n se usan para especificar la grama´tica concreta
para la entrada (3), salida (4) y mensajes de error (5). Adema´s, tambie´n pueden
especificarse enlaces por operacio´n (2) y por enlace (1).
Dado que los nombres de las operaciones no tienen por que´ ser u´nicos (por
ejemplo, en el caso de sobrecarga), el atributo “name” de la operacio´n puede
no ser suficiente para identificar un´ıvocamente la operacio´n. En ese caso, se
empleara´n los atributo “name” de los elementos de entrada (<wsd:input>) y
salida (<wsdl:output>) correspondientes.
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Un enlace debe especificar un u´nico protocolo, pero no informacio´n sobre
direccionamiento.
A.2.6. Puertos
Un puerto define un extremo individual especificando una una direccio´n para
un enlace.
1 <w s d l : d e f i n i t i o n s . . . . >
2 <w s d l : s e r v i c e . . . . > ∗
3 <wsd l :po r t name=”nmtoken” binding=”qname”> ∗
4 <−− Elemento de e x t e n s i o n (1) −−>
5 </ wsd l :po r t>
6 </ w s d l : s e r v i c e>
7 </ w s d l : d e f i n i t i o n s>
name Un nombre u´nico para el puerto.
binding Enlace (binding) asociado.
El elemento de extensio´n (1) se emplea para especificar la direccio´n del puer-
to.
Un puerto no debe tener ma´s de una direccio´n. Tampoco debe suministrar
ma´s informacio´n que la direccio´n.
A.2.7. Servicios
Un servicio agrupa un conjunto de puertos.
1 <w s d l : d e f i n i t i o n s . . . . >
2 <w s d l : s e r v i c e name=”nmtoken”> ∗
3 <wsd l :po r t . . . . />∗
4 </ w s d l : s e r v i c e>
5 </ w s d l : d e f i n i t i o n s>
El atributo “name” debe ser u´nico.
Los puertos contenidos en un servicio tienen las siguientes relaciones:
Ninguno de los puertos se comunica con uno de los otros (la salida de uno
de ellos no es la entrada de otro)
Si un servicio tiene varios puertos que comparten tipo, pero emplean di-
ferentes enlaces o direcciones, los puertos son alternativas. Es decir, pro-
porcionan un comportamiento sema´nticamente similar, pero en base a
protocolos diferentes.
Permiten al usuario determinar si desea comunicarse con un servicio en
base a si soporta o no varios tipos de puertos, en caso de que exista alguna
relacio´n impl´ıcita entre sus operaciones.
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A.3. Tipos de enlazado
En este ape´ndice no se cubrira´n los detalles de cada tipo de enlazado, aunque
se describira´n brevemente dos proporcionados por WSDL: SOAP y HTTP.
A.3.1. Enlazado con SOAP
WSDL incluye un enlace con SOAP 1.1, soportando las siguientes carac-
ter´ısticas:
Indicar que un enlace esta´ asociado al protocolo SOAP 1.1
Especificar la direccio´n de un extremo SOAP
El URI para la cabecera HTTP del mensaje SOAP
Especificar una lista de definiciones para cabeceras que son enviadas como
parte del envoltorio SOAP
En el ejemplo incluido en la seccio´n A.4 puede verse un caso de uso de SOAP.
A.3.2. Enlazado con HTTP
WSDL incluye soporte para enlazar con HTTP 1.1, usando los me´todos GET
y POST para describir las interacciones entre el navegador y el sitio web. Esto
permite a otras aplicaciones distintas al navegador el interactuar con el sitio. Se
puede especificar:
Una indicacio´n de si se debe usar GET o POST
Una direccio´n para el puerto
Una direccio´n relativa para cada operacio´n (relativa a la direccio´n base
definida por el puerto)
A.4. Ejemplo
Este ejemplo esta´ extraido del esta´ndar WSDL 1.0 [W3C01].
1 <?xml version=” 1 .0 ”?>
2 <d e f i n i t i o n s name=”StockQuote”
3 targetNamespace=” h t tp : // example . com/ stockquote . wsdl ”
4 xmlns : tns=” ht t p : // example . com/ stockquote . wsdl ”
5 xmlns:xsd1=” h t t p : // example . com/ stockquote . xsd”
6 xmlns:soap=” ht t p : // schemas . xmlsoap . org / wsdl / soap /”
7 xmlns=” h t t p : // schemas . xmlsoap . org / wsdl /”>
8
9 <types>
10 <schema targetNamespace=” h t t p : // example . com/
stockquote . xsd”
11 xmlns=” h t t p : //www. w3 . org /2000/10/XMLSchema”>
12 <element name=” TradePriceRequest ”>
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13 <complexType>
14 <a l l>
15 <element name=” tickerSymbol ” type=” s t r i n g ”/>
16 </ a l l>
17 </complexType>
18 </ element>
19 <element name=” TradePrice ”>
20 <complexType>
21 <a l l>
22 <element name=” p r i c e ” type=” f l o a t ”/>
23 </ a l l>
24 </complexType>
25 </ element>
26 </schema>
27 </ types>
28
29 <message name=” GetLastTradePriceInput ”>
30 <part name=”body” element=” xsd1:TradePriceRequest ”/>
31 </message>
32
33 <message name=” GetLastTradePriceOutput ”>
34 <part name=”body” element=” xsd1 :TradePr ice ”/>
35 </message>
36
37 <portType name=”StockQuotePortType”>
38 <opera t ion name=” GetLastTradePrice ”>
39 <input message=” tns :GetLastTradePr iceInput ”/>
40 <output message=” tns:GetLastTradePriceOutput ”/>
41 </ opera t i on>
42 </portType>
43
44 <binding name=” StockQuoteSoapBinding ” type=”
tns:StockQuotePortType ”>
45 <soap :b ind ing s t y l e=”document”
46 t ranspo r t=” ht t p : // schemas . xmlsoap . org /
soap / http ”/>
47 <opera t ion name=” GetLastTradePrice ”>
48 <s oap : ope ra t i on soapAction=” ht t p : // example . com/
GetLastTradePrice ”/>
49 <input>
50 <soap:body use=” l i t e r a l ”/>
51 </ input>
52 <output>
53 <soap:body use=” l i t e r a l ”/>
54 </ output>
55 </ opera t i on>
56 </ binding>
57
58 <s e r v i c e name=” StockQuoteService ”>
59 <documentation>My f i r s t s e r v i c e</ documentation>
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60 <port name=” StockQuotePort ” binding=”
tns :StockQuoteBinding ”>
61 <soap :addre s s l o c a t i o n=” h t t p : // example . com/
stockquote ”/>
62 </ port>
63 </ s e r v i c e>
64
65 </ d e f i n i t i o n s>
Ape´ndice B
Gu´ıa ra´pida de WS-BPEL
Este ape´ndice es un extracto de Web Services Business Process Execution
Language [OAS07].
La notacio´n seguida en la especificacio´n de los elementos y atributos es como
sigue:
* El elemento o atributo anterior puede aparecer ninguna o varias veces
+ El elemento o atributo anterior puede aparecer varias veces, pero una como
mı´nimo
? El elemento o atributo anterior puede aparecer una o ninguna vez
... Se omiten ciertos atributos no obligatorios
B.1. Introduccio´n
El objetivo de los servicios web es lograr la interoperabilidad entre aplicacio-
nes empleando esta´ndares web. Emplean un modelo de integracio´n de´bilmente
acoplado para permitir una integracio´n flexible de sistemas heteroge´neos en una
variedad de dominios que incluyen negocio-consumidor, negocio-negocio y la
integracio´n de aplicaciones empresariales. Los esta´ndares iniciales que defin´ıan
los servicios web fueron: SOAP [W3C07a], WSDL [W3C01] (Ver ape´ndice A),
y UDDI [OAS05].
Sin embargo, la integracio´n de sistemas requiere algo ma´s que la capacidad
de realizar interacciones simples a trave´s de protocolos esta´ndar. El pleno po-
tencial de los servicios web como plataforma de integracio´n sera´ alcanzada so´lo
cuando las aplicaciones y los procesos de negocios puedan integrar sus com-
plejas interacciones usando un modelo esta´ndar de integracio´n de procesos. El
modelo suministrado por WSDL so´lo permite modelos sin estado de tipo peti-
cio´n-respuesta, o de un so´lo sentido.
Los modelos de interaccio´n de negocios normalmente suponen secuencias de
mensajes entre pares, tanto de tipo peticio´n-respuesta, como de sentido u´nico,
contenidos en interacciones con estado que involucran a dos o ma´s partes. Para
definir dicho tipo de interacciones, se necesita un me´todo formal para describir
este intercambio de mensajes. Un proceso abstracto puede ser usado para descri-
bir el comportamiento visible de de un proceso de negocio en sus interacciones,
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pero sin revelar la implementacio´n interna. Hay dos motivos para separar estos
aspectos pu´blicos de los internos o privados:
1. No se quiere revelar los detalles internos de la toma de decisiones y manejo
de datos a la otra parte.
2. Au´n no siendo este el caso, se consigue libertad para modificar los as-
pectos privados de la implementacio´n del proceso, sin interferir con su
comportamiento pu´blico.
El comportamiento observable debe ser descrito de forma independiente de
la plataforma, y mostrar aspectos que pueden tener relevancia en interacciones
entre negocios.
Se deben tener en cuenta los siguientes aspectos para describir un proceso
de negocio:
Los procesos de negocios muestran un comportamiento dependiente de los
datos. Por ejemplo, un proceso de suministro depende de datos como el
nu´mero de elementos de un pedido, el valor total, etce´tera.
La habilidad para especificar condiciones excepcionales y sus consecuen-
cias, incluyendo secuencias de recuperacio´n, es tan importante como la
posibilidad de definir el comportamiento en caso de e´xito.
Las interacciones de mucho tiempo de vida incluyen muchas unidades de
trabajo (a veces anidadas), cada una con sus requisitos respecto a los
datos.
Tambie´n se debe poder distinguir entre dos tipos de procesos: abstractos y
ejecutables.
Abstracto Es un proceso parcialmente especificado, que no esta´ destinado a
ser ejecutado, y que debe ser declarado expl´ıcitamente como abstracto.
Un proceso abstracto puede ser que oculte detalles concretos de las ope-
raciones realizadas.
Esta ocultacio´n puede hacerse:
Expl´ıcitamente, con tokens opacos
Por omisio´n
Ejecutable Es un proceso que esta´ completamente definido, y, por tanto, puede
ser ejecutado.
Como se ha mencionado antes, es posible usar WS-BPEL para definir un pro-
ceso de negocio ejecutable. Los mecanismos para ello se basan exclusivamente
en Servicios Web y datos en formato XML. Estos procesos se ejecutan e inter-
actu´an con sus pares de forma consistente, independientemente de la plataforma
sobre la que se ejecute.
En definitiva, WS-BPEL define un modelo y una grama´tica para describir el
comportamiento de un proceso de negocio basa´ndose en las interacciones entre
el proceso y sus pares. Estas interacciones se realizan a trave´s de interfaces de
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Servicios Web. El proceso WS-BPEL define co´mo se coordinan las interaccio-
nes entre mu´ltiples servicios para lograr un objetivo, as´ı como la lo´gica y los
estados necesarios para lograr esta coordinacio´n. Tambie´n incorpora mecanis-
mos para tratar con excepciones y fallos de procesamiento. Es ma´s, WS-BPEL
incluye un mecanismo para definir co´mo una actividad individual o compuesta
sera´ compensada en casos de error.
WS-BPEL emplea especificaciones XML como: WSDL 1.1 [W3C01], XML
Schema 1.0 [W3C09], XPath 1.0 [W3C07c], y XSLT 1.0 [W3C99].
B.2. Estructuras
A continuacio´n se describira´n brevemente y de forma no exhaustiva las es-
tructuras que proporciona WS-BPEL para la composicio´n web.
B.2.1. Estructura ba´sica
Como ya se ha comentado, WS-BPEL es un lenguaje basado en XML. Su
espacio de nombres es
1 h t t p : // docs . oa s i s−open . org / wsbpel /2 .0/ proce s s / executab l e
El elemento ra´ız es <process>, y debe definirse, como mı´nimo, el atributo
name: el nombre del proceso. Adicionalmente, pueden especificarse los atributos:
queryLanguage Especifica el lenguaje de consulta que usas el proceso para la
seleccio´n de nodos en las asignaciones. El valor por defecto es
"urn:oasis:names:tc:wsbpel:2.0:sublang:xpath1.0",
es decir, XPath 1.0 [W3C07c].
expressionLanguage Determina el lenguaje de las expresiones usadas en el
elemento <process>. El valor por defecto es
"urn:oasis:names:tc:wsbpel:2.0:sublang:xpath1.0", que, de nuevo,
representa XPath 1.0.
suppressJoinFailure Especifica si el error “joinFailure” sera´ suprimido para
todas las actividades. El valor por defecto es “no”. Puede sobrecargarse
por cada actividad.
exitOnStandardFault Si el valor de este atributo es “yes”, entonces el pro-
ceso debera´ terminar inmediatamente (como si se alcanzara una actividad
<exit>), cuando ocurra un fallo esta´ndar distinto de bpel:joinFailure. Si el
valor es “no”, entonces el proceso podra´ manejar un fallo esta´ndar usando
un manejador de fallos. El valor por defecto es “no”.
En el caso de que se este´n empleando extensiones, podra´ an˜adirse un ele-
mento <extensions> al proceso dentro del cual se especifiquen tantas extensions
(<extension>) como sea necesario. Estos elementos deben tener dos atributos:
namespace El espacio de nombres de la extensio´n
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mustUnderstand Especifica si el motor de ejecucio´n debe entender la exten-
sio´n, o puede ignorarla1
Adema´s de las extensiones, un proceso puede contener los siguientes elemen-
tos en su primer nivel:
import Importacio´n de otros ficheros: declaraciones WSDL, XSD, etce´tera
partnerLinks Declaracio´n de los enlaces a otros servicios
variables Declaracio´n de variables globales
correlationSets Vincula un mensaje con una instancia concreta del proceso.
Se emplea, por ejemplo, en mensajes as´ıncronos
faultHandlers Manejadores de fallos
eventHandlers Manejadores de eventos
Una actividad La actividad principal del proceso. Puede ser un flujo, una
secuencia,. . .
La mayor´ıa de estos elementos se detallan a continuacio´n. Para obtener una
informacio´n ma´s completa, puede consultar [OAS07].
B.2.2. Enlace con otros ficheros
Para enlazar un proceso WS-BPEL con otros documentos - definiciones XSD,
ficheros WSDL, . . . - se emplea el elemento <import>, an˜adido justo dentro del
elemento ra´ız.
La forma de uso habitual sigue el esquema:
1 <import namespace=”espacioDeNombres”
2 l o c a t i o n=” ur iDe lF i che ro ”?
3 importType=” tipoDeImport ”/>
namespace El espacio de nombres que se esta´ importando - targetNamespace
del fichero importado.
location Ruta o nombre del fichero (p.e. “ship.xsd”)
importType El tipo del fichero importado. Se debe especificar el espacio de
nombres del tipo. Por ejemplo:
XML Schema http://www.w3.org/2001/XMLSchema
WSDL http://schemas.xmlsoap.org/wsdl/
1Takuan an˜ade una extensio´n al proceso inspeccionado para especificar que las extensiones
de Takuan deben ser ignoradas.
B.2. ESTRUCTURAS 131
B.2.3. Partner Links
Los servicios con los que interactu´a un proceso se modelan como partner
links en WS-BPEL. Cada partnerLink se caracteriza por un partnerLinkTy-
pe (ver ape´ndice A para ma´s detalles). Por supuesto, puede haber ma´s de un
partnerLink con el mismo tipo.
1 <partnerL inks>
2 <partnerLink name=”NCName”
3 partnerLinkType=”QName”
4 myRole=”NCName”
5 partnerRole=”NCName”
6 i n i t i a l i z e P a r t n e r R o l e=” yes | no”/>
7 </ partnerL inks>
name El nombre del partnerLink. Debe ser u´nico.
partnerLinkType El tipo del partnerLink. Estara´ definido en un WSDL.
myRole El rol que realiza la composicio´n WS-BPEL.
partnerRole El rol que realiza el agente externo.
initializePartnerRole Si su valor es “yes”, el motor WS-BPEL inicializara´ el
partnerRole antes de que se use. En caso contrario, se inicializara´ cuando
se use por primera vez. Puede omitirse, en cuyo caso el comportamiento
no esta´ definido.
Un partnerLink puede definirse dentro de un elemento <process> o dentro
de un elemento <scope>.
B.2.4. Variables
Las variables permiten almacenar mensajes que formen parte del estado de
un proceso de negocio. Hay tres tipos de variables:
Tipo de mensaje WSDL
Tipo XML Schema, simple o complejo
Elemento XML Schema
La sintaxis para la declaracio´n de variables es:
1 <v a r i a b l e s>
2 <v a r i a b l e name=”BPELVariableName”
3 messageType=”QName”?
4 type=”QName”?
5 element=”QName”?>+
6 from−spec
7 </ v a r i a b l e>
8 </ v a r i a b l e s>
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Dentro del elemento <variables> pueden declararse tantas variables como
sea necesario.
name El nombre de la variable. Debe de ser u´nico dentro de su a´mbito
messageType Se usara´ este atributo si el tipo de la variable es un tipo de
mensaje WSDL
type Se usara´ este atributo si el tipo de la variable es un tipo XML Schema
element Se usara´ este atributo si el tipo de la variable es un elemento XML
Schema
from-spec Valor con el que debe inicializarse la variable. Es opcional.
B.2.5. Correlaciones
Puede pensarse que el destino de los mensajes enviados a un proceso de
negocio es un puerto definido en el fichero WSDL. Sin embargo, esto es una
ilusio´n, ya que en realidad los servicios con estado son instanciados para actuar
de acuerdo al historial de interacciones. Por tanto, estos mensajes no so´lo son
enviados al puerto correcto, sino tambie´n a una instancia concreta del proceso
de negocio. Los mensajes que crean una nueva instancia son un caso especial.
En el paradigma orientado a objetos, estas interacciones con estado son ma-
nejadas por referencias a objetos, lo que permite alcanzar una instancia concreta
con el historial y estado adecuados. Sin embargo, en los servicios web el uso de
estos tipos de referencias crear´ıan una serie de dependencias que no sobrevivir´ıan
la evolucio´n independiente de los detalles de implementacio´n de cada servicio.
Por tanto, se conf´ıa en los datos y las cabeceras del protocolo para evitar el uso
de tokens dependientes de la implementacio´n.
Por ejemplo, consideremos un caso en el que un comprador env´ıa una or-
den de compra a un vendedor en la ma´quina destino. Este vendedor necesita
devolver un mensaje de aceptacio´n del pedido, y este mensaje debe enrutarse
a la instancia correcta del vendedor. La forma esta´ndar de hacer esto es usar
un token en el mensaje de compra - como el ID de la orden - que es copiado al
mensaje de aceptacio´n para poder correlacionar. Este token puede estar en la
envoltura del mensaje, en una cabecera o en el mismo documento. En cualquier
caso, la exacta localizacio´n es fija e independiente de la instancia. So´lo el valor
depende de la misma.
La declaracio´n de las correlaciones se basan en propiedades de los mensajes.
Una propiedad es simplemente un campo dentro de un mensaje identificado por
una consulta, lo que so´lo puede hacerse cuando la estructura esta´ bien definida
- usando XML Schema, por ejemplo.
Un conjunto de tokens de correlacio´n se define como un conjunto de propie-
dades compartidas por todos los mensajes de un mismo grupo. Este conjunto
de propiedades se llama “conjunto de correlacio´n”.
1 <c o r r e l a t i o n S e t s>?
2 <c o r r e l a t i o n S e t name=”NCName” p r o p e r t i e s=”QName− l i s t ”
/>+
3 </ c o r r e l a t i o n S e t s>
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Los atributos son
name El nombre del conjunto. Debe ser u´nico.
properties Las propiedades compartidas. Deben ser definidas usando tipos
simples XML Schema.
Las correlaciones pueden usarse en en cualquier actividad relacionada con
mensajes (<receive>, <reply>, <onMessage>, <onEvent>, y <invoke>).
Una vez que se inicializa un conjunto de correlacio´n, los valores de las pro-
piedades de ese conjunto deben ser ide´nticos para todos los mensajes en todas
las operaciones que usen ese conjunto de correlacio´n.
1 <c o r r e l a t i o n s>
2 <c o r r e l a t i o n s e t=”NCName”
3 i n i t i a t e=” yes | j o i n | no”?
4 pattern=” reque s t | re sponse | request−re sponse ”? />+
5 </ c o r r e l a t i o n s>
set El nombre del conjunto de correlacio´n definido previamente con correla-
tionSet.
initiate Sus valores pueden ser
yes La actividad relacionada debe intentar iniciar el conjunto de correla-
cio´n. Si ya lo estuviera, se lanzara´ el fallo bpel:correlationViolation.
no La actividad no debe intentar iniciar el conjunto. Si no lo hab´ıa sido
previamente, se lanzara´ la excepcio´n bpel:correlationViolation. Si lo
fue pero falla el requisito de consistencia, se lanzara´ la misma excep-
cio´n.
join La actividad relacionada debe intentar iniciar el conjunto de corre-
lacio´n si no lo ha sido anteriormente. Si ya hab´ıa sido iniciado y falla el
requisito de consistencia, se lanzara´ la excepcio´n bpel:correlationViolation.
pattern Cuando se emplea uno o ma´s conjuntos de correlacio´n en una actividad
<invoke> de tipo peticio´n/respuesta, el atributo “pattern” se usa para
indicar si la correlacio´n se aplica al mensaje saliente (request), entrante
(response) o ambos (request-response).
Si se especifica ma´s de un conjunto de correlacio´n, los requisitos de iniciali-
zacio´n y consistencia se tendra´n en cuenta para todos.
Para poder procesar los valores del conjunto de correlacio´n, el motor WS-
BPEL debe poder encontrar una definicio´n <vprop:propertyAlias> y aplicarla
al mensaje. Para ver co´mo definir propiedades, consulte el ape´ndice A sobre
WSDL.
Si el valor retornado fuera distinto que un u´nico elemento o una coleccio´n
de caracteres de informacio´n, se lanzara´ una excepcio´n bpel:selectionFailure.
A continuacio´n se muestra un ejemplo de definicio´n de un conjunto de co-
rrelacio´n.
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1 <c o r r e l a t i o n S e t s xmlns :cor=” h t tp : // example . com/
supp lyCor r e l a t i on ”>
2
3 < !−− Order numbers are p a r t i c u l a r to a customer ,
4 t h i s s e t i s c a r r i e d in a p p l i c a t i o n data −−>
5
6 <c o r r e l a t i o n S e t name=” PurchaseOrder ”
7 p r o p e r t i e s=” cor :customerID cor:orderNumber ” />
8
9 < !−− I n v o i c e numbers are p a r t i c u l a r to a vendor ,
10 t h i s s e t i s c a r r i e d in a p p l i c a t i o n data −−>
11
12 <c o r r e l a t i o n S e t name=” Invo i c e ”
13 p r o p e r t i e s=” cor :vendorID cor : invoiceNumber ” />
14 </ c o r r e l a t i o n S e t s>
Y su uso dentro de una actividad de recepcio´n.
1 <r e c e i v e partnerLink=”Buyer” portType=”SP:PurchasingPT”
2 opera t i on=” PurchaseRequest ” v a r i a b l e=”PO”>
3 <c o r r e l a t i o n s>
4 <c o r r e l a t i o n s e t=” PurchaseOrder ” i n i t i a t e=” yes ” />
5 </ c o r r e l a t i o n s>
6 </ r e c e i v e>
B.2.6. Expresiones
WS-BPEL permite el uso de diferente tipos de expresiones:
Expresiones booleanas Deben devolver valores booleanos (true / false). Se
usan en los elementos transition, join, while, y las condiciones de los if.
Expresiones “deadline” Deben devolver valores va´lidos del tipo xsd:date
y xsd:dateTime. Se usan en las expresiones <until> de los elementos
<onAlarm> y <wait>.
Expresiones de duracio´n Deben devolver un valor del tipo xsd:duration. Se
emplean en las expresiones de los elementos <onAlarm> y <wait>, y la
expresio´n <repeatEvery> del elemento <onAlarm>.
Expresiones de enteros sin signo Deben devolver valores del tipo xsd:unsignedInt.
Se usan en los elementos <startCounterValue>, <finalCounterValue>, y
<branches> dentro de los <forEach>.
Expresiones generales Dentro de los elementos <asign>.
Si la expresio´n devolviera un tipo incorrecto, se lanzar´ıa una excepcio´n
bpel:invalidExpressionValue.
Pueden usarse las expresiones XPath:
boolean(object)
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string(object)
number(object)
Adicionalmente, pueden usarse dos extensiones XPath propias de WS-BPEL:
getVariableProperty(variable, property) Devuelve el valor de una propie-
dad de una variable. Ambos para´metros son del tipo string.
doXslTransform(string, node-set, (string, object)*) El primer para´me-
tro especifica, como una cadena XPath, la URI de la hoja de estilos que se
va a aplicar. El segundo para´metro es un conjunto de nodos sobre el que
se aplicara´ la conversio´n. Por u´ltimo, un nu´mero arbitrario, y opcional, de
parejas de:
Una cadena XPath que especifica el nombre cualificado de un para´me-
tro XPath
Un objeto XPath que proporciona el valor del para´metro cuyo nombre
especifica el para´metro anterior
Todas las expresiones deben seguir el esta´ndar XPath 1.0 [W3C07c].
B.2.7. Asignaciones
La actividad <assign> puede ser usada para copiar datos de una variable a
otra, y tambie´n para construir e insertar nuevos datos usando expresiones. El uso
de estas expresiones viene motivado por la necesidad de realizar calculos simples
(como incrementos). Pueden operar sobre variables, propiedades, y literales.
Otra posibilidad de las asignaciones es copiar referencias desde y hacia part-
nerLinks. Incluso es posible incluir operaciones definidas como elementos de
extensio´n pertenecientes a espacios de nombres diferentes al de WS-BPEL. Si
dicha extensio´n no es reconocida por el procesador WS-BPEL, y no esta´ sujeta
a mustUnderstand="yes", se ignorara´.
La forma ma´s comu´n de uso de una asignacio´n es:
1 <a s s i g n v a l i d a t e=” yes | no”?>
2 <copy keepSrcElementName=” yes | no”?
3 ignoreMissingFromData=” yes | no”?>
4 from−spec
5 to−spec
6 </copy>
7 </ a s s i g n>
Tambie´n puede usarse, en lugar del elemento copy, el elemento<extensionAssignOperation>,
pero no vamos a cubrirlo aqu´ı.
validate Se comprueba si los valores asignados concuerdan con las definiciones
de tipo XML de las variables. Si se establece a “yes”, y falla la validacio´n,
se lanzara´ un error bpel:invalidVariables.
keepSrcElementName Especifica si el nombre de elemento de destino (selec-
cionado por to) reemplazara´ el nombre del elemento de origen.
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ignoreMissingFromData Si se establece a “yes”, se suprime el error bpel:selectionFailure,
en caso de estar accediendo a una variable no inicializada.
La especificacio´n <from> puede ser de la forma:
Asignacio´n desde un literal
1 <from>< l i t e r a l> l i t e r a l va lue</ l i t e r a l></ from>
Asignacio´n desde una propiedad
1 <from v a r i a b l e=”BPELVariableName” property=”QName” />
Asignacio´n desde un partnerLink
1 <from partnerLink=”NCName”
2 endpointReference=”myRole | partnerRole ” />
Asignacio´n desde una expresio´n
1 <from express ionLanguage=”anyURI”?>exp r e s s i on</ from>
El atributo expressionLanguage es opcional. Por defecto, sera´ XPath 1.0.
Desde una consulta
1 <from v a r i a b l e=”BPELVariableName” part=”NCName”?>
2 <query queryLanguage=”anyURI”?>?
3 queryContent
4 </ query>
5 </ from>
La especificacio´n to puede ser de la forma:
Hacia una variable
1 <to v a r i a b l e=”BPELVariableName” part=”NCName”?/>
El atributo part se puede usar en caso de que el tipo de la variable sea un
tipo de mensaje WSDL. En caso contrario, no debe emplearse.
Hacia una propiedad
1 <to v a r i a b l e=”BPELVariableName” property=”QName” />
Hacia un partnerLink
1 <to partnerLink=”NCName” />
Hacia una expresio´n
1 <to express ionLanguage=”anyURI”?>exp r e s s i on</ to>
De nuevo, por defecto el lenguaje de la expresio´n sera´ XPath 1.0.
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B.2.8. Recibir y responder
Un proceso de negocio suministra servicios a trave´s de mensajes entrantes.
Dichos mensajes se capturan a trave´s de actividades <receive> y se respondera´n
con la actividad <reply>.
Receive
La actividad <receive> especifica el partnerLink que contiene el myRole
usado para recibir mensajes, el tipo de puerto (opcional) y la operacio´n que
espera que el cliente invoque. Adicionalmente se define una variable para recibir
los datos del mensaje. Tambie´n puede usarse, alternativamente, el elemento
fromPart.
La sintaxis es:
1 <r e c e i v e partnerLink=”NCName”
2 portType=”QName”?
3 opera t i on=”NCName”
4 v a r i a b l e=”BPELVariableName”?
5 c r e a t e I n s t a n c e=” yes | no”?
6 messageExchange=”NCName”?>
7
8 <c o r r e l a t i o n s>?
9 <c o r r e l a t i o n s e t=”NCName” i n i t i a t e=” yes | j o i n | no”? /
>+
10 </ c o r r e l a t i o n s>
11
12 <fromParts>?
13 <fromPart part=”NCName” toVar iab l e=”
BPELVariableName” />+
14 </ fromParts>
15 </ r e c e i v e>
La u´nica forma de crear una nueva instancia de un proceso es con el atributo
“createInstance” con valor “yes” en una actividad <receive> o una <pick>. El
valor por defecto es “no”. Puede haber ma´s de una actividad que cree una nueva
instancia de una composicio´n.
Reply
La actividad <reply> se emplea para mandar respuesta a solicitudes previa-
mente aceptadas a trave´s de una actividad como <receive>. Pueden mandarse
respuestas de un so´lo sentido invocando la actividad correspondiente en el part-
nerLink.
1 <r ep ly partnerLink=”NCName”
2 portType=”QName”? operat ion=”NCName”
3 v a r i a b l e=”BPELVariableName”?
4 faultName=”QName”?
5 messageExchange=”NCName”?>
6
7 <c o r r e l a t i o n s>?
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8 <c o r r e l a t i o n s e t=”NCName” i n i t i a t e=” yes | j o i n | no”? /
>+
9 </ c o r r e l a t i o n s>
10
11 <toParts>?
12 <toPart part=”NCName” fromVariable=”
BPELVariableName” />+
13 </ toParts>
14
15 </ r ep ly>
En una respuesta normal, el atributo faultName no se usa y el atributo
variable (o su equivalente toPart) indica el mensaje de respuesta. Cuando la
respuesta indica un fallo, se usa el atributo faultName, y el atributo variable,
o su equivalente, contendra´n el correspondiente fallo. El nombre del fallo debe
referirse a uno definido en la operacio´n usada en la actividad reply, y la variable
coincidir con el tipo asociado.
B.2.9. Invocar otros servicios
Invoke
La actividad <invoke> se usa para llamar servicios web ofrecidos por provee-
dores de servicios. El uso t´ıpico es invocar una operacio´n en un servicio externo.
Una actividad invoke puede contener otras actividades dentro de un manejador
de compensacio´n de de fallos.
Las operaciones pueden ser de peticio´n-respuesta o de un so´lo sentido, de-
pendiendo de la definicio´n WSDL.
1 <invoke partnerLink=”NCName”
2 portType=”QName”?
3 opera t i on=”NCName”
4 inputVar iab l e=”BPELVariableName”?
5 outputVar iab le=”BPELVariableName”?>
6
7 <c o r r e l a t i o n s>?
8 <c o r r e l a t i o n s e t=”NCName” i n i t i a t e=” yes | j o i n | no”?
9 pattern=” reque s t | re sponse | request−re sponse ”? />+
10 </ c o r r e l a t i o n s>
11
12 <catch faultName=”QName”?
13 f a u l t V a r i a b l e=”BPELVariableName”?
14 faultMessageType=”QName”?
15 fau l tElement=”QName”?>∗
16 a c t i v i t y
17 </ catch>
18
19 <catchAl l>?
20 a c t i v i t y
21 </ catchAl l>
22
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23 <compensationHandler>?
24 a c t i v i t y
25 </ compensationHandler>
26
27 <toParts>?
28 <toPart part=”NCName” fromVariable=”
BPELVariableName” />+
29 </ toParts>
30
31 <fromParts>?
32 <fromPart part=”NCName” toVar iab l e=”
BPELVariableName” />+
33 </ fromParts>
34
35 </ invoke>
Llamadas de un so´lo sentido so´lo necesitan la variable de entrada (inputVa-
riable) o equivalente, dado que no se espera ninguna respuesta.
B.2.10. Estructuras de control
WS-BPEL proporciona, como cualquier otro lenguaje de programacio´n, es-
tructuras que permiten controlar el flujo de ejecucio´n del proceso.
Procesamiento secuencial
Una actividad <sequence> contiene una o ma´s actividades que son ejecu-
tadas de forma secuencial, en el orden en el que aparecen dentro de la misma.
Esta actividad finaliza cuando finalice la u´ltima actividad que contenga.
Ejemplo:
1 <sequence>
2 <r e c e i v e> . . .</ r e c e i v e>
3 <a s s i g n> . . .</ a s s i g n>
4 <r ep ly> . . .</ r ep ly>
5 </ sequence>
Condicionales
La actividad <if> proporciona control de ramas. Consiste en una lista or-
denada de una o ma´s ramas condicionales definidas por el <if> y por <elseif>
opcionales, seguidos por un <else> igualmente opcional.
Ejemplo:
1 < i f xmlns : inventory=” h t t p : // supply−chain . org / inventory ”
2 xmlns:FLT=” ht t p : // example . com/ f a u l t s ”>
3
4 <cond i t i on>
5 bpe l : g e tVar i ab l ePrope r ty ( ’ s tockResu l t ’ , ’
i n v e n t o r y : l e v e l ’ )
6 >
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7 100
8 </ cond i t i on>
9
10 <f l ow>
11 < !−− L i s t a de a c t i v i d a d e s −−>
12 </ f low>
13 < e l s e i f>
14 <cond i t i on>
15 bpe l : g e tVar i ab l ePrope r ty ( ’ s tockResu l t ’ , ’
i n v e n t o r y : l e v e l ’ )
16 >=
17 0
18 </ cond i t i on>
19 <throw faultName=”FLT:OutOfStock”
20 v a r i a b l e=” RestockEstimate ” />
21 </ e l s e i f>
22 <e l s e>
23 <throw faultName=” FLT:ItemDiscontinued ” />
24 </ e l s e>
25 </ i f>
Bucles - While
La actividad <while> permite la ejecucio´n repetida de una actividad. Di-
cha actividad, contenida dentro del elemento while, se ejecutara´ mientras la
condicio´n booleana se evalu´e a verdadero (true).
Ejemplo:
1 <whi le>
2 <cond i t i on>$ o r d e r D e t a i l s > 100</ cond i t i on>
3 <scope><secuence> . . .</ secuence></ scope>
4 </ whi l e>
Bucles - RepeatUntil
La actividad <repeatUntil> funciona de forma similar a while, con la dife-
rencia de que el cuerpo se ejecutara´ al menos una vez.
Ejemplo:
1 <r epea tUnt i l>
2 <scope><secuence> . . .</ secuence></ scope>
3 <cond i t i on>$ o r d e r D e t a i l s > 100</ cond i t i on>
4 </ r epea tUnt i l>
Bucles - ForEach
La actividad <forEach> ejecutara´ su contenido N+1 veces, donde N es el
valor de <finalCounterValue> menos <startCounterValue>.
Estructura:
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1 <forEach counterName=”BPELVariableName” p a r a l l e l=” yes | no”
2 standard−a t t r i b u t e s>
3 standard−e lements
4
5 <startCounterValue express ionLanguage=”anyURI”?>
6 unsigned−i n t ege r−exp r e s s i on
7 </ startCounterValue>
8
9 <f ina lCounterValue express ionLanguage=”anyURI”?>
10 unsigned−i n t ege r−exp r e s s i on
11 </ f ina lCounterValue>
12
13 <complet ionCondit ion>?
14 <branches express ionLanguage=”anyURI”?
15 succes s fu lBranchesOnly=” yes | no”?>?
16 unsigned−i n t ege r−exp r e s s i on
17 </ branches>
18 </ complet ionCondit ion>
19 <scope . . .> . . .</ scope>
20 </ forEach>
Una vez que comienza la actividad forEach, se evalu´an las expresiones en
startCounterValue y finalCounterValue, permaneciendo su valor constante du-
rante toda la ejecucio´n de la actividad. Ambas expresiones deben devolver un
valor entero sin signo (xsd:unsignedInt).
En caso de que uno, o los dos, valores devueltos no cumplan la condicio´n,
se lanzara´ una excepcio´n bpel:invalidExpressionValue. En caso de que el valor
de startCounterValue sea mayor que el de finalCounterValue, no se ejecutara´ la
actividad.
La actividad hija de una actividad forEach siempre debe ser una activi-
dad <scope>. <forEach> crea una variable impl´ıcita con el valor del contador,
adema´s de paralelismo dina´mico - un nu´mero paralelo de ramas cuyo nu´mero
no se puede saber a priori - .
Para ma´s informacio´n sobre esta estructura, puede consultar la documenta-
cio´n del esta´ndar WS-BPEL [OAS07].
Scope
Un elemento <scope> (a´mbito) proporciona el contexto que influencia el
comportamiento de la ejecucio´n de las actividades contenidas en su interior.
Esto incluye variables, partnerLinks, compensaciones, etc.
Cada <scope> tiene una actividad principal que define su comportamien-
to normal. Esta actividad puede ser una compleja (secuencia, condicional, bu-
cle,. . . ) con varios niveles anidados.
La sintaxis es:
1 <scope i s o l a t e d=” yes | no”? exitOnStandardFault=” yes | no”?
2 standard−a t t r i b u t e s>
3 standard−e lements
4
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5 <v a r i a b l e s>?
6 </ v a r i a b l e s>
7
8 <partnerL inks>?
9 </ partnerL inks>
10
11 <messageExchanges>?
12 </messageExchanges>
13
14 <c o r r e l a t i o n S e t s>?
15 </ c o r r e l a t i o n S e t s>
16
17 <eventHandlers>?
18 </ eventHandlers>
19
20 <f au l tHand l e r s>?
21 </ f au l tHand l e r s>
22
23 <compensationHandler>?
24 </ compensationHandler>
25
26 <terminat ionHandler>?
27 </ terminat ionHandler>
28
29 a c t i v i t y
30
31 </ scope>
Todos los manejadores contenidos en <scope> pueden acceder a todas las
variables, partnerLinks, mensajes, y correlationSets definidos en el nuevo a´mbi-
to, y en todos sus antecesores.
Las variables, partnerLinks, mensajes y correlationSets definidos dentro de
un a´mbito son so´lo accesibles dentro del mismo.
Procesamiento en paralelo
La actividad <flow> proporciona ejecucio´n concurrente y sincronizacio´n.
Una actividad de este tipo finaliza cuando todas sus actividades han terminado.
En el siguiente ejemplo hay dos actividades de env´ıo que se inician de forma
concurrente. Suponiendo que sean ambas llamas son de peticio´n-respuesta, la
actividad flow finalizara´ cuando se reciban respuestas de ambos servicios.
1 <sequence>
2
3 <f l ow>
4 <invoke partnerLink=” S e l l e r ” . . . />
5 <invoke partnerLink=” Shipper ” . . . />
6 </ f low>
7
8 <invoke partnerLink=”Bank” name=” transferMoney ” . . . />
9 </ sequence>
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Esta actividad tambie´n permite sincronizaciones entre las actividades conte-
nidas en su interior, independientemente de la profundidad de anidamiento. El
elemento <link> es el empleado para expresar estas dependencias. Sin embargo,
su uso se escapa del objetivo meramente introductorio de este documento. Para
ma´s informacio´n, consulte el esta´ndar [OAS07].
B.2.11. Excepciones
Manejo de errores
A veces una transaccio´n puede fallar o ser cancelada, por problemas en la
conexio´n o por cualquier otra razo´n. El trabajo parcial que ya se haya realizado
debe deshacerse lo mejor posible, revirtiendo los efectos de actividades previas.
WS-BPEL proporciona un sistema de compensacio´n, de forma que se pueda
controlar de forma flexible la reversio´n. Esto se consigue a trave´s de manejadores
de fallo y de compensacio´n.
Manejadores de compensacio´n
La posibilidad de declarar lo´gica de compensacio´n adema´s de la lo´gica habi-
tual es la base del control de errores de WS-BPEL. Pueden usarse los a´mbitos
(<scope>) para delimitar la parte del co´digo que debe ser reversible, definiendo
un manejador de compensacio´n.
Los manejadores de fallos y compensacio´n pueden anidarse sin l´ımite de
profundidad.
Sinta´cticamente es simplemente una envoltura para una actividad que realiza
la compensacio´n.
1 <compensationHandler>
2 a c t i v i t y
3 </ compensationHandler>
Manejadores de fallos
El manejo de fallos en un proceso de negocio puede entenderse como un
cambio de modo dentro de un a´mbito. El disen˜o del manejo de errores en WS-
BPEL esta´ disen˜ado para ser tratado como un “trabajo inverso”, dado que su
objetivo es deshacer el trabajo parcial, y fallido, realizado hasta la ocurrencia
del error. La terminacio´n de la actividad de un manejador de fallos, incluso
cuando no relanza la excepcio´n, no se considera una terminacio´n con e´xito del
a´mbito correspondiente.
La compensacio´n no esta´ activa en un a´mbito si este tiene un manejador de
fallos asociado.
Los manejadores de fallos expl´ıcitos, si se usan, asociados a un a´mbito pro-
porcionan un modo de definir un conjunto de actividades de manejo de fallos
definidos por el usuario, definidos por elementos <catch> y <catchAll>. Ca-
da elemento catch se define para atrapar un tipo espec´ıfico de excepcio´n. Puede
proporcionar una variable opcional para contener datos asociados con el fallo. Si
se omite el nombre del fallo, entonces el manejador atrapara´ todos los fallos con
144 APE´NDICE B. GUI´A RA´PIDA DE WS-BPEL
el tipo de dato asociado. La variable en la que se almacenara´ el valor relacionado
con el fallo se define con el atributo faultVariable. Esta variable esta´ declarada
impl´ıcitamente, y no es visible ni usable fuera del a´mbito del manejador de fallo.
Adicionalmente, puede emplearse un elemento <catchAll> para capturar
cualquier otra excepcio´n que carezca de manejador propio.
Hay varias fuentes de error en WS-BPEL. Una respuesta fallida a una ac-
tividad invoke es una de ellas, donde el nombre del error y los datos asociados
se basan en la definicio´n del error definido en la operacio´n WSDL. Una acti-
vidad throw es otra fuente, donde expl´ıcitamente se proporciona el nombre y
los datos. Adema´s, WS-BPEL define varios fallos esta´ndares, y tambie´n pueden
existir otros errores dependientes de la plataforma.
Un nombre de fallo puede usarse en un proceso WS-BPEL sin haber sido
definido antes, por ejemplo, en una operacio´n WSDL, o tambie´n puede omitirse.
Sintaxis:
1 <f au l tHand l e r s>
2 <catch faultName=”QName”?
3 f a u l t V a r i a b l e=”BPELVariableName”?
4 ( faultMessageType=”QName” | fau l tElement=”QName” )
? >∗
5 a c t i v i t y
6 </ catch>
7 <catchAl l>?
8 a c t i v i t y
9 </ catchAl l>
10 </ f au l tHand l e r s>
Debe existir al menos un elemento <catch> o <catchAll> dentro de un
elemento <faultHandlers>.
Fallos predefinidos, compensacio´n y manejadores de terminacio´n
La visibilidad de los manejadores de compensacio´n esta´ limitada al a´mbito
(scope) que directamente lo contiene. Es por ello que la capacidad de compensar
un a´mbito se perder´ıa si el a´mbito no define ningu´n manejador. Tambie´n hay
que tener en cuenta que muchos errores no son respuestas programadas, ni el
resultado de una invocacio´n, por lo que no es razonable esperar un manejador
expl´ıcito para todos los fallos en todos los a´mbitos. Es por eso que WS-BPEL
proporciona manejadores predeterminados cuando no se especifica ninguno. Lo
mismo ocurre con los manejadores de compensacio´n y con los de terminacio´n.
El manejador por defecto de errores es:
1 <catchAl l>
2 <sequence>
3 <compensate />
4 <rethrow />
5 </ sequence>
6 </ catchAl l>
El manejador de compensacio´n por defecto es:
1 <compensationHandler>
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2 <compensate />
3 </ compensationHandler>
Y el manejador de terminacio´n por defecto es:
1 <terminat ionHandler>
2 <compensate />
3 </ terminat ionHandler>
Manejar fallos esta´ndares WS-BPEL
Si el valor del atributo exitOnStandardFault de un a´mbito esta´ definido a
“yes”, siempre que se lance un error WS-BPEL esta´ndar distinto de bpel:joinFailure
dentro del mismo a´mbito el proceso debe terminar inmediatamente (como si se
encontrara una actividad exit). Si el valor se establece a “no”, entonces el pro-
ceso podra´ manejar el fallo usando un manejador. El valor por defecto de este
atributo es “no”.
Cuando no se define, toma el valor del a´mbito contenedor, o del elemento
process.
Para ma´s informacio´n sobre el comportamiento de estos manejadores, puede
consultar el esta´ndar WS-BPEL [OAS07].
Manejadores de eventos
Adema´s de las excepciones producidas por errores, dentro de cada a´mbito
tambie´n existen eventos con sus correspondientes manejadores. Estos maneja-
dores pueden ejecutarse de forma concurrente y son invocados cuando el evento
asociado tiene lugar. La actividad hija de un manejador de evento debe ser una
actividad de a´mbito (scope).
Hay dos tipos de eventos:
Mensajes entrantes correspondientes a operaciones WSDL
Alarmas
La grama´tica para el conjunto de manejadores de eventos asociados a un
a´mbito es:
1 <eventHandlers>?
2 <onEvent partnerLink=”NCName”
3 portType=”QName”?
4 opera t i on=”NCName”
5 ( messageType=”QName” | element=”QName” ) ?
6 v a r i a b l e=”BPELVariableName”?
7 messageExchange=”NCName”?>∗
8 <c o r r e l a t i o n s>?
9 <c o r r e l a t i o n s e t=”NCName” i n i t i a t e=” yes | j o i n | no”
? />+
10 </ c o r r e l a t i o n s>
11 <fromParts>?
12 <fromPart part=”NCName” toVar iab l e=”
BPELVariableName” />+
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13 </ fromParts>
14 <scope . . .> . . .</ scope>
15 </onEvent>
16
17 <onAlarm>∗
18
19 (
20 <f o r express ionLanguage=”anyURI”?>duration−expr</
f o r>
21 |
22 <u n t i l express ionLanguage=”anyURI”?>deadl ine−expr</
u n t i l>
23 ) ?
24
25 <repeatEvery express ionLanguage=”anyURI”?>?
26 durat ion−expr
27 </ repeatEvery>
28 <scope . . .> . . .</ scope>
29 </onAlarm>
30 </ eventHandlers>
Un manejador de eventos debe tener al menos un elemento <onEvent>, o
uno <onAlarm>.
Los manejadores de eventos se consideran parte del comportamiento nor-
mal de un a´mbito, al contrario que los manejadores de error, compensacio´n o
terminacio´n.
La actividad contenida por el elemento onEvent u onAlarm debe ser<scope>.
B.2.12. Otras
Wait
La actividad <wait> especifica un retraso de un determinado periodo de
tiempo, o hasta que cierta fecha l´ımite se alcance. En el caso de que la duracio´n
sea 0 o negativa, o si la fecha de <until> es anterior a la actual, la actividad
finalizara´ inmediatamente.
Sintaxis:
1 <wait standard−a t t r i b u t e s>
2 <f o r express ionLanguage=”anyURI”?>
3 expres ion−de−durac ion
4 </ f o r>
5 |
6 <u n t i l express ionLanguage=”anyURI”?>
7 expres ion−de−l i m i t e
8 </ u n t i l>
9 </ wait>
U ejemplo t´ıpico es invocar una operacio´n en un momento concreto:
1 <sequence>
2 <wait>
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3 <u n t i l> ’ 2002−12−24T18:00+01 :00 ’</ u n t i l>
4 </ wait>
5 <invoke partnerLink=” Ca l lSe rve r ”
6 portType=”AutomaticPhoneCall ”
7 opera t i on=”TextToSpeech”
8 inputVar iab l e=” sea sona lGree t ing ” />
9 </ sequence>
Empty
En ocasiones es necesario incluir una actividad que no haga nada. Por ejem-
plo, en el caso de que queramos capturar una excepcio´n e ignorarla. Tambie´n
puede emplearse como punto de sincronizacio´n en un <flow>.
1 <empty standard−a t t r i b u t e s />
Exit
La actividad <exit> se emplea para finalizar inmediatamente la instancia
del proceso. Todas las actividades en ejecucio´n se terminan en el acto, sin lanzar
ningu´n manejador de terminacio´n, fallo o compensacio´n.
1 <e x i t standard−a t t r i b u t e s />
Pick
La actividad <pick> espera a que tenga lugar un evento de un conjunto de
ellos. Cuando lo recibe ejecutala actividad asociada con ese evento, e ignora el
resto hasta que termine el <pick>.
Ejemplo:
1 <pick>
2
3 <onMessage partnerLink=”buyer”
4 portType=” orderEntry ”
5 opera t i on=” inputLineItem ”
6 v a r i a b l e=” l in e I t em ”>
7 < !−− a c t i v i t y to add l i n e item to order −−>
8 </onMessage>
9
10 <onMessage partnerLink=”buyer”
11 portType=” orderEntry ”
12 opera t i on=” orderComplete ”
13 v a r i a b l e=” comple t i onDeta i l ”>
14 < !−− a c t i v i t y to perform order comple t ion −−>
15
16 </onMessage>
17 < !−− s e t an alarm to go o f f
18 3 days and 10 hours a f t e r the l a s t order l i n e −−>
19
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20 <onAlarm>
21 <f o r> ’P3DT10H ’</ f o r>
22 < !−− handle t imeout f o r order complet ion −−>
23 </onAlarm>
24 </ pick>
B.3. Ejemplo
El siguiente ejemplo es MarketPlace, extra´ıdo de ActiveVOS [End].
B.3.1. Co´digo
1 <?xml version=” 1 .0 ” encoding=”UTF−8”?>
2 <proce s s
3 xmlns=” h t t p : // docs . oa s i s−open . org / wsbpel /2 .0/ proce s s /
executab l e ”
4 xmlns :bpe l=” h t t p : // docs . oa s i s−open . org / wsbpel /2 .0/
proce s s / executab l e ”
5 xmlns:bpws=” h t t p : // schemas . xmlsoap . org /ws/2003/03/
bus iness−proce s s /”
6 xmlns : tns=” ht t p : // docs . ac t ive−endpoints . com/ a c t i v e b p e l /
sample/ wsdl / marketplace /2006/09/ marketplace . wsdl ”
7 xmlns:xsd=” h t t p : //www. w3 . org /2001/XMLSchema”
8 name=” marketplace ”
9 targetNamespace=” h t tp : // docs . ac t ive−endpoints . com/
a c t i v e b p e l / sample/ wsdl / marketplace /2006/09/
marketplace . wsdl ”>
10
11 <import importType=” h t t p : // schemas . xmlsoap . org / wsdl /”
12 l o c a t i o n=” marketplace . wsdl ”
13 namespace=” h t t p : // docs . ac t ive−endpoints . com/ a c t i v e b p e l /
sample/ wsdl / marketplace /2006/09/ marketplace . wsdl ”/>
14 <partnerL inks>
15 <partnerLink myRole=” s a l e s ” name=” s e l l e r ”
16 partnerLinkType=” t n s : s a l e s p l n k ”/>
17 <partnerLink myRole=” buying ” name=”buyer”
18 partnerLinkType=” tns :buy ingp lnk ”/>
19 </ partnerL inks>
20 <v a r i a b l e s>
21 <v a r i a b l e messageType=” t n s : s e l l e r I n f o M e s s a g e ”
22 name=” s e l l e r I n f o ”/>
23 <v a r i a b l e messageType=” tns :nego t i a t i onMes sage ”
24 name=” negotiat ionOutcome ”/>
25 <v a r i a b l e messageType=” tns :buyer In foMessage ”
26 name=” buyer In fo ”/>
27 </ v a r i a b l e s>
28 <c o r r e l a t i o n S e t s>
29 <c o r r e l a t i o n S e t name=” n e g o t i a t i o n I d e n t i f i e r ”
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30 p r o p e r t i e s=” tn s :n ego t i a t ed I t em ”/>
31 </ c o r r e l a t i o n S e t s>
32 <sequence name=” MarketplaceSequence ”>
33 <f l ow name=” MarketplaceFlow ”>
34 <r e c e i v e c r e a t e I n s t a n c e=” yes ”
35 name=” S e l l e r R e c e i v e ”
36 opera t i on=”submit”
37 partnerLink=” s e l l e r ”
38 portType=” t n s : s e l l e r P T ”
39 v a r i a b l e=” s e l l e r I n f o ”>
40 <c o r r e l a t i o n s>
41 <c o r r e l a t i o n s e t=” n e g o t i a t i o n I d e n t i f i e r ”
42 i n i t i a t e=” j o i n ”/>
43 </ c o r r e l a t i o n s>
44 </ r e c e i v e>
45 < !−− t e t s −−>
46 <r e c e i v e c r e a t e I n s t a n c e=” yes ”
47 name=” BuyerReceive ”
48 opera t i on=”submit”
49 partnerLink=”buyer”
50 portType=” tns:buyerPT ”
51 v a r i a b l e=” buyerIn fo ”>
52 <c o r r e l a t i o n s>
53 <c o r r e l a t i o n i n i t i a t e=” j o i n ”
54 s e t=” n e g o t i a t i o n I d e n t i f i e r ”/>
55 </ c o r r e l a t i o n s>
56 </ r e c e i v e>
57 </ f low>
58 < i f name=” MarketplaceSwitch ”>
59 <cond i t i on>
60 ($ s e l l e r I n f o . a sk ingPr i c e &l t ;= $ buyerIn fo . o f f e r )
61 </ cond i t i on>
62 <a s s i g n name=” SuccessAss ign ”>
63 <copy>
64 <from> ’ Deal S u c c e s s f u l ’</ from>
65 <to part=”outcome”
66 v a r i a b l e=” negotiat ionOutcome ”/>
67 </copy>
68 </ a s s i g n>
69 <e l s e>
70 <a s s i g n name=” Fai l edAss ign ”>
71 <copy>
72 <from> ’ Deal Fa i l ed ’</ from>
73 <to part=”outcome”
74 v a r i a b l e=” negotiat ionOutcome ”/>
75 </copy>
76 </ a s s i g n>
77 </ e l s e>
78 </ i f>
79 <r ep ly name=” S e l l e r R e p l y ” operat ion=”submit”
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80 partnerLink=” s e l l e r ” portType=” t n s : s e l l e r P T ”
81 v a r i a b l e=” negotiat ionOutcome ”/>
82 <r ep ly name=”BuyerReply” operat ion=”submit”
83 partnerLink=”buyer” portType=” tns:buyerPT ”
84 v a r i a b l e=” negotiat ionOutcome ”/>
85 </ sequence>
86 </ proce s s>
B.3.2. Vista gra´fica
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Figura B.1: Ejemplo MarketPlace
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Ape´ndice C
IDEs
En este ape´ndice se describen brevemente algunos de los entornos integrados
de desarrollo (IDE) disponibles para WS-BPEL.
C.1. DBE Studio
DBE Studio [Par] es un IDE para composiciones WS-BPEL implementado
sobre la versio´n 3.1 de la plataforma Eclipse. Incluye una serie de editores,
herramientas y asistentes para analizar y definir servicios web y composiciones
WS-BPEL.
Fue desarrollado dentro del proyecto Digital Business Ecosystem, financiado
por la Comisio´n Europea, siendo sus miembros colaboradores Waterford Insti-
tute of Technology, University of Central England, University of Surrey, Intel,
Technical University of Crete, Trinity College Dublin y Soluta.net
Este entorno resulto´ inicialmente interesante porque dec´ıa tener un gene-
rador automa´tico de casos de prueba. Sin embargo, actualmente el proyecto
esta´ abandonado, pues el u´ltimo env´ıo al repositorio tuvo lugar el 22 de junio
de 2007, y no funciona con la u´ltima versio´n de Eclipse.
Es incompatible con el esta´ndar WS-BPEL 2.0, que es sobre el que trabaja
Takuan.
Por ambos motivos, se descarto´ su uso.
C.2. Active VOS
ActiveVOS [End] tambie´n esta´ desarrollado sobre Eclipse. Es el IDE desa-
rrollado por la misma compan˜´ıa que mantiene el motor WS-BPEL que Takuan
emplea, Active Endpoints, por lo que su compatibilidad es total.
Sin embargo, aunque la licencia del motor de ejecucio´n es GPL, el editor es
de co´digo cerrado.
C.3. NetBeans
NetBeans [Mica, Micb] es una plataforma de desarrollo inicialmente conce-
bida para proyectos Java, pero que gracias a diversos plugins, sirve de IDE para
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Figura C.1: Captura de DBE Studio
Figura C.2: Captura de ActiveVOS
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multitud de tecnolog´ıas y lenguajes.
En el caso que nos ocupa, el editor para composiciones de servicios web y
WS-BPEL (Enterprise pack) es uno de los ma´s avanzados actualmente dentro
del mundo del software libre. La facilidad para desarrollar nuevos plugins lo
hace au´n ma´s atractivo, dado que permite integrar Takuan, o parte, en un IDE.
Puede consultar informacio´n sobre el plugin de Takuan para NetBeans 6.5.1
o superior en el cap´ıtulo 9.
Figura C.3: Captura del editor BPEL de NetBeans
C.4. Eclipse
Eclipse [Ecl] es otro entorno de desarrollo con un sistema muy versa´til de
plugins distribuido bajo licencia libre. Su framework de desarrollo de an˜adidos
es muy potente y versa´til, aunque ma´s dif´ıcil de usar inicialmente.
Es por este motivo, como se explica en el cap´ıtulo 9, se escogio´ NetBeans
como plataforma para el plugin de Takuan.
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Figura C.4: Captura del editor BPEL de Eclipse
Ape´ndice D
Servidor Neptuno y
ma´quina virtual de Takuan
D.1. Software instalado
Distribucio´n GNU/Linux Debian Etch, con kernel 2.6.18 x86 64
Servidor web Apache 2.2.3
• auth basic
• dav fs
• dav svn
• perl
• php5
• proxy balancer
• proxy
• proxy http
• rewrite
VirtualBox 2.0.2
Redmine 0.7.3, funcionando sobre Rails 2.1.1 y Ruby 1.8.6 p114
D.2. Servidor web
D.2.1. Redmine
Redmine es un software libre de gestio´n de proyectos que usa el framework
Ruby On Rails.
El servicio esta´ siendo proporcionado por un clu´ster de tres servidores Mon-
grel - servidor web para aplicaciones escritas en Ruby - que se encuentran escu-
chando los puertos 8000, 8001 y 8002.
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Los datos sobre los proyectos y usuarios se guardan en un servidor MySQL,
mientras que a los repositorios Subversion accede a trave´s del servidor Apache
que hay funcionando.
Se ha desactivado el registro manual de usuarios, por lo que es necesario que
un administrador de de alta a los nuevos.
Se encuentra instalado en /srv/redmine
La URL es http://neptuno.uca.es/redmine
¿Por que´ Redmine?
Anteriormente se estaba empleando el sistema Trac para la gestio´n de ta-
reas de investigacio´n en Takuan: desarrollo de co´digo, escritura colaborativa de
art´ıculos, web pu´blica, etc. Pero la dificultad para administrarlo v´ıa web - sobre
todo el manejo de varios proyectos simultaneamente - impulso´ la bu´squeda de
otras plataformas similares ma´s flexibles y sencillas de administrar. Una de las
opciones fue Redmine, y dado que un miembro del grupo ya lo conoc´ıa (Anto-
nio Garc´ıa Domı´nguez) y lo recomendaba encarecidamente, fue elegido para ser
instalado en el nuevo servidor.
Redmine permite gestionar los proyectos v´ıa web, la creacio´n automa´tica de
repositorios y usar los permisos de Redmine para el repositorio, cosa que Trac
requiere que se haga de forma manual.
D.2.2. Subversion
Los repositorios se encuentran almacenados en /srv/svn
El acceso al exterior se proporciona a trave´s del servidor Apache, usando la
configuracio´n de Redmine para el manejo de los permisos de lectura y escritura.
La URL base es http://neptuno.uca.es/svn
¿Por que´ Subversion?
Subversion es un sistema de control de versiones muy maduro y extendido.
Fue el que inicialmente se escogio´ para mantener el repositorio de los art´ıculos,
por lo que se ha seguido con e´l.
Ciertamente Git ha alcanzado una estabilidad ma´s que fiable, pero no se ha
estimado oportuno migrar los repositorios.
D.2.3. Apache
Como se ha mencionado, Apache funciona como servidor de SVN - a trave´s
de WebDAV - y como proxy reverso del cluster de tres instancias de Mongrel,
estando tambie´n configurado como balanceador de carga.
¿Por que´ Apache?
Por su madurez, implantacio´n, flexibilidad, y capacidad de funcionar tan-
to como servidor para Subversion como balanceador de carga y servidor web
normal, todo a la vez, de forma eficiente y sencilla de configurar.
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¿Por que´ Mongrel?
Existe un servidor web para aplicaciones Ruby llamado WEBrick que viene
por defecto en toda instalacio´n de Ruby, pero su eficiencia y estabilidad no
es comparable a la de Mongrel, adema´s de la posibilidad de crear clu´sters con
Mongrel.
D.3. Ma´quina virtual
Takuan se encuentra instalado en una ma´quina virtual, con un sistema Ubun-
tu 8.04 para servidores. Dicha ma´quina virtual se encuentra configurada para
que los cambios realizados se almacenen en un fichero temporal, y no sobre la
imagen del disco, por lo que siempre se podra´ disponer de un sistema limpio y
recie´n instalado cuando se quiera.
Puede accederse a la ma´quina virtual de tres formas:
1. Servidor Apache Tomcat en el puerto 8080 - http://neptuno.uca.es:8080
2. Servidor SSH en el puerto 2222 - ssh takuan@neptuno.uca.es -p 2222
3. A trave´s de RDP en el puerto 3389
Si quisiera iniciar la ma´quina de nuevo, partiendo de la instalacio´n limpia,
los pasos a seguir desde el sistema anfitrio´n son:
$ VboxManage controlvm TakuanVM poweroff
$ VBoxManage modifyvm TakuanVM -hda none
$ VBoxManage modifyvm TakuanVM -hda /srv/virtual/VDI/TakuanVM.vdi
El disco es de expansio´n dina´mica, y esta´ limitado a 20 GB. Sin embargo,
el sistema virtual emplea LVM, por lo que se podr´ıa ampliar an˜adiendo otra
imagen de disco.
Requiere VirtualBox ¿1.6.0
D.3.1. ¿Por que´ VirtualBox?
Porque tiene una versio´n que es software libre, es gratuito, muy estable y
considerablemente eficiente. Adema´s, el fabricante distribuye drivers para me-
jorar el funcionamiento de los sistemas GNU/Linux virtualizados, compartir
portapapeles, etc.
D.4. Otros servicios
Tambie´n puede accederse al servidor a trave´s de SSH por el puerto 22. Per-
mite autenticacio´n por pares de clave pu´blica / privada.
D.5. Tareas programadas
Actualmente existen cuatro tareas programadas, ejecuta´ndose todas ellas el
domingo de madrugada:
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1. Copia de seguridad de los repositorios
2. Copia de seguridad de la base de datos
3. Grabacio´n de un DVD con las copias de seguridad
4. Reinicio de la ma´quina virtual
D.6. Problemas encontrados
D.6.1. Instalacio´n de Redmine
Inicialmente se dispon´ıa de la versio´n empaquetada de Ruby para Debian,
la 1.8.5. Sin embargo, esta versio´n no funciona bien con Rails 2.0.2, que es el
framework sobre el que trabaja Redmine, por lo que hubo que desinstalar el
paquete y buscar una versio´n compatible.
Fue necesario descargar el co´digo de la versio´n 1.8.6, instalar las dependencias
y compilar, aunque hubo varios problemas con el primer co´digo descargado,
principalmente con el soporte de MD5, por lo que hubo que volver a descargar
y compilar una revisio´n posterior de la misma versio´n (la 114).
Una vez instalado Ruby, se procedio´ a la instalacio´n de Gems – un gestor de
paquetes para Ruby - y, por u´ltimo, empleando Gems se instalo´ Rails 2.1.1.
D.6.2. Problemas no solucionados
No se ha conseguido hacer funcionar la comunicacio´n con el SAI, ni por
puerto serie ni USB.
Se han intentado tres opciones y ninguna ha funcionado:
Instalar el software que proporciona el fabricante. El sistema es de 64 bits
y el empaquetado de 32. Existen dependencias no resolubles.
Compilar el software del fabricante (es GPL). Son necesarias determina-
das versiones ma´s recientes de algunas librer´ıas, y actualizarlas lleva a
actualizar casi el sistema completo por dependencias.
Usar un software gene´rico alojado en los repositorios: upsd. No hemos con-
seguido que se comunicara. La documentacio´n consultada parece sugerir
que el problema surge por tener una versio´n del nu´cleo antigua.
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GNU Free Documentation License
Version 1.3, 3 November 2008
Copyright c© 2000, 2001, 2002, 2007, 2008 Free Software Foundation, Inc.
<http://fsf.org/>
Everyone is permitted to copy and distribute verbatim copies of this license
document, but changing it is not allowed.
Preamble
The purpose of this License is to make a manual, textbook, or other fun-
ctional and useful document “free” in the sense of freedom: to assure everyone
the effective freedom to copy and redistribute it, with or without modifying it,
either commercially or noncommercially. Secondarily, this License preserves for
the author and publisher a way to get credit for their work, while not being
considered responsible for modifications made by others.
This License is a kind of “copyleft”, which means that derivative works of the
document must themselves be free in the same sense. It complements the GNU
General Public License, which is a copyleft license designed for free software.
We have designed this License in order to use it for manuals for free software,
because free software needs free documentation: a free program should come
with manuals providing the same freedoms that the software does. But this
License is not limited to software manuals; it can be used for any textual work,
regardless of subject matter or whether it is published as a printed book. We
recommend this License principally for works whose purpose is instruction or
reference.
1. APPLICABILITY AND DEFINITIONS
This License applies to any manual or other work, in any medium, that con-
tains a notice placed by the copyright holder saying it can be distributed under
the terms of this License. Such a notice grants a world-wide, royalty-free licen-
se, unlimited in duration, to use that work under the conditions stated herein.
The “Document”, below, refers to any such manual or work. Any member of
the public is a licensee, and is addressed as “you”. You accept the license if
you copy, modify or distribute the work in a way requiring permission under
copyright law.
A “Modified Version” of the Document means any work containing the
Document or a portion of it, either copied verbatim, or with modifications an-
d/or translated into another language.
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A “Secondary Section” is a named appendix or a front-matter section
of the Document that deals exclusively with the relationship of the publishers
or authors of the Document to the Document’s overall subject (or to related
matters) and contains nothing that could fall directly within that overall subject.
(Thus, if the Document is in part a textbook of mathematics, a Secondary
Section may not explain any mathematics.) The relationship could be a matter
of historical connection with the subject or with related matters, or of legal,
commercial, philosophical, ethical or political position regarding them.
The “Invariant Sections” are certain Secondary Sections whose titles are
designated, as being those of Invariant Sections, in the notice that says that
the Document is released under this License. If a section does not fit the above
definition of Secondary then it is not allowed to be designated as Invariant.
The Document may contain zero Invariant Sections. If the Document does not
identify any Invariant Sections then there are none.
The “Cover Texts” are certain short passages of text that are listed, as
Front-Cover Texts or Back-Cover Texts, in the notice that says that the Do-
cument is released under this License. A Front-Cover Text may be at most 5
words, and a Back-Cover Text may be at most 25 words.
A “Transparent” copy of the Document means a machine-readable copy,
represented in a format whose specification is available to the general public,
that is suitable for revising the document straightforwardly with generic text
editors or (for images composed of pixels) generic paint programs or (for dra-
wings) some widely available drawing editor, and that is suitable for input to
text formatters or for automatic translation to a variety of formats suitable for
input to text formatters. A copy made in an otherwise Transparent file format
whose markup, or absence of markup, has been arranged to thwart or discoura-
ge subsequent modification by readers is not Transparent. An image format is
not Transparent if used for any substantial amount of text. A copy that is not
“Transparent” is called “Opaque”.
Examples of suitable formats for Transparent copies include plain ASCII
without markup, Texinfo input format, LaTeX input format, SGML or XML
using a publicly available DTD, and standard-conforming simple HTML, PostS-
cript or PDF designed for human modification. Examples of transparent image
formats include PNG, XCF and JPG. Opaque formats include proprietary for-
mats that can be read and edited only by proprietary word processors, SGML
or XML for which the DTD and/or processing tools are not generally available,
and the machine-generated HTML, PostScript or PDF produced by some word
processors for output purposes only.
The “Title Page” means, for a printed book, the title page itself, plus such
following pages as are needed to hold, legibly, the material this License requires
to appear in the title page. For works in formats which do not have any title
page as such, “Title Page” means the text near the most prominent appearance
of the work’s title, preceding the beginning of the body of the text.
The “publisher” means any person or entity that distributes copies of the
Document to the public.
A section “Entitled XYZ” means a named subunit of the Document who-
se title either is precisely XYZ or contains XYZ in parentheses following text
that translates XYZ in another language. (Here XYZ stands for a specific sec-
tion name mentioned below, such as “Acknowledgements”, “Dedications”,
“Endorsements”, or “History”.) To “Preserve the Title” of such a section
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when you modify the Document means that it remains a section “Entitled XYZ”
according to this definition.
The Document may include Warranty Disclaimers next to the notice which
states that this License applies to the Document. These Warranty Disclaimers
are considered to be included by reference in this License, but only as regards
disclaiming warranties: any other implication that these Warranty Disclaimers
may have is void and has no effect on the meaning of this License.
2. VERBATIM COPYING
You may copy and distribute the Document in any medium, either commer-
cially or noncommercially, provided that this License, the copyright notices, and
the license notice saying this License applies to the Document are reproduced in
all copies, and that you add no other conditions whatsoever to those of this Li-
cense. You may not use technical measures to obstruct or control the reading or
further copying of the copies you make or distribute. However, you may accept
compensation in exchange for copies. If you distribute a large enough number
of copies you must also follow the conditions in section 3.
You may also lend copies, under the same conditions stated above, and you
may publicly display copies.
3. COPYING IN QUANTITY
If you publish printed copies (or copies in media that commonly have printed
covers) of the Document, numbering more than 100, and the Document’s license
notice requires Cover Texts, you must enclose the copies in covers that carry,
clearly and legibly, all these Cover Texts: Front-Cover Texts on the front cover,
and Back-Cover Texts on the back cover. Both covers must also clearly and
legibly identify you as the publisher of these copies. The front cover must present
the full title with all words of the title equally prominent and visible. You may
add other material on the covers in addition. Copying with changes limited to
the covers, as long as they preserve the title of the Document and satisfy these
conditions, can be treated as verbatim copying in other respects.
If the required texts for either cover are too voluminous to fit legibly, you
should put the first ones listed (as many as fit reasonably) on the actual cover,
and continue the rest onto adjacent pages.
If you publish or distribute Opaque copies of the Document numbering more
than 100, you must either include a machine-readable Transparent copy along
with each Opaque copy, or state in or with each Opaque copy a computer-
network location from which the general network-using public has access to
download using public-standard network protocols a complete Transparent copy
of the Document, free of added material. If you use the latter option, you must
take reasonably prudent steps, when you begin distribution of Opaque copies
in quantity, to ensure that this Transparent copy will remain thus accessible at
the stated location until at least one year after the last time you distribute an
Opaque copy (directly or through your agents or retailers) of that edition to the
public.
It is requested, but not required, that you contact the authors of the Do-
cument well before redistributing any large number of copies, to give them a
chance to provide you with an updated version of the Document.
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4. MODIFICATIONS
You may copy and distribute a Modified Version of the Document under the
conditions of sections 2 and 3 above, provided that you release the Modified
Version under precisely this License, with the Modified Version filling the role
of the Document, thus licensing distribution and modification of the Modified
Version to whoever possesses a copy of it. In addition, you must do these things
in the Modified Version:
A. Use in the Title Page (and on the covers, if any) a title distinct from that
of the Document, and from those of previous versions (which should, if
there were any, be listed in the History section of the Document). You
may use the same title as a previous version if the original publisher of
that version gives permission.
B. List on the Title Page, as authors, one or more persons or entities respon-
sible for authorship of the modifications in the Modified Version, together
with at least five of the principal authors of the Document (all of its prin-
cipal authors, if it has fewer than five), unless they release you from this
requirement.
C. State on the Title page the name of the publisher of the Modified Version,
as the publisher.
D. Preserve all the copyright notices of the Document.
E. Add an appropriate copyright notice for your modifications adjacent to
the other copyright notices.
F. Include, immediately after the copyright notices, a license notice giving
the public permission to use the Modified Version under the terms of this
License, in the form shown in the Addendum below.
G. Preserve in that license notice the full lists of Invariant Sections and re-
quired Cover Texts given in the Document’s license notice.
H. Include an unaltered copy of this License.
I. Preserve the section Entitled “History”, Preserve its Title, and add to it
an item stating at least the title, year, new authors, and publisher of the
Modified Version as given on the Title Page. If there is no section Entitled
“History” in the Document, create one stating the title, year, authors, and
publisher of the Document as given on its Title Page, then add an item
describing the Modified Version as stated in the previous sentence.
J. Preserve the network location, if any, given in the Document for public
access to a Transparent copy of the Document, and likewise the network
locations given in the Document for previous versions it was based on.
These may be placed in the “History” section. You may omit a network
location for a work that was published at least four years before the Do-
cument itself, or if the original publisher of the version it refers to gives
permission.
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K. For any section Entitled “Acknowledgements” or “Dedications”, Preserve
the Title of the section, and preserve in the section all the substance and
tone of each of the contributor acknowledgements and/or dedications given
therein.
L. Preserve all the Invariant Sections of the Document, unaltered in their text
and in their titles. Section numbers or the equivalent are not considered
part of the section titles.
M. Delete any section Entitled “Endorsements”. Such a section may not be
included in the Modified Version.
N. Do not retitle any existing section to be Entitled “Endorsements” or to
conflict in title with any Invariant Section.
O. Preserve any Warranty Disclaimers.
If the Modified Version includes new front-matter sections or appendices
that qualify as Secondary Sections and contain no material copied from the
Document, you may at your option designate some or all of these sections as
invariant. To do this, add their titles to the list of Invariant Sections in the
Modified Version’s license notice. These titles must be distinct from any other
section titles.
You may add a section Entitled “Endorsements”, provided it contains not-
hing but endorsements of your Modified Version by various parties—for example,
statements of peer review or that the text has been approved by an organization
as the authoritative definition of a standard.
You may add a passage of up to five words as a Front-Cover Text, and a
passage of up to 25 words as a Back-Cover Text, to the end of the list of Cover
Texts in the Modified Version. Only one passage of Front-Cover Text and one
of Back-Cover Text may be added by (or through arrangements made by) any
one entity. If the Document already includes a cover text for the same cover,
previously added by you or by arrangement made by the same entity you are
acting on behalf of, you may not add another; but you may replace the old one,
on explicit permission from the previous publisher that added the old one.
The author(s) and publisher(s) of the Document do not by this License give
permission to use their names for publicity for or to assert or imply endorsement
of any Modified Version.
5. COMBINING DOCUMENTS
You may combine the Document with other documents released under this
License, under the terms defined in section 4 above for modified versions, provi-
ded that you include in the combination all of the Invariant Sections of all of the
original documents, unmodified, and list them all as Invariant Sections of your
combined work in its license notice, and that you preserve all their Warranty
Disclaimers.
The combined work need only contain one copy of this License, and multiple
identical Invariant Sections may be replaced with a single copy. If there are
multiple Invariant Sections with the same name but different contents, make
the title of each such section unique by adding at the end of it, in parentheses,
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the name of the original author or publisher of that section if known, or else
a unique number. Make the same adjustment to the section titles in the list of
Invariant Sections in the license notice of the combined work.
In the combination, you must combine any sections Entitled “History” in
the various original documents, forming one section Entitled “History”; likewise
combine any sections Entitled “Acknowledgements”, and any sections Entitled
“Dedications”. You must delete all sections Entitled “Endorsements”.
6. COLLECTIONS OF DOCUMENTS
You may make a collection consisting of the Document and other documents
released under this License, and replace the individual copies of this License in
the various documents with a single copy that is included in the collection,
provided that you follow the rules of this License for verbatim copying of each
of the documents in all other respects.
You may extract a single document from such a collection, and distribute it
individually under this License, provided you insert a copy of this License into
the extracted document, and follow this License in all other respects regarding
verbatim copying of that document.
7. AGGREGATION WITH INDEPENDENT
WORKS
A compilation of the Document or its derivatives with other separate and
independent documents or works, in or on a volume of a storage or distribution
medium, is called an “aggregate” if the copyright resulting from the compilation
is not used to limit the legal rights of the compilation’s users beyond what
the individual works permit. When the Document is included in an aggregate,
this License does not apply to the other works in the aggregate which are not
themselves derivative works of the Document.
If the Cover Text requirement of section 3 is applicable to these copies of the
Document, then if the Document is less than one half of the entire aggregate, the
Document’s Cover Texts may be placed on covers that bracket the Document
within the aggregate, or the electronic equivalent of covers if the Document is
in electronic form. Otherwise they must appear on printed covers that bracket
the whole aggregate.
8. TRANSLATION
Translation is considered a kind of modification, so you may distribute trans-
lations of the Document under the terms of section 4. Replacing Invariant Sec-
tions with translations requires special permission from their copyright holders,
but you may include translations of some or all Invariant Sections in addition to
the original versions of these Invariant Sections. You may include a translation
of this License, and all the license notices in the Document, and any Warranty
Disclaimers, provided that you also include the original English version of this
License and the original versions of those notices and disclaimers. In case of a
disagreement between the translation and the original version of this License or
a notice or disclaimer, the original version will prevail.
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If a section in the Document is Entitled “Acknowledgements”, “Dedica-
tions”, or “History”, the requirement (section 4) to Preserve its Title (section 1)
will typically require changing the actual title.
9. TERMINATION
You may not copy, modify, sublicense, or distribute the Document except as
expressly provided under this License. Any attempt otherwise to copy, modify,
sublicense, or distribute it is void, and will automatically terminate your rights
under this License.
However, if you cease all violation of this License, then your license from
a particular copyright holder is reinstated (a) provisionally, unless and until
the copyright holder explicitly and finally terminates your license, and (b) per-
manently, if the copyright holder fails to notify you of the violation by some
reasonable means prior to 60 days after the cessation.
Moreover, your license from a particular copyright holder is reinstated per-
manently if the copyright holder notifies you of the violation by some reasonable
means, this is the first time you have received notice of violation of this License
(for any work) from that copyright holder, and you cure the violation prior to
30 days after your receipt of the notice.
Termination of your rights under this section does not terminate the licenses
of parties who have received copies or rights from you under this License. If your
rights have been terminated and not permanently reinstated, receipt of a copy
of some or all of the same material does not give you any rights to use it.
10. FUTURE REVISIONS OF THIS LICENSE
The Free Software Foundation may publish new, revised versions of the GNU
Free Documentation License from time to time. Such new versions will be similar
in spirit to the present version, but may differ in detail to address new problems
or concerns. See http://www.gnu.org/copyleft/.
Each version of the License is given a distinguishing version number. If the
Document specifies that a particular numbered version of this License “or any
later version” applies to it, you have the option of following the terms and
conditions either of that specified version or of any later version that has been
published (not as a draft) by the Free Software Foundation. If the Document
does not specify a version number of this License, you may choose any version
ever published (not as a draft) by the Free Software Foundation. If the Document
specifies that a proxy can decide which future versions of this License can be
used, that proxy’s public statement of acceptance of a version permanently
authorizes you to choose that version for the Document.
11. RELICENSING
“Massive Multiauthor Collaboration Site” (or “MMC Site”) means any World
Wide Web server that publishes copyrightable works and also provides promi-
nent facilities for anybody to edit those works. A public wiki that anybody can
edit is an example of such a server. A “Massive Multiauthor Collaboration”
(or “MMC”) contained in the site means any set of copyrightable works thus
published on the MMC site.
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“CC-BY-SA” means the Creative Commons Attribution-Share Alike 3.0 li-
cense published by Creative Commons Corporation, a not-for-profit corporation
with a principal place of business in San Francisco, California, as well as future
copyleft versions of that license published by that same organization.
“Incorporate” means to publish or republish a Document, in whole or in
part, as part of another Document.
An MMC is “eligible for relicensing” if it is licensed under this License, and
if all works that were first published under this License somewhere other than
this MMC, and subsequently incorporated in whole or in part into the MMC,
(1) had no cover texts or invariant sections, and (2) were thus incorporated prior
to November 1, 2008.
The operator of an MMC Site may republish an MMC contained in the site
under CC-BY-SA on the same site at any time before August 1, 2009, provided
the MMC is eligible for relicensing.
ADDENDUM: How to use this License for your
documents
To use this License in a document you have written, include a copy of the
License in the document and put the following copyright and license notices just
after the title page:
Copyright c© YEAR YOUR NAME. Permission is granted to copy,
distribute and/or modify this document under the terms of the GNU
Free Documentation License, Version 1.3 or any later version publis-
hed by the Free Software Foundation; with no Invariant Sections,
no Front-Cover Texts, and no Back-Cover Texts. A copy of the li-
cense is included in the section entitled “GNU Free Documentation
License”.
If you have Invariant Sections, Front-Cover Texts and Back-Cover Texts,
replace the “with . . . Texts.” line with this:
with the Invariant Sections being LIST THEIR TITLES, with the
Front-Cover Texts being LIST, and with the Back-Cover Texts being
LIST.
If you have Invariant Sections without Cover Texts, or some other combina-
tion of the three, merge those two alternatives to suit the situation.
If your document contains nontrivial examples of program code, we recom-
mend releasing these examples in parallel under your choice of free software
license, such as the GNU General Public License, to permit their use in free
software.
