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Tato bakalářská práce popisuje grafický návrh, použité technologie a implementaci systému
na automatické generování písemných zkoušek. Jako implementační jazyk byl použit jazyk
Java. Práce se zabývá použitím knihovny Swing pro tvorbu GUI a využitím knihoven In-
substantial a SwingX, které rozšiřují knihovnu Swing. Důležitou částí práce je propojení
jazyka Java a sázecího systému LATEX. Výsledkem je aplikace, která umožňuje vytváření
zadání písemných zkoušek. Dále je umožněno ukládání a načítání rozpracovaných zadání
a export do formátu tex nebo pdf.
Abstract
This bachelor’s thesis describes graphic design, used technology and implementation of the
automated exam generation system. As the implementation language was chosen Java pro-
gramming language. This thesis deals with usage of the Swing GUI component library and
with using Insubstantial and SwingX libraries which extend the Swing library. Important
part of this thesis is connecting Java and document preparation system LATEX. Result is
an application that allows creating exams. It is also possible to store and load unfinished
exams and export them into tex or pdf format.
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Tento dokument vznikl jako technická zpráva k bakalářské práci, která byla vypracována
na téma
”
Systém na automatické generování písemných zkoušek“.
V kapitole 4 se seznámíme s koncepty objektově orientovaných jazyků a s účelem různých
typů vláken v knihovně Swing. Dále si popíšeme charakter aplikace a důležité či zajímavé
implementační části programu.
V kapitole 3 se podíváme na základní, všeobecná pravidla návrhu grafických uživatel-
ských rozhraní i pravidla tvorby různých typů oken a jejich částí. Budeme specifikovat
požadavky na naše rozhraní a po částech popíšeme výsledný návrh grafického uživatelského
rozhraní aplikace.
Kapitola 2 popisuje použité technologie a jejich využití. Zvláštní pozornost je věnována
knihovně Insubstantial, která určuje grafickou podobu aplikace. Je srovnána s jinými mož-
nostmi vzhledu komponent GUI v jazyku Java. Další důležitou částí je popis knihovny Java
LATEX Report, která je stěžejní pro propojení jazyka Java a systému LATEX. Také je popsán
důvod použití a účel formátů XML a CSV, knihovny SwingX a samozřejmě jazyka Java.
V závěrečné kapitole budou zhodnoceny výsledky práce a budou nastíněny možnosti
rozšíření.
1.1 Všeobecné požadavky
Program má sloužit k jednoduchému vytváření zadání semestrálních příp. půlsemestrálních
písemných zkoušek pomocí grafického rozhraní. Výsledný dokument bude generován na
základě uživatelem modifikovatelné šablony.
Musí být nezávislý na platformě, čili multiplatformní, snadno použitelný a intuitivní.
Pro generování výsledného dokumentu musí být použit systém LATEX kvůli zajištění pro-
fesionálního vzhledu. Důležitá je možnost používat příkazy tohoto jazyka přímo v zadání.
Dále má aplikace umožnit ukládání a načítání rozpracovaných zadání.
Zadání budou generována pro každého studenta i s umístěním ve třídě nebo pouze
jedno zadání pro každou skupinu bez jmen a zasedacího pořádku (rozsazení). Seznam tříd
s potřebnými informacemi (název, počet míst. . . ) je možno specifikovat v externím souboru,
který program automaticky otevře a načte z něj potřebné informace.
Aplikace musí nabídnout několik možností řazení studentů - abecedně, náhodně 1, podle
bodů.




Tato kapitola popisuje jednotlivé technologie použité v programové části této práce a na
příkladech popisuje jejich využití.
Jedná se o objektově orientovaný programovací jazyk Java Standard Edition. Pro vy-
tvoření grafického uživatelského rozhraní je použita knihovna Swing spolu s rozšířeními
SwingX, které dodává další grafické komponenty a obohacuje stávající a Insubstantial, což
je knihovna upravující vzhled jednotlivých komponent knihovny Swing i SwingX.
Pro serializaci a uložení, případně načtení dat je použit formát XML. Pro práci s XML
v jazyku Java je použita knihovna dom4j. Pro vytvoření výsledného dokumentu je pou-
žit profesionální sázecí systém LATEX. Propojení jazyka java a LATEX zajišťuje knihovna
Java LATEX Report z dílny německé firmy Nixo Soft. K načtení csv formátu je použita
knihovna OpenCSV.
Jako integrované vývojové prostředí bylo použito řešení Netbeans IDE se zabudovaným
modulem pro tvorbu grafických uživatelských rozhraní nazvaným Netbeans GUI Buider.
2.1 Java
Pro implementaci byl vybrán programovací jazyk Java Standard Edition 7 (Java SE 7) [6],
sloužící pro tvorbu klientských desktopových aplikací. Umožňuje, aby program vytvořený
na jedné platformě (počítači s operačním systémem) běžel na prakticky jakékoliv jiné plat-
formě. Programy jsou přenositelné mezi platformami jak na úrovni zdrojového, tak i pře-
loženého kódu, což je jeden z nejvíce oceňovaných přínosů jazyka Java.
Přenositelnosti se dosahuje použitím pseudojazyka zvaného byte-code (česky bajtkód),
který je následně interpretován platformou Java. Ta se skládá ze dvou základních částí.
První částí je virtuální stroj (Java Virtual Machine - JVM), který se stará o interpretaci
bajtkódu a zajišťuje vazbu na hardware. Druhou částí je Java Core API (Application Pro-
gramming Interface - aplikační programové rozhraní), což je sada standardních knihovních
tříd, které musí být obsaženy v každém prostředí, kde se Java používá. [7]
Java je objektově orientovaný programovací jazyk (OOJ) pro všeobecné použití, za-
ložený na třídách. Umožňuje nám tedy využívat výhodné vlastnosti OOJ jako abstrakce,
zapouzdření, polymorfizmus a dědičnost a kompozice.
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2.2 Insubstantial
Insubstantial je open source knihovna měnící vzhled neboli
”
Look and feel“ komponent
knihoven Swing a SwingX. Tato knihovna je pokračováním projektů rozšiřujících Swing.
Konkrétně Substance, Trident a Flamingo, které vytvořil Kirill Grouchnikov.
Výhodou této sady vzhledů je stejný vzhled napříč platformami a na rozdíl od základních
vzhledů knihovny Swing má také atraktivní a moderní design, který přispívá k co nejlepšímu
uživatelskému zážitku. Kombinuje grafické nápady a trendy z operačních systémů Windows
XP/Vista a MacOS 10.4.
2.2.1 Srovnání s dalšími vzhledy
Existuje mnoho rozšíření a vzhledů pro knihovnu Swing. Zde je přehled a srovnání těch
základních i některých zajímavějších.
Na obrázku 2.1 vidíme Metal look and feel (zkráceně LaF), což je základní systémově
nezávislý vzhled GUI v jazyku Java. Tento LaF je nastaven implicitně, pokud ho sami
nezměníme. Metal LaF už od pohledu ničím nezaujme, jeho vzhled je velmi nevýrazný až
zastaralý. Jeho výhodou je ale zachování stejného vzhledu napříč platformami.
Obrázek 2.1: Metal Look and Feel
Další možností je použití systémového vzhledu. Na obrázku 2.2 je systémový vzhled ope-
račního systému (OS) Windows 7 se zapnutou funkcí Aero. Výhodou systémového vzhledu
je, že se aplikace na první pohled nijak neliší od většiny ostatních aplikací i systémových
oken jako správce souborů a uživatele tak nijak nepřekvapí, nezmate, ale ani nezaujme. Pro
srovnání je na obrázku 2.3 systémový vzhled OS Ubuntu 12.04.2 LTS. Výhoda systémových
vzhledů, že se zobrazí pro každý OS jinak, je zároveň i jejich nevýhodou. Každý systémový
vzhled zobrazuje jednotlivé komponenty odlišně a výsledné rozložení nemusí být takové, jak
autor zamýšlel.
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Obrázek 2.2: Systémový vzhled Windows 7
Obrázek 2.3: Systémový vzhled Ubuntu 12.04.2 LTS
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Obrázek 2.4 ukazuje LaF Nimbus, což je
”
uhlazený“ multiplatformní vzhled zavedený
v jazyku Java SE 6 Update 10. Oproti Metal LaF je vidět značná modernizace. Například
u tlačítek si povšimněme zakulacených rohů a jemných barevných přechodů vytvářejících
přirozenější dojem plasticity než Metal LaF.
Obrázek 2.4: Nimbus Look and Feel
Na obrázku 2.5 vidíme mnou vybraný LaF Insubstantial ve své základní
”
Moderate“
verzi. Nejenže mění vzhled všech komponent, ale i záhlaví a okraje samotného okna, což
Nimbus bez rozšíření neumožňuje. Stejně jako LaF Metal a Nimbus vypadá Insubstantial
stejně na různých platformách, ale jeho grafický design a elegance je na zcela jiné úrovni.
Obrázek 2.5: Insubstantial Look and Feel
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2.3 SwingX
SwingX rozšiřuje knihovnu Swing, přidává nové a vylepšené komponenty s funkcionali-
tou požadovanou ve složitých klientských aplikacích. Umožňuje například řazení, filtrování
a zvýrazňování tabulek, stromů a seznamů. Dále přidává komponentu pro výběr data, což
byl hlavní důvod použití v této práci.
Na obrázku 2.6.a je zobrazena komponenta pro výběr data, která v kombinaci s LaF
Insubstantial vypadá dle mého názoru mnohem lépe než například s Nimbus LaF na obr.
2.6.b.
Obrázek 2.6.a: Insubstantial Obrázek 2.6.b: Nimbus
Obrázek 2.6: Komponenta pro výběr data z knihovny SwingX s různými LaF
Další užitečné rozšíření je tabulka nabízející více vestavěných funkcí. Například funkce
pro automatické přizpůsobení sloupců jejich obsahu.
2.4 XML
XML (eXtensible Markup Language) [11] je značkovací jazyk odvozený ze složitějšího ja-
zyka SGML [3] a tvoří jeho podmnožinu. Sám o sobě nedefinuje značky ani jejich sémantiku,
ta je dána až jejich interpretací, ale pouze popisuje, jak je vytvářet, strukturovat a vnořovat.
Značky a jejich význam tedy vytváří až uživatel jazyka. XML popisuje, jak vytvořit vlastní
jazyk, je to tedy metajazyk. Rozhodně nenahrazuje HTML, které se používá k formátování
a zobrazení dat.
XML se používá k serializaci a případně k následnému uložení nebo transportu dat.
2.4.1 Proč XML?
Velkou výhodou XML je
”
sebepopisnost“, což znamená, že už při čtení zdrojového textu
získá čtenář představu, co obsahuje a k čemu pravděpodobně slouží, bez další dokumentace.
XML tedy data nejen obsahuje, nýbrž je i částečně popisuje, tj. přidává sémantiku. Jed-
nodušší konstrukci překladače umožňuje redundance. Ke každé značce totiž musí existovat
značka ukončovací, což umožní překladači snadno nalézt běžné chyby jako např. nesprávné
vnořování elementů.
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Další výhodou je i rozšířenost tohoto formátu. Podporu najdeme téměř ve všech pro-
gramovacích jazycích. Navíc jakékoliv validní XML by mělo být čitelné jakýmkoliv XML
překladačem. Protože jde o textový formát, lze s ním pracovat v jakémkoliv textovém edi-
toru. [4]
2.4.2 Použití XML
Formát XML je v programové části této práce použit pro ukládání a následné načítání
rozpracovaných zadání písemných prací a dále k načtení seznamu tříd s rozmístěním jed-
notlivých míst k sezení. K tomuto účelu poslouží open source knihovna dom4j [8].
Příklad 1.
Zde je příklad rozpracované semestrální písemné práce se dvěma skupinami, přičemž každá
obsahuje jednu otázku. Pokud je některá otázka v dané skupině prázdná, do XML se nege-
neruje a nezvětšuje tak zbytečně velikost souboru. Do textu otázek lze psát příkazy LATEXu,
takže uživatel není v tomto směru omezen.
<?xml version=” 1 .0 ” encoding=”UTF−8”?>
<Test>
<course>Předmě t</ course>
< t i t l e>Semestr á ln í p í semná prá ce</ t i t l e>
<term>Řádný term í n</term>
<date>29 . 03 . 2013</ date>
<note>Krá tký popis a˜pokyny .</ note>
<groupcount>2</ groupcount>
<quest ionqroup>
<ques t i on group=”0”>
<t ex t>\ t e x t i t {Otázka 1 .}</ text>
<value>4</ value>
< v f i l l>5</ v f i l l>
</ ques t i on>
<ques t i on group=”1”>
<t ex t>\ t e x t i t {Otázka 2 .}</ text>
<value>4</ value>
< v f i l l>5</ v f i l l>
</ ques t i on>
</ quest ionqroup>
</ Test>
Uložený dokument je uzavřen do značek <Test>. Následuje hlavička s obecnými údaji jako
název předmětu ve značce <course>. Typ zkoušky určuje značka <title>. Termín je určen
značkou <term>, datum značkou <date> a popis značkou <note>.
Protože prázdné otázky nejsou do XML zahrnuty, existuje značka <groupcount> ob-
sahující informaci o celkovém počtu skupin, aby bylo možné zrekonstruovat rozpracovaný
dokument se stejným počtem skupin i v případě, že některé skupiny jsou naprosto nevypl-
něné.
Za hlavičkou následuje seznam otázek, kde každá skupina otázek je uzavřena do značek
<questionqroup>. Otázka je uvozena značkou <question> s atributem group určujícím
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příslušnost k určité skupině. Výsledná značka <question group=”0”> pak označuje otázku
s číslem skupiny 0, tedy skupina
”
A“
Otázka se skládá ze tří částí. Značka <text> obsahuje text otázky, <value> označuje
bodovou hodnotu otázky a <vfill> je počet volných řádků za otázkou sloužících jako místo
pro odpověď.
Příklad 2.
Další příklad demonstruje, jak jsou definovány učebny. Pouhým pohledem můžeme vyčíst,
že se jedná o učebnu D105 skládající se z tří pojmenovaných částí neboli bloků o určitých
rozměrech. Dva bloky pak obsahují prázdná/neexistující místa.


























Seznam všech tříd je uzavřen do značky <allRooms>. Jednotlivé třídy uvozuje značka
<room>. Učebny dále obsahují jméno ve značce <name>, cestu k obrázku učebny
v <imgPath> a seznam bloků označených značkou <block>. Jednotlivé bloky obsahují
stejně jako třídy jméno, dále pak počet řádků a sloupců ve značkách <x> a <y>.
Volitelně může definice třídy obsahovat označení míst, která budou vždy prázdná tj.
jakoby ve třídě neexistovala. To se hodí např. u třídy D105, jejíž levý a pravý blok má
rozměry 8 řad × 9 míst, ale poslední řada má jen 6 míst. Taková místa se označí značkou




TEX a LATEX jsou systémy určené pro profesionální a poloprofesionální sázení dokumentů.
Nejprve vzniknul TEX, což je značkovací jazyk vyvinutý Donaldem Knuthem v 70. letech
20. století. Značkovací proto, že se do obyčejného textového souboru s textem vkládají
speciální značky, které určují způsob sázení jednotlivých slov, vět, odstavců a ostatních
elementů. Tento textový soubor je poté potřeba zkompilovat překladačem jazyka TEX,
čímž vznikne binární soubor. Tento soubor obsahuje popis dokumentu, který je nezávislý
na zobrazovacím zařízení (*.dvi - device independent), proto by mělo být zaručeno, že
když jej zobrazíte na obrazovce, bude vypadat přesně jako to, co vyleze z tiskárny. Tento
formát však dnešní tiskárny interpretovat neumí, proto vznikly programy, které z něj snadno
vygenerují Postscript nebo PDF.
Jazyk TEX je velice mocný, ale časem se ukázalo, že pro běžné použití je zbytečně složitý.
Proto v 80. letech přišel Leslie Lamport s myšlenkou, že by bylo dobré TEX zjednodušit
a přiblížit i lidem, kteří nejsou odborníky přes typografii. Upravil tedy původní TEX a vy-
tvořil množinu maker, které zapouzdřují často používané TEXové konstrukce a dále množinu
šablon, které umožňují používat typograficky jednotné styly například pro sazbu článků,
knížek nebo jiných dokumentů. Svůj produkt nazval LATEX. . .
Co se týče výslovnosti, vyslovujeme [tech] a [latech]. Je chybou vyslovovat to jako [tek],
[teks], [lateks], nebo [leitech]. Písmeno X ve slově TEX je totiž řecké chí a vlastní název má
vyjadřovat skutečnost, že jazyk vznikl kvůli sázení technických textů. LATEX se vyslovuje
jako [latech] proto, že jde o ”Lamportův TEX”a ono ”La”se tedy vyslovuje stejně jako ve
jméně Lamport.“ [9]
Problémem je, jak co nejjednodušeji propojit jazyk Java a systém LATEX. V ideálním
případě bez žádných příkazů LATEXu ve zdrojovém kódu, nýbrž ve zvláštním souboru, který
by mohl znalý uživatel upravovat podle svých potřeb. V takovém souboru by pak muselo
být možné používat proměnné, přes které by se předala potřebná data. Ideální by byla
podpora cyklů případně dalších konstrukcí jako jsou podmínky if.
2.6 Java LATEXReport
Knihovna Java LATEX Report (JLR) [17] je odpovědí na naše problémy. Propojuje jazyk
Java a systém LATEX. Je distribuována pod freeware licencí německou firmou Nixo-soft.
Slouží ke generování LATEXového souboru, případně pdf s pomocí ”
template souboru“. Pro
správnou funkci vyžaduje nainstalovaný systém LATEX, například balík MiKTEX.
2.6.1 Template soubory
Tyto soubory slouží pro zavedení proměnných, které knihovna nahradí předanými hodno-
tami. Od verze 2.0 používá JLR Apache Velocity Engine [15], který umožňuje používání
cyklů a podmínek v template souboru. Velmi praktické je také používání veřejných metod
objektů předaných při exportu. Tato možnost podtrhuje důležitost používání co nejpřís-
nějších modifikátorů přístupu metod objektů, aby nemohly být z template souboru zavolány
jakékoliv metody. To by mohlo vést k nepředvídatelnému chování aplikace.
Nyní předpokládejme, že předám pomocí knihovny JLR objekt Třída, který má veřejnou
metodu vratJmeno() vracející jméno třídy. V template souboru pak můžu nad objektem
Třída tuto metodu zavolat a ve výsledném souboru se objeví skutečné jméno třídy vrácené
příslušnou metodou. Pokud předám seznam objektů Třída, můžu použít cyklus foreach
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pro průchod nad všemi prvky a nad každým zavolat třeba právě metodu vratJmeno(). Tato
vlastnost umožňuje mít všechny příkazy LATEXu pouze v template souboru souboru a žádné
ve zdrojovém kódu programu. Tento soubor může uživatel znalý LATEXu bez problému měnit
dle potřeby a využívat metody a proměnné poskytované programem. Výsledný exportovaný
soubor tak může mít úplně jinou podobu než původně, bez jakéhokoliv zásahu do samotného
programu, což by vyžadovalo řešení, kde jsou příkazy LATEXu zapsány přímo ve zdrojovém
kódu.
Příklad
1 #foreach ( $Group in $AllGroups.getAllGroupsQuestions () )
2 \newpage
3
4 {\ LARGE $Course}
5 \medskip
6 {\ Large $Title}
7




12 #foreach ( $Question in $Group )
13 #if (! $Question.isEmpty () )





Na příkladu je vygenerování zadání všech skupin bez studentů. Pro zjednodušení je
vynechána většina formátování i některé doplňující informace.
Na řádku 1 vidíme konstrukci foreach jazyka Apache Velocity Language. Při exportu
se předá objekt AllGroups zapouzdřující všechny skupiny, které získáme zavoláním metody
getAllGroupsQuestions(). Cyklus foreach 1 tedy projde všechny skupiny a provede ná-
sledující příkazy. Nejprve se použijí na řádcích 4 a 6 všeobecné informace o zkoušce jako
název předmětu a nadpis. Na řádku 8 si můžeme všimnout použití $foreach.count, což
je čítač počtu dosavadních průchodů cyklem. Ten se nám hodí při určení skupiny. Násle-
duje další foreach cyklus (12), ve kterém se provede výpis textu všech neprázdných otázek
a jejich bodové hodnoty.




Pro vygenerování zadání pro jednotlivé studenty potřebujeme o každém znát některé údaje,
přičemž struktura a množství dat bude u každého z nich stejná. Formát XML by k tomuto
účelu nebyl příliš vhodný, protože by výsledný soubor obsahoval velké množství zbytečných,
redundantních dat v podobě XML značek. Každý student by musel mít vlastní značku na-
příklad <student> a pro konkrétní informace by byly potřebné další značky jako <login>,
<name> atd., případně by tyto informace mohly být ve formě atributů značky <student>,
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tedy <student login="" name="">. V obou případech by výsledný soubor narostl do mno-
hem větších rozměrů než je nezbytně nutné.
Úsporným a mnohem vhodnějším řešením je uložení informací o studentech do formátu
CSV (Comma-separated values). Přestože je tento běžně používaný textový formát nestan-
dardizovaný, většina implementací se drží několika ustálených pravidel:
• každý záznam je na samostatném řádku
• na prvním řádku může, ale i nemusí být hlavička popisující následující obsah
• v hlavičce a v každém záznamu může být jedno nebo více polí oddělených čárkou
nebo jiným předem zvoleným oddělovačem, přičemž každý řádek by měl mít stejný
počet polí
• za posledním záznamem může, ale nemusí být ukončení řádku
• mezery jsou součástí pole a neměly by být ignorovány
• každé pole může být uzavřeno do uvozovek (některé programy, například Microsoft
Excel, však uvozovky vůbec nepoužívají), pokud pole není uzavřeno do uvozovek, pak
se v něm uvozovky nesmí objevit
• pole obsahující konce řádků, uvozovky nebo čárky (případně jiný zvolený oddělovač)
by měly být uzavřeny do uvozovek
• pokud jsou uvozovky použity pro uzavření pole, pak uvozovky v poli musí být ozna-
čeny
”
escape sekvencí“ a to dalšími uvozovkami např.:
"aaa","b""bb","ccc"
[12]
Ke zpracování CSV formátu v Javě je použita knihovna OpenCSV [13] distribuovaná
pod licencí Apache 2.0 [14].
2.7.1 Formát vstupních CSV dat
O každém studentu potřebujeme znát jen jeho jméno, login a počet bodů (pro řazení podle
bodů), viz sekce 4.3.4. Formát CSV souboru je tak velmi jednoduchý a pochopitelný i bez
dalšího popisu, ale může mít i několik set řádků.
Login , Jméno a~Příjmení, počet bodů





V této kapitole se seznámíme se základními pravidly návrhu grafických uživatelských roz-
hraní, požadavky na naše rozhraní a s výsledným návrhem GUI aplikace. Budou popsána
a rozebrána důležitá okna a jejich části.
3.1 Pravidla návrhu
Na začátku návrhu je nutné ujasnit si, kdo bude program používat a co program uživatelům
umožní dělat.
Jedním z nejznámějších ale také nejignorovanějších principů je konzistence v rámci
aplikace i napříč ostatními aplikacemi. Konzistence umožní uživatelům použít stávající
znalosti z jiných programů k porozumění novému programu, ale také dodává jistý komfort
a pocit jistoty. Uživatelé se naučí používat program rychleji, pokud se bude chovat tak, jak
jsou zvyklí. Používání slov, frází a konceptů, které jsou uživateli blízké, je nutností.
Aplikace by měla umožnit uživateli soustředit se přímo a jen na svou činnost. Toho
lze docílit zobrazováním pouze relevantních a užitečným informací a použitím vhodných,
zarovnaných ovládacích prvků. Stejně tak je podstatné zobrazit tyto informace co nejes-
tetičtěji. Každá nepodstatná informace nebo nadbytečný ovládací prvek navíc odsouvá do
pozadí důležité informace. Neorganizované,
”
rozházené“ rozhraní může být stejně matoucí
a rozptylující jako dobře organizované rozhraní s příliš velkým množstvím informací. Pro
”
udržení uživatele v obraze“ a jeho informování o tom, co se právě děje, lze využít audio
i vizuálními prostředky příp. jejich kombinaci.
Pamatujte, že počítače existují, aby plnily potřeby lidí. Uživatel by měl mít stále pocit,
že má kontrolu a ví, co se děje. Pokud se uživatel chystá provést nebezpečnou akci, pak je
nezbytné alespoň zobrazit varování a požadovat potvrzení. Pokud je však těchto upozornění
příliš mnoho, začnou je uživatelé ignorovat. Vhodným řešením méně kritických akcí je
umožnit krok zpět. [1]
3.1.1 Primární okna
Primární okna by obvykle měla zobrazovat uživatelova data jako textový dokument, obrázek
atd. Jedna instance aplikace může mít více primárních oken různých typů. Primární okno
má typicky okraje, menu a případně stavový řádek.
Záhlaví každého okna kromě upozornění a oken s nástroji by mělo obsahovat nadpis,
který je pro uživatele užitečný, předává mu nějakou důležitou informaci a odlišuje okno od
ostatních aktuálně otevřených oken.
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Volba nadpisu primárního okna aplikace pracující s dokumenty by se měla řídit několika
základními pravidly:
• nadpis by měl být jménem daného dokumentu, bez celé cesty.
• pokud dokument ještě není uložen pak je třeba nastavit nadpis jako Unsaved
<document type> (např. tedy Unsaved Drawing nebo obecně Unsaved Document)
• pokud jsou v dokumentu provedeny změny, vložíme znak hvězdičky (* ) před název
okna (*Unsaved Drawing).
• nevkládat verzi, název firmy nebo jiné informace, které nejsou pro uživatele v nadpisu
nezbytně nutné, protože zbytečně zabírají místo, dělají nadpisy v menších prostorech,
jako seznam oken, nepoužitelné a zbytečně přidávají uživateli další text ke čtení, když
hledá užitečné informace
Zatímco použití jména dokumentu je v nadpisu velmi užitečné pro uživatele, je možné,
kvůli zvýšení povědomí o aplikaci, umístit do názvu primárního okna i název programu
ve formátu Document Name - Application Name, což zajistí, že jméno dokumentu bude
viditelné i v malých prostorech jako je seznam oken. [1]
3.1.2 Dialogy
V dialogu probíhá výměna informací mezi aplikací a uživatelem a měl by být zobrazen
”
nad“
aplikací, aby nemohlo dojít k jeho přehlédnutí. Dialog by se neměl narozdíl od hlavního
okna objevit v panelu otevřených oken.
Nadpis dialogového okna bývá příkaz, který ho vyvolal. [1]
3.1.3 Upozornění
Upozornění poskytuje informace o stavu aplikace nebo se dotazuje, jak pokračovat při pro-
vádění určité operace. Narozdíl od ostatních oken není přímo otevřeno uživatelem a většinou
poskytuje pouze informace nebo dává možnost volby. Protože jsou upozornění nevítaným
vyrušením, měly by se používat pouze v opodstatněných případech, např. pokud chceme
předejít ztrátě dat. Tento typ okna je podobný jako dialogy, měl by ale být vždy modální
v rámci aplikace a také by se neměl objevit v panelu otevřených oken.
Upozornění nemají žádný nadpis, protože by byl duplicitní s informací uvnitř okna.
Samotný text může být primární, který poskytuje zběžnou informaci nebo napovídá,
co má uživatel dělat a sekundární text obsahuje podrobnější sdělení vysvětlující situaci.
U krátkých sdělení si vystačíme pouze s jednou úrovní textu.
Existují dva základní typy upozornění a to informační, které poskytuje pouze informaci
nezbytnou pro pokračování a tlačítko pro zavření okna a potvrzovací upozornění, které
požaduje potvrzení nebo zamítnutí akce, pokud je potenciálně nebezpečná, například může
vest ke ztrátě dat. [1]
3.1.4 Menu
Menu nabízí uživateli celou řadu různých příkazů aplikace. Lišta s menu by se měla na-
cházet v primárních oknech většiny aplikací a měla by obsahovat minimálně menu File
(Soubor) a Help (Nápověda). Pro snadnější zapamatování menu musí mít jeho položky
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pevné uspořádání i názvosloví. Stejné příkazy se také musí chovat stejně v různých apli-
kacích, aby se předešlo matení uživatele. Velmi vhodné je použití klávesových zkratek pro
standardní operace, což urychlí práci zkušenějším uživatelům. [1]
3.2 Požadavky na GUI
Při návrhu GUI je nutné ujasnit si, co od něj očekáváme. Grafický návrh by měl dodržo-
vat základní pravidla jako jednoduchost, intuitivnost, snadnou použitelnost, přehlednost
a zaměření na cílovou skupinu i sledovat moderní trendy.
Důležitým požadavkem z hlediska funkcionality bylo umožnit snadné kopírování otá-
zek do jiných skupin bez nutnosti manuálně kopírovat text otázky a následně počet bodů
a prázdných řádků za otázkou.
3.3 Předpokládaný uživatel
Při návrhu je třeba uvážit, komu je aplikace určena a jaká je úroveň znalostí uživatele.
Předpokládaný uživatel programu pro tvorbu semestrálních písemných prací je vyso-
koškolský učitel, který hledá nástroj, jenž by mu umožnil efektivně vytvářet zadání pro-
fesionálního vzhledu i s případným rozsazením. Pracovat může s libovolným operačním
systémem.
3.4 Hlavní okno
Návrh hlavního okna jako první části aplikace, kterou uživatel uvidí, je klíčová a výsledek
zásadním způsobem ovlivní uživatelův pohled na celou aplikaci.
3.4.1 Záhlaví okna
Výsledný nadpis pro neuložený dokument je Unsaved Exam a pro uložený se změnami pak
např. *MyExam, což poskytuje relevantní informaci o stavu a názvu dokumentu a zároveň
nepřidává zbytečný text ke čtení a analyzování.
3.4.2 Menu
Pod položkou menu File 3.1 najdeme možnosti Open pro otevření uloženého dokumentu,
Save pro uložení, Save As, Verify viz 3.5, Export viz 3.6 a Quit.
Obrázek 3.1: Menu - File
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Po zvolení možnosti Open se zobrazí klasické okno pro výběr souboru viz obrázek 3.2.
Za zmínku stojí nastavený filtr souborů s koncovkou xml, což je implicitní formát uloženého
dokumentu této aplikace. Uživateli se zobrazí pouze relevantní soubory a složky, což značně
ulehčuje nalezení hledaného dokumentu. Tento filtr je samozřejmě možno vypnout vybráním
možnosti All Files v seznamu Files of Type. Implicitně je ale nastaven filtr zobrazující pouze
soubory s příponou xml.
Obrázek 3.2: Okno pro výběr souboru k otevření
Položka Save buď provede uložení změn do už předem zvoleného souboru nebo provede
akci jako možnost Save As tzn. otevře se okno velmi podobné jako na obrázku 3.2, ale
sloužící pro zvolení místa uložení. Opět se zde nachází filtr zobrazující jen xml soubory
a dále automatické přidání této koncovky k názvu nového souboru, pokud tak neučinil sám
uživatel.
Položka Quit sloužící pro zavření aplikace nejprve zkontroluje, jestli existují neuložené
změny a případně nabídne možnost tyto změny uložit 3.3. Stejná kontrola proběhne i v pří-
padě použití křížku v záhlaví okna.
Obrázek 3.3: Upozornění na neuložené změny
Menu Edit nabízí funkce Cut, Copy a Paste, což jsou standardní operace, které by
neměly v aplikaci zaměřené na práci s textem chybět.
Menu Help obsahuje možnost About, která zobrazí okno s informacemi o aplikaci.
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Ke většině položek menu je přiřazena i klávesová zkratka umožňující pokročilým uživa-
telům urychlit svou práci. Přiřazení jednotlivých zkratek ke konkrétním operacím zjistíme
přímo v menu vedle každé položky.
3.4.3 Hlavička
Za hlavičku je v tomto případě považována část hlavního okna s obecnými informacemi
o písemné práci.
Na obrázku 3.4 vidíme výslednou podobu této části hl. okna. Nachází se zde textové
pole pro zadání názvu kurzu, dále dva
”
drop-down listy“ pro výběr nadpisu (typu zkoušky)
a termínu. Oba tyto
”
drop-down listy“ dávají kromě možnosti výběru z připravených hodnot
také možnost vložit vlastní text. Nástroj tedy lze využít i pro jiné typy zadání než jen
semestrální a půlsemestrální zkoušky.
Obrázek 3.4: Hlavička hlavního okna
Následuje komponenta pro výběr data z knihovny SwingX viz 2.3, u které je třeba
nastavit správné jazykové umístění. Pokud se totiž použije nastavení pro USA, týden začíná
nedělí. Ideální je tak nastavení Velké Británie.
Vpravo se nachází textová oblast pro vložení popisu a pokynů k vypracování zkoušky.
3.4.4 Tabulka otázek
Stěžejní je rozhodnutí, jak co nejlépe a nejpřehledněji zobrazit náhled všech otázek, aby se
v nich uživatel dokázal jednoduše orientovat a zároveň je mohl intuitivně vytvářet, mazat
a upravovat.
Jako nejlepší možnost se jeví tabulka 3.5, kde sloupce reprezentují skupiny a každá
buňka reprezentuje jednu otázku. Záhlaví sloupců obsahuje značení skupin písmeny, řádky
jsou pro zvýšení přehlednosti číslovány. Vybraná buňka s otázkou je zvýrazněna stejně
jako příslušný sloupec a řádek v záhlaví tabulky. Pokud máme ve velké tabulce vybrané
pole dostupné vertikálním posuvníkem, Vždy vidíme alespoň vybranou skupinu, což dále
usnadňuje orientaci.
Napravo od tabulky se nachází sada tlačítek pro práci s jejími buňkami. Tlačítka Add Co-
lumn a Delete Column slouží pro přidání a odebrání skupiny tzn. sloupce tabulky. Další
dvě tlačítka Add Row a Delete Row provádí přidání případně odebrání řádku otázek tzn.
prázdné otázky pro každou skupinu.
Smazán je vždy vybraný sloupec nebo řádek, tzn. nemaže se vždy poslední, ale aktuálně
vybraný sloupec nebo řádek.
Před smazáním vybraného sloupce nebo řádku se ověří, jestli obsahuje neprázdné otázky
a případně je zobrazeno varovné okno upozorňující, že sloupec nebo řádek obsahuje ne-
prázdné otázky a jeho smazání povede k jejich ztrátě 3.6.
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Obrázek 3.5: Tabulka otázek
Obrázek 3.6: Varování před smazáním neprázdného sloupce





se vyvolá stiskem pravého tlačítka myši nad buňkou tabulky. Takto je vyřešen jeden z poža-
davků a to kopírování (Copy) a vložení (Paste) obsahu otázky (textu, bodové hodnoty
a počtu prázdných řádků za otázkou). Dále je ještě přidána možnost vyjmutí (Cut) otázky,
tedy uložení do schránky pro možnost budoucího vložení a smazání vybrané otázky.
3.4.5 Detail otázky
S tabulkou otázek velmi úzce souvisí i detail otázky 3.7. Ten je reprezentován textovou
oblastí a dvěma
”
spin boxy“, tedy komponentami pro zadání čísel s možností zvyšování
a snižování hodnoty pomocí šipek nahoru (+) a dolů (-), pro zadání bodové hodnoty otázky
a počtu prázdných řádků za otázkou.
Obrázek 3.7: Detail otázky
K náhledu patří ještě tlačítka pro práci s jednotlivými otázkami. Po napsání textu nebo
zadání bodů příp. počtu mezer je nutné otázku uložit. K tomu slouží tlačítko Save, které
vloží data otázky do aktuálně vybrané buňky v tabulce otázek. Poté můžeme zvolit další
buňku v tabulce a začít vyplňovat další otázku nebo zvolit možnost Save & Next. Stane se
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totéž jako po kliknutí na Save, ale navíc se automaticky posuneme na další otázku v tabulce
a není tak třeba se zdržovat klikáním na další buňku. Pokud jsme se navíc dostali na poslední
otázku na řádku, program se posune na další řádek a pokud další řádek neexistuje, je
automaticky přidán. Další možností je Save as Next, což je zase obdoba tlačítka Save s tím
rozdílem, že vyplněná data o otázce jsou uložena do následující buňky tabulky a aktuální
buňka zůstane nezměněna. Nesmíme zapomenout na poslední tlačítko a tím je Clear, které
smaže všechna data otázky (text, počet bodů a prázdných řádků).
3.4.6 Přechod k dalším oknům
Poslední částí hlavního okna jsou tlačítka Verify, Save Exam a Export. Save Exam provede
uložení rozpracovaného zadání, případně provede operaci
”
uložit jako“ viz 3.4.2. Verify
a Export pak vedou k zobrazení dalších oken viz 3.5 a 3.6.
3.4.7 Výsledné hlavní okno
Spojením menu, hlavičky, tabulky otázek, detailu otázky a tlačítek pro přechod k dalším
oknům vznikne výsledné hlavní okno aplikace 3.8.
Obrázek 3.8: Hlavní okno
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3.5 Verify dialog
Před samotným exportem dokumentu pro tisk je vhodné zkontrolovat jestli jsou vyplněny
všechny otázky, jestli někde nechybí body atd. Za tímto účelem obsahuje aplikace Verify
okno, kde jsou shromážděny statistiky o vytvářeném zadání 3.9. Pro každou skupinu je
k dispozici počet (prázdných) otázek, chybějící bodové hodnoty, součet bodů ve skupině.
Kontroluje se také, jestli má každá skupina stejný celkový počet bodů. Výsledky jsou shr-
nuty v řádku Summary, kde neočekávaná hodnota některé statistiky je indikována červeným
podbarvením a velkým písmenem X, které symbolizuje pravděpodobný chybový stav. Pro
indikaci správných hodnot je použito zelené podbarvení a text OK.
Obrázek 3.9: Verify dialog
Toto okno nabízí, kromě
”
odkliknutí“ tlačítkem OK, také možnost uložit změny nebo
přejít k exportu.
3.6 Export dialog
Po dokončení zadání a jeho případným ověřením v okně Verify lze přejít k samotnému
exportu dokumentu. Popišme si tedy jaké možnosti toto okno nabízí a jak vypadá viz
obrázek 3.10.
Ve skupině General najdeme následují možnosti. Typ exportovaného souboru *.tex nebo
*.pdf. V případě exportu do pdf je automaticky výsledný dokument otevřen a pro nahlédnutí
je také ponechán soubor *.tex, který je stejně potřebný pro vytvoření souboru *.pdf.
Další možností je cílová velikost stránky. Buď klasická A4 nebo nebo A4 skládající se
ze dvou stran A5 nebo velikost A3 (složená ze dvou stran formátu A4).
Ve skupině Other jsou možnosti pro export s rozsazením studentů. Pokud vybereme
možnost exportu se studenty, následující komponenty se stanou aktivními.
Výběr seznamu studentů je řešen komponentou pro text na řádku, kde bude cesta k csv
souboru se studenty. Rozdíl je ovšem v tom, že uživatel nemusí cestu zadat ručně, ale po
kliknutí do prostoru pro text se zobrazí okno pro nalezení souboru k otevření. Po nalezení
a výběru souboru se zobrazí cesta k souboru i jméno vybraného souboru pro případnou
kontrolu.
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Obrázek 3.10: Export okno
Způsoby řazení studentů 4.3.4:
• abecední
• podle bodů relativně (řazení proběhne zvlášť v každém bloku třídy, takže jsou vždy
studenti s nejmenším počtem bodů vepředu každého bloku každé třídy)
• podle bodů absolutně (nejprve proběhne řazení podle bodů a potom následuje roz-
dělení do tříd, takže studenti s nejméně body jsou postupně umístěni v 1. třídě až po
ty s nejvíce body v poslední třídě)
• náhodné (nebo přesněji řečeno pseudo-náhodné)
Dále je možno zvolit počet prázdných horizontálních řad pro snadnější dohled nad stu-
denty.
Poslední důležitou částí je
”
Multi-select list“ pro výběr tříd, do kterých budou studenti
umístěni. Jak napovídá název komponenty, jde o seznam, který umožňuje vybrat více svých
prvků typicky pomocí kláves ctrl a shift. Seznam tříd spolu s potřebnými informacemi se na-
čte po startu aplikace ze souboru
”
<install dir>/rooms/rooms.xml“ viz 2.4.2. Pokud tento
soubor neexistuje nebo obsahuje chybu, je uživateli nabídnuto jeho obnovení do původní
podoby.
Po stisku tlačítka Export se začne provádět tato operace podle zvolených možností.
A protože se jedná relativně dlouhou operaci, přičemž předem nedokážeme odhadnout délku
jejího trvání (většinu času se čeká na překladač jazyka LATEX), standardní kurzor se změní na
kurzor označující zaneprázdnění programu. Po dokončení se kurzor zase změní na původní.
Další možností je použít
”
nekonečný progress bar“, usoudil jsem ale, že by to nemělo žádný
přínos a změna kurzoru je naprosto dostačující.
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3.6.1 Chyba při exportu
Pokud při exportu nastane chyba, je její obsah zobrazen v novém okně 3.11, ze kterého
je možno text zkopírovat pro možnost vyhledání příčiny dané chyby např. na internetu.
Odpadá tak nešvar některých aplikací, které sice chybu zobrazí, ale neumožní text uživateli
zkopírovat, čímž ho zbytečně nutí opisovat chybové hlášení.
Obrázek 3.11: Zobrazení chyby při exportu
Chyba byla simulována vložením příkazu \frac, který není uzavřený znaky dolaru ($)





V této kapitole se blíže seznámíme s principy objektově orientovaných jazyků, pravidly
vytváření GUI za použití knihovny Swing v jazyku Java, dále s implementací a strukturou
aplikace.
4.1 Vlastnosti OOJ
Protože byl jako hlavní implementační jazyk zvolen objektově orientovaný jazyk Java, ro-
zebereme si základní vlastnosti OOJ a vysvětlíme, které z nich je vhodné používat a jak
jsou používány v naší aplikaci.
4.1.1 Abstrakce
Abstrakce neboli zjednodušení či zanedbání některých vlastností objektů z reálného světa,
se kterými program pracuje. Velmi podstatná je zvolená míra abstrakce, protože čím více
se přibližujeme k reálnému objektu, tím složitější je pak jeho model. [5]
Objektově orientované programování ukázalo, že vhodným zvýšením abstrakce můžeme
rychle navrhovat a vyvíjet větší a komplikovanější projekty. [10]
4.1.2 Zapouzdření
Jednou ze základních a velice ceněných vlastností objektově orientovaných programů je
schopnost tzv. zapouzdření. Zajišťuje, že s objekty můžeme komunikovat pouze skrze jejich
rozhraní tzn. můžeme používat pouze explicitně povolené operace a nelze tak měnit stav
objektů neočekávaným způsobem. Pro ostatní objekty zůstává vnitřní implementace daného
objektu skryta. Čím jsou programy složitější, tím je tento koncept důležitější, abychom
vyloučili možnost nechtěného ovlivnění chodu některé jiné části programu. [10]
4.1.3 Polymorfizmus
Polymorfizmus neboli mnohotvárnost je další vlastností OOJ. Poskytuje další rozměr pro
oddělení rozhraní objektu od implementace. Klíčová je možnost zacházet s objektem jednou
jako s instancí jeho vlastního typu, jindy jako s typy bázové třídy. Tato vlastnost umožňuje
programátorům zacházet s mnoha typy objektů odvozenými od stejné bázové třídy, jako
kdyby se jednalo o jeden typ. Polymorfizmus je mocný nástroj umožňující efektivnější vy-





Dědičnost je mocný způsob jak zajistit opakovanou využitelnost kódu, není k tomu však
vždy ten nejlepší nástroj. Je-li nevhodně používána, vzniká křehký software. Je bezpečné
používat dědičnost v rámci nějakého balíčku, kde je implementace podtříd a nadtříd pod
kontrolou stejných programátorů. Je rovněž bezpečné používat dědičnost při rozšiřování
tříd, které jsou pro takové rozšíření speciálně navrženy a zdokumentovány. Dědění z běžných
konkrétních tříd mezi hranicemi balíčků je však nebezpečné. . .
Na rozdíl od volání metod narušuje dědičnost zapouzdření. Jinými slovy, podtřída závisí
svým řádným fungováním na implementačních detailech své nadtřídy. Implementace této
nadtřídy se může v další verzi změnit a dojde-li k tomu, může dojít ke zhroucení podtřídy,
třebaže se její kód vůbec nezměnil. . .
Celkově lze říci, že dědičnost je mocná, ale také problematická, protože narušuje zapouz-
dření. Je vhodná pouze v situaci, kdy mezi třídou a příslušnou nadtřídou existuje opravdový
vztah podtypů.“ [2]
4.1.5 Kompozice
Způsob, jak se vyhnout problémům dědičnosti, je kompozice neboli skládání. Místo rozšiřo-
vání třídy se jí přidá atribut, který bude odkazovat na nějakou instanci existující třídy.
Třída se tak stává komponentou jiné třídy. Výsledná třída bude stabilní a nezávislá na




Tento způsob je, narozdíl od dědičnosti ve výsledné aplikaci velmi hojně používán.
4.2 GUI a vlákna v jazyce Java
V této sekci se seznámíme s principy programování multi-vláknových aplikací založených
na technologii Swing. Vysvětlíme si úkoly a popíšeme rozdíly těchto tří typů vláken:
•
”
Initial threads“ – vlákna spouštějící inicializační kód aplikace.
•
”
Event dispatch thread“ je speciální vlákno, kde běží kód řízený událostmi.
•
”
Worker threads“ jsou vlákna sloužící pro provádění časově náročných operací.
[16]




Každý program má sadu vláken, kde začíná aplikační logika. V jednodušších programech je
jen jedno takové vlákno, a sice vlákno které volá metodu main. Taková vlákna se nazývají
”
Initial threads“.
V aplikacích založených na technologii Swing je po vytvoření GUI program řízen hlavně
GUI událostmi, které způsobí provedení relativně krátké úlohy v EDT (Event Dispatch
Thread). Aplikace může provádět další úlohy v EDT (jen rychlé operace, aby nenarušovaly
zpracování událostí) nebo v běžném vláknu (dlouhé úlohy). [16]
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4.2.2 Event Dispatch Thread
Kód zpracovávající události ve Swingu běží ve speciálním vlákně známém jako event dispatch
thread (EDT). Většina kódu volajícího metody Swingu musí běžet v tomto vlákně, protože
nejsou tzv.
”
thread safe“. Tzn. že pokud bychom je volali z různých vláken, riskujeme
neoprávněné zásahy jiných vláken a nekonzistenci paměti. Některé metody jsou označeny
jako
”
thread safe“, ty mohou být bezpečně volány z jakéhokoliv vlákna. Všechny ostatní
metody Swingu musí být volány pouze z EDT vlákna. Programy ignorující toto pravidlo
mohou fungovat většinu času správně, ale podléhají nepředvídatelným problémům, které
je obtížné reprodukovat. Pokud v EDT spouštíme delší operace, rozhraní po tuto dobu
nereaguje. [16]
4.2.3 Worker Threads
Pokud program využívající Swing potřebuje vykonat dlouho běžící úkol, používá vlákna
známá jako
”
worker threads“ (pracovní vlákna) nebo také
”
background threads“ (vlákna
běžící na pozadí). Každá úloha běžící v takovém vlákně je instancí abstraktní třídy
javax.swing.SwingWorker, která poskytuje řadu užitečných funkcí:
• Podtřída třídy SwingWorker může definovat metodu done, která se po dokončení
úlohy automaticky zavolá z EDT vlákna.
• Třída SwingWorker implementuje java.util.concurrent.Future. Toto rozhraní
umožňuje, aby operace prováděná na pozadí, mohla předat jinému vláknu návratovou
hodnotu. Další metody umožňují zrušení provádění operace nebo zjištění, jestli byla
operace provedena či zrušena.
• Operace prováděná na pozadí může poskytnout prozatímní výsledky voláním metody
SwingWorker.publish.
• Operace prováděná na pozadí může být vázána na proměnné nebo vlastnosti a na
základě jejich změn spouštět události, které vyvolají obslužné metody.
[16]
4.3 Důležité části z hlediska implementace
Nyní si popíšeme některé implementačně důležité a zajímavé části aplikace.
4.3.1 Struktura aplikace
Vzhledem k tomu, že je pro implementaci použit objektově orientovaný jazyk, je zdrojový
kód rozdělen do navzájem komunikujících tříd sdružených v balících. Bylo vytvořeno celkem
50 tříd v 16 balících.
Výchozí bod se nachází v metodě main ve třídě MainClass, a protože se jedná o okenní
aplikaci, je v EDT spuštěno GUI. Při startu probíhá skrytě v novém vlákně načtení seznamu




V situaci, kdy uživatel vytváří zadání, provede změny a chce program zavřít, je nežádoucí,
aby došlo ke ztrátě změn bez upozornění. Proto je vhodné monitorovat všechny změny
dokumentu a to jak změny obsahu textových komponent, tak speciálních jako je komponenta
pro výběr data. V jazyce Java textové komponenty používají, pro reprezentaci obsahu,
rozhraní Document [16]. Pokud se obsah dokumentu změní, je vyvolána událost, kterou
můžeme zachytit a reagovat na ni. U netextových komponent je situace velmi podobná, jen
zachytáváme jiný typ události.
Při zachycení změny je příslušně nastaven nadpis okna viz 3.4.1 a je nastavena pro-
měnná určující, jestli jsou neuložené změny. Před ukončením aplikace proběhne kontrola
této proměnné a případně je uživateli nabídnuto uložení nebo
”
zahození“ změn viz 3.4.2.
4.3.3 Tabulka otázek
Práce s tabulkami v Javě není vždy ideální. Pokud chceme, aby buňky tabulky obsahovaly
námi vytvořené objekty, je třeba vytvořit si vlastní model tabulky. To lze provést vytvoře-
ním vlastní třídy, která dědí od abstraktní třídy AbstractTableModel. Nový model pak
musí implementovat alespoň tyto tři metody:
• public int getRowCount();
• public int getColumnCount();
• public Object getValueAt(int row, int column);
[16]
V našem případě je vytvořen QuestionsTableModel dědící od AbstractTableModel,
kde data tabulky jsou dvourozměrný seznam objektů typu Question, který obsahuje vše
potřebné o otázce.
4.3.4 Řazení studentů
Na výběr jsou čtyři možnosti řazení viz výčet v kapitole 3.6.
V případě abecedního, náhodného i absolutního řazení podle bodů proběhne nejprve
vlastní řazení a teprve poté jsou studenti umístěni do tříd.
U relativního řazení podle bodů je však nutné provést dva typy řazení. Protože chceme,
aby v každé třídě byli studenti s méně body vepředu a s více body vzadu, je nutné, aby byl
rozsah bodů v každé třídě přibližně stejný. Toho je docíleno použitím náhodného seřazení,
algoritmem 4.3.4, všech studentů podle bodů. Teprve po umístění do tříd následuje řazení
podle bodů v rámci třídy.
Pro relativní řazení podle bodů a náhodné řazení je použit algoritmus 4.3.4, který
zdánlivě náhodně rozmístí studenty. Ve skutečnosti budou rozmístěni za stejných podmínek
vždy stejně (stejní studenti, stejné třídy a stejné řazení).
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Algoritmus pro pseudo-náhodné řazení studentů
private void random(List <Student > students) {
int hashCode , current = 0, size = students.size ();
for (Student student : students) {
hashCode = calcHashCode(student.getLogin(), size);




Algoritmus projde všechny studenty, každému přiřadí jedinečné číslo podle loginu tzv. ha-
shCode (ještě je provedena operace modulo počtem studentů pro oříznutí) a vymění ak-
tuálního studenta se studentem s číslem hashCode. Za stejných vstupních podmínek, tak
budou studenti ve výsledku seřazeni stejně.
4.3.5 CCP
Cut (vyjmout), Copy (zkopírovat), Paste (vložit) neboli CCP je sada základních operací
které by rozhodně měly být obsaženy v programu pracujícím s dokumenty. Podívejme se,
jakou podporu nabízí pro tyto operace knihovna Swing.
U většiny komponent se o tyto operace stará Swing za nás s využitím třídy pro přenos
dat TransferHandler. Programátorovi stačí provést tyto kroky:
• Ujistit se, že třída pro přenos dat je součástí dané komponenty.
• Vytvořit způsob jakým bude podpora CCP třídy TransferHandler volána.
• Vytvořit CCP menu nebo tlačítka (tento krok je nepovinný, ale doporučený).
• Rozhodnout, kde se provede operace paste.
V případě textových komponent je řešení jednoduché. Tyto komponenty mají zabudova-
nou podporu pro CCP operace a Swing také monitoruje která komponenta byla používána
jako poslední. To znamená, že pokud uživatel provede jednu z těchto akcí použitím menu
nebo klávesové zkratky, je vyvolaná událost předána správné komponentě (není potřeba




Bylo vytvořeno grafické uživatelské rozhraní, které splňuje všeobecné i doplňující poža-
davky zadání bakalářské práce. GUI bylo navíc doplněno o celkově moderní vzhled, který
přispívá k co nejlepšímu uživatelskému zážitku. Dále byly použity rozšiřující komponenty
zjednodušující a zpříjemňující práci s aplikací.
Aplikace podporuje všechny funkce požadované zadáním, včetně základního algoritmu
pro rozdělení studentů do tříd s různým počtem volných sloupců.
Přínosem je především zjištění možností propojení programovacího jazyka Java se sys-
témem pro sázení dokumentů LATEX. Velkou výhodou výsledného řešení je použití zvlášt-
ního souboru kombinujícího systém LATEX a programovací jazyk Apache Velocity Language.
Tento soubor slouží jako šablona, která je použita pro vytvoření výsledného dokumentu.
Tento přístup umožňuje uživateli se základními znalostmi programování a systému LATEX,
upravit vzhled a strukturu výsledného dokumentu bez zásahu do zdrojového kódu aplikace.
Možné rozšíření spočívá ve vytvoření pokročilého algoritmu pro optimální rozsazení
studentů do všech tříd s co největším možným počtem volných sloupců, který se může
v každé třídě nebo její části lišit. Další možné rozšíření je možnost načtení seznamu studentů,




• AVL - Apache Velocity Language
• CCP - Cut, Copy, Paste
• EDT - Event Dispatch Thread
• GUI - Grafické uživatelské rozhraní
• JLR - Java LATEXReport
• JVM - Java Virtual Machine
• LaF - Look and Feel
• OOJ - Objektově orientovaný jazyk
• OS - Operační systém
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