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Le développement de logiciel regroupe un ensemble d'activités de gestion et 
d'ingéniérie. Ces dernières sont organisées en forme de cycle de vie. Il existe 
plusieurs types de cycle de vie disponibles ayant chacun leurs avantages et 
inconvénients. Le processus unifié (ou RUP pour Rational Unified Process) 
est un cycle de vie qui met l'accent sur l'aspect itératif du développement 
de logiciels. Dans ce travail nous avons adotpé un cycle de vie itératif, sorte 
de RUP allégé, et éprouvé certaines méthodologies et techniques de modéli­
sation sur un exemple concret. Il s'agit d'un vérificateur de liens (URL) qui 
représente un sous-système d'une application plus large (un gestionnaire de 
ressources). Le présent travail a pour but de présenter, utiliser et évaluer ces 
différentes techniques comme UML et les Design Patterns afin de développer, 
en orienté-objet, un vérificateur de liens. 
Abstract 
The development of software gathers a whole of activities of management 
and ingeniery. These last are organized in the form of lifecycle. There are 
several types of lifecycle available having each one their advantages and di­
sadvantages. The unified process (or RUP for Rational Unified Proœss) is a 
lifecycle which stresses the iterative aspect of the development of software. 
In this work we have adopted an iterative lifecycle, kind of RUP reduœd, 
and tested certain methodologies and techniques of modeling on a concrete 
example. It is about a controller of links (URL) who represents a subsystem 
of a broader application (a resourœs manager). The purpose of this work is 
to present, use and evaluate these various techniques like UML and Design 
Patterns in order to develop, in oriented-object, a controller of links. 
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Chapitre 1 Introduction 
Le problème lors de la recherche d'une ressource (pages web, fichiers de 
documentation, images, etc) est de trouver les informations intéressantes et 
mises à jour et de ne pas perdre inutilement du temps sur les ressources 
.n'apportant pas d'informations pertinentes. Le Resou:rces manager 1 est un 
logiciel qui va permettre de stocker des liens vers des ressources, de les in­
dexer, de faire des recherches sur ces ressources, de gérer leurs accès ainsi que 
leurs versions. L'accès aux ressources peut se faire par catégories ou par mo­
teur de recherche. Chaque ressource est protégée par des droits d'accès (nom 
d'utilisateur ou groupe d'utilisateurs). Des ressources peuvent être propo­
sées par des utilisateurs afin de partager leurs recherches ou leurs travaux. 
Ces ressources devront être validées afin d'�urer la qualité de l'outil. Pour 
garantir la disponibilité de ces ressources, l'outil devra vérifier les liens de 
temps en temps. Cette vérification se fera par le validateur de liens. 
Le sous-système développé dans ce mémoire est un validateur de dispo­
nibilité d'une ressource. Cette validation consiste à vérifier si la ressource est 
accessible via les liens proposés. Cette vérification se fait tout au long de 
la vie du lien et ce à intervalles réguliers. Un administrateur peut voir ces 
vérifications en consultant les historiques de ces validations pour chacune des 
ressources afin de constater d'éventuelles anomalies : la ressource n'est plus 
disponible, le temps d'accès est trop long, etc. 
Le mémoire comporte aussi comme objectif d'utiliser une méthode de dé­
veloppement itérative pour les projets à faibles ressources. Cette méthode 
itérative consiste à découper un grand projet en plusieurs sous-systèmes et 
à les développer à partir de l'analyse des exigences (cahier des charges) jus-
1http ://sourœforge.net/projects/resourœmanager 
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9 qu'à l'implémentation et ses validations. Chaque partie du projet se comporte comme un mini-projet. Dans chaque mini-projet, des itérations sont possibles entre les différentes phases du cycle de vie afin de rectifier les décisions prises en cas d'un non-respect du cahier des charges. La première partie du mémoire décrit les avantages des méthodologies de développement de logiciel. Différents cycles de vie y sont aussi décrits et plus particulièrement le cycle de vie du processus unifié de Rational avec son principe d'itération. C'est ce cycle de vie qui est choisi pour développer le sous-sytème de validation de ressources. Le langage de modélisation UML ainsi que ses différents diagrammes y sont décrits. Une descripion des Design 
Patterns y figure aussi. Ces Design Patterns permettent de structurer cer­taines parties de l'architecture de façon sûre et stable du sous-système en se basant sur l'expérience de systèmes ayant des caractéristiques similaires. La deuxième partie pose le problème de notre sous-système et reprend quelques solutions existantes se rapprochant de notre problème de validation. Cette partie décrit aussi certains choix concerant les donnêees à mémoriser afin de répondre aux exigences des utilisateurs sur la disponibilté des res­sources. La troisième partie décrit la conception du système grâce au langage UML. La conception donne la structure du système sous forme de classes, les interactions entre celles-ci, leurs rôles et leurs fonctionnements. Nous avons aussi la description de la base de données et des différentes méthodes construites pour le système. Enfin nous trouvons les tests de validations qui se basent sur les cas d'utilisations définis dans le cahier des charges et des exigences fonctionnelles et non fonctionnelles. 
Chapitre 2 Méthodologie 2.1 Buts d'une méthodologie de développement de logiciels Les exigences des systèmes informatisés demandées par la société croissent au fur et à mesure des avancées technologiques. Ces exigences augmentent en complexité, en taille et en responsabilité. En effet, l'économie actuelle dépend directement des systèmes informatisés et l'information en temps réel est devenue un besoin compétitif. Régulièrement, de nombreux projets de développement logiciel échouent pour des raisons diverses. Jones et Yourdon identifient un certain nombre de symptômes qui annoncent ces échecs [11] (18] : une mauvaise interprétation des demandes des utilisateurs finaux; - une incapacité à tenir compte des changements du cahier des charges ; - des modules qui ne fonctionnent pas bien ensemble; - des programmes difficiles à maintenir et à faire évoluer ; la découverte tardive de défauts sérieux dans le projet; - un manque de cohésion dans les équipes de développement, au point qu'il est impossible de savoir, a posteriori, qui a modifié quoi, quand, où et pourquoi ; - un processus de construction et de livraison anarchique ; Comme nous l'explique P. Kruchten (12], des causes plus profondes sont souvent à l'origine des échecs - une gestion du cahier des charges logiciel au coup par coup ; 
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2.1. BUTS D'UNE MÉTHODOLOGIE DE DÉVELOPPEMENT DE LOGICIELSll 
- une communication ambiguë et imprécise; 
- des architectures fragiles ; 
- des incohérences entre le cahier des charges logiciel, le modèle de concep-
tion et le modèle d'implémentation ; 
- un nombre insuffisant de tests ; 
- une évaluation subjective de l'avancement du projet; 
- une insouciance vis-à-vis des risques ; 
- une absence de contrôle de la propagation des changements ; 
- une trop faible automatisation des tâches; 
En traitant les causes profondes, on peut limiter les risques sources d'échec 
tout en améliorant le développement, la qualité et la maintenance des logi­
ciels et cela d'une façon prévisible et reproductible. 
P. Kruchten a étudié le fonctionnement des organisations de développe­
ment performantes pour analyser ces causes profondes et il constate qu'ils 
utilisent des pratiques communes 
- développer le logiciel de façon itérative ; 
- gérer les exig-ences ; 
- utiliser des architectures à hase de composants ; 
- modéliser graphiquement le logiciel ; 
- vérifier la qualité du logiciel; 
- contrôler les changements apportés au logiciel ; 
2.1.1 Développer le logiciel de façon itérative 
Le développement itératif de logiciels se hase sur le modèle en spirale de 
Barry Boehm et permet de développer, non pas le système entier, mais un 
sous-système exécutable en passant par les différentes étapes d'un cycle de 
vie. Les utilisateurs peuvent ainsi plus rapidement se manifester afin de cor­
riger d'éventuelles erreurs ou soulever certaines omissions dans le cahier des 
charges. Cette manière de développer un logiciel permet aussi d'identifier des 
risques assez tôt permettant ainsi d'y remédier plus facilement. 
Cette méthode élimine un certain nombre de problèmes 
12 CHAPITRE 2. MÉTHODOLOGIE 
- la mise en évidence, tôt dans le cycle de vie, de malentendus quand îl 
est encore possible de les corriger ; 
- la clarification du cahier des charges par les réactions des utilisateurs ; 
les tests effectués de façon répétée et continue permettent une évalua­
tion de l'état de l'avancement du projet; 
- les incohérences entre le cahier des charges, les modèles de conception 
et d'implémentation sont découverts assez tôt; 
- la charge de travail des équipes est répartie uniformément sur tout le 
cycle de vie du produit; 
- les équipes exploitent le savoir acquis au cours du projet et améliorent 
ainsi le processus de développement; 
- les parties concernées reçoivent tout au long du cycle de vie du projet 
des preuves de son avancement; 
2.1.2 Gérer les exigences 
La gestion des exigences consiste dans un premier temps à collecter toutes 
les exigences du client puis à les modifier dans le cas où les besoins des utili­
sateurs viennent à changer. En effet, il est quasiment impossible de définir de 
façon complète et exhaustive le cahier des charges. La gestion des exigences 
doit pouvoir mettre e.n évidence, organiser et décrire les fonctionnalités et les 
contraintes du système. Elle doit aussi permettre d'évaluer les changements 
à apporter au cahier des charges et d'estimer leur impact. Elle permet aussi 
de décrire les différents compromis, les décisions prises et d'en faire le suivi. 
Cette méthode élimine un certain nombre de problèmes 
- les incohérences sont détectées plus facilement ; 
- le dialogue entre les parties concernées se réfère à des besoins bien 
définis; 
- une adaptation est possible aux exigences changeantes; 
- une évaluation objective des fonctionnalités et des performances est 
possible; 
- une échelle de priorité des exigences est possible ; 
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2.1.3 Utiliser des architectures à base de composants L'utilisation de composants permet de structurer le système en sous­système. Ces composants proviennent de l'expérience acquise au fur et à mesure des projets et sont renforcés dans leur stabilisation et dans leur gé­néralité afin d'adopter une réutilisation plus fréquente. Une architecture bien pensée permet un certain niveau de réutilisation, offre une division claire du travail entre les différents développeurs, isole les dépendances entre le logiciel et le matériel et facilite la maintenance. Cette pratique élimine un certain nombre de problèmes - les composants facilitent la construction d'architectures souples et évo­lutives; - la modularité permet une séparation claire des problèmes répartis entre les éléments d'un système sujet aux changements; - une réutilisation facilitée par l'emploi d'architectures souples. 
2.1.4 Modéliser le logiciel Une modélisation est une simplification de la réalité afin de mieux com­prendre le système. Plusieurs modèles sont construits suivant des points de vue précis pour la description du système. Ces modèles peuvent être des dia­grammes de classe, des diagrammes d'états, des diagrammes des cas d'uti­lisation, diagrammes des composants, etc. Lorsqu'on utilise un langage de modélisation tel que l'UML (Unified Modelling Language), les membres des équipes de développement se communiquent les décisions de façon moins ambiguë. Les outils de modélisation permettent de voir différents niveaux d'abstraction, en cacliant ou en montrant certains détails selon les besoins, facilitant ainsi la gestion des modèles. Ces outils aident aussi à maintenir la cohérence entre le cahier des charges avec les modèles de conception et d'implémentation. Cette modélisation élimine un certain nombre de problèmes - les cas d'utilisation et les scénarios spécifient le comportement que doit avoir le système ; - une meilleure visualisation de la conception du système ; 
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- les architectures non modulaires et rigides sont plus facilement recon­
nais.5ables ; 
- le niveau de détails de conception peut être modifié à la demande; 
- les incohérences sont repérées plus facilement quand la conception est 
rigoureuse ; 
langage commun pour une meilleure communication entre les différents 
membres du projet. 2.1.5 Vérifier la qualité du logiciel 
La vérification de la qualité d'un logiciel consiste à évaluer en continu 
les fonctionnalités, la fiabilité et les performances par rapport aux exigences 
dé.finies préalablement dans le cahier des charges. Il est très important d' ef­
fectuer cette vérification en continu car la correction des problèmes opérée 
après la mise en service du logiciel engendre des coût.s supplémentaires. Pour 
vérifier les fonctionnalités, des test.s sont créés pour chaque scénario ( ou com­
portement) du système. Cette phase de vérification est renforcée par le cycle 
de vie itératif qui permet de faire des test.s à chaque itération. 
Cette vérification élimine un certain nombre de problèmes 
- les résultat.s des test.s permettent une évaluation du projet de façon 
objective; 
- cette évaluation met en évidence les incohérences entre le cahier des 
charges, le modèle de conception et le modèle d'implémentation; 
- les erreurs sont plus ciblées et donc plus faciles à corriger ; 
- des tests plus ciblés peuvent être appliqués sur les zones à hauts risques. 2.1.6 Contrôler les changements apportés au logiciel 
Le contrôle des changement.s apportés au logiciel permet une traçabilité 
des modifications apportées au fur et à mesure des versions. Cette traçabilité 
permet l'évaluation de l'impact des changements et de leurs ge.stions. 
Cette méthode élimine un certain nombre de problèmes 
- l'impact des changements sur le logiciel peut être évalué et contrôlé; 
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- le processus de gestion des changements est bien défini ; 
- l'état d'avancement du projet est mieux évalué. 
Voici, en guise de conclusion, les arguments fournis par P. Kruchten pour 
l'utilisation d'un tel processus de développement Le, proœssus de dévelnppement sert à définir l'ordre des travaux, à spécifier ce qui doit être développé et à quel moment, à guider les développeurs dans leurs tâches et à offrir des critères pour le suivi et l'évaluation du projet. Ces processus de développement permettent de développer des systèmes complexes de façon repro­ductibl,e et prémsibk. Le,s équipes de développement utilisant un processus peuvent s'appuyer sur l'expérience de milliers de projets et ainsi d'augmenter leur efficacité et productivité. 2.2 Cycles de vie 
Le cycle de vie du développement d'un logiciel est un cadre de référence 
pour le processus de production d'un logiciel. L'utilisation d'un cycle de vie 
permet de faciliter la gestion du projet. En effet, le cycle de vie permet de 
découper le projet en phases qui seront transposées sur un calendrier. En 
outre, les différentes étapes d'un cycle de vie permettent d'identifier précisé­
ment tout ce qui est produit lors de chacune des étapes; i l  sert aussi d'entrée 
à l'étape suivante. Enfin, chacune des phases et leurs produits seront placés 
sous la responsabilité d'une ou plusieurs peISOnnes (selon la taille du projet). 
Il existe plusieurs types de cycle de vie. Chaque type est adapté à certains 
projets. Les cycles de vie les plus connus et utilisés sont 
- Le cycle de vie en cascade ( waterfall) ; 
- Le modèle évolutif (evolutionary model); 
- Le modèle transformationnel ; 
- Le modèle par assemblage/réutilisation ; 
- Le modèle en spirale; 
- Le cycle en V; 
- Unified Process; 
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Le cycle de vie en cascade est une succession linéaire de phases. La sortie d'une phase est l'entrée dans la phase suivante. Les différentes phases sont l'analyse et la définition des besoins, la conception, l'implémentation, les tests et la mise en service/maintenance. L'analyse et la définition des besoins ont pour but de décrire le logiciel futur ( comportement, qualité, intégration, ... ). La conception a pour but de construire une architecture découpée en modules. Les modules ont des relations entre eux et sont détaillés dans leurs structures de données, algorithmes et interfaces. L'implémentation comprend le codage des modules ainsi que leurs tests unitaires et d'intégration. Les tests de vérifi­cation consistent à concevoir les jeux de tests globaux, â rechercher les failles du système et à les corriger s'il y a lieu. La mise en service et maintenance consistent à mettre le système dans son environnement, à mettre en place un apprentissage du système et à faire une maintenance corrective, évolutive et adaptative. Ce cycle de vie permet d'avoir une discipline dans le développe­ment d'un système, avec des points de contrôle. Elle sert aussi de base pour les autres modèles. Les inconvénients de ce cycle de vie est dans la rigidité de ses phases : il est difficile de faire face aux changements. De plus, nous ne saurons que le système répond toujours aux exigences demandées par le client que lors de la mise en service. 2.2.2 Le modèle évolutif Le but de ce cycle de vie est de permettre une réaction précoce de l'uti­lisateur afin de valider les spécifications par rapport à ses besoins réels. Ce cycle reprend le cycle de vie en cascade mais en intégrant une étape de pro­totypage. Le prototype évolue au fur et à mesure des validations par le client pour arriver au système final. Mais ce type de cycle de vie peut cacher une approche par essai-erreur et le logiciel peut être mal structuré. Ce cycle de vie est plus adapté dans un système dont les spécifications sont difficiles à établir ou dont la taille est très petite. 2.2.3 Le modèle transformationnel Le but est d'avoir une continuité dans le développement du logiciel pour avoir un respect formel par rapport aux spécifications. La continuité du dé­veloppement se fait par une suite de transformations justifiées par preuve formelle. La transformation va du plus abstrait en plus concret, du moins 
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efficace en plus efficace, du déclaratif en opérationnel. 
2.2.4 Le modêle par assemblage/réutilisation 
Le principe de ce modèle est de pouvoir réutiliser des composantes exis­
tantes et d'en faire un assemblage utile pour le développement du système. 
Les composantes sont utilisées telles quelles ou peuvent être adapter légère­
ment. Cela suppose d'avoir une bibliothèque de composantes documentées 
et spécifiées et que œs composantes soient prévues à la base pour la réuti­
lisation. Ce modèle est principalement utilisé par des personnes produisant 
beaucoup de logiciels dans un domaine ciblé. 
2.2.5 Le modêle en spirale 
L'objectif de ce modèle est de mettre en évidence et de planifier l'analyse 
du niveau de risque à chaque nouveau produit. A chaque cycle du processus, 
il faut identifier les objectifs, les contraintes et les alternatives ; évaluer les 
alternatives, identifier les risques ; développer et vérifier le produit de ce ni­
veau ; planifier le cycle suivant. 
2.2.6 Le modêle de cycle de vie en V 
Ce modèle met en évidence l'activité de validation et de vérification. A 
chaque étape du produit, des tests sont établis afin de valider le produit. Les 
validations débutent par des tests unitaires, ensuite les tests d'intégration et 
d'acceptation pour arriver à la mise en service et à la maintenance. 
2.2.7 Unifi.ed Process 
Ce modèle consiste à tenir compte des risques en appliquant un dévelop­
pement itératif et incrémental. L'itération permet de développer une partie 
d'un projet et de voir plus tôt les différents problèmes rencontrés et donc de 
mettre en évidence certains risques du projet global. Des itérations peuvent 
se faire aussi entre les différentes phases du cycle de vie. 
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Un cycle de vie est choisi en fonction des risques du projet et en fonction 
de la capacité de l'organisation à faire face aux contraintes que peut présenter 
un cycle de vie. 
Sept risques majeurs ont été soulevés parmi tous les projets : la taille 
du projet, l'innovation technique, l'intégration avec l'existant, la complexité 
organisationnelle, l'impact organisationnel, l'instabilité de l'équipe de projet 
et la fiabilité des autres intervenants du projet. 
- 1) Taille du projet 
- 2) Innovation technique 
- 3) Intégration avec l'existant 
- 4) Complexité organisationnelle 
- 5) Impacts organisationnels 
- 6) Instabilité de l'équipe de projet 
- 7) Fiabilité des autres intervenants du projet 
Chaque projet aura des facteurs de risques prédominants en fonction de 
l'expérience de l'équipe projet, des outils utilisés, de l'organisation, etc. 
Une des exigences du cahier des charges est d'utiliser une méthodologie 
itérative [OBJ00 3] pour les projets à faible effectif. Unified Process fait partie 
de ces méthodologies itératives mais elle est conçue pour les projets â grand 
effectif. Nous allégerons le RUP en ne développant que les artéfacts dont nous 
auront besoin. 2 .. 3 Rational Unified Process 
Le Rational Unified Process (RUP) est un processus de dévelop­
pement de logiciel. Il permet d'affecter, dans une approche disci­
plinêe, les tâches et les responsabilités au sein d'une organisation 
de développement. Son but est d'assurer la production d'un lo­
giciel de grande qualité satisfaisant les demandes des utilisateurs 
finaux dans des délais et avec un budget prévisible ( 12). 
Le processus de développement de logiciel RUP utilise des outils connus 
et éprouvés comme UML et les Design Patterns. 
RUP reprend bien sûr les six pratiques développées dans les points pré­
cédents : 
2.3. RATIONAL UNIFIED PROCESS 19 
- développer le logiciel de façon itérative ; 
- gérer les exigences ; 
- utiliser des architectures à bases de composants ; 
- modéliser graphiquement le logiciel ; 
- vérifier la qualité du logiciel ; 
- contrôler les changements apportés au logiciel. 
Nous pouvons ajouter à RUP les caractéristiques suivantes[ 1 2] 
- RUP est piloté par les cas d'utilisation( Use Cases) ; 
- RUP est un processus gênérique(proœss framework) que l'on peut adap-
ter et étendre selon les organisations ; 
- RUP intègre des outils qui facilitent l'exécution de certaines activités 
de développement logiciel. 
2.3.1 Les éléments de modélisation du RUP 
Un processus décrit qui fait quoi, comment et quand. 
- qui : les travailleurs ; 
- quoi : les artefacts ; 
- comment : les activités et ses étapes ; 
- quand : les enchaînements des activités. 
Les travailleurs 
Un travailleur est une personne ou une équipe ayant un rôle dans le pro­
jet comportant des responsabilités apportées par ce rôle. Une même personne 
ou équipe peut avoir plusieurs rôles dans un même projet. L'attribution des 
rôles est faite par le chef de projet lors de la planification et de la constitution 
des équipes. 
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Les artefacts 
Un artefact est un élément d'information fabriqué, modifié ou utilisé par 
un processus. Les artefacts sont les résultats du projet, générés ou utilisés au 
fur et à mesure que l'on progresse vers le produit final [1 2]. 
Un artefact peut prendre différentes formes : 
- un modèle (exemple : modèle de cas d'utilisation} ; 
- un élément de modèle (exemple : un cas d'utilisation) ; 
- un document ( exemple : le cahier des charges) ; 
- un code source ; 
- un exécutable. 
Les éléments livrables sont aussi des artefacts. Un artefact peut être com­
posé de plusieurs artefacts, par exemple le cahier des-charges contient les 
différents cas d'utilisation, les contraintes de temps, de budget, d'outils à 
employer, etc ... 
Les activités et leurs étapes 
Comme nous le cite P. Kruchten [ 12], une activité est une unité de travail 
qu'un travailleur peut être amené à effectuer. Une activité a un but bien pré­
cis, i l  peut s'agir d'une création ou d'une mise à jour d'artefact, tels qu'un 
modèle, une classe ou un plan. Une même activité peut s'appliquer plusieurs 
fois sur un artefact comme dans le cas d'itération. 
P lanifier une itération ou trouver des cas d'utilisation sont deux exemples 
d'activités. 
Une activité se divise en trois étapes : - Les étapes de réflexion 
Le tra\'ailleur comprend la nature de la tâche, rassemble et examine les 
artefacts dont il dispose pour réaliser l'activité et formule un diagnostic 
( exemple : trouver des acteurs du système) ; 
- les étapes d'action 
Le travailleur crée ou met à jour des artefacts ( exemple : représenter le 
modèle de cas d'utilisation via des diagrammes de cas d'utilisation) ; 
2.3. RATIONAL UNIFIED PROCESS 21 - Les étapes d'inspection Le travailleur examine les résultats et leur applique un certain nombre de critères pour décider de leur complétude et de leur qualité ( exemple évaluer les résultats). 
Les enchaînements des activités Un enchaînement d'activités est une suite d'activités qui produit un ré­sultat observable. L'enchaînement peut être décrit, grâce à l'UML, par les diagrammes de séquence, de collaboration et d'activités. P. Kruchten décrit dans son ouvrage qu'il existe neuf principaux enchaî­nements d'activités qui regroupent de façon logique tous les travailleurs et les activités du processus - 1 modélisation du métier (business modeling workflow) ; - 2 gestion des exigences (requirements workflow) ; - 3 analyse et conception ( analysis and design workflow) ; - 4 implémentation (implementation workflow) ; - 5 test ( test workflow) ; 6 déploiement ( deployment workflow) ; - 7 gestion de projet (project management workflow) ; - 8 gestion de la configuration et des changements ( configuration and change management workflow) ; - 9 environnement ( environment workflow ). Les six premiers sont des enchaînements d'activités d'ingénierie. Ils évoquent les phases séquentielles d'un processus traditionnel en cascade mais ils sont répétés de nombreuses fois tout au long du cycle de vie. Les trois derniers sont des enchaînements d'activités de soutien. 
Phases Le processus unifié comporte quatre phases de développement[lO] la création, l'élaboration, la construction et la transition. La création Durant cette phase, il faut établir le "business case" et dé­limiter le projet. Il faut aussi identifier t-Ous les intervenants ainsi que leurs 
22 CHAPITRE 2. MÉTHODOLOGIE objectifs portant sur le système. Cela implique d'identifier tous les cas d'uti­lisation. Le business case inclut aussi les facteurs de succès, les facteurs de risque, l'évaluation des res.50urces nécessaires et un plan de phase avec des dates pour les étapes importantes. A la fin de cette phase, nous devrions obtenir plusieurs artefacts : - une vision générale sur les conditions du projet, sur les dispositifs et contraintes principaux ; - un modèle général de cas d'utilisation ; - un glossaire du projet; - les facteurs de succès et de risque ; - une prévision financière ; - un plan de projet montrant des phases et des itérations ; - un ou plusieurs prototypes. Cette étape permet de voir la faisabilité du projet et les risques encourus. L'élaboration La phase d'élaboration permet de préciser la plupart des cas d'utilisation et de concevoir l'architecture. L'architecture est exprimée sous forme de vues dite a.rchitecture 4 + 1 vues. Ces cinq vues sont la vue logique, la vue des processus, la vue d'implémentation, la vue des cas d'utili­sation et la vue de déploiement[lO]. La prévision des activités et l'estimation des ressources pour le projet doivent être réalisables. Le modèle d'architecture 4+ 1 vues proposé par RUP, présentée ci-dessous, nous montre que la vue des cas d'utilisation est utilisée dans les quatre autres vues. La vue logique s'intéresse aux aspects fonctionnels, donc à ce que le sys­tème doit faire pour les utilisateurs. Cette vue décrit les classes majeures du système et leur organisation en paquetages et sous-systèmes. La vue d'implémentation décrit l'organisation des modules du logiciel. Cela comprend les codes sources, exécutables, les autres fichiers et la gestion de configuration et des versions. La vue des processus décrit l'exécution des tâches en parallèle ainsi que des problèmes inhérents à la concurrence et au parallélisme : tolérances aux 










FIG. 2.1: Modèle d'architecture 4+ 1 vues 23 pannes, démarrage et arrêt du système, temps de réponse, capacité de trai­tement, etc. La vue de déploiement s'occupe des problèmes de déploiement des mo­dules dans un réseau d'ordinateurs et de ses exécutions, de l'installation du système, de performances, etc. La vue des cas d'utilisation contient les scénarios et cas d'utilisation les plus importants. Ils sont utilisés pour guider la conception de l'architecture pendant les phases d'inœption et d'élaboration. Ils servent aussi pour valider les différentes vues architecturales. A la fin de cette étape, nous devrions obtenir comme artefacts - une liste de tous les cas d'utilisation et leurs descriptions développées ; - une liste des acteurs définis ; - les exigences supplémentaires non reprises dans les cas d'utilisation ; - une description de l'architecture du système ; - un prototype de l'architecture applicable ; - une liste des risques ; - un programme de développement pour le projet global, y compris un plan d'ensemble du projet montrant des itérations et des critères d'éva­luation pour chaque itération. 
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rentes phases et disciplines utilisées. Nous pouvons aussi constater que plu­
sieurs itérations successives d'une phase peuvent avoir lieu. 
Nous pouvons remarquer que lors de la phase de création, les disciplines 
de modélisation métier et des exigences interviennent beaucoup. En effet, 
c'est pendant cette phase que le cahier des charges est établi, comprenant les 
objectifs du système, les intervenants et leurs buts. 
Dans la phase d'élaboration, l'analyse et l'architecture prennent plus d'ef­
fort. C'est pendant cette phase qu'il faut construire toute l'architecture du 
système. 
Lors de la phase de construction, l'implémentation et les tests sont pré­
pondérants. 
Ensuite lors de la transition, c'est le déploiement qui intervient. 
Les activités de soutien (gestion de projet, environnement et gestion de 
la configuration et des changements) se font tout au long du cycle de vie. 2.4 Unified Modelling Language 
UML est un outil de communication standard et fortement utilisé pour 
les différents int.ervenants (5). Craig Larman donne une définition du langage 
de modélisation (14) UML est un l,angage de spécifiœ,twn, de représentation graphique, de construction et de documentatwn del; artefacû, des systèmes lo­gicids ainsi qu'un. l,angage de modélisation métier et de systèmes non-logiciels. 
Ce langage commun va permettre d'échanger entre les différents interve­
nants du projet toutes les décisions de manière précise et non ambiguë. 
Ce langage de modélisation consiste à créer une représentation informa­
tique des éléments du monde réel auxquels on s'intéresse sans se préoccuper 
de l'implémentation donc du langage de programmation. Cette modélisation 
possède plusieurs caractéristiques1 
1 www.uml.free.fr 
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- un langage sans ambiguïté ; 
- un langage universel pouvant servir de support pour tout langage orienté 
objet ; 
- un moyen de définir la structure d'un programme; 
- une représentation visuelle permettant la communication entre les ac-
teurs ; 
- une notation graphique simple, compréhensible même par des non in­
formaticiens 
UML offre plusieurs représentations afin de recouvrir les différents as­
pects du système. Ces représentations sont des diagrammes regroupés en 
vues. Nous distinguons les vues statiques et les vues dynamiques [5]. 
Les vues statiques représentent le système physiquement 
_ - diagrammes d'objets ; 
diagrammes de classes ; 
- diagrammes de cas d'utilisation ; 
- diagrammes de composants ; 
- diagrammes de déploiement. 
Les vues dynamiques montrent le fonctionnement du système 
- cas d'utilisation ; 
diagrammes de séquence ; 
diagrammes de collaboration ; 
diagrammes d'états transitions; 
- diagrammes d'activités. 
Nous pouvons définir les principaux objectifs de ces différents diagrammes. 
Les cas d'utilisation 
Les cas d'utilisation définissent explicitement le comportement attendu 
du système (5) (15). Ils fournissent aussi un lien important entre le cahier des 
charges et d'autres artefacts de développement tel que le modèle de concep­
tion et de tests. Les cas d'utilisation constituent donc un point de départ 
2.4. UNIFIED MODELLING LANGUAGE 27 pour l'activité de développement et jouent un rôle prépondérant essentielle­ment dans la gestion des exigences, la conception et les tests. L'utilisation des cas d'utilisation (scénarios d'utilisation ou Use Cases) permet une meilleure compréhension de l'attente du client ; ces cas d'utili­sation nous donnent les exige.nces fonctionnelles du système. Ces scénarios représentent une séquence d'actions que réalise le système et qui fournissent un résultat utile pour un acteur particulier. Cet acteur peut être quelqu'un ou quelque chose se situant à l'extérieur du système et qui interagit avec lui. Les cas d'utilisation définissent les interactions des acteurs (personnes ou autres systèmes) avec le système. Pour chaque acteur, il faut définir ce qu'il veut faire avec le système (les buts) et chacun de ces buts devient un Use Case. Nous obtenons ainsi les exigences fonctionnelles du système. L'ensemble des Uses Case doit inclure tous les intervenants ainsi que leurs objectifs. 
Diagrammes d'objets Ce type de diagramme UML montre des objets (instances de classes dans un état particulier) et des liens (relations sémantiques) entre ces objets. Les diagrammes d'objets s'utilisent pour montrer un contexte (avant ou après une interaction entre objets par exemple). Ce type de diagramme sert essentiellement en phase exploratoire, car il possède un très haut niveau d'abstraction. 
Diagrammes de classes Une classe est un type abstrait caractérisé par des propriétés ( attributs et méthodes) communes à un ensemble d'objets et permettant de créer des objets ayant ce.5 propriétés. Classe = attributs + méthodes + instanciation Ne pas représenter les attributs ou les méthodes d'une classe sur un dia­gramme n'indique pas que cette classe n'en contient pas. Il s'agit juste d'un 
28 CHAPITRE 2. MÉTHODOLOGIE filtre visuel, destiné à donner un certain niveau d'abstraction à son modèle. 
Diagrammes de composants Les diagrammes de composants permettent de décrire l'architecture phy­sique et statique d'une application en terme de modules : fichiers sources, librairies, exécutables, etc. Ils montrent la mise en oeuvre physique des mo­dèles de la vue logique avec l'environnement de développement. Les dépendances entre composants permettent notamment d'identifier les contraintes de compilation et de mettre en évidence la réutilisation de com­posants. Les composants peuvent être organisés en paquetages, qui définissent des sous-systèmes. Les sous-systèmes organisent la vue des composants ( de réali­sation) d'un système. Ils permettent de gérer la complexité, par encapsulation des détails d'implémentation. 
Diagrammes de déploiement Les diagrammes de déploiement montrent la disposition physique des ma­tériels qui composent le système et la. répartition des composants sur ces ma­tériels. Les ressources matérielles sont représentées sous forme de noeuds. Les noeuds sont connectés entre eux, à l'aide d'un support de communica­tion. La nature des lignes de communication et leurs caractéristiques peuvent être précisées. 
Diagrammes de séquence Les diagrammes de séquences permettent de représenter des collabora­tions entre objets selon un point de vue temporel ; on y met l'accent sur la chronologie des envois de messages. 
Les diagrammes de séquences peuvent servir à illustrer un cas d'utilisation. L'ordre d'envoi d'un message est déterminé par sa position sur l'axe vertical du diagramme; le temps s'écoule "de haut en bas" de cet axe. 
Les diagrammes de séquences et les diagrammes d'état transitions sont les vues dynamiques les plus importantes d 'UML. 
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Diagrammes de collaboration 
Les diagrammes de collaboration montrent les interactions entre objets 
(instances de classes et acteurs). 
Ils permettent de représenter le contexte d'une interaction, car on peut y 
préciser les états des objets qui interagissent. 
Diagrammes d'états transitions 
Ce diagramme sert à représenter des automates d'états finis, sous forme 
de graphes d'états, reliés par des arcs orientés qui décrivent les transitions. 
Les diagrammes d'états transitions permettent de décrire les changements 
d'états d'un objet ou d'un composant, en réponse aux interactions avec 
d'autres objets/composants ou avec des acteurs. 
Un état se caractérise par sa durée et sa stabilité, il représente une 
conjonction instantanée des valeurs des attributs d'un objet. Une transition 
représente le passage instantané d'un état vers un autre. 
Une transition est déclenchée par un événement. En d'autres termes : c'est 
l'arrivée d'un événement qui conditionne la transition. 
Diagrammes d'activités 
UML permet de représenter graphiquement le comportement d'une mé­
thode ou le déroulement d'un cas d'utilisation avec l'aide de diagrammes 
d'activités (une variante des diagrammes d'états transitions). 
Une activité représente une exécution d'un mécanisme, un déroulement d'étapes 
séquentielles. 
Le passage d'une activité vers une autre est matérialisé par une transi­
tion. 
Les transitions sont déclenchées par la fin d'une activité et provoquent le 
début immédiat d'une autre (elles sont automatiques). 
En théorie, tous les mécanismes dynamiques pourraient être décrits par un 
diagramme d'activités, mais seuls les mécanismes complexes ou intéressants 
méritent d'être représentés. 
Quelques caractéristiques des diagrammes UML 
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La structure des diagrammes UML et la notation graphique des éléments 
de modélisation sont normalisées. 
Le recours à des outils appropriés est un gage de productivité pour la 
rédaction des diagrammes UML car : 
- ils facilitent la navigation entre les différentes vues ; 
- ils permettent de centraliser, organiser, partager et synchroniser les 
diagrammes (indispensable avec un processus itératif) ainsi que faire 
des versions ; 
- ils facilitent l'abstraction par des filtres visuels ; 
ils simplifient la production de documents et autorisent ( dans certaines 
limites) la génération de codes ; 2.5 Les Design Patterns 
C. Alexander caractérise les Design Patterns de la manière suivante : ils 
décrivent un problème récurrent dans un environnement donné puis décrivent 
une solution à ce problème de manière telle que cette solution soit réutilisable 
à chaque fois qu'on rencontre le problème, sans cependant qu'elle soit deux 
fois exactement la même (6). Le cycle de vie RUP utilise les design patterns 
pour structurer l'architecture du système. 
Un Design Pattern doit toujours nommer, motiver et expliquer une so­
lution d'architecture qui solutionne un problème récurrent dans un système 
orienté objet. Par conséquent, il doit également décrire précisément le pro­
blème, sa solution et ses conséquences. Il donnera en outre des conseils d'im­
plémentations et des exemples. La solution obtenue sera donc un ensemble 
d'objets et de classes qui solutionne le problème donné (8). 
Un pattern possède en règle générale quatre éléments essentiels : 
Un nom pour le pattern qui exprime en un mot ou deux ce que le pattern 
décrit comme problème et donne comme solution. 
Le problème situe le contexte dans lequel le pattern peut être appliqué. Le 
niveau de détail souhaité va jusqu'à décrire un problème d'architecture 
comme la représentation d'algorithmes en objets. On peut y joindre, 
si c'est possible, une liste des conditions qui doivent être rencontrées 
avant de choisir et d'appliquer un pattern. 
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La solution est constituée des différents composants, leurs liens, respon­
sabilités et collaboration . Il ne s'agit pas de décrire une architecture 
particulière mais bien d'une architecture de plus ha.ut niveau, d'un mo­
dèle à appliquer à un cas particulier. 
Les conséquences expliquent ce qu'occasionne l'utilisation du pattern. Les 
conséquences de ces choix d'architecture sont cruciales car elles peuvent 
avoir un impact plus ou moins important sur le comportement du sys­
tème. 
2.6 Les diagrammes de robustesse 
Une première analyse par les schémas de robustesse, n'appartenant plus 
à UML, nous permet de mettre en évidence les différents objets du système 
à partir des Use Cases (17). Cett.e étape intermédiaire permet de dégager les 
différents objets pour construire le diagramme de classe. Ivar Jacobson dis­
tingue quatre types d'objets [10) les acteurs : objets qui correspondent à la définition des acteurs dans 
les Use Cases 
- les interfaces : objets qui permettent l'interaction entre un acteur et le 
système 
- les contrôleurs : objets dotées d'une certaine intelligence pour assurer 
l'objectjf du Use Case, on peut également introduire une structuration 
de ces contrôleurs avec une relation de composition/décomposition les entités : objets qui se chargent de stocker l'information, une base 
de données, un fichier, etc. 
La représentation de ces quatre types d'objet est 
0 0 
actor interface controller entity 
Un diagramme de robustesse exprime l'interaction de ces objets au moyen 
de liens entre ceux-ci. 
32 CHAPITRE 2. MÉTHODOLOGIE Les liens suivants sont valides - un acteur dialogue avec une interface - une interface envoie l'information à un contrôleur - un contrôleur communique avec un autre contrôleur - un contrôleur utilise une entité - un contrôleur initie une interface - un contrôleur se décompose en n contrôleurs 
2.  7 La norme 9126 La nonne 9126 proposée par l'ISO contient un modèle de qualité pouvant servir aux spécifications fonctionnelles ou non-fonctionnelles d'un système et évaluer un logiciel à acquérir. Le modèle de qualité est un ensemble de caractéristiques et des relations qui produisent les bases de la qualité des spécifications des b�ins et de la qualité d'évaluation. Le modèle est divisé en deux parties. Une première partie reprend la qua­lité interne et externe du logiciel. Une seconde partie reprend la qualité du logiciel en utilisation. La qualité interne et externe comprend six caractéristiques (functionality, reliability, usability, efficiency, maintainability, portability )2 qui peuvent en­core être subdivisées. La qualité interne est la totalité des caractéristiques du logiciel d'un point de vue intérieure : modèles statique et dynamique, code, etc. La qualité externe est la totalité des caractéristiques du logiciel d'un point de vue extérieur ( lors de l'utilisation du logiciel). La qualité en utilisation se positionne en fonction de l'utilisateur. La qualité est la capacité du logiciel à produire le résultat demandé par l'uti­lisateur. Quatre caractéristiques sont proposées : effectiveness, productivity, safety, sati.sfaction3• 2 ( fonctionnalité, fiabilité, utilisabilité, efficacité, maintenabilité, portabilité) 
3efficacit.é, productivité, sécurité, satisfaction 
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safety satisfaction Chaque personne ayant un rapprochement avec le logiciel est dite utili­sateur. Cet utilisateur a une influence sur le projet ou est influencé par le projet. Il existe plusieurs catégories d'utilisateur dites " les parties intéres­sées " 4 : les utilisateurs fina� les développeurs, lffi testeurs, le manager de qualité, les opérateurs, les mainteneurs, les demandeurs, etc. La norme 9126 propose des métriques pour les caractéristiques et sous­caractéristiques pour évaluer la qualité du produit en fonction dffi exigences. 
4stakeholders 
Chapitre 3 Description du problème étudié 
3.1 Objectif Le travail réalisé dans ce mémoire est de développer un validateur de liens. Ce travail représente aussi l'application d'une méthodologie itérative qui est une exigence soulignée dans le cahier des charges. Cette itération est l'appli­cation d'un cycle de vie portant sur un sous-système. Ce sous-système part du cahier des charges jusqu'à la mise en service en passant par la conception et l'implémentation. Ce vérificateur de lien validera des liens URL et per­mettra de consulter les données de ces validations. Ce sous-système devra aussi satisfaire aux exigences non fonctionnelles exprimées dans le cahier des charges à l'aide de la norme ISO/IEC 9126. Ce sous-système sera utilisé par un administrateur pour lancer la validation des liens et la visualisation des données engend1·ées par les validations. Certaines exigences non fonctionnelles sont requises comme la perfor­mance des temps de réponse du système pour répondre à une tâche déter­minée, la capacité du système à être maintenu, sa portabilité ou encore son efficacité. Pour les temps de réponses, notre sous-sytème doit pouvoir affi­cher les visualisations dans un temps compris entre O et 7 secondes pour une connexion avec un modem et entre O et 3 secondes pour une connexion à haut débit1. La validation n'est pas concernée par ces temps car le temps de validation dépend du nombre de ressources à valider. Pour la capacité de maintenance, il faut pouvoir détecter et analyser les pannes assez facilement. Il faut pouvoir aussi modifier le programme afin de pouvoir l'adapter et/ou le corriger. Une adaptation possible peut passer par des paramètres du pro-
1 Voir le point 3.5.3 dans le ca.hier des charges 
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3.2. ETAT DE L 'ART 35 gramme. Le langage de programmation PHP permet une grande portabilité sur différents systèmes d'exploitation. Du point de vue de l'efficacité et de la productivité, l'administrateur doit pouvoir facilement lancer une validation et lancer les visualisations des données. Ceci peut-être mesuré par le temps mis pour accomplir la tâche. Ce temps ne doit pas excéder les trois minutes comme indiqué dans le point 3.5. 7.2 du cahier des charges. 
3.2 Etat de l'art Cette validation d'url a pour but de vérifier la disponibilité de toutes les ressources proposée, par les fournisseurs de contenu2 • Ces ressources peuvent être stockées sur des pages Web (html) ou sur des sites FTP. La bibliothèque en ligne de l'université de Chicago a développé un pro­gramme (Bobcat) pour vérifier si les liens URL référencés dans leurs pages Web sont encore actifs. Les liens peuvent référencer des ressources se trouvant sur des pages Web (liens http) ou sur des sites FTP. Pour la validation des liens de ressources se trouvant sur des pages Web, ils utilisent la requête HEAD du protocole http. Cette requête permet de rapa­trier seulement les informations sur le fichier demandé et ainsi que le code d'état de http (ex : 200, 304, 404) . Ils utilisent ensuite le code d'état pour reconnaître un éventuel problème. Le code d'état reçu en réponse d'une requête HEAD3 ou GET de HTTP est l'information la plus importante. Ce code nous renseigne directement sur la disponibilité de la ressource. Nous prenons certains code d'état provenant de la norme RFC19454 pour notre système - 200 : La requête a abouti ; - 30X : La ressource ne se trouve plus à l'adresse indiquée et le serveur indique dans la réponse une liste des caractéristiques et localisations de la ressource demandée; 40X : La ressource ne peut être lue par le client pour des raisons di­verses : requête incorrecte., client non autorisé, interdit ou ressource non 
2Un fournisseur de contenu est un utilisateur proposant une ressource 
3La requête HEAD rapatrie seulement les informations concernant la ressource "Voir en annexes 
36 CHAPITRE 3. DESCRIPTION DU PROBLÈME ÉTUDIÉ existante ; - 50X : Le serveur n'a pu traiter la requête reçue. Un code 200 nous indique que la ressource existe et est accessible. Un code 300, 301 et 302 nous indique que l'URL n'est plus valide et qu'il faut avertir un administrateur capable de changer cet URL de la ressource. La réponse de la requête peut contenir le nouvel URL. Un code 400, 401, 403 et 4.04 nous indique que la ressource n'est pas ac­œsmble; soit la requête n'a pu être reconnue par le serveur (erreur 400), soit la requête du client n'est pas autorisée, ou l'authentification est mauvaise (erreur 401), soit le serveur interdit l'accès à la ressource (erreur 403) pour des raisons qu'il ne veut pas dire, soit encore le serveur n'a pas trouvé la ressourœ demandée (erreur 404). Un code 500 et 503 nous indique que le serveur a reçu une bonne requête mais qu'il ne peut la satisfaire soit à cause d'un événement inattendu (erreur 500) soit par surcharge ou erreur de maintenance ( erreur 503 ) .  Pour les ressources se trouvant sur des serveurs FTP, la tâche est plus complexe car il faut d'abord s'identifier auprès du serveur (nom d'utilisa­teur, mot de passe). Ensuite, il faut pouvoir changer de répertoire avec la commande FTP CWD ( Change Working Directory) pour avoir accès au ré­pertoire énoncé dans le lien. Si le lien correspond au répertoire et pas à un fichier contenu dans ce répertoire, alors la vérification est un succès. Dans le cas contraire, il faut savoir si le fichier existe. Pour cela, il faut demander de le rapatrier par la commande FTP RETR en créant ainsi une nouvelle connexion. Immédiatement après la connaissance de l'existence ou non du fichier grâce au code d'état renvoyé au début du rapatriement, il faut arrêter son téléchargement par la commande FTP ABOR. tout en espérant ne pas avoir pris trop de bande passante de la ligne. Pour finir, il faut fermer la connexion FTP par la commande QUIT. D'autres ressources peuvent être envisagées comme un article venant de newsgroup, un lien 'Mailto', Telnet, Gopher. Pour un article d'un newsgroup, grâce au protocole NNSP (Network News Transfert Protocol) la commande GR.OUP permet de sélectionner le groupe de discussion et la commande STAT permet vérifier l'existence d'un article. Des codes d'erreurs sont renvoyés si soit le groupe de discussion soit l'article 
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Il 'existe pas. 
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Un problème lié à leur bibliothèque en ligne était la redondance des liens. 
Sur les quelques 4900 pages Web comprenant environ 131 000 URL, 18 000 
URL étaient différents. Une table de hashing permet de lister une seule fois 
les différents URL répertoriés dans leurs pages Web. Environ 9 000 URL sur 
les 18 000 n'ont pas été retenus pour des raisons internes. Leur programme 
'bobcat' vérifie et valide le restant des liens URL entre deux et trois heures, 
ceci en prenant un lien à la fois. 
Pour la vérificationd'un plus grand nombre d'URL (plusieurs dizaines de 
milliers), ils préconisent de faire du multi-tâches, c'est à dire de lancer plu­
sieurs processus de vérification en même temps sans pour autant saturer la 
bande pa...qsan_te ni le processeur. University Florida utilise un programme 
pour vérifier les liens ; ils l'utilisent une fois par semaine. 
La plupart des vérifications se font de semaine en semaine. Cela peut 
s'expliquer par le fait que d'une part les gens calculent en semaines (donc 
décident de travailler sur leur site un jour par semaine) et d'autre part, ils 
remettent à jour leur site Internet lorsqu'ils en ont le temps, en majorité 
le week-end. Pour les sites officiels, les vérifications se font le plus souvent 
pendant les heures d'ouverture des bureaux. Nous devons donc connaitre le 
nombre de vérifications demandées par semaine ainsi que le jour de la se­
maine. La vérification devrait idéalement se faire la nuit afin de ne pas gêner 
le trafic. 3.3 Description de la disponibilité d'un URL 
D'abord URL est l'abréviation du nom anglais de Uniform Resource Lo­
cator, c'est la syntaxe employée sur le WWW pour spécifier la localisation 
physique d'un fichier ou d'une ressource se trouvant sur l 'Internet5 sous la 
forme : protocole ://serveur/répertoire/document.extension. 
Nous devons décrire les qualités de la disponibilité d'un URL pour savoir 
que mesurer lors de la phase de validation afin de correspondre le plus pos­
sible avec les attentes des utilisateurs. 
5http ://www.culture.fr/cu1ture/dg1f/ressourœs/lexiques/internet.htm 
38 CHAPITRE 3. DESCRIPTION DU PROBLÈME ÉTUDIÉ 
Bien sûr, la première qualité que doit avoir cet URL est qu'il doit rensei­
gner une ressource existante, et que celle-ci soit accessible à tout moment. 
Le résultat d'études6 menées sur le comportement des internautes lors­
qu'ils se connectent à un site web montre qu'au bout de 7 secondes, les 
visiteurs se lassent et s'en vont découvrir d'autres horizons virtuels ! 
Des études ont essayé de fixer les différents seuils de vitesse et leurs consé­
quences sur la perception des internautes. Voici les principaux: d'entre eux : 
- jusqu'à 100 ou 200 millisecondes, la vitesse est si rapide que l'oeil hu­
main perçoit les modifications comme instantanées 
- jusqu'à 1 seconde, le visiteur perçoit les temps de chargement mais il 
peut naviguer très confortablement d'une page à une autre. Ce temps 
de 1 seconde est la limite maximale " autorisée " pour les systèmes 
Intranet, au sein d'un même réseau local 
- entre 1 et 10 secondes, la sensation de lenteur augmente jusqu'à at­
teindre un niveau intolérable, qui dépend de chacun 
- au-delà de 10 secondes : le niveau " tolérable " maximum s'établissant 
en moyenne à 7 secondes, vous pouvez être certain qu'au-delà de 10 
secondes vous aurez perdu plus de 50% de vos visiteurs. 
Pour la visualisation des ressources, il est donc préférable que les sites 
web ne dépassent pas la cinquantaine de kilo-octets ( avec un modem 56K) 
afin de ne pas dépasser les sept secondes. 
La conférence du World Wide Web décrit aussi qu'un maximum de deux 
secondes est souhaité pour l'affichage d'une ressource html car au delà de <':e 
seuil, des utilisateurs commencent à trouver le temps long et quittent le site. 7 
Ceci s'applique aux internautes moyens cherchant des informations sans 
savoir si la ressource les contient. Dans notre cas, les utilisateurs du système 
sont des chercheurs et savent que la ressource en question contient des infor­
mations utiles grâœ à la description mentionnée par le fournisseur de contenu 
et validé par un administrateur. 
Donc cette étude n'est pas entièrement applicable pour notre système car 
le chercheur veut bien admettre d'attendre un peu plus longtemps pour des 
6http : //www.w3ping.fr/news/ archives/ convai.ncre.html 
7http ://www9.org/w9oorom/ Conœpts for Improood Visualization of Web Link Attri­btdes, 4.3 Acœss Tune 
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informations qu'il est sûr d'avoir. De plus, les ressources peuvent être des 
documents tels que des textes(pdf, ps, doc), tableau(xls) , images (bmp, jpg) 
qui peuvent prendre plusieurs dizaines d'octets à quelques mégaoctets. 
Nous regroupons les codes d'état de façon à mettre ensemble ceux qui pro­
duisent un même effet pour notre description de disponibilité : Nous avons 
le code 200 que nous souhaitons avoir pour tous les URL, les codes 400, 
40 1 ,  40 3, 40 4, 30 1 et 302 nous disant que la ressource n'est pas accessible 
via l'URL indiqué. Nous avons aussi les codes 500 et 50 3 par lesquels nous 
ne pouvons être sûr de la disponibilité de la ressource ; nous devrons donc 
essayer de nouveau la requête un peu plus tard. 
Nous attribuons des points aux différents regroupements afin d'avoir par 
après une métrique se rapprochant le plus possible de l'idée que les utilisa­
teurs ont sur le mot de disponibilité de la ressource : 
- 1 point pour le code 200 ; 
- 0.2 point pour les codes 500 et 50 3 ;  
- 0 point pour les codes 400, 40 1, 40 3, 40 4, 30 1, 302. 
Le temps de réponse de la requête HEAD ou GET est une donnée qui 
peut nous renseigner sur la qualité de la ligne (surcharge ou bande passante) 
pour atteindre la ressource. Plus le temps de réponse sera grand, plus l'accès 
à la ressource ( visualisation ou téléchargement) sera long et plus l'utilisa­
teur sera mécontent. Si après un certain temps nous avons pas encore reçu de 
réponse de la requête, alors nous devons associer à cet URL un code d'état 
40 4 (pour lui attribuer zéro point). 
Nous pouvons donc faire intervenir le temps de réponse dans l'attribu­
tion des points : en enlevant des points ( ou pourcentage de points) à chaque 
laps de temps dépassé (type escalier) ou à partir d'un laps de temps, nous 
diminuons les points proportionnellement en fonction du temps (pente). 
Nous mettons le premier seuil à deux secondes. Nous admettons que le 
temps entre l'envoi de la requête et la réception de la réponse a largement le 
temps de se faire en moins de deux secondes et ce avec une charge normale 
du Web. 
Au delà de dix secondes, nous considérons que la ressource est inacces­
sible et par conséquent, nous devrions donner à l'URL zéro point. 
40 CHAPITRE 3. DESCRIPTION DU PROBLÈME ÉTUDIÉ Nous adoptons la diminution des points de façon linéaire. Le graphique que nous proposons nous donne le coefficient multiplicateur en fonction du temps de réponse de la requête. Ce coefficient sera appliqué au point obtenu par les codes d'état 
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FIG. 3.1: Coefficient multiplicateur L'équation du graphique est si O <= X <= 2 alors Y = 1 si 2 < X <= 10 alors Y =  -;,1x si X > 10 alors Y - 0 5 4 Temps (S) 3.4 Stockage des données pour les statistiques 
Les données que nous allons stocker doivent nous permettre de calculer les statistiques pour chaque ressource. Plusieurs choix s'offrent à nous � nous stockons toutes les réponses des codes d'état ainsi que son temps de réponse pour chaque URL connu. 
3.4. STOCKAGE DES DONNÉES POUR LES STATISTIQUES 41 - nous stockons la moyenne des points ainsi que le nombre de réponses totales, nous pouvons aussi stocker la moyenne des temps de réponses. La première solution a comme avantage qu'on peut faire des statistiques sur les X dernières validations ou sur les X derniers mois ou dernières se­maines. Nous pouvons voir aussi le nombre de fois que chaque code d'erreur a été détecté, voir les moyennes des temps de réponses, ainsi que le nombre de fois que le temps maximum de temps de réponse a été dépassé, etc ... Mais elle a comme désavantage que le nombre d'éléments à stocker peut devenir énorme ; en effet, après un an d'utilisation avec quelques milliers d'URL et pour chacun d'eux les couples de codes d'état et leurs temps de ré­ponse, nous obtiendrions beaucoup trop de données à mémoriser pour notre application. A chaque visualisation des statistiques, il faut parcourir tous les codes état avec leurs temps de réponse et calculer le pourcentage de disponibilité. Ceci prolongera le temps de la visualisation par l'administrateur. La deuxième solution a comme avantage de stocker directement la moyenne car elle est calculée â chaque validation de l'URL : nous multiplions la moyenne des points par le nombre de validations déjà faites, nous ajoutons à ce produit le dernier point obtenu et nous divisons le tout par le nouveau nombre de validations (ancienne valeur plus un). La moyenne du temps de réponse peut être calculée de la même manière. Mais le désavantage que présente cette solution est qu'elle ne permet pas de faire beaucoup de statistique en fonction du temps. Un compromis peut se faire entre les deux solutions : avoir la moyenne des points et la moyenne du temps de réponse directement stockées et avoir aussi les données des X dernières validations opérées (X est un paramètre et nous le mettons à dix pour notre application). Ces données sont le code d'état et le temps de réponse. Grâce à ce compromis, nous pouvons avoir différentes statistiques sans pour autant mémoriser un grand nombre de données. Nous pouvons aussi stocker pour chaque URL le nombre des différents codes d'état rencontrés lors des validations. 
Chapitre 4 Elaboration et construction 4.1 Elaboration 
Pour l'élaboration, nous prendrons la notation UML, comme utilisé dans 
RUP, dont quelques diagrammes nous donnent des vues utiles à nos besoins. 
4.1.1 Diagramme de robustesse 
Nous construisons deux diagrammes de robustesse : un diagramme pour 
la validation et un diagramme pour la visualisation, afin de séparer les deux 
problèmes. Nous utiliserons deux contrôleUIS, Validator et VJSualisation, qui 
géreront chacun leur sous-système. Un contrôleur principal (Controller) gé­
rera l'interaction avec le système et l'interface de l'utilisateur. 
Pour la validation des liens URL, nous avons l'acteur Crontab, repré­
sentant une tâche automatique de l'administrateur, qui lance la validation 
via son interface. La validation a besoin de connaître les liens à valider, nous 
pouvons pour cela faire appel à deux contrôleurs ( contrôleur QueryBuilder et 
DAL) qui vont se charger de prendre ces URL dans une entité ( entité URL). 
QueryBuilder se charge de construire les requêtes et DAL s'occupe de la com­
munication avec l'entité reprenant les données. DAL est une interface d'un 
sous-système permettant de dialoguer avec une base de données. Ensuite, il 
faut valider chaque lien, pour cela nous faisons appel à un autre contrôleur 
( contrôleur Network) qui va se charger d'ouvrir et fermer la connexion avec le 
serveur hébergeant la resoource et aus.5i de faire la requête sur cette ressource 
pour avoir le code d'état. Pour avoir le temps de réponse, nous faisons appel 
à un contrôleur ( contrôleur Timer) qui nous donnera le temps du système 
en secondes avec quelques décimales. Pour notre application, une précision 
de l'ordre du dixième de seconde est suffisante (une précision plus grande 
42 
4.1. ELABORATION 43 serait imperceptible par l'utilisateur). Pour connaître le temps de réponse, nous prendrons le temps du système juste avant et après la connexion au serveur, comprenant l'ouverte du socket, l'envoi de la requête et la fermeture du socket et de voir la différence entre ces deux temps. Nous comptons le temps d'ouverture et de fermeture pour imiter un utilisateur demandant à visualiser une ressource. Une fois le temps de réponse connu et le code d'état reçu, il nous faut calculer les nouvelles moyennes de temps et de points de l'URL. Ceci sera fait par le contrôleur Statistic. Afin d'avoir un système paramétrable, nous pouvons avoir un contrôleur (ApplicationParam) qui re­cherche dans une entité (en l'occurrence un fichier) les paramètres tels que par exemple le nombre d'URL à valider, le temps maximum pour une vali­dation, etc. 
CRONTAB 
0 o � o  
Network DAL URL 
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ApplicationParam Parameters 
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FIG. 4.1: Diagramme de robustesse de la validation Pour la visualisation des statistiques d'un URL, c'est l'administrateur qui la lance via son interface. Le système doit afficher la liste des URL ainsi 
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que leurs moyennes et pour cela la visualisation s'aide du contrôleur Query­
Builder, DAL et de l'entité URL. L'administrateur pourra choisir via la liste 
affichée (nouvelle interface List) l'URL dont il veut voir les statistiques. Nous 
pouvons encore utiliser le contrôleur QueryBuilder pour faire la requête de 
rapatriement des données sur l'URL sélectionné. Pour afficher les historiques 
sous forme d'un graphique, Controller fait appel à un contrôleur (JpGraph) 
déjà existant qui est JpGraph 1.71 pour PHP 4. Les graphiques seront affi­
chés dans une nouvelle interface (interface Graphies). Nous pouvons ajouter 
un contrôleur ApplicationParam afin de connaître les paramètres comme le 
nombre d'URL à afficher par pages lors du listing des URL. 
Administrateur 
0 
JpGraph ApprtcationParam Parameters 
J \ � 0 -0 
� Em,r log 
List Graphies 
FIG. 4.2: Diagramme de robustesse de la visualisation 
Dans les deux diagrammes, nous ajoutons un contrôleur Error et une 
entité Log afin de gérer les erreurs éventuelles et de les sauvegarder. Ceci 
répond aux exigences non fonctionnelles de stabilité du système et de la tra­
çabilité des erreurs. Nous ajoutons aussi un contrôleur ApplicationParam et 
une entité Parameters afin de rendre paramétrable le système pour répondre 
aux exigences de réutilisabilité et de portabilité. Cet objet Pammeters est 
représenté par un tableau (ArrayParam) dont les indices sont les mots clés, 
exemple : 
1http ://www.aditus.nu/jpgraph/ 
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arrayParam(languageSql). 
Pour le fichier des paramètres de l'application, nous suivons le format 
établi par une majorité des fichiers ini 
- un titre reprenant un ensemble de variables est mis entre crochets ; 
- une variable est suivie d'un signe égal puis suivi de la valeur ; 
- il n'y a pas d'espace ; 
- une variable ou un titre par ligne. 







Pour le fichier contenant les erreurs survenues, le format est une ligne 
par erreur avec la d�ription de celle-ci, la date et l'heure de l'apparition 
de l'erreur. Les erreurs possibles seront essentiellement celles d'ouverture et 
d'écriture des fichiers, les accès à la base de données et les accès aux serveurs 
distant.s pour la validation. 4.1.2 Les diagrammes de classes 
Pour construire les diagrammes de classe, nous utilisons les design pat­
terns et les objets dégagés par les diagrammes de robustesse. Une première 
découpe d'architecture se fait par le modèle MVC (Model View Controller). 
Ce modèle permet de diviser le système en trois catégories : le modèle, la vue 
et le contrôleur. La vue reprend la représentation des données aux utilisa­
teurs, le modèle contient les données de l'application et le contrôleur défini la 
façon dont l'interface réagit à une entrée faite par l'utilisateur. Cette division 
du système diminue le nombre de points d'entrées des objets, donc diminue 
les dépendances, et augme.nte la réutilisabilité, la flexibilité et la compréhen­
sion du système. 
Nous avons donc une classe Interface reprenant les différentes vues, une 
classe Controller pour gérer les interactions et le reste pour le modèle ( voir 
annexe II). Comme nous pouvons déjà le voir dans les diagrammes de robus­
tesse pour les contrôleurs Validator et Visualisation, le design pattern Facade 
46 CHAPITRE 4. ELABORATION ET CONSTRUCTION peut s'y appliquer car ces deux contrôleurs représentent un point d'entrée d'un sous-système. Validator va permettre de lancer le processus de valida­tion en faisant appel à différents composants encapsulés dans le sous-système. Il en va de même avec la visualisation. Les composants ApplicationParam, Error, Querybuilder et DAL sont identiques pour le système de validation et le système de visualisation. Le Design Pattern facade permet de réduire la complexité d'un système en le décomposant en sous-systèmes [8]. Le point d'entrée d'un sous-système est appelé une façade. Les points d'entrées diminuent la communication et les dépendances entre les sous-systèmes. Cette division en sous-systèmes peut permettre une réutilisation d'un sous-système et une modification plus facile. Un objet URL reprenant ses attributs est représenté par une instanciation de DAL, exemple : mydal = new dol;. L'objet mydal contient entre autre le résultat de la dernière requête et donc peut représenter une agrégation d'ob­jets URL lorsque plusieurs lignes de la table sont affectées. Voici une description des classes avec leurs méthodes Validator : Cette classe s'occupe de la coordination de la validation des URL. La méthode validate(} instancie les classes Timer, Network, Sta­tistic, QueryBuilder et DAL et appellera les différentes méthodes afin gérer la validation. La méthode loadDal crée un objet DAL avec la configuration pour pouvoir l'utiliser. Timer : Cette classe s'occupe du temps du système pour permettre, dans notre cas, de mesurer le temps de réponse des requêtes GET ou HEAD. La méthode readTime prend le temps du système en secondes avec quelques décimales depuis le le.r janvier 1970. Nous pouvons laisser le temps mesuré dans ce format car nous ne nous occupons que de la dif­férence entre deux temps. Ces deux-ci sont le temps pris juste avant l'ouverture de la connexion sur le serveur hébergeant la ressource et le temps juste après la fermeture de cette connexion avec entre-temps la requête GET ou HEAD. Network : Cette classe s'occupe de la communication TCP /IP entre notre système et le serveur hébergeant la ressource sélectionnée afin d'obte­nir son code d'état. La méthode openSocket ouvre une connexion avec le serveur et renvoie cette connexion (socket). La méthode closeSocket ferme la connexion avec le serveur. La méthode getStatusCode émet la 
4.1. ELABORATION 47 requête pour obtenir le code d'état de la ressource. Pour le protocole FTP, il faut monter jusqu'au bon répertoire puis de vérifier si le fichier existe. Le c.ahier d€8 charges nous limite aux protocol€8 HTTP et FTP. Statistic : Cette classe s'occupe de mettre à jour les valeurs d'un URL après sa validation. La méthode calcul.ateNewData calcule le point ob­tenu en fonction du code d'état reçu et du temps de réponse en s'aidant dans la méthode cakulateCoejJ, met à jour le nombre de code d'état 200 ou 404 reçu, le nombre de validations effectuées, les moyennes des points obtenus et du temps réponse. La méthode cal,culateCoejJ calcule le coefficient à appliquer en fonction du temps de réponse : plus temps de réponse est long, plus le coefficient diminue (Voir le graphique du coefficient multiplicateur : Fig 3.1). ApplicationParam : Cette classe s'occupe de connaître quels sont les pa­ramètres à appliquer dans le souci de faire un système paramétrable et à partir de quel URL il faut commencer la validation. La méthode getPammeters ouvre le fichier contenant les paramètres, parcourt le fichier, met les paramètres dans un tableau et referme le fichier. La mé­thode getLastldUrlValidated ouvre le fichier contenant les paramètres, indique quel est le dernier URL validé lors de cette validation et referme le fichier. Error : Cette classe s'occupe de gérer les erreurs qui peuvent éventuelle­ment survenir. La méthode displayErrorMessage fait une demande de notification d'une erreur en fonction du type d'erreur reçu et fait une demande de stockage de l'erreur grâce à la méthode writeError. La no­tification se fait par une demande d'affichage à l'écran. QueryBuilder : Cette classe s'occupe de construire les requêtes SQL pour la base de données. Le cahier des charges nous limite à la base de don­nées à MySQL. DAL : Cette classe s'occupe de la communication avec la base de données et d'y soumettre les requêtes. Cette classe est déjà existante2. Avant de soumettre une requête, il faut sélectionner le langage SQL avec la mé­thode selectDriver{}, DAL permet de choisir entre MySQL, PostGres et Msql. Ensuite il faut choisir le nom d'utilisateur et le mot de passe par 
2http ://dal.sourœforge.net 
CHAPITRE 4. ELABORATION ET CONSTRUCTION l'intermédiaire des configurations : selectConfigumtion(}. Il nous reste à sélectionner la base de données concernées par les futures requêtes selectDatabase (). JpGraph : Cette classe3 s'occupe de générer des graphiques pour la visuali­sation des statistiques. Nous donnons les différentes valeurs (ordonnées) et JpGmph construit le graphique et le sauvegarde sous forme de fichier png. Lors de l'affichage des statistiques d'un URL, nous demanderons d'afficher cette image. 
3http ://www.aditus.nu/jpgraph/ 
4.1.  ELABORATION 49 4.1.3 Les diagrammes de séquences Pour construire un diagramme de séquence, nous partons des scénarios principaux indiqués dans les Use Cases (voir annexe I). Les objets sont les différentes classes générées par le diagramme de classe. Pour le diagramme de séquence de la validation et de la visualisation, nous n'avons pas mis la gestion des erreurs afin de ne pas surcharger le diagramme. Les erreurs peuvent arriver dans les classes Network, ApplicationParam et DAL. Nous voyons aussi que les boucles ne sont pas représentées. Une boucle possible est celle pour la validation de n URL ; cette boucle débute, pour chaque URL par rappel à la méthode readTime pour la capture du temps avant l'ouverture d'un socket jusqu'à la demande de la mise à jour de cet URL dans la base de données (voir le diagramme de séquence). Les flèches en trait plein sont des appels de méthodes et celles en trait discontinu sont les retours des méthodes rapportant les informations. 4.1.4 La base de données Présentation Comme nous avons vu dans le point Stockage des données pour les sta-tistiques, il faut enregistrer certaines données appartenant aux URL : - l'adresse de la ressource ; - la moyenne des points obtenus ; 
- la moyenne du temps de réponse ; - le nombre de fois que l'URL a été validé ; - le nombre de codes d'état 200 et 404 reçus ; l'historique des dix dernières validations. L'historique reprend le code d'état, le temps de réponse, la date de la validation et le point obtenu. Comme nous voulons que le système soit réuti­lisable et donc dans un certain sens paramétrable pour pouvoir s'adapter à des exigences autres, il nous faut pouvoir changer le nombre d'historiques sans pour autant modifier la table, c'est à dire que nous ne pouvons pas avoir les historiques sous forme d'attribut ( sinon il faudrait ajouter ou supprimer des attributs à chaque modification du nombre d'historiques). Une solution pour résoudre ce problème consiste à placer les historiques dans une autre table à six attributs : le premier contenant l'identifiant tech­nique, le deuxième pour un nombre identifiant de la ressource dans l'autre 
50 CHAPITRE 4. ELABORATION ET CONSTRUCTION table pour savoir à quel URL l'historique appartient, le troisième pour le code d'état, le quatrième pour le temps de réponse, le cinquième pour la date de validation et le sixième pour le point obtenu lors de cette validation. Les historique.s sont représentés en ligne et ainsi donc il y aura au maximum dix occurrences pour une référence d'un même URL. Une représentation de la base de données se trouve en annexe IV. Si nous voulons modifier le nombre d'historiques à mémoriser, il suffit de modifier le nombre acceptable d'occur­rences dans cette table. Grâœ à la date de la validation ou à l'identifiant, nous pouvons supprimer les validations les plus anciennes. Le nombre d'his­toriques à gérer se trouve dans le fichier des paramètres de l'application. A chaque fin de validation d'un lien URL lors de l'insertion dans la table des historiques, nous devons vérifier si le nombre d'occurrences n'est pas su­périeur au nombre voulu. Si c'est le cas, nous effaçons l'historique le plus ancien. 
Détails des requêtes Les requêtes suivantes permettent de créer les tables url contenant les données principales des URL et des historiques CREATE TABLE url {id_ url INT{10) not null AUTO_ INCREMENT PR/MARY KEY,url CHAR{100) not null,averageUrlPoint FLOAT not null, avemgeUrlResponseTime FLOAT not nul� numberUrl­Validation int{10) not null, numberOJCode200 INT{10} not null, numberOJCode,f.0,f. INT(10} not null} CREATE TABLE historie {id_ valid INT{10} not null AUTO_INCREMENT PR/MARY KEY, id_ url INT{10} not null, statusCode INT{3} not null, responseTime FLOATnot null,date Valid DATE not null,point FLOAT) Pour la visualisation, il nous faut une requête qui puisse nous lister les URL ainsi que leurs données principales4 par ordre croissant de la moyenne des points et ce en affichant par tranche de n URL par page5• Pour pouvoir afficher N URL par page, nous pouvons prendre un système de numéro de pages pour connaître la tranche des URL à afficher. Si par exemple nous 
4Les données principales reprennent les valeurs contenues dans la table urL 
5n est un paramètre contenu dans le fichier des paramètres de l'application. 
4.1. ELABORATION 51 voulons trente URL par page pour l'affichage et nous voulons afficher la troisième page, la requête SELECT * FROM url ORDER BY averogeUrlPoint LIMIT 60,30 donnera le résultat voulu. url est la table contenant les données, ORDER BY averageUnPoint permet d'avoir les résultats par ordre croissant de la moyenne des points des URL et LIMIT 60,30 permet de n'avoir que les trente premiers résultats mais à partir du soixantième de la liste ; soixante a été trouvé en faisant la page voulue moins un puis multipliée par le nombre de résultats voulus par page : (3-1)*30. Après que l'administrateur eût choisi la bonne page et sélectionné l'URL voulu, il faut prendre l'historique de l'URL contenu dans la table historie. Nous connaissons donc id_ url de l'URL sélectionné, ainsi nous avons la requête suivante SELECT * FROM historie WHERE id url = idurl ORDER BY dateValid Le OROER BY dateValid permettra d'obtenir les résultats dans un ordre croissant de dates afin de faciliter la mise en graphique. Nous affichons aussi les données principales de l'URL. Pour cela, nous préférons utiliser une re­quête pour reprendre les données principales plutôt que d'utiliser des va­riables de sessions entre les deux interfaces ( cela augmente la complexité de l'implémentation. Pour la validation, il faut pouvoir prendre les informations6 des N URL à valider. Le fichier des paramètres de l'application contient le numéro du dernier url validé de la dernière validation : idLastValidateUrl. Prenons une variable idToStart =idLastValidateUrl + 1 pour la requête suivante avec n étant le nombre d'URL à valider pour cette validation : SELECT * FROM url WHERE id url >= idToStart ORDER BY id url LIMIT n Il ne faut pas oublier que si nous sommes arrivés à la fin des URL donc au maximum du numéro identifiant des URL (id_ url), il faut revenir au début pour continuer la validation. Une requête pour connaître le numéro maximum est donc souhaitable pour savoir jusqu'où nous pouvons aller : SELECT max{id_ url) FROM url Si nous devons repartir au début de la table pour la validation, idToStart sera mis à zéro avant de lancer la requête pour prendre les N URL. Une fois qu'un url a été validé, il faut mettre à jour la table url avec les nouvelles moyennes calculées, le nombre de validations effectuées et le 
6Les informations contenues dans la tahle url suffisent. 
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nombre de code d'état reçus (et éventuellement le nombre de 200 ou 404 
reçus). La reqt.ête suivante effectue la mise à jour : UPDATE url SET avemgeUrlPoint = newAvemgeUrlPoint, ave­rage UrlllesponseTime newAverage Urlllesponse Time, numberUrl­Validation - newNumberUrlValidation, numberOJCode200 = new­NumberOJCode200, numberOJCode,f.0,f. = newNumberOJCode,f.04 WHERE id url = idurl. 
Ensuite, il faut ajouter dans la table historie les résultats de cette vali­
dation de l'URL. La requête suivante effectue cet ajout : INSERT INTO historie {'id_ valid ', 'id_ url ', 'statu.sCode ', 'respon­seTime ' 'dateValid' 'point' 1 VALUES {" 'id url' 'statu.sCode' 'res-, , / , _ , ' ponseTime ', 'date', 'point '). 
Nous pouvons remarquer que nous n'avons pas mis de valeur pour le 
champ id_ valid car ce champ est une incrémentation automatique induite 
par MySQL lors de la création de cette table7 • 
Il faut vérifier après l'insertion dans la table historie que le nombre d'his­
toriques pour cet URL ne soit pas plus grand que le nombre indiqué dans le 
fichier des paramètres de l'application. Le nombre d'historiques pour cet URL 
correspond au nombre d'occurrences dans la table ayant le même id_ url. La 
requête suivante permet de recevoir la liste avec les données pour un même id_ url : SELECT * FROM historie WHERE id url = varl ORDER BY dateValid . Le ORDER BY date permet de présenter les résultats par ordre crois­
sant. En sachant le nombre d'occurrences grâce à la requête précédente et le 
nombre d'occurrences souhaité, il suffira s'il y a lieu de supprimer les lignes 
en trop en reprenant par le début. La requête suivante permet d'effacer les 
lignes dont la date de validation est inférieure à une date qui correspond à 
la Xième validation avec X étant le nombre d'historiques à mémoriser : DELETE FROM historie WHERE id url var1 AND date Valid < var2. 
Exemple : dans la validation précédente, un historique des dix dernières va­
lidations était indiqué. Dans cette validation, nous avons modifié ce nombre 
pour le mettre à cinq. Donc nous aurons à la fin d'une validation d'un URL, 
un ajout dans l'historique qui portera le nombre d'occurrences à onze. Nous 
faisons la différence entre le nombre d'occurrences avec le nombre souhaité : 
7Voir la requête de la création de la table 
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1 1  - 5 = 6. Nous constatons que nous avons six occurrences en trop, donc â 
supprimer. Nous prenons la septième réponse de la requête précédente (ré­
ponse triée par date) , nous prenons sa date et nous pouvons alors effectuer 
la suppression de toutes les validations dont la date est inférieure à celle-ci . 
Il restera donc cinq occurrences comme souhaités. 
Une deuxième suppresmon peut être envisagée mais cette fois en fonction 
de l'identifiant de la table historie. Cette suppression permet d'effacer les his­
toriques en trop non supprimés par la suppression précédente ( au cas si un 
même URL a été validé plusieurs fois à la même date). En effet, la suppres­
sion par date supprime les historiques dont la date est strictement inférieure 
à la Xième et donc ne supprimera pas tous les historiques supplémentaires. Il 
faut donc prendre tous les historiques pour un même URL mais classés par 
id_ valid, prendre le dernier id_ valid correspondant au dernier historique à 
mémoriser puis supprimer les historiques de l'URL dont les identifiants sont 
inférieurs. Dans ce cas, nous faisons l'hypothèse que l'incrémentation lors des 
ajouts est monotone croissant. Cette hypothèse est vérifiée dans la plupart 
des cas mais en est-il ainsi lorsque l'identifiant arrive à son maximum et qu'il 
y a eu des suppressions laissant des identifiants non utilisés ? 
Nous avons donc comme requête de sélection avec varl pour l'URL sélec­
tionné : 
SELECT * FROM historie WHERE id url = var1 ORDER BY 
id valid . 
Puis comme suppression avec var2 (identifiant du dernier historique à 
mémoriser) 
DELETE FROM historie WHERE id url = var1 AND id valid 
< var2. 
4.1.5 DAL 
Database Abstraction Layer8 permet d'avoir accès à la base de données 
de façon transparente, il suffit d' indiquer la location de la base de données, 
quel est son type, sous quel nom nous voulons nous connecter ainsi que le 
mot de passe. Ces paramètres se trouvent dans le fichier de configuration de 
DAL. DAL s'occupe de créer les connexions avec la base de données ,il nous 
suffit simplement de donner les requêtes et DAL nous renvoie les résultats. 
8http :/ /dal..rourœfurge.net 
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Nous avons besoin des méthodes sel,ectDriver(string driverName), sel,ect­Database{string database} et executeQuery(string query) pour utiliser la base 
de données. 
4.2 Implémentation des modules 
4.2.1 ApplicationParam 
Avec la méthode getParameters, nous parcourons le fichier pour mettre 
les paramètres de l'application sous forme de tableau. Le mot à gauche du 
signe égal représente le nom de la variable et est une clé du tableau. Le 
mot ou le nombre à droite du signe égal est la valeur de la variable. La mé­
thode setLastldValidated appelle la méthode getParameters pour mémoriser 
les paramètres, change la valeur du dernier URL validé et ensuite reconstruit 
entièrement le contenu du fichier. 
4.2.2 Controller 
La méthode main permet de sélectionner le type de service : une valida­
tion, un affichage de la liste de N URL ou un affichage des historiques d'un 
URL. Les méthodes dmwList et dmwGmphic permettent de construire les 
pages HTML pour les visualisations. 
4.2.3 Error 
La méthode displayErrorMessage permet de construire le message d'er­
reur en fonction du type d'erreur et gère le message. La méthode writeError 
permet d'écrire l'erreur dans un fichier en indiquant la date et l'heure de 
l'apparition de l'erreur. 
4.2.4 JpGraph 
La méthode constructGroph construit un graphique en partant des va­
leurs des points des historiques. Le graphique est sauvegardé dans le fichier 
image.png dans le répertoire 'jpgraph_ cache' car retourner le graphique et 
l'afficher à partir de la classe Controller engendre des erreurs dans le flux de 
données {voir www.aditus.nu/jpgraph). 
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4.2.5 Network La méthode openSocket ouvre des connexions sur les serveurs hébergeant les ressources. Il nous faut remplacer les espaces par le caractère %20 ( mé­thode removeSpace). Pour le protocole FTP, il faut prendre le nom d 'utilisa­teur et le mot de passe pour s'authentifier auprès du serveur ; les deux noms se trouvent dans le string host. La méthode closeSocket ferme la connexion en fonction du type de celle-ci : HTTP ou FTP. getStatusCode émet la requête GET pour une connexion HTTP et recueille le code d'état émanant du ser­veur. Nous utilisons la requête GET car certains serveurs n'acceptent pas de recevoir une requête HEAD et renvoient un code d'état de la famille des 300 ou 400. La requête GET télécharge la ressource entièrement mais dans notre implémentation, nous arrêtons ce téléchargement en fermant la connexion dès que nous avons obtenu le code d'état. Pour une connexion FTP, nous utilisons la méthode de PHP pour arriver dans le répertoire contenant la ressource.Ensuite, si la ressource est le répertoire lui-même ,il faut renvoyer le code d'état 200. Sinon il faut vérifier si la ressource est dans ce répertoire ; pour cela nous listons le répertoire. Si le fichier apparaît dans la liste ,nous mettons le code d'état à 200, sinon le fichier n'existe pas et le code d'état est mis à 404. Le serveur distant peut donner le chemin complet dans la liste des fichiers contenus dans le répertoire ou les noms des fichiers uniquement. La recherche portera donc sur le nom (simple) ou sur le nom avec le chemin complet. 
4.2.6 QueryBuilder Toutes les méthodes renvoient un string contenant la requête appropriée avec les valeurs souhaitées. 
4.2. 7 Statistic La méthode calculateNewData calcule les nouvelles données de l'URL et renvoie le nouvel objet URL sous forme de tableau. La méthode calculateCoeff calcule le coefficient à appliquer au point en fonction du temps de réponse et des tolérances renseignées dans le tableau des paramètres de l'application. 
4.2.8 Timer La méthode readTime lit l'horloge du système en seconde à partir du premier janvier 1970 avec quelques décimales. Nous laissons le temps dans 
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ce format car nous faisons une différence de temps par après. 4.2.9 Validator 
La méthode validate gère la validation des URL. Elle reçoit le tableau 
des paramètres de l'application pour effectuer la validation. Nous prenons le 
temps du système au début de la validation afin de s'arrêter après le temps 
maximum de validation indiqué. Nous commençons d'abord à charger le sys­
tème DAL afin de pouvoir dialoguer avec la base de données. Pour les liens 
à valider1 nous commençons à la suite du dernier URL validé en prenant les 
n URL suivants. Si nous sommes arrivés à la fin de la table des URL, il faut 
recommencer à partir du début, la méthode getMa:xld sert à cela. 
Pour chaque URL à valider, nous remettons en forme le lien en changeant 
les backslash en slash, nous séparons le lien de la forme 
http ://www.aaa.com/bbb/ccc.pdf pour avoir le protocole (http), l'hôte 
(www.yyy.com) et le chemin (/bbb/ccc.pdf). Puis nous ouvrons une connexion 
sur le serveur hébergeant la ressource, nous soumettons la requête pour avoir 
le code d'état et nous refermons la connexion. Un deuxième test pour re­
cueillir le code d'état est lancé dans le cas où le code d'état du premier test 
est différent de 200 ou 40 4. Dans ce deuxième test, nous ajoutons au chemin 
le caractère slash (/) car si la ressource renseigne un dossier et non un fichier 
et qu'il manque le slash à la fin, le premier test nous indiquera un code d'état 
de la famille des 300. Ce deuxième test sert donc à corriger la syntaxe du 
lien dans le cas ou œlui-ei est un répertoire. 
Une première possibilité a été soulevée en analysant la dernière partie du 
chemin : si cette partie contient un caractère point (.), celle-ei renseigne alors 
un fichier avec son extension. Malheureusement, un répertoire peut contenir 
des points dans son nom, comme par exemple /home/fichier.pdf/. Les va­
leurs du deuxième test, s'il a lieu, seront les valeurs mémorisées. Une fois le 
code d'état et le temps de réponse reçus, nous pouvons calculer les nouvelles 
valeurs de l'URL avec l'appel de la méthode calculateNewData. 
Nous mettons ensuite à jour ces nouvelles valeurs dans la table et nous 
ajoutons dans l'historique les valeurs de cette validation. Par après, nous 
devrons effacer les historiques excédants. Cette technique est expliquée dans 
le point "La base de données". A la fin d'une validation d'un URL, nous 
prenons le temps-système et nous le comparons avec le temps de départ 
incrémenté du temps de validation. Si le temps est dépassé alors il faut arrêter 
la validation, sinon nous pouvons continuer la validation avec le prochain lien. 
4.2. IMPLÉMENTATION DES MODULES 57 4.2.10 Visualisation La méthode visualize lance en fonction du type de service soit l'affichage de la liste des URL, soit l'affichage des historiques. Pour l'affichage de la liste, la méthode renvoie un objet DAL contenant la liste des URL à afficher. Pour l'affichage des historiques, la méthode renvoie un tableau contenant trois ob­jets DAL. Le premier présente les données principales de l'URL sélectionné, le deuxième et le troisième sont identiques et contiennent les historiques de l'URL. Le deuxième objet sera utilisé pour acquérir les points destinés à construire le graphique et le troisième pour afficher les données des histo­riques. 
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Pour produire les jeux de tests d'acceptation, nous avons utilisé les cas 
d'utilisation, le système devant répondre aux attentes des utilisateurs. Les 
exigences non fonctionnelles font bien sûr partie des exigences. 
Afin de faciliter les tests, nous avons développé une interface graphique 
permettant d'une part de lancer une validation et d'autre part une visualisa­
tion. Cette interface ne fait pas partie des exigences car le système que nous 
avons développé est censé être intégré dans un système plus large fournissant 
les interfaces nécessaires. Une première fenêtre nous donne le choix entre le 
lancement d'une validation et le lancement de la visualisation. 
Pour le choix de la visualisation des historiques d'une ressource, nous 
avons une liste des liens avec le nombre voulu de liens à afficher mentionné 
dans le fichier des paramètres de l'application. Cette liste est triée dans l'ordre 
croissant de la moyenne des points obtenus. Lorsque nous cliquons sur l'URL 
choisi, une nouvelle fenêtre apparaît avec les historiques des X dernières va­
lidations ainsi et le graphique associé. Si nous modifions le nombre d 'his­
toriques à mémoriser et que nous reprenons une visualisation d'historiques, 
cette visualisation porte bien sur le nombre d'historiques demandé. 
Pour valider le test de validation de liens, nous lançons une validation et 
nous affichons chaque URL pris avec leurs données principales après la mise à 
jour ainsi que le code d'état et le temps de réponse. Nous constatons que les 
liens existant reçoivent un code d'état 200 dans un temps très court ( quelques 
dixièmes de secondes). Différents types de liens ont été insérés dans la base 
de données : lien vers un fichier et un répertoire avec le protocole http ou 
FTP, lien vers un site HTTP ou FTP sans chemin, lien vers des gros fichiers. 
Plusieurs exigences non-fonctionnelles du cahier des charges interviennent 
dans notre sous-système de validation : Efficiency, Maintainability, Portabi­lity et Reusability. 
4.3.1 Efliciency 
Pour cette exigence non-fonctionnelle, la métrique du temps de réponse 
d'une tâche (temps entre la soumission de l'action et la réponse, exemple : 
lancer la visualisation des historiques et l'apparition de la page correspon­
dante), ne doit pas dépasser le temps précisé dans le point 3 . 5. 3. 1  du cahier 
4.3. INTÉGRATION ET TESTS : CHOIX DES TESTS 59 des charges. Ce point reprend les temps de réponse moyens et maximum pour que le système réponde à une tâche déterminée. Le temps d'affichage de la liste ou des historiques doit avoir une moyenne de 0.8 seconde pour une connexion â haut débit et 2.4 secondes pour une connexion par modem. Le temps d'affichage maximum ne doit pas dépasser 3.3 secondes pour une connexion à haut débit et 7. 7 secondes pour le modem. Première constatation, la taille du code affiché pour la visualisation des historiques des dix dernières validations ne dépasse pas les six kilo-octets avec le graphique. Donc le téléchargement pose peu de problème de temps dans le cas d'une connexion par modem et encore moins avec une connexion à haut débit. Il faut ajouter à ce temps de téléchargement le temps de création de cette page : les différents accès à la base de données, création du graphique, temps de calcul, etc. Le plus simple pour mesurer le temps global d'une visua­lisation des historiques est de se placer comme un administrateur à distance avec une connexion à haut débit ( une demi seconde à une seconde dans le temps total peut différer par rapport à une connexion par modem puisque la taille est inférieure à six kilo-octets) ;à distance car une des exigences est qu'un administrateur peut faire cette visualisation de chez lui s'il le désire. Nous chronométrons le temps entre le lancement de la visualisation des his­toriques et l'affichage de la page. Le test de la visualisation des historiques se fera en lançant dix fois à la suite une visu.alisation quelconque d'un URL et en répétant ceci à des moments différents de la journée. 
Les tests ont été effectués le jeudi 29 août 2002 à lOH00, 14H00 et 18H00. Le tableau reprend les données avec les moyennes calculées. Nous constatons que les trois moyennes sont équivalentes et sont légère­ment supérieures à la moyenne préconisée (1 seconde pour une connexion à haut débit) dans l'exigence non-fonctionnelle de Efficiency (voir annexe V). Mais les moyennes sont bien en-dessous du maximum acceptable (3 secondes). Pour la visualisation de la liste des URL, nous avons pris le temps d'affichage â chaque début des tests et nous avons une moyenne de 1.11 seconde. Nous pouvons alors admettre que l'exigence est satisfaite. 
4.3.2 Maintainability Nous avons pour cette exigence deux métriques (s'appliquant à notre sys­tème) à respecter : Analysability et Afodifiability (voir annexe V). 
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Analysability Pour le critère de capacité d'analyse d'une panne, la classe Error permet d'archiver les erreurs survenues dans le fichier Log.txt indiquant le moment de l'erreur et une description p01rr remédier à la panne. Ce fichier nous a servi à identifier les erreurs lors des tests de compilation. 
Modifiability Pour le critère de modifiabilité du logiciel, la découpe en classe et son architecture avec les Design Patterns permettent de dissocier les services dif­férents du système et de comprendre les relations existant entre ces classes. Chaque classe reprend une spécificité et permet donc une plus grande facilité de modifications aux bons endroits ; grâce aux fonctions et leurs spécifica­tions, il est aisé de comprendre le raisonnement des algorithmes et donc de les modifier ou de les compléter. 
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Le système est adaptable sur différents systèmes d'exploitation à condi­
tion que ceux-ci disposent d'un serveur Apache et de l'interpréteur PHP ainsi 
qu'un serveur SQL pour gérer la base de données. Le système a été développé 
et testé sous Windows 98 deuxième édition1 Windows NT4 et Linux. Le sys­
tème accessible par le WEB : www.œtic.be/]dubus/lancement.html. 
Il n 1y a aucune contrainte sur le type de browser utilisé pour une visualisation 
des historiques. 4.3.4 Reusability 
Le mainteneur peut facilement modifier les paramètres de l'application 
grâce au fichier ApplicatwnParam. ini afin de permettre une réutilisation du 
logiciel. 
P lusieurs tests ont été effectués sur les changements de paramètres et leurs 
impacts sur le logiciel. Le nombre de liens validés est exactement le nombre 
mentionné dans le fichier des paramètres ; le nombre d'historiques ne dépasse 
jamais le nombre mentionné, le nombre de liens affichés dans le listing corres­
pond bien au nombre mentionné sauf bien sûr la dernière page dans laquelle 
le reste des liens est affiché1enfin le coefficie.nt à attribuer au point obtenu est 
bien fonction des seuils de temps de réponse (urlTimeout et tolerateRespon­
seTime). 
De plus, des nouveaux paramètres peuvent être ajoutés dans ce fichier 
(extension future du logiciel). Si ces nouveaux paramètres suivent la syn­
taxe du fichier, ceux-ci pourront être accessibles dans le programme par le 
t.ableau des paramètres généré lors de l'appel de la fonction getParameters 
et ceci sans aucun changement dans le programme. De plus, comme le code 
PHP est interprété1 après une modification d'un ou plusieurs paramètres, le 
code est directement exécutable augmentant ainsi l'exploitabilité du système. 
Chapitre 5 Conclusion Le sous-système de validation de liens URL et de visualisation des hls-­toriques répond bien aux différentes exigences demandées dans le cahier des charges. Ces exigences sont développées dans les Use Cases et ceux-ci servent par après de tests d'acceptation à la fin du développement du produit afin de le valider. Le sous-système peut se manipuler comme un module pouvant s'adapter à d'autres exigences grâce d'une part à son caractère paramétrable représenté par le fichier ApplicationPamm.ini. D'autre part sa découpe en composants permet à des modifications ou à des extensions de se faire sans grande diffi­culté. La méthode de développement du Unified Process est itérative et in­crémentale. L'itération consiste à décomposer le système en plusieurs sous­systèmes et l'incrémentation consiste à ajouter les différents sous-systèmes afin de former le système global. Le modèle itératif permet de développer un sous-système et de voir les problèmes plus tôt et que nous pourrions rencontrer dans les autres sous­systèmes. Le cahier des charge.s peut être modifié pour remédier à ces pro­blèmes1 toujours en accord avec les exigences fonctionnelles et non-fonctionnelles du logiciel. Ces itérations permettent de diminuer les risques liés à la taille du projet ou encore à sa complexité. La méthode de développement du Unified Process utilise UML et les De­sign Patterns. UML est langage de modélisation assez répandu et utilisé par un grand nombre de développeur. Les Design Patterns permettent de structu­rer l'architecture de certaines parties du système en se basant sur l'expérience de nombreux projets antérieurs. 
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Dans notre cas, c'est le Design Pattern facade que nous avons utilisê 
pour rassembler les sous-systèmes et d'avoir une interface pour chaque sous­
système. Ainsi nous avons un point d'entré.e aux diffé.rents sous-systèmes tels 
que celui de la. validation, celui de la visualisation et celui du DAL. Cette 
décompostion permet une vue plus claire et une meilleure compréhension du 
logiciel, ce qui sous-entend des facilités en cas de modifications ultérieures. 
Chaque Design Pattern a sa spéficité d'utilisation donnant une architecture 
fréquemment utilisée dans le cas recherché. 
La méthode de développement du Unified Proœss s'applique normale­
ment sur des gros projets. Cette méthode gère aussi bien le développement 
du logiciel que le planning des différents processus et des ressources ainsi que 
leurs budgets. Il est œ.rtain que pour notre sou..c;;-syst.ème de validation de 
liens URL, nous n'avons pas utilisé la gestion des budgets et peu utilisê la 
gestion des ressources. 
Nous avons utilisé dans le langage UML quelques diagrammes nous appa­
raissant utilent pour concevoir le logiciel : le diagramme des cas d'utilisation, 
le diagramme de cl� et le diagramme de séquence. Ces trois diagrammes 
suffisent. pour développer un sous-système car ils reprennent les exigences 
du logiciel, la découpe en classe et la chronologie des interactions entre ces 
classes par les appels de méthodes. Les autres diagrammes ne produisaient 
pas d'informations inconnues primordiales pour le développement de notre 
sous-système. 
Le diagramme de robustesse nous aide à dégager les différents objets que 
nous aurons besoin et à modéliser le système par un haut niveau d'abstrac­
tion pour mieux le comprendre grâce aux quatre types d'objet : les acteurs, 
les interfaces, les contrôleurs et les entités. Il est déjà possible à ce stade 
d'intégrer les Design Patterns afin de structurer le diagramme de classe qui 
en découle. 
Un des points où il faudra apporter de l'attention lors de l'intégration 
du système de validation au Resources Manager ou à un autre système est 
celui de la base de données. En effet, la base de données contient les liens à 
valide.r qui doivent venir, dans notre cas, de la. validation de.s res...<:i0urces dans 
le système global par un administrateur. Ces ressources sont proposé.es par 
les fournisseurs de contenu. 
Futures works. 
Des fonctionnalités peuvent être apportées à notre système de validation 
64 CHAPITRE 5. CONCLUSION telle que dans la notification, dans les protocoles utilisés ou un notificateur lorsque une moyenne des points d'un URL passent en-dessous d'un seuil. Dans l'état actuel, la notification d'un problème se fait par un fichier Log.txt reprenant le type d'erreur et le moment à laquelle l'erreur s'est produite. Nous pouvons envisager d'autres types de notification telles que la notifica­tion par mail à l'administrateur ou encore par SMS (Short Message Service) en indiquant l'erreur afin d'avertir rapidement le ou les administrateurs. Nous pouvons aussi ajouter des protocoles pouvant accueillir des res­sources telles que des articles venant de newsgroup, un lien 'Mailto', Telnet. Pour cela, les modifications se feront dans la classe Netuiork tout en respec­tant les spécifications des méthodes afin de rester compatible avec le reste du système. L'insertion d'un notificateur qui avertit un administrateur lorsque qu'un seuil franchi. Des seuils comme la moyenne des points, sur un écart-type de la moyenne des points, sur une fréquence de mauvais points. 
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GLOSSAIRE 
Architecture ( 1 2] : structuration du système à développer en un ensemble 
de c.ompœantes ayant entre elles des relations bien définies possédant cer­
taines propriétés requises et respectant certaines contraintes. 
Artefact ( 10] : Partie d'information utilisée ou produite lors du processus 
de développement d'un logiciel. L'artefact peut prendre la forme d'un modèle 
d'architecture, d'une description, d'une documentation, etc. 
Design Pattern ( 10) : pattern architectural définissant une structure ou 
un comprtement spécifique. Solution courante à un problème courant dans 
un contexte donné. 
Exigence fonctionnelle ( 10) : exigence spécifiant une action qu'un système 
doit être capable d'effectuer. Elle dérive directement des demandes des utili­
sateurs ou d'une norme, d'une spécification ou tout autre document. 
Exigence non fonctionnelle ( 10] : exigence spécifiant des propriétés du sys­
tèmes, telles que les contraintes liées à l'environnement et à l'implémentation, 
les exigences en matière de performance, de dépendances de plate-forme, de 
facilité de mainetance, d'extensibilité et de :fiabilité. 
Itération ( 1 2] : ensemble d'activités menées en fonction d'un plan de l'ité­
ration. C€ci peut être un mini-projet ou l'application d'un cycle de phases à 
l'intérieur d'un projet ou d'un mini-projet. 
mini-projet complet [ 1 2) : cela commence par la planification et le défini­
tion du cahier des charges et se termine par la livraison (interne ou externe) 
d'une version du produit. 
Pattern [ 1 4] : description nommée d'un problème et d'une solution qui 
indique quand et comment appliquer la solution à de nouveaux contextes. 
Phase ( 10] : espace de temps séparant deux jalons majeurs d'un processus 
de développement, durant lequel on réalise un ensemble d'objectifs. 
Qualité ( 1) : aptitude à être en conformité avec les exigences établies dans 
le cahier des charges. 
UML ( 1 4) : (Unified Modeling Language) langage de modélisation stan­
dard pour le logiciel : langage de visualisation, de spécification, de construc-
66 CHAPITRE 5. CONCLUSION tion et de documentation des artefacts d'un système à forte composante logicielle. 
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1 .  Spécification de Cas d 'Uti l isation : Val ider les d isponi bi l ités des URL. Nom du Cas d'Utilisation 
Valider les disponibilités des URL. 
1 . 1  Brève Description 
Le système lance l e  validateur d'URL (Unified Resource Locator) portant sur un 
nombre de liens (paramètre). Ce lancement se fait à une certaine heure (TBD) afin 
de ne pas encombrer la bande passante pendant les heures d 'ouverture des 
bureaux. Pour chaque URL, il faut enregistrer l 'état de la réponse ( code d'état du 
HTTP) et le temps de réponse afin de faire des statistiques sur les liens. 
2. Flux d 'événements 
2.1 Flux de base 
1 .  La crontab lance le processus de validation de liens. 
2. Le processus de validation entre en communication avec la base de données et 
prend un certain nombre (paramètre) de liens à valider ( données principales 
des URL). 
3 .  Le processus de validation vérifie un  lien et recalcule la moyenne des points, 
met à jour les données principales et enregistre comme historique les valeurs 
de cette validation (code d'état, temps de réponse, la date et le point obtenu) 
4. Retour au point 2 pour prendre le lien suivant. 
2.2 Flux alternatifs 
2.2.1 Accès à une ressource non disponible. 
2.b Si le système ne peut accéder à la base de données ou à Internet, le 
processus s 'arrête et notifie 1 'administrateur. 
2.2.2 Plus de lien à valider 
2. b Il n 'y a plus de lien à valider, alors il faut arrêter le processus de validation. 
ANNEXE ! 
3. Exigences non fonctionnelles 
3. 1 Fiabilité 
2 
Les résultats recueillis par le validateur sont importants mais une erreur sur vingt 
résultats peut être tolérée. Le système doit pouvoir redémarrer normalement après 
un arrêt dû à un accès non disponible d'une ressource système (BD, Internet). 
3.2 Performance 
Nous devons donner un temps de réponse maximum pour chaque validation 
d'URL afin de faire un maximum de validation dans le temps qui nous est 
imparti. 
3.3 Supportabilité 
Des outils OpenSource pour faciliter la maintenance et l 'amélioration du système 
(PHP & MySQL ). 
3.4 Utilisabilité 
Pour les utilisateurs. 
Des outils OpenSource (PHP & MySQL) pour l ' indépendance du système. 
3.5 Fonctionnalité 
Paramètres à changer facilement (timer, nombre URL, heure de lancement, 
etc . . .  ). 
4. Préconditions 
1 . 1  Accès à Internet. 
1 .2 Accès à la DB des URL. 
1 .3 La DB contient des valeurs cohérentes. 
5. Postconditions 
5.1 Stockage des résultats recueillis dans la base de 
données. 
5.2 Le système a averti l 'administrateur  en cas de 
problème. 
5.3 La DB contient des valeurs cohérentes . 
ANNEXE I 
Spécification de Cas d'Uti l isation : Visual isation 
des statistiques sur  les d isponibi l ités des URL. 
1 .  Nom du Cas d'Utilisation 
Visualisation des statistiques sur les disponibilités des URL. 
1 . 1  Brève Description 
L'administrateur veut visualiser les statistiques de disponibilité concernant une 
ressource. Ces statistiques sont calculées suivant la liste des codes d 'état pour 
cette ressource ainsi que les temps de réponse et le nombre de chaque code d'état 
rencontré. 
2. Flux d'événements 
î.1 Flux de base 
1 .  L'administrateur lance le processus de visualisation. 
2. Le système entre en communication avec la base de données et affiche les 
URL avec leurs moyennes. La liste est triée par ordre croissant de la moyenne 
des points. N URL sont affichés par page. 
3 .  L'administrateur choisit une ressource dans l a  liste triée. 
4. Le système accède à la base de données et lit les données concernant la 
ressource choisie. 
5. Le système affiche les données et les historiques sous forme graphique. 
2.2 Flux alternatifs 
2.2.1 Accès à une ressource non disponible. 
2.a Le système ne peut accéder à la base de données, le processus s 'arrête et 
notifie l 'administrateur. 
2.2.2 Accès à la page précédente ou suivante. 
3 .a L'administrateur choisit d'afficher la page suivante ou précédente. 
4.a Le système accède à la base de données, lit les données des N URL 
suivantes ou précédentes et les affiches sous forme de liste triée par ordre 
croissant de la moyenne des points. 
ANNEXE I 
3. Exigences non fonctionnelles 
3.1 Fiabilité 
2 
Le système doit pouvoir redémarrer normalement après un arrêt dû à un accès non 
disponible à la base de données. 
3.2 Rendement 
La visualisation des statistiques concernant la ressource demandée ne doit pas 
prendre plus d'un certain temps (quelques secondes tout au plus) afin de satisfaire 
l 'administrateur. 
La lecture de la liste des codes d'état dans la base de données doit se faire en 
quelques secondes. 
3.3 Supportabilité 
Le système doit pouvoir accueillir et supporter de plus en plus de codes d'état 
ainsi que leurs lectures. 
Des outils OpenSource pour faciliter la maintenance et l 'amélioration du système 
(PHP & MySQL). 
3.4 Utilisabilité 
Le système doit pouvoir afficher les statistiques à l 'administrateur dans un temps 
raisonnable ( quelques secondes). 
3.5 Fonctionnalité 
L'administrateur doit pouvoir choisir une ressource aisément. 
Les statistiques doivent apporter une idée précise concernant la disponibilité de la 
ressource. 
4. Préconditions 
4. 1 Accès à la DB. 
4.2 L'administrateur est authentifié. 
4.3 La DB contient des valeurs cohérentes. 
5. Postconditions 
5.1 Visualisation des statistiques par l 'administrateur. 
5.2 Le système a averti l ' administrateur en cas de problème. 
ANNEXE I 
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Découpe en classe 




Error . 1 Controller ApplicationParam 
+displayErrorMessageQ +drawlistO 
+write ErrorO +drawGraphic() 
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Schéma de la base de données 
«en urne ration» 





+averageUrlResponseTime 7 N 
+response Time 











Représentation de la base de données 
url averageUrlPoint averageUrlResponseTime numberUrlValidation number0fCode200 numberOfCode404 
htto://www rational corn/ 0,846 1 ,87 54 52 2 
htto://www.info.fundo.ac.be/~software-aual itv/fr/index.htrnl 0,968 1 ,23 87 87 0 
fto://fto.fundo.ac be/oub/ 1 1 ,78 1 1 0 
htto://www l inux corn/ 0 0 0 0 0 
VAI...LDATION 
ID VALID ID URL statusCode ResponseTime date Val id ooint 
1 1 200 1 ,41 01/09/2002 1 
2 2 200 2,65 01/09/2002 0,85 
3 1 200 0,74 03/09/2002 1 
4 2 404 5,68 03/09/2002 0 
5 1 200 0,47 05/09/2002 1 
6 2 200 1 ,21 05/09/2002 1 
7 1 200 0,57 07/09/2002 1 
8 2 304 0,97 07/09/2002 0 
9 3 200 1 ,78 07109/2002 1 
Exigences non-fonctionnelles 
3.5.3 .1 .  Time Behaviour 
Le Time Behaviour se définit par la consommation de temps durant les tests ou en production. 
Les métriques utilisées dans ce cas-ci sont 
• Temps de réponse moyen 
• Temps de réponse maximum 
Pour les temps de réponses, toute requête du système doit mettre un temps précisé ci-dessus. 
Si une fonctionnalité demande un temps différent, les valeurs se trouvent dans le UC 
correspondant. 
Nom Description Formule Valeur Input Acteur-cible 
Temps de Combien de X= 0.80 Rapport de FC, 
réponse temps prend travail et de 
moyen le système en Tmean / Txmean TXmean test. Admin, 
moyenne (modem)= 3 sec 
pour répondre Tmean = Client, 
à une tâche TXmean (haut-
déterminée I(Tï)/N, (pour i = 1 à débit)= 1 sec Mainteneur. 
N) 
TXmean = 
Temps moyen requis 
Ti = temps de 
réponse pour la 
mesure 1 
N = nombre de tests 
effectués 
Temps Quelle est la X =  Tmax / Rmax 1 . 1  Rapport de FC, 
Maximum limite absolue tests. 
de réponse pour recevoir Rmax= temps de Rmax (modem)= Admin, 
une réponse réponse maximum 7 sec 
du syst ème reqms Client, 
queque soit Rmax(aut-débit) 
l'opération. Tmax = MAX(Ti) = 3 sec Mainteneur. 
(pour i = 1 à N) 
N= nombre de tests 
effectués 
Ti= temps de réponse 





3.5.4. 1 .  Analysabilité 
Cette métrique permet de mesurer l'effort réalisé par le mainteneur pour diagnostiquer la cause 
de la panne. 
Nom j Description j Formule 1 Valeur 1 Input Acteur-cible 
Capacité Le X= l -A/B 0.80 Bug FC, 
d'analyse de mainteneur report(TBD) 
la panne peut-il A = nombre de pannes Admin, 
identifier des dont les causes restent 
opérations introuvées. Client, 
spécifiques 
qui ont B=Nombre total de Mainteneur. 
causées la pannes enregistrées. 
panne ? 
3.5.4.2. Modifiabilité 
La modi:fiabilité mesure l'effort du mainteneur pour implémenter une modification. 
Nom Description Formule Valeur Input Acteur-cible 
Modifiabilité Le mainteneur X = 1 -A/B 0.30 (TBD Rapport de FC, 
paramétrisable peut-il valeur résolution de 
facilement A = Nombre de minimum) bugs(TBD) Admin, 
changer les cas pour lesquels 
paramètres de le mainteneur Client, 
l 'application échoue la 
pour modifier le modification du Mainteneur. 
logiciel ? logiciel par 
modification des 
paramètres. 
B = Nombre total 
de cas où le 
mainteneur tente 




Complexité des Le mainteneur T = TBD : Rapport de FC, 
modifications peut-il sachant que résolution de 
facilement L(NB)IN plus T tend bugs Admin, 
modifier le vers 0, mieux 
logiciel pour A = temps en c'est. Client, 
résoudre des minutes mis pour 
problèmes ? effectuer un Mainteneur. 
changement. 
ANNEXE V 
(TBD : définir changement. 
problèmes : 
bugs ? non- B = taille du 
conformité aux changement du 
exigences ?) logiciel (TBD : 
choisir la 
métrique de la 
taille) 
N = nombre de 
changements. 
Temps Le mainteneur Tmoy = 1 80 min Rapport de FC, 
d'implémentation peut-il résolution de 
du changement facilement I (Tm) I N  problèmes Admin, 
modifier le 
logiciel pour Tm = Client, 
résoudre des 
problèmes ? Tour Tin Mainteneur. 
Tout = Temps 
(HH :MM) auquel 
le problème est 
découvert 
Tin = Temps 
(HH :MM) auquel 
la cause du 
problème est 
découverte. 
N = le nombre de 
problèmes 
enregistrés. 
Enregistrement Les X=A/B 0.80 Logs des Developpeurs 
des changements modifications versions 
sont-elles A = nombre de Mainteneurs 
introduites dans modifications par 
le code sous classes ayant un Requirer(TBD : 
forme de commentaire traduire). 
commentaires ? expliquant la 
modification. 
B = Nombre total 
de classes 
modifiées sur 
base du code 
originale. 
TBD : définir 
code original. 
ANNEXE V 
Captures d'écran de la visualisation 
Liste des URL par ordre croissant 
URL 
1 ftp://ftp.info.fundp.ac.be/pub/publications/RP/Front.RP-00-
00 1 .ps.Z 
4 ftp://ftp.rational.com/public/java/Rotation.zip 
5 ftp ://ftp. belnet. be/pub/doc/rfc/rfc/rfc. txt. gz 
6 ftp://ftp.inria.fr/doc/initinfo.zip 
3 ftp ://ftp. columbia. edu/pub/mw. tar .Z 
1 0  http://www. rational. com/products/index. j sp 
1 5  http ://linux. corn/ 
1 1  http://www. cse. dcu.ie/ essiscope/ sm2/9 l 26ref. html 
2 ftp ://ftp. sei . cmu. edu/public/ documents/02.reports/pdf/02sr001 . pdf 
12 
http://lists.w3 .org/Archives/Public/w3c-wai-
eo/2001 Apr Jun/00 1 8 . html 
1 4  http://www. info.fundp.ac. be/-software-quality/ 
Previous N ext 
ANNEXE VI 
Moyenne des points 
0. 1 85278 
0.2448 1 5  
0.27505 
0.3 1 34 1 1 
0.407643 
0.857 143 
0.8802 19  
0.934733 
0.9591 1 9  
1 
1 
Visualisation de l'URL choisi : 
http://www.cse.dcu.ie/essiscope/sm2/9126ref.hbnl 
Moyenne des points : 0.934733 
Moyenne du temps de réponse (sec) : 0.965852 
Nombre de code 200 reçus : 7 
Nombre de code 404 reçus : 0 
Nombre de validation : 7 










0 .  55 
0 .50 
1 2 3 4 5 
Tille 
0 Date : 2002-08-24 Code : 200 Temps de réponse : 0.070722 point : 1 
1 Date : 2002-08-24 Code : 200 Temps de réponse : 0. 1 04848 point : 1 
2 Date : 2002-08-24 Code : 200 Temps de réponse : 0.5233 12  point : 1 
3 Date : 2002-08-28 Code : 200 Temps de réponse : 5.65493 point : 0.54 
4 Date : 2002-08-29 Code : 200 Temps de réponse : 0.201682 point : 1 . . . 
5 Date : 2002-08-30 Code : 200 Temps de réponse : 0.0670609 point : 1 




Visualisation de l'URL choisi : 
ftp://ftp.columbia.edu/pub/mw.tar.Z 
Moyenne des points : 0.3 14283 
Moyenne du temps de réponse (sec) : 1 .60997 
Nombre de code 200 reçus : 6 
Nombre de code 404 reçus : 1 3  
Nombre de validation : 1 9  




0.0 L...-___ __... _ ___. ___ .,.__ _ ___._ _ _... __ ...._ _ _..__ _ ___, 
1 2 3 4 5 6 7 8 9 
Ti.fte 
0 Date : 2002-08-22 Code : 200 Temps de réponse : 1 .708 1 point : 1 
1 Date : 2002-08-22 Code : 404 Temps de réponse : 1 .901 53 point : 0 
2 Date : 2002-08-22 Code : 404 Temps de réponse : 1 .4487 point : 0 
3 Date : 2002-08-22 Code : 404 Temps de réponse : 1 . 53382 point : 0 
4 Date : 2002-08-22 Code : 404 Temps de réponse : 1 .43484 point : 0 
5 Date : 2002-08-23 Code : 200 Temps de réponse : 2.22888 point : 0.97 
6 Date : 2002-08-24 Code : 200 Temps de réponse : 1 . 73279 point : 1 
7 Date : 2002-08-24 Code : 200 Temps de réponse : 1 .80698 point : 1 
8 Date : 2002-08-24 Code : 200 Temps de réponse : 1 .48057 point : 1 
9 Date : 2002-08-28 Code : 200 Temps de réponse : 1 .83794 point : 1 
ANNEXE VI 
Visualisation de l'URL choisi : 
ftp: / /ftp. belnet. be/pub/ doc/rfc/rfc/rfc. txt.gz 
Moyenne des points : 0.267537 
Moyenne du temps de réponse (sec) : 4.62661 
Nombre de code 200 reçus : 7 
Nombre de code 404 reçus : 12  






Historie of the last validations 
o .oo �------------�-�-�-�--�-�-� 
1 2 3 4 5 6 7 8 9 
Tine 
0 Date : 2002-08-22 Code : 200 Temps de réponse : 3 .3678 1 point : 0.83 
1 Date : 2002-08-22 Code : 404 Temps de réponse : 3 .35 124 point : 0 
2 Date : 2002-08-22 Code : 404 Temps de réponse : 3 .62886 point : 0 
3 Date : 2002-08-22 Code : 404 Temps de réponse : 3 .64926 point : 0 
4 Date : 2002-08-23 Code : 200 Temps de réponse : 3 .36876 point : 0.83 
5 Date : 2002-08-24 Code : 200 Temps de réponse : 3 .40042 point : 0.82 
6 Date : 2002-08-24 Code : 200 Temps de réponse : 8.36663 point : 0.20 
7 Date : 2002-08-24 Code : 200 Temps de réponse : 3 .424 point : 0.82 
8 Date : 2002-08-28 Code : 200 Temps de réponse : 4.06753 point : 0.74 
9 Date : 2002-08-29 Code : 200 Temps de réponse : 3 .33907 point : 0.83 
ANNEXE VI 
Codes 
Le type des variables 
Data Type Description 
arrayNUrl Array A request type containing the n URL to validate 
arrayParam Array Array containing ail parameters coming from 
initialsiation' s file 




arrayUrlStats Array Array : key URL, values : averageUrlPoint 
averageUrlPoint Float Average URL' s point 
averageUrlResponseTime Float Average URL' s response time in seconds 
coefficient Float Coefficient to apply based on the fonction 
currentTime Float System time in seconds 
dateValid String Date of the validation 
dbAddress String Address ofDatabase to use (IP or DNS Name) 
dbName String Name of the database 
dbPassword String Password to access db 
dbUsemame String U semame to access db 
endTime Float System time in seconds with at least 2 decimals 
when the validation is ending 
errorMessage String Error message to write in the log file 
idLastValidateUrl Integer ID of the last URL validate 
idUrl Integer ID ofan URL 
languageSql String Which SQL language to use 
mydal Object Object coming from DAL 
numberHistories Integer Memorization ofN last validation's data 
numberü:fCode200 Integer Number of status code 200 of an URL 
numberO:fCode404 Integer Number of status code 404 of an URL 
numberUrlTo Validate Integer Number of URL to validate 
numberUrlValidation Integer Number of validations of an URL 
pageToDisplay Integer Page number to display for visualisation 
path String Contains address without protocol and host 
point Float Point based on status code 
port Integer Port number of the connection 
protocol String Network Protocol 
rangeUrl Integer Number of URL to list in a page 
responseTime Float Response time in seconds 
selectedUrl URL URL selected by user for graphic's visualisation 
request String Correct SQL request 
statusCode Integer Status code specified in http protocol 
startTime Float System time in seconds with at least 2 decimals 
when the validation is starting 
tolerateResponseTime Float Response time before losing points in seconds 
url URL URL to validate 
urlCoeff Float URL' s coefficent based on the function 
urlPoint Float URL's point based on the function and status code 
urlTimeout Float Timeout in seconds 
validationTime Integer Length of validation (in minutes) 
ANNEXE VII 
Appli cationParam. php4 









/ * ---- -----= ================== ======================� 





Author s :  
Emails : 
Dubus Jean François 







T'o Compile : 
PHP 4 . 0 
NT 4/ Intel 
1 0  
1 1  
1 2  
1 3  









1 5 + - --- ---- -
1 6  1 
1 7  l Description: 
1 8  l 
1 9  1. I<hown Bugs : 
allow t o  load par:am.-eters contained. in initialisation 'S file 
N'one 
2 0  1 
2 1  ➔ 
2 2  
class ApplicationParam 2 3  
2 4  
2 5  
2 6  
2 7  
2 8  
2 9  
3 0  
3 1  
3 2  
3 3  
3 4  
35  
/ * ------ -- qetPararQeters--









Puxpose : The getParameters function loads par:ameters contained 
in initialis ation ' s  file in an ar.r:ay 
Argument s :  $ fileName : fil& ' s name containing the par:ameters 
Return5 ; ar ray 
*- --
3 6  funct i on getParameters ( $ fileNam.e) ( 
37 
3 8  i f ( $ :fEiJLe=fopen ( $ :fEiJLeMame, " r " l l  ( //  r for read only 
3 9  //temporary an:ay containing all line of  the file 
4 0 $ arraiyLine = file  ($ fileName) ;  
4 1  $numlilerElem.ent = count ( $ airrayLine) ;  
4 2  
4 3  for ($ compt = O ;  $ compt < $numbe.r:Element; ++$ compt) ( 
4 4  / /  i f  it i s  a line containing a parameter 
4 5 i f  ( strpos ( $ arrayw.ne [$ comp1tL" " ) ! = O } l  
4 6  
4 7  $ line = expl ode ( ' = ' , trim ($ ariayJL,ine [ $collll!pt] ) ) ;  
4 8  
4 9  $ key=trim ($ line [ O ] ) ; 
5 0  $value = trim ($ line [ l ] ) ;  
.5 1  
.5 2 $ arraylPaiam[ $ key]' =$va,1ue; 
.5 3  
.5 4 f 
.5 5  fclose ( $ :fEiJLe} ;  
.5 6  return ( $ arrayParam) ; 
.5 7 } 
.5 8  e l s e  1 
.5 9  $ error = new Error ( } ; 
6 0  $ error->displayE:rrorMessage ( " errorOpenFi l e " , " " ) ; 
6 1  
6 2  
6 3  






7 0  
7 1  
7 2  
73  
7 4  
7 5  
7 6  
/ *- - ------ --- setLastidVal idated 












Purpose : writes in the param.ters ' s file the next URL ' s id for 
the next val,idation 
Arguments :  $ iclU.rl : gives the ne:'Lt lJRL ' s id for the next 
validation 
Returns ; boolean 
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* (  
7 7  
7 8  
7 9  
8 0  
8 1  
8 2  
8 3  
8 4  
8 5  
8 6  
8 7  
8 8  
8 9  
9 0  
9 1  
92  
93  
9 4  
9 5  
9 6  
97 
98 
9 9  
1 0 0  
1 0 1  
1 0 2  
1 0 3  
1 0 4  
1 0 5 
1 0 6  
1 0 7 
1 0 8  
1 0 9 
1 1 0  
1 1 1  
1 1 2  
1 1 3  
1 1 4  
1 1 5  
1 1 6  
1 1 7  
1 1 8 
1 1 9  
1 2 0  
1 2 1  
1 2 2  
1 2 3  
1 2 4  
1 2 5  
1 2 6  ?> 
ApplicationParam. php4 
function setLastidValidated l$ idUrl} I  
$ arra,yJ!l'an:am = $ 1thls- >getPa.ram.eters ( " Parameters . ini " } ,· 








" [ Database ) \n " ; 
" languageSql=$arrayParam [ languageSql )  \n" ,· 
"dbAddre ss=$ arrayParam [ dbAddres s )  \n"  , 
" dbUsername=$ arrayParam [ dbUsername ] \n" ; 
" dbPassword=$ arrayParam [ dbPas sword ) \n" ; 
" dbName=$ arrayParam [ dbName] \n " ; 
"numberHis tories=$ arrayParam [ numberHi s tori e s ) \n" ; 







" \n [Val idation ) \n" ; 
"numberUrlToValidate=$ arrayParam [ numberUrlToVal idate ) \n " ; 
"validationTime=$arrayParam [val idationTime ] \ n" ; 
"urlTimeout=$arrayParam [ urlTimeout ] \n" ; 
" tolerateResponseTime=$ arrayParam [ tolerateResponseTime ) \n" ; 
" idLastValidateUrl=$ i dUrl\n" ; 
$ lineH 
$ 1.ine15 
" \n [Vi sualisation) \n"  ,· 
" rangeUrl=$ arrayParam [ rangeUrl ) \n" ; 
fput s  ( $ f.il.e,. $ 1.ineL 
$ line2 . 
$ 1.ine3 . 
$ 1.ine4 . 
$ 1ine5 . 
$ 1.ine6 . 
$ 1.:iine7 . 
$ 1.ine8 . 
$ Hne9 . 
$ linel0 . 
$ 1.inell . 
$ 1.inel2 . 
$ 1.inel3 . 
$ 1.ineH . 
$ 1.inelS } ;  
fclose ($ file) ;  
return ( true ) ,, 
else  l. 
$error = new Error ( } ; 
$error->displayErrorMessage (. " errorüpenFil e " , " " ) ;  
return ( fal se } ;  











1 0  
1 1  
1 2  
1 3  
1 4  
Controller . php4 
< ?php 
/ * ====-=---=================================================== 













Email s :  
Language : 
Platf rm: 




Dubus Jean E'rançois 
j fdubus@hotmail . com 
PHP 4 . 0  
NT 4 /  Intel 
controller . php4 
10/07/2002 
15 + - ---- -- ---- ------ - - --------- -- ---- ------ ------- - -- - ----------
16  t 
1 7 t Description: all.ow to load pa.r:ame-ters contained in initialisation •· s file 
1 8  t 
1 9  ! Khown Bugs : 1:fone 
2 0  1 
2 1  + - -----------------------------------------* /  
2 2  
2 3  / * ----- - -------- -- INCLUDE-- ------- �/ 
2 4  
2 5  incl.ude ( "Appl icationParam . php4 " } ;  
2 6 incl.ude ( "Val ida tor . php4 " ) ; 
2 7  include ( "Vi sual isation . php4 " ) ;  
2 8  include ( " JpGraph . php4 " ) ; 
2 9  include ( " Error . php4 " ) ; 
3 0  include ( " QueryBuilder . php4 " J ;  
3 1  include ( " /home/j dubus/publ i c_html /dal -0 . 4 . 0 / s rc/class_dal . phps " l ;  
3 2  
3 3  
3 4  
3 5  
3 6  
37  
38  
3 9  
4 0  
4 1  
4 2  
4 3  
4 4  
4 5  
4 6  
4 7  
4 8  
4 9  
5 0  
5 1  
.5 2  
.5 3  
.5 4  
.5 5  
.5 6  
.5 7  
.5 8  
.5 9  
6 0  








6 9  
7 0  
7 1  




7 6  
class Controller 











Function : contr:oller 
Purpose :  The controller function 
Arguments : $m,ode : to select the secrvice type (validation, 
l istinçr or drawing) 
$parai1r. 2.rray containinq the application parameters 
Returns : 
------ - - --- - ------ -- ------ ---- ---------- -- --- --- - * /  
function main ($11i!Ode, $param) { 
$ fil.eName = " Paramete:rs . ini " ; 
$ error = new Error ( ) ;  
$ ini = new ApplicationParam O ; 
i f  Ç $ arrayJP'aJ[am = $ ini->getParameters ($ fileName) l ( 
swi tch ( $mode) { 
case " l " : $val.id = new Valid.ato..i: Ç ) ; 
$ rep = $valid- >validate ( $ arrayParam) ;  
$ ini->setLast idVal idated ($ rep) ;  
break ; 
case " 2 " : //listing 
$v:ii.sual = new Vi suali sation ( } ; 
$ respp = $visual.->visualize 
($mode , $param., $ arrayParam.) ; 
$ thl.s->dr awLi st Ç $ respp, $param) ; 
break ; 
case " 3 " : //graphies 
$JpG = new JpGraph ( } ; 
$v:ii.sual = new Visualisation ( }  ,· 
/ /pararn contains id url s elected 
$ resp = $visual- >visualize 
($mode, $param,. $ arrayParam.) ; 
1 of 4 ANNEXE VI I 
7 7  
7 8  
7 9  
8 0  
8 1  
8 2  
8 3  
8 4  
8 5  
8 6  
8 7  
8 8  











1 0 0  
1 0 1  
1 0 2  
1 0 3  
1 0 4  
1 0 5  
1 0 6  
1 07 
1 0 8  
1 0 9  
1 1 0  
1 1 1  
1 1 2  
1 1 3  
1 1 4  
1 1 5  
1 1 6 
1 1 7 
1 1 8  
1 1 9  
1 2 0  
1 2 1  
1 2 2  
1 2 3  
1 2 4  
1 2 5  
1 2  6 
1 2 7  
1 2 8  
1 2 9  
1 3 0  
1 3 1  
1 3 2  
1 3 3  
1 3 4  
1 3 5 
1 3 6  
1 3 7  
1 3 8  
1 3 9  
1 4 0  
1 4 1  
1 4 2  
1 4 3  
1 4 4  
1 4 :o  
1 4  6 
1 4 7  
1 4 8  
1 4  9 
1 .5 0  
1 .5 1  





Controller . php4 
$ resp [ OJ ; // main url data 
$ resp [ l.I ; / / hi.storic url data 
$ resp [ 2 ] ;  
whi le  ($ resultro,;,r= $ resp,2->fe-tchArray ( )  ). 
1 
$da1taPoint [$ i1 = 
$ result:row [pointl ; 
$ i  = $ i + l ;  
J 
$JpG->constructGraph ($dat:aJ!>oint) ;  
$ thls->drawGraphic. ( $ respl , $ res.p3)· ; 
break ; 
) 
else !$ erl[o,r- >displayErrorMes s age ( " errorOpenFile " , " " } ; } 
/ *  -- - -- - - - ---drawList----- --------- ------ - - - - -- -- -- - -- - --- - -- -
!: Funct ion : drawLi_st 
l 
!; Purpose :  The clrawLis t function creat e s  a RTML page l isting N URL 
r 
I' Arguments : $resp : resultset containing a list of tu:l data 
t (without histories ) 
t, $page : indi cates which page t o  display 
1· 
f; Returns :  
1 
function drawLis t ($ resp, $page) { 
$prev = $page- 1;  
$next = $pag:e+l;  
echo f " <html 
<head> 
------- * ! 
<t itle>Visualisation des statistiques : listing</ title> 
<meta http-equiv= ' Content-Type ' content= ' text/html ; 
charset=iso-8 859- 1 ' 
</head> 
<body bgco1-or= ' #FFFFFF ' t ext= ' # 0 0 0 0 0 0 ' > 
<p><font size= ' +2 ' >Li ste des URL par ordre 
crois sant < /font></p> 
<table width= ' 7 7  ' border=· ' 0 '  > 
< tr> 
<td width=' 7 ' > 
<div align= ' center ' ><b>N&deg; </b></div> 
< / td> 
<td width= ' 68 ' > 
<div al ign= ' center ' ><b>URL< /b>< /div> 
< /td> 
<td width= ' 2 5  ' > 
<div align= ' center ' ><b>Moyenne des poin t s  
</b></div> 
< / td> 
<ltr> " ) ; 
while ($ res. = $ resp->f etchArray ( } )  li Fetch as array 
1 
echo ( " tr> 
< td width= ' 7 ' > 
<div ali gn= ' center ' > $ res [ id url } </div> 
< /td> 
-
< td width= ' 6 8  ' > 
<div align= ' left ' ><a href= ' 
test  controller . php4 ?a=3 &b=$ res [ id ur1-] ' 
target= ' blank ' > $ res [url ] < /a></div> 
</td> -
< td width= ' 2 5  ' > 
<div align= ' center ' > $ res [ ave-rage-Ur1-Pointl </div> 
< /td> 
< /tr> " ) ;  
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1 5 3  } 
1 5 4  $nextid = $ res [ id_url ] + l; 
1 5 5  
1 5 6  echo ( " </ table> 
Controller . php4 
1 5 7  <p><a href= ' test  control ler . php4 ?a=2 &b=$prev ' >Previous< /a> 
1 5 8  <a href= ' test  cont rol ler . php 4 ?a=2 &b=$ next ' >Next</ a></p> 
1 5 9  < /body> 
1 6 0 </html> " ) ; 
1 6 1  
1 62 
1 63 / * - - --- - - drawGraphic-------- --- - ·------ ---- - - - ---------
1 64 1. Function : drawG-raphic 
1 65 1: 
1 6 6 11 Pur:pose :  The drawGraphic ftmction creates H.TML page to see detail s 
1 67 I 
1 6 8 I' Arguments : $arrayl = re-sul.tset  containing main url. data 
1 6 9 1: $'array2 : resultset containinq historie u.r:l da.ta 
1 7 0  1 $picture : graphie of the statistics 
1 7 1  r, 
1 7 2  li Returns : 
1 7 3  f 
1 7 4  *·· --------------------------------- --------- ----- -------------- -- - * /  
1 75 
1 7  6 function drawGraphic ($ an:ayl, $ ar.l[ay2 } { 
1 7 7  
1 7 8  $ re.s = $ an:ay1->f etchArray ( }  ;. / / Fetch as a.rray 
1 7 9  echo { " <html > 
1 8 0  <head> 
1 8 1  <t itle>Historiques< /title> 
1 8 2  <met a http-equiv= ' Content-Type ' content= ' text/html ; 
1 8 3  charset=i so- 8 859-1 ' 
1 8 4  <meta HTTP-EQUIV= ' Pragma ' CONTENT= ' no-cache ' > 
1 8 5  <body bgcolor= ' # FFFFFF ' text= ' # O O O O O O ' > 
1 8 6  <h2 ><font face= ' Georgi a ,  Times New Roman , Time s ,  serif ' 
1 8 7  color= ' # 3 3 6 6CC ' >Vi sualisation de l ' URL choi si  : 
1 8 8  $ res [url] < /font></h2 >  
1 8 9  <table width= ' 7 5  ' borde-r= ' O ' > 
1 90 <tr> 
1 9 1  <td width=' 1 0  ' > &nbsp ; < /td> 
1 92 <td width= ' 90 , ' ><b->M:oyenne des points : < / b-> 
1 93 $ res [.averageUr lPoint } < /td> 
1 9 4  < /tr> 
1 95 < tr> 
1 9 6  <td width= ' 1 0  ' > &nbsp; < /td> 
1 97 <td. width= ' 90 ' ><b>M:oyenne du temps de 
1 9 8  r&eacute; ponse ( s e c )  : < /b> 
1 9 9 $ res [averageU.r:lResponseTime ] </td> 
2 0 0  < /tr> 
2 0 1  < tr> 
2 0 2  <td width= ' 10  ' > &nbsp; < /td> 
2 0 3  <td. width=· ' 90  ' ><b>Nombre de code 2. 0 0  
2 0 4  re&ccedi l ; us :  
2 0 5  </b> $ res [nwnb-erOfCode200 ] < /td> 
2 0 6  < /tr> 
2 0 7  < tr> 
2 0 8  <td width= ' 1 0  ' > &nbsp; < /td> 
2 0 9  <td width= ' 90  ' ><b->Nombre de code• 404 
2 1 0  re &ccedil ;us : 
2 1 1  < /b> $ res [nurnberOfCode4 0 4 ] < /td> 
2 1 2  < /tr> 
2 13 <tr> 
2 1 4  <td width= ' 1 0  ' he ight= ' 2 ' > &nbsp ; < /td> 
2 1 5  <td. width= ' 90  ' height= ' 2 '  ><b>Nombre de 
2 1 6  validation : 
2 1 7  </b> $ res [ numberUrlValidat ion] < /td> 
2 1 8  < /tr> 
2 1 9  <tr> 
2 2 0  <td width= ' 1 0  ' he ight= ' 2 ' > &-nb-sp; </td> 
2 2 1  <td. width= ' 90  ' he ight= ' 1 7 '  ><img 
2 2 2  src= ' j pgraph_cache/image . png ' >< /td> 
2 2 3  < /tr> 
2 2 4  <tr> 
2 2 5  <td width= ' l O ' height= ' 2 ' > &nbsp; < /td> 
2 2 6  < d width= ' 90 ' ' height= ' 2 ' > " ) ; 
2 2 7  
2 2 8  
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2 2 9  
2 3 0  
2 3 1  
2 3 2  
2 3 3  
2 3 4  
2 3 5  
2 3 6  
2 3 7  
2 3 8  
2 3 9  
2 4 0  
2 4 1  
2 4 2  
2 4 3  
2 4 4  
2 4 5  ?> 
Controller . php4 
whi l e  ($ res2 = $ a.r:ray2- >fe-tchArray O ) 
techo l " <p> 
<b>$ loop< /b> <b>Date : < /b> 
$ res2 [dateValid] 
<b>Code- : </b> $ res2 [statusCode] 
<b>Temps de· réponse : </b> 
$ res2 [responseTime ] 
<b>point : < /b> $ res2 [point] 
</p> " ) ; 
$ 1oop $ 1oop+ l;  
} 
echo ( " / td> 
< /tr> 
< /table> <p>&nbsp; < /p> < /body> </html> " ) ; 
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Error . php4 









/* =============================== ======================== 
















To Compile:  
File : 
Creation : 
Moclifi ed �  
Dubus Jean Francoi s 
j fdubus@hotmail . com 
PHP 4 . 0 
NT 4 /  Intel 
Error . php4 
Hl/07 / 2 0 02 
+ - - - - - -- - ---
\ 
\ Description : File for all err.or treatments 
1 
\ Kno,m. Bugs : None 
1 
+ 
class E.rror { 
/* -- ---- - -displayErrorMessage-
1 Functi.on: displ ayErrorMessaqe 
1 0  
1 1  
1 2  
1 3  
1 4  
15  
1 6  
17 
1 8  
1 9  
2 0  
2 1  
2 2  
2 3  
2 4  
2 5  
2 6  
2 7  
2 8  
2 9  
30  




3 5  
3 6  










Purpose :  The displayErrorMessage function manages the differents 
errors 
.Arguments : $-code : error code 
$ suit : supp-lementary information on the en:or 
Retu.rns : 
�-------- ------
3 8  
3 9  function dis.playErrorMessage ($ code, $ suit)- { 
4 0  
4 1  $ loglf'ile=" Log . txt " ; 
4 2  
4 3  swi tch ($ code} ( 
4 4  
4 5  case " errorüpenFi le"  
----- � ; 
4 6  $ e.rl[or:Mes.sage = "Error in opening the initialis ation file " ; 
4 7  $ 1this- >writeError ( $ logFile, $ errorMessage) ; 
4 8  break ; 
4 9  
5 0  case " errorOpenSocket " 
5 1  $ ei:rorMessage = " Error in opening a socket for $ suit " ; 
5 2  $ 1thls- >wri.teError ( $ logFi].e, $ errorl!'fes.sage} ;  
5 3  break ; 
5 4  
5 5  
�, 6  
5 7  
5 8  
5 9  
60  
6 1  
6 2  








7 1  
7 2  
7 3  
7 4  
7 5  









case " errorS el ectConfiguration" 
$ eJ[rorMessage = 
" Error in selection of the configuration in DAL " ; 
$ 1this- >writeError: ( $ logFile, $ errorMessage) ;  
break ; 
case " errorSel ectDatabase " 
$ ei:ror'Message = 
"Error in selection of the database in DAL " ; 




Purpose : The writeError function writes in the end of the loq file 
the errors mes sa.ge 
Arguments : $-er ror : String containinq the er:ror message 
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* /  
7 7  
7 8  
7 9  
8 0  
8 1  
8 2  
8 3  
8 4  
8 5  
8 6  
8 7  
8 8  
8 9  
90  
9 1  
9 2  
93  ?> 
Error . php4 
Retu.rns : 
function wr:iteError: ( $ 1.ogFile, $ en:orMessage) { 
if  ( $ file=fopen ($ logFi.le, " a " ) )  ( 
$date = getdate ( ) ; 
fputs ( $ f'i].e, " $errorMe s sage ,t $date [mday] - $date [mon ] - $date [ year ] 
$date [ hours 1 : $ date [minutes} : $date [ seconds ] \n" ) ; 
fclose ( $ file) ;  
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JpGraph . php4 
l < ?php 
2 / *============================================================== 
3 Ass ignment ; PHP 
4 
5 Authors :  Dubus Jean- Francoi s  






To Compi l.e ;  
File ; 
Creation ; 
Moclifi ed ;  
+-----
1 
PHP 4 . 0 
NT 4 /  Intel 
JpGraph. php4 
2 5/07/2002 
1 0  
11 
1 2  
1 3  
1 4  
1 5  
1 6  
1 7  
1 8  
1 9  
2 0  
2 1  
2 2  
2 3  
2 4  
2 5  
2 6  
2 7  
2 8  
2 9  
3 0  
3 1  
3 2  
33  
3 4  
35  
3-,  
3 7  
3 8  
3 9  
1 Descript i on ; 
1 
1 Knovm Bugs ; 




/+ _ _ _ _ _ _ __________  INCLUDE - - - - - - � / 
include ( " /home / j dubus /publlc html /j pgraph- 1 .  7 / src/j pgraph . php" ) ; 
include ( " /home/j dubus /public=html /j pgraph- 1 . 7 / src/j pgraph_l ine . php " ) ;  







Function: const ructGr:aph 
Purpose :  The constructGraph function 
1 
l 
Arguments : $ arrayData :' array c,:mtaining da.ta to construct the 
graphie and saves it in a file 




Returns : none 
,. ____________ _ 
4 1  function constructGraph ( $ arrayData) l 
4 2  / I C reate the graph . These two calls ar:e alw y s  required 
4 3  
4 4  $graph = new Graph (SOO, 35O ) ; 
4 5  $graph- >SetScal e ( " textlin" ) ;  
4 -,  
4 7 / / C reate the linear plot 
4 8 $ lineplot=new LineP'lot ( $ array'D<ata) ;  
4 9  
5 0  $ graph->Add t$ lineplot) ; 
5 1  
5 2  //  Increase the margins { l.eft, r ight , top, bot tom) 
5 3  $ graph->img- >S.etMargi.n {60 ,, 3 0 ,  3.0 t· 60-l ; 
5 4  
5 5  / / Add graph and axis titl.e 
5 6  $ graph->title->Set ( " Hi s toric of the last  val idations " ) ;  
57  
5 8 $ g1:aph- >xaxis->title->Se t  ( " Time " ) ; 
5 9  
60 $ g:n:aph- >yax:i s- >title->S e t ( "URL points " ) ;  
6 1  
62 / /Change apparences 
63 $ gir:aph->ti.tl e- >SetFont (FF_FONT1 , FS BOLD ) ; 
64 
65  $ gi:aph->yaxi s- >title- >S etFont (IT_FONTl, FS_BOLD ) ; 
66  
67  $ graph->xaxi s- >title->SetFont (FF:__FONTl , FS_BOLD) ; 
6 8  
6 9  $ 1.ineplot->SetColor t "blue " ) ;  
70  $ lineplot- >Setweight ( 2 l ;  //  Two pixel wi.de 
7 1  
- - - - - - - - - - _ + / 
72 $ g1:aph- >Stroke ( " /home/ j dubus /publ ic_html / j pgraph cache /image . png" ) ;  
73  
74  
75  ?> 
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Description: allow to c nnect to the web. :: open, . close socket and get 
the status code 
Kh.own Bugs : N'one 
+==========================================================* /  
cl ass  Network C 
/ * ---- ----- - - - opensocktt- --- ------ - -- -- -- ------------ -- - - -- - ----












Pur:pose : The openSocket function returns a 
containing the re-source 
s.oc.ket on the server: 
*--
Arguments : $host : only host url address. :  IP or ONS name 
$protocol : string containing the protocole of the 
url (http, ftpJ 
$port : port number on which the socket must be op-ened 
Returns : sock.et 
function opensocket ($protocol, $host, $port } € 
$protoc:ol=s trtoupper ($protocolJ ; 
if  ( $protocol=="HTTP " ) { 
$host = $ this- >remove-Space ( $host} ; 
i f  ( $ sock=f sockopen ( $host, $port} }  { 
return ( $ .soclt} ;  
} 
else l. 
else  1. 
$ error = new Error ( } ; 
$error->displayErrorMessage 
( " errorOpenSocket " , $host} ;  
return ( fal se } ;  
i f  ( $ pro1tocol=" FTP " } 1 
$ ftp user nam.e " anonymous " ; 
$ ftpuser-pass = "wsftp605@ " ,· 
$ se.rv = $bost ; 
$pos = strrpos ( $host , " @ " ) ;  
if  ( $pos ! =0 }  1 
$ server2 = explode ( " @ " , $ltlos1t ) ;  
$ 1og = $ server2 [ 0 ] ; 
$ serv = $ server2 [ 1 ] ; 
$ au1tltlentifica,tion = expl ode ( " : " , $ log) ;  
$ ftp use.n: name $ authentificat1..on [ O J ; 
$ ftpyse.n:=pass = $ authentification [ ll ; 
$conn id = ftp connect ( $ serv, 21} ; 
if ( $ login result = ftp l ogin ( $ conn id, 
-$ ftp user naïii.e, $ f1tp user -pa,ss ). l ( 
return ( $conn_id}; 
- -
else { 
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Network . php4 
$ error = new Error ( ) ;  
$ error->displayErrorMessage 
( " errorOpenSocket " , $host) ;  
return ( false ) ;  
--closeSocket-------------- - - - - - -- - -
Function : closeSocket 
Purpose :  The closeSocket function closes the socket given in 
param.eter 
Arguments : $ s0:c.k 
Retui:ns : none 
sock.et to close 
¼ _  - - - - - - - - - - - - - - - - - ------------ -- --- --- - - ---- --------- * / 
function closeSocket ($ sock, $protocol }  1 
$protoc:ol=strtoupper ($protocol) ; 
swi tch ( $protocol) { 
case " HTPP"  : fclose f$ .sock) ; break ; 
case " FTP"  : ftp_quit ( $ .sock} ; break ; 
/ * ---- -- -- - --- -- --- getStatusCode-- -- - - -- - - - -













Purpose :  The- getStatusCode function .i:eturn.s s tatus- code for the 





$protocol : string 
url thtpp , ftp) 
containing the- protocole of the 
: socket opens the server having the resource 
URL without protocol and hos.t ( ex : \home- file . txt ) 
s tatusCode 
*-------- ------- ------ - ------ --- ----- --- - ------------- - * /  
functi on getStatu.sCode ($protoco1 , $ .sodt, $path) { 
$pat:h = $ th.i.s->removespace ( $path)· ; 
$p-rotoc:ol=strtoupper ($prot.oco1 ) ;  
$ statuscodle = 404 ; 
if  C $protocol=="HTTP " ) { 
fputs ($ sock, " GET $path HTTP / 1 . 0 \ r\n\r\n" ) ; 
$buffer=fgets  ($ sock, 102 4  l· ; 
$ s.pl.it=expl ode ( ' ' , $Bluffer) ;  
else  t 
$http = $ split [ OI ; 
$ st.atuscode=$ spl.it [ U ; 
i f ( $protocol==" FTP " ) l  
/ /d.elete the last segment separated by ' / ' t o  have 
/ /the di.r:ecto.ry 
$pos = s t rrpos ( $path, " / " ) ;  
/ /get all path withou"t the last / and after 
$dllirecto.l[y = substr ( $pa1th, l , $pos) ;  
/ /go into cli.recto.r.:y 
i f  ( ftp_chdi r ($ sock, $ directm:y} ).  l 
$ 1ength = strlen ($path) ;  
$myFi1e = subs tr ( $path, $pos+ l ,- $ length) ;  
i f  ( $myFil.e =" " } ( / /pa.th is a directo.r:y 
$ statusCod!e = 2 0'0 ;  
else l_ 
$dir=ftp pwd ($ sock) ;  
$ Hst=Array O ;  
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Network . php4 
$ list=ftp_n l i s t ( $ sock, " $dir " ) ; 
$ i=O ; 
else l 
whi le ( $ i<count ( $ 1ist} )  l 
if  ( $ Hst [$ iJ: ==$myFile l [ 
$ Hst [ $ i) ==$diL " / " . $myFile) l 
$ statusCode = 200 ; 
$ i++ ,· 
$ statusCodle 404 ;  
} 
return ( $ statusCode) ;  
/ *  --- - - - removespace 
!, E\mction : removeS-pace-
1 '  
t Purpose :  The- removeSpace function re-turns the string remplacing 
1 space by ' i20 '  
i: 
li Arguments : $string ; String to modi.f y  
l 
1: 
1: Returns : path (string } 
1 
¼ _ _ _ _  - - - - -
function removeSpace ($ stiing:) { 
i f ( strpos ($ string, " " ) ! = fal s e ) ( 
$ teJ!l!!) = explode ( ' ' , $ s.tring) ; 
$nUll!ill!rer = sizeof ($ temp} ;  
$ string =" $ temp [ O ) " ; 
} 
for ( $ i=L· $ i< $nuooer; ++$ i l t 
$ temp2 = " 2 0 " . $ temp [ $ :ï. J ; 
$ string = $path2 . $ temp2 ; 
return ( $ string} ;  
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/ * ======================================================= 












Author:s :  
Emails : 
Language :  
P-1.a.tfor:m: 




-t- -- - - - - -
t 
Dubus Jean P'rançois 
j f"dubus@hotmail . com 
P-HP 4 . 0 
NT 4 /  Intel 
10·/07 /2ûO2 
I' De scription: all.ow to construct the querie s  accor:cling to SQL language 
t 
! Imo\-m Bugs : None 
1: 
+ ====== * /  
class  QueryBuilder l 
-- - - - -- - - -getUr:lHistoricByDate 
Function : getUr.lHistoricByDate 
Purp.ose : The getUrlHistoricByDate function re turns the request to 
get al.l data. f r:om historie table for a qiven id url and 
order by date 
Arguments : $iclUrl : URL id to se-arch 
$.arrayP-ar:am : arr:ay containinq parameters for clatabase 
Returns : String 
*- - - - -- - - - - --- - - - - - - -- - -- - -- - - - * / 
function getUrlHisto.r:icByDate ( $ idUrl, $arrayParam) l 
$ languiageS.ql = s trtoupper ($ aJ[rayParam[languageSql ] } ; 
i f  ( $ languiageS.ql. == "MYSQL" ) { 
$ request = " SELECT * FROM hi storie WHERE id url 
$ idfü:1 ORDER BY dateVali.d" ;  
return ( $ .1!:equest) ,· 
/* - - --- - - - - - - - - - - - -getUrlData-
1 Funct ion : getUrlData 
1 
1, Purpose : The getUr.lData function re·turns the reques t to qet all 
d.;tta from. u.rl table for the given id url 








$ a.rrayP-aram : arr:ay containinq parameters for clatabase 
Returns : Strinq 
*------- ---- ---------------- -- ---------------------- * /  
62 functi on getU:rlData ( $ idCJJrl., $ an::ayParam} ( 
63 
64 $ 1anguageSql = s trtoupper ($ arrayParam[languageSql ] ) ; 
65 if ( $ languageSql == "MYSQL" ) { 
6 6  $ reques1t = " S ELECT * FROM url WHERE id url = $idUrl " ; 
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/ * - -- - - -- - - lis tNUrl 
1 Functi on : lis tNUrl 




Purpose : The- listNUr:l function retur:ns the r:eque-st to  ge-t N url 




first URl selected 





$arrayPar:am : array-containing par:ameters for database 
Returns : String 
*- - - - - - --- - --- ---- -- * / 
function listNUrl ($ firs:tid, $ arrayParamJ, { 
$ languageS.ql = strtoupper ($ arrayParam.[languageSql ] ) ;  
$nUllliliberUrl = $ arrayParammEnurnberUrlToValidateJ ; 
i f  ( $ languageSql == "MYSQL" ) l 
$ request = " SELECT * FR0M url WHERE id url >= $ firstid  
ORDER BY  id. url LIKIT $rnumber0rl" ;  
return ( $ reque-st} ,, 
/ * --- - - -- - --- --- listUrl 






Ptu::pose : The listU-rl fl.mcti.on re-turns the re-quest to get a range­






ArguJ.1.lents : $page : page number to get a range for. the visualisation 
$arr:ayPar:am :  ar r:ay cont aining parameter s 
Returns : S tring 
-- ------ - - -- --- -------- --- -- --------- * / 
function l.istUrl ( $page, $ an:ayPa.rami} ( 
$ 1.anguageS.ql = strtoupper ($ arrayParam.[languageSql ] ) ; 
$ rangeUrl = $ arrayli"an:am[ rangeUr.l.]' : 
$ sta.rt = $page* $ rangeUrl; 
if  ( $ languageS.ql == "MYSQL " ) { 
$ request = " S ELECT + FR0M url 0RDER BY averageUrl Point 
LIMIT $ start, $ rangeUrl" ;  
return ( $ ][eques-t) ; 
/ *  ------- --- getMaxid- -










Purpose : The getMaxid. function r:etur:ns the request t o  get the id 
maximum in the url table 
ArguJ.1.lent s : $arrayParam : arr:ay containinq parameters 
Returns : String 
* 
function ge-tMaxid Ç $ arrayParam} 1 
$ 1anguageS.ql = strtoupper ($ arrayl?aram[languageSql ] } ;  
if ( $languageS.ql. == "MYSQL " } 1 
$ req_11les1t = " SELECT max ( id url ) FR0M url " ,, 
return ( $ :r:equest) ; -
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QueryBuilder . php4 
updateU.rl­
Funct ion : updateU.r::l 
Purpose : The updateU.r::l function returns the request to update the 
ur::l tabl.e af·ter: an URL validation 
Arguments : $arrayParam : array containing par:ameters 
Return.s : 
$row :  ar ray containing the new URL data 
$' statusCod.e : the status code of current validation 
$'responseTun.e : the response time of the current 
validation 
Strinq 
* -------- ------ ---- ----------------- ---------- * /  
funct i on upd.ateUrl. ($ row,. $ statusCode,. $ respons.eTim.e, $ arra.yB"a.J[am.} 1. 
$ 1.anguageS.ql = strtoupper ($ a1:rayParam.[lanquageSql ] ) ; 
i f  ( $ 1.anguageS.ql == "MYSQL " } 1 
$varl $ row [ id url ] ; 
$var2 $ row [averageU.r::1PointJ ; 
$var3 $ .r::ow [averageUrlResponseTime } ; 
$var4 $ .r::ow [numberUrlValidationI ;  
$var5 $ row [numberOfCode200J ; 
$vaI6 $ row [numberOfCode404 J ;  
$var7 $ statusCo-de; 
$var8 $ responseTime; 
$num:lllerRisto1:ies = $ arra.yB"a.J[am[numbe-rHî storiesJ ; 
$ request = "UPDATE url SET averageUrlPoint 
$var2 , averageUrlResponseTime = $var3, 
numberUrlValidation = $var41 , 
numberOfCode2ûO = $var5 , numbe-rOfCode404 
WHERE id url = $varJI." ; 
return ( $ ][equest.} ,, 
$var6 
/ * ------ ----- ---- ---insertHistoric---- ----- -- ---- ---- -------------- -- -













Purpose : The insertHistoric ftmction r.eturns the request to inse-rt 
in the historie t abl.e the new historie. 
Ar.gun\ent s : 
Returns : 
$arrayParam : array containing par::amet ers 
$row : ar.ray c.ontai.l.1:ing t he new· URL da.ta 
$statusCode : the statu,.,. c.octe, of current 





*-- --- ---· - - - - * / 
functi on insertH:isto.ric ($ row, $ statusCode, $ IesponseTime, $ arrayParam) (  
$ 1anguiageS.ql = strtoupper ($ a.J[r::ayParam.[languageSql ] ) ;  
$varl $ row [id url ) ; 
$var7 $ statusCode; 
$vara: $ re.sponseTim.e; 
$var9 date ( " Y-m-d" l ;  
$varl0 = $ .r::ow[pointJ ; 
if ( $ 1.anguageS.ql == "MYSQL" } { 
$ reques1t = " INSERT INTO his torie 
( id valid , id url , s tatusCode , responseTime , 
-dateValid,. point} VALUES 
( ' ' , ' $var 1 '  , ' $var7 ' , ' $var8 ' , ' $var::9 ' , ' $var 1 0 ' l " ;  
return ( $ Iequest) ;  
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QueryBuilder . php4 
deleteByDate­
Funetion : deleteByDate 
1. 
1 
Purpose :  The cleleteByDate function r eturns the request t o  delete 









Argruuent s ; $ar:rayParam : array containi.ng parameters 
$id : id ur.l selected 
$date- : the minimum date to memo1:ize 
Returns : Strinq 
funet ion dele teByDate ( $ id, $date,. $ ai:rayParam.) { 
$ 1.anguageSql = s trtoupper ($ a.n:.rayParam.[languageS"q;l ] ) ; 
i f  ( $ languag:eSql == "MYSQL" ) l 
$ request = " DELETE FROM hi storie WHERE id url 
date-Valid < $dla1te" ; 
return ( $ 1:equest) ;  
- -- - - --- deleteByicl 
Ftmction :  deleteByid 
$ id AND 
- - - * /  
Purpose :  The deleteByid function returns the request t o  delete in 
the historie t able the oldest hi.storics 
Arguments- :  $.ar:rayPar am : array contain.ing par:ameters 
$id : id ur:l selected 
$ ic� val.id : the minimum id valid to n1emo1:ize 
Returns : strincr 
*- - - -- - - - - -- - -- -- -- --- - - --- ---- ------ -------- -- - -- ' (  
funetion deleteByidvalid ( $ id, $ id_valid, $ an:ayParam) t 
$ 1.anguageS.ql = strtoupper ($a.n:rayParam.[languageSql ] ) ; 
if  ( $ 1.anguageSql = "MYSQL " ) l  
$ request = " DELETE FROM hi storie WHERE id url 
id valid < $ id! val.id" ;  
return ( $ request} ; -
/ * - - -- - - -
1 Fun.ct ion : 
-- - - -getHistorieByidvalid 
getHist or:icByidvalid 





Ptupose :  The getffistoricByidvalid function returns the request to 







Argur11ent s : $a.rrayParam : an:ay containing pa.rameters 
$icl : id_url s-elected 
Returns : String 
----- --- - -- - -- --- --- ------ -- -* /  
funeti on getHi.storicByidvalid( $ id, $ arrayJl.>a.n:am) { 
$ languageS.ql = strtoupper t$arrayPar:am.[languageSql ] ) ;  
i f  ( $ 1.anguageS.ql == "MYSQL " } I. 
$ request = " SELECT * FROM hi storie WHERE id url $ id 
ORDER BY id valid" ;  
return ( $ .n::equest.) ; -
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Stat i s ti c . php4 
< ?php 
/*===================================================== 
As signment : 
Authors : 
Email.s � 
L nguage : 
Platfo..i:.m: 





Dubus Jean- François 
j fdubus@hotmail . com 
PHP 4 . 0 
NT 4 / Intel 
Stati s tic . php4 
10/07/2 00 2 
+--------- - - - - ------------------------- ----------------- ----------------------
1 
1 Descript i on :  all ow to calculate new data of an URL 
1 
1 Known Bugs : None 
1 
+ 
clas s Statistic ( 
/* - -- --- -- - - ----- - calculateNew'Data- -- - - -
















Pur:pose � The calculateNewData functi on ca,iculates the new URL ' s  
points average,. the nev. URL ' s res.ponse time , update the 
number of code 200  or 4,0·4 and returns the modified array 
Arguments : $arrayUrl : array containinq all data of the URL 
$ st a.tusCode : status code given by HEAD h.ttp- request 
$re-sponseTime : response time between the send and the 
r:eceive of the request in seconds 
Returns :  
$an:ayParam. : array containing all. parameter.s of 
ini tialisation ' s file 
array 
----- ---- - - - ------- --- ------ ------- ----- -- ----- - - - - * / 
function calculateNewData ( $ array, $ statusCode,. $ responseTime, $ arrayParam) l 
swi tch ($ statusC:ode) 
case " 2 0 0 " : $point = l ; break ; 
case " 5 0 0 "  : $point = 0 . 2 ; break ; 
case " 5 0 3 "  : $point = 0 . 2· ; break ; 
default : $point = O ;  
l ; 
$po:ii.n1ts = $ array [ averageUrlPoint ] ; 
$nbr $ array[numberUrlValidation] ; 
$ rep = $ array[ averageUrlResponseTin1e ] ; 
$ur1Coeff 
$ur1Point 
$ thls->cal.culateCoeff ( $ responseTime,. $ arrayParam) ; 
$point* $url.Coeff; 
$po:ii.n1ts = ( ($poin1ts* $nbr). + $urll?o:ii.nt ) / ( $nbr+ l ) ;  
$ rep t ( $ rep* $nbr} + $ response.T1.me) / ($nbr+ l } ; 
$nbr $nbr + l ;  
i f  ($ statusCode == " 2 0 0 " ) l 
$ array [numberOfCode200} 
i f  ($ statusc:ode == " 4 0 4 " ) l 
$ al'.ray [numberOfCode404 ] 
$ array [ nwnberOfCode2 0 0 ] + 1 ;  
$ arra,y [nurnberOfCode4 0 4 ]  + l ;  
$an::ray [ avera.getr 1Pointl  = $points; 
$ an::ray [numberUr:lValidationl = $nbr; 
$ array [ averageUrlResponseTime] = $ rep; 
$ an::ray [point ] = $wr:1Point ; 
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Stat i s ti c . php4 
return ( $ array) ; 
- calcul ateCoeff 
Function: calculatecoeff 
Purpose : The caLculateC oeff function returns the coefficient to 
apply on the URL ' s point . The coef"ficient i s  based on 
rê'sponse time , tole.r:ate rê'sponse time and timeout . 
Arguments :  $-responseTime : response tinte in seconds 
$ ar.r:ayParant : array containing all parameters of 
initialisation ' s file  
P.-eturns : urlCoeff f loat 
- - - - ---- � ; 
function calculateCoeff t$ responseTime, $ arrayPa.r:am} (  
$ 1tolera,t:eResponseTime = $ air:.r:ayPa.ram.[ " tolerateRe sponseTirne " ]; ; 
$W[1Timeout = $ arrayParam[ " urlTirneout " J ; 
if  ($ res.p,oIDLSeTime < $ ttolerateRes.p,onseTime} 1 
$m:1Coeff = 1 ;  
else { 
i f  ( $ responseTime < $ur1Timeout ) { 
l 
/ /Y-Ya = (Yb- Yal /  (Xb- Xa). � (X. Xa) 
$11IT].Coeff = - 1 f ( $11IrlTim.eout- $ to].e.l[ateResponseTime) 
* ($ responseTime- $ tolerateResponseTime i + l ; 
el se ( // $re,sponseTime > $url Timeout 
$U.1[1Coeff = O. ;  
return ($ur1Coeffi ;  
l 
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/ *========== ================================================ 













Email s : 
Dubus Jean François 
j fdubus @hotmail . com 
Language : PHP 4 . 0  
Platfonn: NT 4 /  Intel 
To Compile : 1 0  
1 1  
1 2  
13  
1 4  
Eile : 
Creation: 
test controller . php4 
10 /07/2002 
15 +- -
1 6  1 
Modified: 
1 7 I' Description: all.ow. to launch the cont roller: 
1e  r 
1 9  l Imown Bugs : None 
2 0  1: 
2 1  
2 2  
+ 
2 3  include ( "Controller . php4 " ) t 
2 4 $ control. =· new Controller t )  ; 
2 5  $ control->main ( $ a, $b) ;  
2 6  
2 7  ?> 
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Timer . php4 
< ?php 1 








\ Assigrunent : PHP 
1 0  
1 1  
1 2  
1 3  












1 5  + - - -
1 6  1 
Autho.rs :  
Email s :  
Language : 
J:>l atform: 




1 7  \ Desc.ription: 
1 8  t 
1 9  t Iü1cown Bugs : 
2 0  1 
2 1  + 
2 2  
2 3  
2 4  c l a s s  Timer: 1 
Dubus Jean François 
j fdubus @hotmail . com 
PHP 4 . 0  
NT 4/ Intel 
Timer: . php 4 
10/07/2002 




-- - - - - t imer - - -- - -- - - - - --­
F'unction : r:eadTime 
l 
25  
2 6  
27  
2 8  
2 9  
3 0  
3 1  
32  
33  
3 4  
3 5  





4 1  
4 2  
4 3  
4 4  
1 
1 
Purpose : The readTin1e fU11.ction returns the system time in seconds 








Januar:if 1 1 19,70 GMT} 
Argument s : none 
Returns : float 
*------ ----------------- ---------------- --------
function readTime C } t 
l i s t ($usec, $ sec) = expl ode ( " " , mi crotime ( ) ) ;  
return ( lfloat ) $usec + (float l $ sec) ;  
1 of 1 ANNEXE VI I 










1 0  
1 1  
1 2  
1 3  
1 4  
1 5  
1 6  
1 7  
1 8  
1 9  
2 0  
2 1  
2 2  
2 3  
2 4  
2 5  
2 6  
2 7  
2 8  
2 9  
3 0  
3 1  
3 2  
3 3  
3 4  
3 5  
3 6  
3 7  
3 8  
3 9  
4 0  
4 1  
4 2  
4 3  
4 4  
4 5  
4 6  
4 7  
4 8  
4 9  
:, 0 
5 1  
5 2  
5 3  
5 4  
5 5  
5 6  
5 7  
5 8  
5 9  
6 0  
6 1  
6 2  
6 3  
6 4  





7 0  





7 6  
Validator . php4 
< ?php 
/ *----=========================================--==�= 
As sigrtment : PRP 
Authors : 
Emai l.s : 
L nguage : 
Platform; 





j fctubus@hotmail . com 
PHP 4 . 0 
NT 41 Intel 
Validator . php4 
1 0:/07 /2002 
+- -- - - - ------ --- --- -- ----- --- ---- - - - -----
1 
1 Description : allow to launch the vali.datation. 
1 
1 Kno,m Bugs = None 
1 
+ 
/� -- - ---- ---- ---- --INCLUDE 
include ( " Tirner . php4 " ) ,� 
include ( "Network . php4 " ) ;  
include ( " S tati stic . php4 " } ;  










Pu.r:pose : The validate function launchs the validation 
Arguments : $ar.r:ayParant : a.r:ray containing all. pa.r:amete.r:s of 
initialisation ' s- file 
1 
1 
1 Retu.rns : id ur::l. : the last i d  validated 
1 
function validate {$ an:rayParam) l 
$ timer = new Timer ( ) ; 
$ startTime $ timeI->readTime ( } ; 
$n1UIDbe][UJrl. $ arrayParam[numberUrlT'oValidate ]  ; 
$validationTime = $ arrayPai:am[validationTime ] ; 
$ e][ror = new Err or ( )  ; 
$ qiuery = new QueryBuilder ( ) ; 
$mydal = $ this-> loadDal t$ arrayParam.) ;  
$mydalZ = $ this->l.oadIDal ( $ arrayParaan) ; 
---- - - -- ---- - � ; 
//ll/f/l/fll/f/lffl l/lll//ll/lll//l llf/ll/ll/llllfl llllllllll 
/ /get the next id url to validate 
f li// f Il/li li f II/III/// l//11 / f Ili li If f Ill f l /1 / ll/ li l / 1 11 / li  li 
$ idS.taJ1:t 
$ reguest 
$ arrayParam[idLastVal idateUrl ]  + 1 ;  
$ query- >getMaxid ($ airayParam) ;  
i f  ( ! $mydal->executeQue.r:y ( $ reqiuest ) )  
echo $mydal->l.astEr.r:or,'. 
while  ( $ball:=$mJYdal->fetchAr.r:ay ( )  ) { 
whi le fl ist ( $ cle, $val) = each ($baii:: ) ) ( 
$max = $val; 
l 
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77 } 
7 8  i f  ( $max < $ ïdStart ) ( 
7 9  $ idS.ta.n:t = 0 ;  
8 0  
8 1  
Validator . php4 
8 2  /l///l/lll ll/fll/ll l lfl//ll//lll/fl///l//ll l/fll/lll/ll/fll /l  
8 3  / /get N URL t o  vaHdate 
8 4  /fl l/fll//l///lll/l ll/l//ll///lllfl //fll/ll ///l/l/l//// l/ll// 
85  
8 6  $ reguest = $ query- >lis tNUrl ( $ id.S.ta.rt, $ airrayParam} ;  
8 7  
8 8 i f  ( ! $mydal->executeQue.r:y( $ request} )  
8 9  echo $mydal- >lastEr.r:or; 
90 
9 1  
92 $net = new Network ( J ; 
93  
94  $ stat = new Statistic ( } ; 
95  
96  while ( $ rowUrl = $mydal->fetchArray ( ) ) l 
97 
98 $ url = $ rowUrl [url} ; 
99  $u.n:1Id = $ rowU.n:l [ id_url ] ;  
1 0 0  
1 0 1  
1 0 2  //l//fl//ll//f//l/l/l/l//lll//l///l//l//l/l //ll/l/l/ll/ 
103  //get protocol, h st and path of  the complete url 
1 0 4  lfl//ll/l/l/fll/l/l///ll/f/ //lll/fll/lll//ll/fl/ /lll l/l 
1 05 $u.1:l=str_replace ( " \ \ " , " / " , $url } ;  
1 0 6  
1 0 7  $ a.J[ray=explode ( " / " , $url ) ; 
1 0 8  $p.n:otocol = $ a.n:ray [O] ; 
1 0 9  
1 1 0  //delete ' : ' in protocol 
1 l l  $p..n:otocolTemp = explode (" :  " , $p.n:otocol ) ;  
1 1 2  $p..n:otocol = $protoco1Temp [ O ] ; 
1 1 3 $hast = $ a.n:ray [2 ] ; 
1 1 4  $nlbr=si zeof ($ a.n:ray) ;  
1 1 5  $nbr=$nbr-3 ;  
1 l 6 
1 17 $path=" " ; 
1 l 8 for ($ i=O ; $ i<$nbr;++ $ :ii. , 1. 
1 1 9 
1 2 0  $ tel = 3+ $ i ; 
1 2 1  $path=$pa1tl!l. " / $ array [ $ tel ] " ; 
1 2 2  l 
123  $ timel = $ timer->readTime ( } ;  
1 2 4  
1 2 5  ffl!/fl!/fll/lllf/l//fl/ffl!ffllffl/ff/lf/l lllll/f/lffl 
1 2  6 / /open a s.ocket 
1 2 7  ffl/fll/ffl /ff//ffl/l/l/ffl/ff/lffl/ffl/lfllffl/llll/ll 
1 2 8  i f  (strtoupper ( $protocoU =="HTTP " } {$po.n:t=8 0 ; }  
1 2 9  
1 3 0  $ socket = $net- >openSocket ($protocol, $host, $port) ; 
1 3 1  
1 3 2  
1 3 3  
1 3 4  
1 3 5  
1 3 6  
1 3 7  
1 3 8  
1 3 9  
1 4 0  
1 4 1  
1 4 2  
1 4 3  
1 4 4  
1 4 5  
1 4 6  
1 4 7  
1 4 8  
1 4 9  
1 5 0  
E, l 
1 5 2  
i f  ($ .socket ! = fal se } l 
//get s tatus cod.e 
$ statusCode = $net->getStatusCode 
( $protocol, $ socket, $path} ; 
//close socket 
$net->close-Socket ( $ socket, $protocol ) ; 
$ 1time2 = $ timer- >readTime ( ) ;  
$ responseTime = $ 1time2- $ timel ; 
/ /i f path is a direc.tory th.en ter.minate it by 
// ' / ' and do validation again 
i f ( $ statusCode ! =" 2 0 0 " & &  $ statusCode f =" 4 0 4 " ) { 
$paith = $path. " / " ; 
$ 11::im.e.3 = $ tim.er->readTime ( ) ;  
/ f open a socket 
$ socket = $net->openSocket ($protocol , 
$host , $port ) ,· 
//get status code 
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1 5 4  
1 5 5  
1 5 1'; 
1 57  
1 58  
1 5 9  
1 6 0 
1 6 1  
1 62 
1 63 
1 6 4  
1 65 




1 7 0  
1 7 1  
1 7 2  
1 7 3  
1 7 4  
1 7 5  
1 7 6  
177 
178  
1 7 9  
1 8 0  
1 8 1 
1 8 2  
1 8 3  
1 8 4  
1 8 5  
1 8  6 
1 8 7  
1 8 8  
1 8 9  
190  
1 9 1  
1 9 2  
1 9 3  
1 9 4  
195  
1 %  
1 9 7  
198  
1 9 9  
2 0 0  
2 0 1  
2 0 2  
2 0 3  
2 0 4  
2 0 5  
2 0 6  
2 0 7  
2 0 8  
2 0 9  
2 1 0 
2 1 1  
2 12 
2 1 3 
2 1 4  
2 1 5  
2 1 6  
2 17 
2 1 8 
2 1 9 
2 2 0  
2 2 1  
2 2 2  
2 2 3  
2 2 4  
2 2 5  
2 2 6  
2 2 7  
2 2 8  
l 
Val idator . php4 
$ statusCode = $net- >getStatusCode 
( $protocol , $ socket , $path) ; 
//close socket 
$net->clos.eSocket ( $ socket, $protocol ) ; 
$ 1ti.me4 = $ timel[- >readTime ( l ;  
$ responseTi.me = $ 1tim.e4- $ tim.e3 ; 
$ rowUrl2 = $ s1tat- >calculateNewData ($ rowUrl., 
$ statusCod.e ,· $ responseTim.e, $ arrayPa.n:am) ; 
echo ( " <BR>id url : $rowUrl 2 [ id url ] , url 
$ l[owUrl.Z [w::l.J ,. averageUrl
.
Point : 
$ rowUr12 [ averageUrlPoint] 
averageUrlRes.ponseTime : 
$ l[OVU][l2 [ averageUrlResponseTime] , 
numberUrlVal idati.on : 
$ l[owUrl2 [numberUrlValidation] , 
numberOfCode2 0 0  : $ rowUrl2 [numberOfCode2001 
, numberOfCode404 � 
$ rowUr12 [numberOfCode404J , s.tatusCode 
$ statuscode , responseTime 
$ l[e.spon,seT:ime<BR> " ) ; 
$varl  = $ rowUrl2 [ id url ] ; 
$numbeIHistories= $arrayPa.n:am[numberHis tories] ; 
/ /up<late the url tab'1e 
$ requestl = $ query->updateUrl ( $ rowUrl2 , 
$ stat.usCod.e, $ responseTime, $ arrayPa.n:am) ; 
i f  t !· $mydal2- >executeQuery ($ requestl} }  ( 
echo $mydal2->lastError ; 
/ /insert into historie table the present 
//validation data 
$ reguest2 = $ query->insertHistoric {$ rOWUJr12 , 
$ statusCod.e, $ responseTime, $ arrayPa.n:am) ;  
i f  H $mydal2-> executeQuery ( $ request2 ) )  ( 
echo $mydal2->lastError ; 
//Check if not too much histori es then delete by date 
$ reguest3 = $ query- >getUrlHistoricByDate ( $var]., 
$ a.n:rayParam) ;  
i f  U $mydal2- >executeQuery ($ request3) )  
echo $mydal2->lastError ; 
$ count = $mydal2- >rowcount; 
$diffeJCence = $coWlt - $numberHistories ,· 
i f  ($diffe.r:ence > 0 )  { 
for ( $ i=O; $ i<=$dlifference; ++ $ i) { 
$ resultrow = $mydal2- > fetchAr:ray ( } ; 
l 
$ idvalid = $ resultJCow [ id_validl ; 
$dateva1id = $ .n:esultrow [dateValid] ; 
$ request4! = $ query- >deleteByDate ( $varl, 
$datevalid, $ arrayPa.n:am} ;  
i f  ( !· $mydal2- >executeQuery f$ request4 ) ) l 
echo $mydal2->lastError ; 
//Check if not too much histories then dele-te by id valid 
$ reguest33 = $query- >getHis toricByidvalid 
( $varlL, $ arl[ayParan) ;  
i f  { r $mydal2- >executeQuery ($ request33 ) )  
echo $myda12-> lastError ; 
$ count = $mydal2->rowcount; 
$diffeJCence = $ count - $numberfilstories 
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3 0 1  ?> 
Validator . php4 
i f  ( $difference > 0 )  { 
for ( $ i=O ;  $ i<=$d!ifference; ++ $ il f 
$ resultrow = $mydal2->fetchArray ( ) ;  
} 
$ idvalid = $ result.1tov [ id_valid] ; 
$datevalid = $ .1tesultrow [dateValidJ ; 
$ request� = $ query- >deleteByldvalid (  
$varl , $ idvalid, $ arrayParam} ; 
i f  U $mydal2->executeQuery ($ reguest4 ) )  { 
echo $mydal2->lastError ;  
else ( 
$ e1:ror- >displayE.r:rorMes sage- t " errorOpenSocket " , " " ) ;  
$ currentTi.m.e = $ ti.m.er- >readTime- ( ) ;  
i f  t ( $ startTimne + ($validationTi.m.e*60 1  ) < $ cUirentTime ) { 
break ; 
$ endrl1'ime = $ timer->.r:eadTime U ; 
$currentVal.idationTime = $ endTime- $ st.artTime; 
echo ( " <BR>Temps de la val idat ion : $currentValidationT ime<BR> " } ;  
return ($ rowUrl2 [ id_w:l] ) ,· 
/ ... ______  -loac!Dal- - -
Function: loadDal 
Purpose :  The loadDal function c.r:eates a dal with param.eter s 
Arguments : $ arrayPar.am. : array c,::mtaïning· all parameters of 
ini t ialisation ' s  file 
Retm:ns : a DAL obj ect 
lt, _ _ _ _ _ _ _ _ _ - - - -
function loadDal ($ arrayParam) ( 
$ langue = s t rtolower ( $ a.r:rayParam[ languageSql ] ) ,, 
$ foo = new dal ;  
$ foo- >selectDriver ( $ langue} ,· 
i f  t ! $ foo- >addConfigurat ion (. ' conf3 ' , $ arrayParam[dbUsername-J , 
$ arraylP'a1:am[ dbPassword] } ) 
echo $ foo->lastError;  
i f  t r $ foo-> selectConfigw::ation ( " conf3 " } )  
echo $ foo->lastError;  
if  ( ! $ foo->s electDatabase ( $ arrayParam[dbName ] ) )  
echo $ foo->lastError ;  
l 
$ foo->enableFakeTransactions ( ) ; 
return ($ foo) ;  
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Vi suali s ation . php4 
< ?php 
/ *=---===========================================�== 





T-o Compile : 
File : 




j fdubus@hotmail . com 
pfü> 4 . 0 
NT 4 / Intel 
Visualisation . php4 
10/07 / 2002 
+ - ---------------------- ------ ----------- --------- --------------
1 
1 Descripti on : allow the visualisati.on of the URL ' s stati stic 
1 
1 Known Bugs : None 
1 
+ * /  
class  Visualisation { 
/* -- - - --- -- - ---- -visualize- --- - --------- -- ---- -- ---- ----- --------- -














P-ur:pose :  The visualize- fcmction displays t o  interface a choice of 
the- URL with their points averages. and displays the­
statistics of the chosen URL. 
Arguments. : $-mode : choice between listing or historie 
$par:am : if mode i s  the listing then parant is the page to display 
if mode i s  historie  then parant is the id url 
$arrayParam : array containing the- appl:r.cation parameters. 
Returns : resultset coming from Database or an array containing 
t:wo result sets 
- ---- - -- - ---- --------- -- - * / 
function visualize ( $mode, $pan:am, $ arraylP'a.n:am} 1. 
$ query = new QueryBuilder ( } ;  
$l!illydlal. = $ thdi.s->load.Dal ( $ arrayParam) ;  
$mydlal.2 $ t:his-> loadDal (. $ arraylP'a.n:am) ;. 
$mydal3 = $ thls->loadDal ( $ arrayPa.n:am} ; 
swi tch ($:mio.dle} {  
case " 2 " : 
case " 3 " 
//listing par:am = f i rst id url to  display 
$ request = $ query- >listUrl($pa.n:am, $ arraylP'a.n:am} ; 
i f  / !' $myda1->executeQue-ry C $ request} ) 
echo ( " <BR>$mydal ->las tError<BR> " } ;  
return ($mydal ) ;  
break ; 
/ /graphies param =· id url 
$ reguestl = $ query->getUr:1Data ($pan:am, $ arraylP'al!'.am} ;  
$mydlal.- >executeQuery ( $ .n:equ.est].) ;  
$ request2 = $ query->getUrlHistoricByDate ( $param., $ arrayParam.) ;  
$mydlal-2->executeQuery (. $ reques1t2 ) ; 
$mydlal.3->executeQuery (. $ reques1t2 ) ;  
$data [ O ]  
$data [ l ] 




return ( $data} ;  
break ; 
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1 1 0 ?> 
Vi suali s ation . php4 
/* loadDal- ---- - -- - - ---- -- - - - -- -- - --- - --- - -
I E'unction: loadDal 
1 
[ Purpose- : .LoadDal func-tion loads the- differents drivers to use DAL 
r 
1 Arguments : $arrayParam � array containing the application parameters 
[ 
r 
1 Returns :. a DAL obj ect 
l 
function loadDal. ($ al!:rayParam) { 
$ 1-angue = s trtolower ( $ arrayParam[ l.anguageSql ] ) ;  
$ foo = new da1- ; 
$ foo-> selectDriver ($ langue} ;  
i f  ( l $ fo-0->addCon.figuration ( ' conf3 ' , $ arrayParam [ dbUsername-] , 
$ aJ[rayParam[dbPasswor:d1 ) }  ( 
echo $ foo- >las tError ;  
$ foo- >selectCon.figm:ation ( " conf3 " } ;  
i f  t t $ foo- >selectDatabase ( $ arrayParam[dl>Name ] ) }  
echo $ foo->las tError; 
1 
$ foo->enableE'akeTransactions ( ) ; 
return ($ foo) ; 
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