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Abstrakt
Tato  práce  pojednává  o  webové  aplikaci,  která  je  určená  pro  extrahování  dat  z  HTML tabulek, 
nacházejících se na webových stránkách. Dále v tomto dokumentu bude popsáno, jak tato aplikace 
umožňuje  jednoduché  přihlašovaní  do  privátních  částí  stránek  a  jak  umožňuje  získaná  data 
zpracovávat a zobrazovat. Závěrem budou shrnuty poznatky spojené s programováním a používáním 
této aplikace a dále budou uvedeny možné budoucí rozšíření. 
Abstract
This bachelor thesis deals with the web aplication that is designed for the data extraction from HTML 
tables  situated on the  web sites.  This  document  also  describs  the  technique how the application 
enables you the simple login to the private parts of the pages and also how it enables you to process 
and display the obtained data. In conclusion, the facts connected with the programming and using of 
this application are summarized. The text also discusses the future development and extensions.
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1 Úvod
Internet se v teto době dá již považovat za fenomén, který se neustále rozrůstá a jeho význam nabírá 
každým  dnem  na  mohutnosti.  Proto  bych  si  dovolil  alespoň  v  krátkosti  shrnout  jeho  základní 
myšlenku a funkci.
První aplikace myšlenky, vytvoření spojení mezi různě vzdálenými body, vznikla již v roce 
1969 v Americe, kde vznikla vojenská komunikační síť Arpanet. U této sítě byl kladen důraz na to, 
aby byla schopná fungovat i poté, co by byl vyřazen z provozu jeden ze článku této struktury. 
Další důležitý zlom z našeho pohledu nastal, když se Arpanet rozdělil na vojenskou část, která 
dále plnila  funkci,  na kterou byl  Arpanet  původně navržen,  a na část  civilní,  do které  se  začaly 
připojovat různé statní i veřejné instituce. V té době, to ale byla především jen komunikace, co bylo 
hlavním využitím této technologie. 
Tato  situace  se  však  změnila  poté,  co  Sir  Timothy  Berners-Lee  zveřejnil  svůj  projekt 
distribuovaného  hypertextového  systému  a  k  němu  také  první  prohlížeč,  který  pojmenoval 
„WordWideWeb“. Tento prohlížeč byl již schopný zobrazovat první neoficiální verzi značkovacího 
jazyka HTML.  
Již tady začaly počátky Internetu takového, jak ho známe dnes. První oficiální verze jazyka 
HTML byla zveřejněna v roce 1995 [1], kdy již byly využívány tabulky jako zdroje informací v plné 
míře. A právě o práci s daty (získanými) z HTML tabulek je tato bakalářská práce. 
Cílem této práce je vytvoření takové aplikace, která bude v pravidelných intervalech stahovat 
data z tabulek a ukládat si je do datového úložiště. Tyto data bude mít uživatel kdykoliv k dispozici 
pro další zpracování a vyhodnocení. V zadaní je také uvedeno, že má být tato aplikace schopná se 
přihlásit  do privátních částí  stránek. V potaz budou brány jen ty stránky,  které mají  přihlašování 
zpracované přes HTML formulář, který odesílá data na server, a nebo pomocí HTTP autorizace.
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2 Použité technologie
Veškerý výběr použitých technologií se odvíjel od toho, že výsledkem této bakalářské práce má být 
webová aplikace. Vybral jsem si tedy PHP jako programovací jazyk a jako úložiště dat jsem použil 
databázový systém MySQL. Tento výběr se odvíjel i od možnosti podpory poskytovatelů webových 
služeb.  V  další  části  této  kapitoly  bych  Vám rád  přiblížil  základy  těchto  technologií  a  použitá 
rozšíření.  
2.1 HTTP
Protokol  HTTP  je  protokol,  který  byl  vyvinut  jako  komunikační  služba  pro  systém  WWW 
ve středisku  CERN.  Tento  protokol  většinou  komunikuje  na  portu  číslo  80  a  umožňuje  spojení 
serveru s klientem.  První verze (0.9) protokolu HTTP umožňovala klientovi zaslat požadavek GET 
s cílovou URL adresou. Tento požadavek GET umožňuje stažení dokumentů nebo obsahu stránky. 
Dále  také  tento  protokol  umožňoval  odeslat  požadavek  HEAD,  pomocí  kterého  klient  získával 
hlavičky odpovědi od serverů. Jako poslední požadavek umožňoval odeslání dat na server pomocí 
požadavku POST. Požadavek s takto odeslanými daty musel obsahovat délku přiložených dat, neboť 
server nebyl schopný rozeznat konec zasílaných dat. 
Samotný  server  požadavky  zpracovává,  odesílá  odpovědi  nebo  chybové  hlášení  a  poté, 
co provede dříve zmiňované operace, ukončí spojení. Tento koncept musel být brzy nahrazen, neboť 
nestačil na stále zvyšující se nároky na zasílání požadavků na server.
V dnešní době (HTTP verze 1.1 [2] ) je již možnost navázání „trvalého“ spojení, ve kterém 
klient zasílá své požadavky na server a ten poté odesílá své odpovědi. Pro ukončení trvalého spojení 
je definován mechanismus v podobě zaslání hlavičky, která obsahuje „Connection: close“. Požadavek 
obsahující tuto hlavičku je poslední na daném spojení. [3] [4]
2.1.1 Seznam stavových kódů pro HTTP protokol
Stavové  kódy  protokolu  HTTP  značí,  jak  proběhla  komunikace  se  serverem.  Tyto  kódy  nesou 
informace například o tom, jestli byl požadovaný dokument či URL adresa nalezena a nebo zda-li je 
potřeba provést přesměrování na jinou URL adresu.
V  této  aplikaci  bylo  využito  především  testování  kódů  na  přesměrování  (3xx),  na  HTTP 
autorizaci (401) a nebo na to, zda-li požadavek proběhl v pořádku (200). 
Seznam všech stavových kódů je k nalezení v příloze D.
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2.2 PHP
PHP  neboli „Hypertextový preprocesor“ je skriptovací jazyk určený k vytváření  tzv. dynamických 
stránek. Kód jazyka PHP je zpracováván na straně serveru a jeho výsledkem je vytváření HTML 
dokumentu, který vetšinou bývá zobrazen na klientské části prohlížečem. 
Jak sami autoři tvrdí, PHP je hybridní jazyk, který se snažil využít těch nejlepších vlastností 
z jazyků, jako byly například C, Perl a Java. Proto je tento skriptovací jazyk v mnoha ohledech velice 
výkonný a snadno použitelný. [6]
2.3 Dibi
Dibi  je  databázová  třída,  která  je  vytvořená  za  účelem ulehčení  práce  programátorům při  práci 
s databází. [7] Toto ulehčení spočívá ve snaze o co největší zjednodušení zápisu SQL příkazů. Dále 
také usnadňuje přístup k metodám této třídy.,  neboť se jedná o statický objekt. Ukázka zápisu pro 
vložení do tabulky people:
 
$par = array(
    'name' => 'Testprihlaseni',
    'active' => TRUE,
    'password' => hash('md5', 'nbusr123');
dibi::query('INSERT INTO [people]', $par));
Dále určitě stojí za zmínku funkce pro vytváření asociativního pole podle zadaných sloupců. 
Příklad užití, na kterém vysvětlím použití této funkce vypadá takto:
(Pro příklad byly použity dvě tabulky z databázové struktury, která je popsána v kapitole 5.1.
Úkolem tohoto dotazu je získat datum, kdy byla každá tabulka aktualizována.)
$res = dibi::query("
SELECT [t.id_table], [v.id_visited_table] ,[v.date] 
FROM [visited_table] as v JOIN [table] as t ON 
([t.id_table] = [v.FK_id_table])
");
Nyní zavoláme funkci fetchAssoc, která vytvoří asociativní pole. Toto pole bude seřazeno 
podle  klíče,  který  je  předán  funkci  jako  vstupní  parametr.  V tomto  případě  budou sloupce  pole 
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odpovídat jednotlivým identifikačním číslům tabulek a řádky budou odpovídat datům jednotlivých 
návštěv. 
$tables = $res->fetchAssoc('id_table,id_visited_table');
Na tomto místě jen zavoláme patřičné vypsání hodnot ve tvaru „tabulka : datum stažení“.
foreach($tables as $visits){
foreach($visits as $visit){
echo "{$visit['id_table']} : {$visit['date']}<br/>";
}
}
2.4 cURL
PHP podporuje  libcurl knihovnu, která byla vytvořená panem Danielem Stenbergem. [8] Tato 
knihovna umožňuje spojení a komunikaci s různými typy serverů pomocí různých protokolů. Nyní 
jsou podporovány tyto protokoly:  HTTP,  HTTPS,  FTP, gopher, telnet, dict, file a ldap.  Libcurl 
také podporuje HTTPS certifikáty, HTTP POST, HTTP PUT, FTP nahrávání souborů a především 
dokáže obsluhovat http autorizaci. 
Při  procházení  manuálu  k  této  technologii  nejspíše  čtenář  zjistí,  že  popis  funkce 
curl_setopt,  která  má  na  starost  nastavování  možností  pro  odesílaní  požadavků,  obsahuje 
obrovský seznam možností  s  malým popiskem funkcionality.  [9]  Dále také chybí  vetší  množství 
složitějších skriptů, které usnadní začínajícímu programátorovi práci s touto technologií. Proto byly 
vytvořeny ukázky skriptů pro práci s různými nastaveními funkce curl_setopt. Potřebné ukázky 
kódu a příklady naleznete v příloze A.
2.5 MySQL
Databázový  systém  MySQL  byl  vytvořen  Švédskou  firmou  MySQL  AB.  [10]  MySQL  je 
vícevláknový,  víceuživatelský  SQL  databázový  server,  který  se  těší  veliké  obliby  u  vetší  části 
poskytovatelů webových služeb. Tento fakt je podložený tím, že se jedná o velice rychlý systém, 
který je uživatelsky lehce naučitelný, a tím, že má dva druhy licencí. První licence je pro komerční 
účely a druhá je GPL, což je označení pro volně šiřitelný software. Popularitu toho systému zvyšuje 
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i skutečnost,  že  je  dostupný  pod  všemi  rozšířenými  operačními  systémy  (MS  Windows,  Linux, 
FreeBSD, Solaris a další). 
2.6 DOM
DOM (Document Object Model) je objektový model XML a HTML dokumentů. DOM reprezentuje 
všechny elementy dokumentu ve stromové struktuře. To znamená, že jsme schopni určovat rodiče, 
potomky a nebo dokonce i prvky na stejné úrovni jako námi právě hledaný element. Jako vysvětlení 
nám poslouží obrázek 2.1, který popisuje tabulku zobrazenou pomocí stromové struktury.
Vznik  objektového  modelu  dokumentu  byl  motivován  potřebou  dynamicky  pracovat 
s dokumenty  zejména  ve  webových  prohlížečích.  Nyní  jsme  schopni  pracovat  s  vlastnostmi 
a metodami jednotlivých elementů a měnit je pomocí JavaScriptu. [11]
Obrázek 2.1: Tabulka zobrazena ve stromové struktuře
2.7 HTML
Jazyk  HTML,  který  vychází  ze  značkovacího  jazyku  SGML,  byl  vytvořen  za  účelem  tvorby 
hypertextových dokumentů. První verze (verze 0.9) byla vydána v roce 1991 a nepodporovala ještě 
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grafický režim. Od té doby prošel tento jazyk značnou proměnou, která byla zapříčiněna potřebami 
tehdejší doby. Poslední oficiální verze (verze 4.01) z roku 1999 zaznamenala spoustou změn od jejího 
prvního vydání. Například v dnešní době je snaha o to, aby nesouvisející části dokumentu byly od 
sebe odděleny.  Proto je funkčnost  značek,  které formátovaly vzhled stránky,  přesouvána do CSS 
(Cascading Style Sheets). [12]
2.8 JavaScript
JavaScript je interpretovaný programovací jazyk, který se nyní využívá především u internetových 
stránek. Jeho síla spočívá v tom, že je interpretován až na straně klienta, což ho činí nedílnou součástí 
nynějšího DHTML  (Dynamic HTML).  DHTML je termín,  který popisuje vytváření  dynamických 
a interaktivních  webových  stránek.  Tato  technologie  kombinuje  HTML,  DOM,  CSS.  Mezi  výše 
zmiňované technologie patří ještě JavaScript, který dokáže pracovat s těmito všemi prvky webové 
stránky. 
Syntaxe jazyka je velice podobná jazykům C, C++ a nebo Javě, ale na rozdíl  od těchto je 
jazyků JavaScript netypovaný. Názvem je sice podobný jazyku Java, ale jedná se jen o marketingový 
tah před uvedením LiveScriptu (původní název JavaScriptu) na trh. [13]
2.8.1 JQuery
JQuery je  JavaScriptová knihovna,  která  vznikla  proto,  aby dokázal  i naprostý  začátečník  napsat 
funkcionalitu, kterou by v obyčejném JavaScriptu měl problém napsat i pokročilý programátor. [14] 
Velkou předností je i to, že pro většinu operací využívá CSS selektory pro výběr jednotlivých prvků 
objektového modelu dokumentu (DOM), se kterými poté může dále pracovat. Další výhodou je to, 
že se tento projekt snaží o co možná největší  funkčnost ve všech rozšířených prohlížečích. Tudíž 
už není potřeba řešit například to, že asynchronní požadavek vytvořený pomocí technologie Ajax pro 
prohlížeč Internet Explorer se vytváří jinak než u ostatních prohlížečů. Pro vetší názornost je v příloze 
B uvedený a vysvětlený příklad z této aplikace.
2.9 XPath
XPath je jazyk používající se pro přístup k elementům a jejich atributům v XML dokumentech. [28] 
Základem toho jazyka je tzv. „výraz popisující cestu“ (Path Expression), který se využívá pro výběr 
uzlů nebo popřípadě celých sestav těchto uzlů. Tyto výrazy jsou hodně podobné se zápisem cesty 
v souborovém  systému.  Při  vyhledávaní  některého  z  uzlů  jsou  využívány  lomítka  pro  oddělení 
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jednotlivých  úrovní  větví  v  dokumentu.  Například  pro  označení  všech  prvků  input,  které  se 
nacházejí v druhé úrovní dokumentu, se použije tento výraz:   
$xml->xpath("*/input");
Výsledkem  tohoto  výrazu  bude  pole,  které  bude  obsahovat  objekty  typu 
SimpleXMLElement. Tyto objekty v sobě budou mít obsaženy všechny hodnoty, které v sobě mají 
námi vybrané uzly. 
2.10 Tabulky
Tabulky jsou nedílnou součástí dnešního světa a mají i svoje zastoupení na internetu. My se budeme 
zabývat především těmi, které se nachází na webových stránkách, kde mají plnit především funkci 
informativní, ale jsou využívány i například ke strukturalizaci webu. Tabulky jsou velice komplexní 
struktury,  které  se  mohou  skládat  z  opravdu  velkého  množství  prvků.  Proto  se v  této  kapitole 
zaměřím především na popis jednotlivých prvků a na rozdíly v zápisu v HTML a XHTML. 
2.10.1 Tabulkové elementy 
Tabulka se skládat ze čtyř zdánlivě oddělených prvků. A to z popisku caption, hlavičky thead, 
těla tabulky tbody a ze zápatí tfoot. 
• caption –  pokud bude vyplněno záhlaví tabulky musí  se  tento prvek nacházet ihned za  
značkou „<table>“ 
• thead – označuje začátek a konec hlavičky tabulky
• tbody – tělo tabulky
• tfoot – jedná se o záhlaví tabulky, musí být definováno před definicí těla tabulky
• tr – ohraničuje jednotlivé řádky
• th – tento element odděluje jednotlivé buňky v hlavičce tabulky
• td – značka td odděluje buňky v těle tabulky
• colgroup – ohraničuje skupinu sloupců
• col – definuje jednotlivé sloupce
• table – označení tabulky 
Co mohou jednotlivé položky obsahovat, ukazuje tabulka 2.1 vytvořená z [16].
Značka Může obsahovat
table caption ?, (col * || colgroup *), thead ?, tfoot ?, (tbody + || tr +)
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caption text
thead tr +
tfoot tr +
tbody tr +
colgroup col *
col bez hodnoty
tr (th || td) +
th data
td data
Tabulka 2.1:  Přehled možných potomků u jednotlivých tabulkových značek
Legenda: 
* – může být libovolně krát zahrnut (0 – N)
? – může obsahovat maximálně jeden prvek (0 – 1)
+ – musí obsahovat minimálně jeden prvek  (1 – N)
|| – označuje logické „nebo“ (OR)
data – samotné informace obsažené v buňkách
bez hodnoty – neobsahuje žádnou hodnotu
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3 Specifikace projektu
Tento  projekt  byl  zadán  jako  aplikace  pro  stahování  tabulek  a  jejich  následné  zpracování.  Jako 
předloha mi sloužila bakalářská práce [17] od studenta z minulého školního roku bakalářského studia. 
Dříve  zmiňovanou  bakalářskou  práci  vylepšuje  v  možnosti  přihlásit  se  na  privátní  část  stánek 
a čerpání dat z tabulek i na dříve nedostupných místech. Dále také umožňuje aritmetické operace nad 
získanými daty. Aplikace tedy bude umožňovat procházet celou strukturu stránky a bude zvýrazňovat 
tabulky, které si bude moci uživatel označovat jako tabulky pro sledování. Tímto označením tabulky 
se uloží  adresa,  na které se tabulka nachází,  i  případné přístupové údaje k této konkrétní  stránce 
(heslo a přihlašovací jméno). Dále bude umožňovat provádět operace s daty při jejich zpracování, 
např.  z  tabulkové buňky obsahující  text  „50 EUR“ bude umožňovat  vybrat  jen číselnou hodnotu 
a s tou dále pracovat v operacích určených pro zpracovaní dat. 
3.1 Podobné komerční projekty
Při hledání informací na internetu, které se týkaly problematiky mé práce, jsem narazil i na komerční 
projekty  zabývající  se  podobnou  tématikou.  Rozdíly  byly  ale  v  tom,  že  se  opravdu  jednalo 
o komerční  produkty,  které nejsou  řešené  jako  webové  aplikace  a  které  jsou  také  mnohem více 
propracované. Rád bych uvedl alespoň dva v této kapitole. 
3.1.1 Bget
Jedná se o aplikaci  na „dolování dat“ z webových aplikací, která využívá i tzv. „síťových pavouků“ 
(web spiders).  Tito  pavouci  fungují  tak,  že  prohledávají  další  odkazy na dáne stránce za účelem 
shromažďování  informací.  Podobných  pavouku  využívá  i  Google  pro  procházení  Internetu, 
zaindexovávání  stránek  a  stahování  obsahu.  Tento  produkt  dokáže  v  pravidelných  intervalech 
navštěvovat stránky a prohledávat HTML značky, které si uživatel zadal za účelem sledováni. Dále 
dokáže tyto informace shromažďovat a posléze vyhodnocovat. [18]
3.1.2 HappyHarvester
Jedná se o podobný program jako již dříve zmiňovaný Bget, jen s minimálními rozdíly ve funkčnosti, 
jiném GUI (Graphical user interface) a také ve způsobu zadávaní sledování. [19]
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4 Analýza a návrh aplikace
Návrh  aplikace  popisuje,  jakým  způsobem  bylo  postupováno  při  analýze  a  zpracování  zadaní. 
V následujících kapitolách bude například popsáno, jaké druhy přihlašovaní na stránkách byly brány 
v potaz, nebo jakým způsobem dochází k opětovnému získávaní dat při synchronizaci tabulek. 
4.1 Způsoby přihlášení
Obecně  je  několik  způsobu  přihlašování  do  privátní  části  webových  stránek  pomocí  HTML 
formulářů, HTTP autorizace, přihlášení pomoci technologie Ajax a dalších. Po konzultaci s vedoucím 
práce jsem se rozhodl,  že v této práci  budu pracovat jen s  klasickými HMTL formuláři  a HTTP 
autorizací. Pro názornost jsem připravil seznam případných možností, které při přihlašování mohou 
nastat:
• metoda GET
– Tato metoda je využívána především pro získávání dat ze serveru. Dále také může být 
využívána při  odesílání  HTML formulářů.  Obsah těchto formulářů bude poté odeslán 
jako součást URL adresy.  Jednotlivé elementy formuláře jsou reprezentovány ve tvaru 
„jméno=hodnota“. [30]
• metoda POST
– POST metoda je využívána pro odesílání dat na server. Tato data jsou odeslána v těle 
požadavku, který klient odeslal. Výhoda této metody oproti metodě GET je v tom, že 
nemá teoreticky žádný limit v počtu odeslaných elementů. [30] [31]
• Cookies / Sezení (Session)
– V tomto případě se nejedná ani tak o způsob přihlášení, jako spíše o způsob udržení 
„přihlášení“  při  pohybu  na stránce.  Rozdíl  mezi  těmito  metodami  je  ten,  že  soubory 
cookies  jsou  ukládány  na  straně  klienta  a  sezení  se  uchovává  na  straně  serveru. 
Nevýhodou souborů cookies je to, že je uživatel může kdykoliv smazat nebo v prohlížeči 
úplně zakázat jejich ukládání. [32] [37]
• HTTP autorizace
– Tato autorizace se vynucuje serverem pomocí zaslané hlavičky s HTTP kódem 401. Za 
touto  hlavičkou  je  ihned  odeslána  další  hlavička  obsahující  WWW-Authenticate. 
Další charakteristikou toho přístup je to, že se údaje vyplněné uživatelem odesílají při 
každé nové žádosti o novou stránku. [33] Tento způsob autorizace podporuje dvě metody 
pro odesílání dat:
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Basic Access  Authentication – tato  metoda  odesílá  data  bez  šifrování  a  je  tedy 
nutné, aby byla doplněna například šifrováním pomoci SSL. [34]
Digest  Access  Authentication –  v  této  metodě  se  již  využívá  šifrování  hesla  
a přihlašovacího jména pomocí algoritmu MD5. [34]
Obě tyto metody mohu být napadnuty útokem „Man in the middle“ (MITM). [33]
• všechny výše zmíněné možnosti v kombinaci se šifrovaným přenosem HTTPS
– HTTPS využívá asymetrickou šifru pro zašifrování přenosu. Jedná se vlastně o spojení 
síťového protokolu HTTP a protokolu SSL/TLS. [35]
4.2 Výběr tabulek 
Jak již bylo zmíněno ve specifikaci aplikace, uživatel má možnost vybrat si tabulku pro sledovaní, 
a posléze má možnost provádět nad těmito daty aritmetické operace. Dále bude aplikace umožňovat 
uživateli nezobrazovat sloupce, které si nebude přát používat. 
4.3 Pravidelné stahovaní dat
Mezi další důležité aspekty této aplikace bude patřit možnost pravidelného stahovaní dat z tabulek, 
u kterých bude zadán příznak pro sledování.  Toto stahovaní bude prováděno automaticky pomocí 
démona Cron pod operačním systémem Linux. Právě tento operační systém je dostupný u většiny 
poskytovatelů webových služeb, a tak je ve většině případů zpřístupněna i funkce dříve zmiňovaného 
démona. A nebo v případě operačního systému Windows zadávat toto stahování pomocí programu 
„Plánovač úloh“. 
Dál jsem uvažoval nad tím, jak sledované tabulky rozpoznávat při synchronizaci. A právě tento 
proces popíši následujícím algoritmem pro porovnávání tabulek:
$tables = getActiveTables() –  nejdříve musíme získat všechny tabulky 
pro synchronizaci 
foreach($tables as $table){
$content  = getContent($table->id_web)  –  získáme  obsah  webu,  
pro který je tabulka evidována
$testedTable = getTable($table->position_on_web, 
$content) 
– získáme potencionální tabulku, kterou podrobíme dalšímu 
testovaní, abychom zjistili, zda-li se jedná o námi hledanou 
tabulku
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$error = false;
if(!isset($testedTable)) $error = true;
– testování, jestli se vůbec podařilo najít tabulku
if($table->columns != $testedTable->columns) $error = 
true;
– testuje se, zda-li mají obě tabulky stejný počet sloupců
if($table->thead != $testedTable->thead) $error = true;
– otestují se všechny hodnoty jednotlivých buněk hlavičky  
tabulky
if($error){
$tabulka->inActive()
– pokud při provádění porovnávání nastane chyba a nebo jsou 
tabulky vyhodnoceny, jako rozdílně je aktuální tabulce 
změněnstav z aktivní na neaktivní
}
else{
$testedTable->saveData();
– v této větvi se uloží všechna potřebná data tabulky 
do databáze,  z  čehož  vyplývá,  že  synchronizace  aktuální  
tabulky proběhla  pořádku
}
}
Popis algoritmu 4.1: Algoritmus pro rozpoznávání tabulky při synchronizaci
4.4 Operace s daty 
Samotné operace jsou vlastně důvod, proč tato aplikace vznikla. Tyto operace se budou dát provádět 
s různými aktualizacemi tabulek. Tudíž se bude moci dát zkoumat vývoj tabulek v časovém intervalu, 
který si určil sám uživatel. Mezi podporované operace patří například suma, průměr, maximum apod. 
4.5 Návrh databáze
Téměř  každá dynamická  webová aplikace  má  svoje  úložiště  dat,  ze  kterého čerpá data  pro další 
využití. V našem případě se jedná o relační databázi MySQL. 
Zde vysvětlím, co to vlastně relace je. Matematická definice relace vypadá takto: „Relace je 
množina  uspořádaných  ntic“. Příklad  na  relaci:  definici  relace:  (stát,  hlavní  město  tohoto  státu, 
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nejdelší  řeka v daném hlavním městě).  Pro takto definovanou relaci  může  vyhovovat  následující 
vztah: (Česká republika, Praha, Vltava). [23] 
Relační databázi tedy tvoří tabulky,  které mezi  sebou mají  nějaké relace, které reprezentují 
entitní  množiny  neboli  relace  atributů  entit.  Mezi  tabulkami  jsou vztahy,  které  jsou modelovány 
pomocí vazeb cizích (Foreign key) a primárních klíčů (Primary key). Primární klíč je jednoznačný 
identifikátor záznamu tabulky, který nesmí obsahovat hodnotu NULL a muže být maximálně jeden na 
jednu relační tabulku. Cizí klíč se používá pro určení vztahu s dalšími tabulkami.
Pro popis databáze byl vybrán ER diagram používaný při konceptuálním modelování. 
4.5.1 ER diagram
ER  diagram  (Entity  Relationship  diagram)  nebo  také  entitně-vztahový  diagram  se  používá 
pro konceptuální  modelování,  které  se  využívá  ve  vývoji  softwarových  systémů.  Tento  diagram 
se vytváří při analýze požadavků na výslednou aplikaci a jeho důležitým rysem je to, že popisuje data 
„v klidu“. [20] Navržený ER diagram je zobrazený na obrázku č. 4.1. 
4.5.2 Use Case diagram
Nedílnou součástí UML jsou právě diagramy zachycující případy užití. Tato klíčová metodika, která 
se  provádí  při  specifikaci  požadavků,  popisuje  účastníky,  hranice  navrhovaného  systému, 
analyzované případy užití a interakci mezi aktéry a případy užití. [21]
V našem případě budou aktéři jen dva, a to uživatel a administrátor. První zmiňovaný se bude 
moci registrovat do systému, spravovat si stránky a tabulky. Z dat, které bude mít uživatel  uložené 
v databázovém úložišti, si bude moci vytvářet statistiky. 
Administrátor bude moci provádět vše, co uživatel, tedy kromě registrace. Administrátor bude 
navíc schopný spravovat uživatelské účty.
Diagram případu užití tohoto systému je zobrazen na obrázku č. 4.2. v této kapitole. 
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Obrázek 4.1: ER diagram 
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Obrázek 4.2: Diagram případu užití
4.5.3 Popis jednotlivých entit
V této podkapitole budou popsány všechny tabulky a jejich význam z hlediska funkčnosti aplikace.
Entita user
Popisuje  informace  o  uživateli.  Tyto  informace  obsahují  jeho  přihlašovací  jméno  (login),  heslo 
(password) používané pro přihlášení do systémů, email pro případné posílaní informací a nakonec 
datum posledního přihlášení a počet špatných přihlášení. A to z důvodů prevence možného prolomení 
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se do uživatelského rozhraní, zmocnění se soukromých informací v tabulkách a v neposlední řadě 
přístup k zabezpečeným webům, ze kterých se stahují informace.
Entita web
Uchovává data o stránkách,  na kterých bude chtít  uživatel  sledovat  tabulky.  Obsahuje standardní 
informace  týkající  se  stránek jako  například jejich  URL adresu  a  titulek,  ale  i informace  zadané 
uživatelem.
Entita table
Tato  tabulka  uchovává  veškeré  informace  potřebné  pro  zobrazení  tabulek  a  pro  jejich  následné 
rozpoznaní při synchronizaci. 
Entita columns
Tento databázový objekt popisuje sloupce pro určité tabulky.
Entita rows
Má podobnou funkci jako entita columns, s tím rozdílem, že má ještě navíc sloupec typ (type), který 
určuje jestli daný řádek obsahuje záhlaví, zápatí a nebo normální hodnoty tabulky. 
Entita visit_table
Tabulka  visit_table má  velice  důležitý  význam  pro  aktualizaci  tabulek.  Prakticky  určuje, 
jaké hodnoty tabulky jsou pro jednotlivé aktualizace (stažení tabulky). 
Entita value
Tento  databázový  objekt  obsahuje  hodnoty  pro  jednotlivé  buňky  daných  tabulek.  Zároveň  nese 
informaci o tom, jestli hodnota zabírá více jak jeden sloupec či řádek.
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5 Implementace
V této části bude popsáno, jak byla aplikace naimplementována, jaké jednotlivé třídy byly použity 
a také budou popsány jejich vybrané funkce.  
5.1 Databáze
Pro celou databázi byl zvolen typ tabulek MyISAM, neboť při větším počtu dat  jsou výběrové dotazy 
rychlejší než u typu InnoDB. Hlavním rozdílem mezi těmito typy je to, že systém typu MyISAM 
nepodporuje  transakce  a  cizí  klíče.  Veškerá  referenční  integrita  databáze  musí  být  tudíž  hlídána 
aplikační logikou. Některé výhody tohoto systému spočívají v tom, že má jednoduší implementaci. 
Vedou se, také diskuze o tom, že je i rychlejší ve výběru dat z tabulek. 
5.1.1 Datový slovník pro databázi
Datový slovník obsahuje veškeré informace o jednotlivých entitách jako například, jaký mají  typ 
a zda-li obsahují  indexy apod. V této kapitole budou popsány všechny entity,  které jsou zahrnuty 
v databázovém systému potřebném pro tuto aplikaci. Struktura jednotlivých popisů se bude skládat 
z tabulky,  kde  budou  přehledně  uvedeny všechny důležité  informace,  a  dále  ze  slovního  popisu 
funkce jednotlivých sloupců.  
Tabulka user
sloupec typ NULLable výchozí index
id_user int(5) ne primary key, index 
login varchar(20) ne unique
password varchar(40) ne
email varchar(40) ne unique
last_login datetime ne Now()
wrong_logins tinyint(2) ano 0
admin tinyint(1) ne 0
Tabulka 5.1: Tabulka user
id_user – privátní klíč jednoznačně identifikující uživatele v databázi
login – unikátní přihlašovací jméno pro uživatele
password – heslo zašifrované hašovacím algoritmem MD5 (Message-Digest algorithm 5)
email – email bude unikátní v rámci tabulky z důvodu prevence možné záměny s jiným uživatelem 
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last_login – datum posledního přihlášení uživatele
wrong_logins –  počet  špatně  provedených  přihlášení,  které  se  počítají  od  posledního  dobře  
provedeného přihlášení
Tabulka web
sloupec typ NULLable výchozí index
id_web int(5) ne primary key
FK_id_user int(5) ne foreign key, index
url text ne
login_url text ano
title text ano
note text ano
login varchar(40) ano
password varchar(40) ano
method enum('post', 'get', 
'auth', 'none')
ano „none“
Tabulka 5.2: Tabulka web
id_web – unikátní identifikátor stránek
FK_id_user – cizí klíč určující, kterému uživateli stránka patří
url – řetězec obsahující URL adresu
login_url – obsahuje URL adresu, kde se nachází přihlašovací formulář
title – zobrazovaný název pro danou stránku
note – poznámka od uživatele
login – přihlašovací jméno pro danou stránku
password – heslo vyžadované s přihlašovacím jménem
method – typ metody používaný při přihlašovaní do privátní části 
Tabulka table
sloupec typ NULLable výchozí index
id_table int(5) ne primary key
FK_id_web int(5) ne foreign key, index
id_of_table varchar(40) ano NULL
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sloupec typ NULLable výchozí index
alt_name varchar(40) ano NULL
caption text ano NULL
position_on_web int(3) ne
columns int(5) ne
period int(5) ne
active tinyint(1) ne 1
Tabulka 5.3: Tabulka table
id_table – primární klíč 
FK_id_web – cizí klíč z tabulky web
id_of_table – html atribut id u tabulky 
alt_name –  alternativní  název  pro  tabulku.  Tento  název  se  používá  při  výpisu  tabulek  místo  
primárního klíče id_table
caption – obsahuje záhlaví tabulky, pokud je vyplněna značka tabulky caption
position_on_web – pozice tabulky na stránce
columns – počet sloupců v tabulce
period – časová perioda, za kterou se bude tabulka aktualizovat
active – logická  hodnota rozhodující, zda-li je daná tabulka aktivní, nebo není. Tato hodnota tedy 
určuje, jestli se bude pro danou tabulku prováděna aktualizace 
Tabulka column
sloupec typ NULLable výchozí index
id_column int(10) ne  primary key
FK_id_table int(5) ne  foreign key, index
visible tinyint(1) ne 1
alt_name varchar(40) ano NULL
regular_view text ano NULL
replace_view text ano NULL
regular_operation text ano NULL
replace_operation text ano NULL
Tabulka 5.4 Tabulka column
id_column – primární klíč
FK_id_table – cizí klíč odkazující do tabulky table
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visible – informace o tom, zda-li se má sloupec zobrazovat nebo ne
alt_name –  obsahuje  alternativní  název pro  sloupec.  Tento  název  se,  v  případě vyplnění,  bude  
zobrazovat ve výpisu tabulek
regular_view  –  regulární  výraz  pro  daný  sloupec  využíváný  při  zobrazení  tabulkových  dat  
v přehledech
replace_view – text, který nahrazuje vše, co vybere výše zmiňovaný regulární výraz
regular_operation –  regulární  výraz sloužící  při  vytváření  statistik  ze  stažených dat  pro danou  
tabulku 
replace_operation – náhrada za regulární výraz, který je popisován o řádek výše
Tabulka row
sloupec typ NULLable výchozí index
id_row int(5) ne primary key
FK_id_visit_table int(10) ne foreign key, index
type enum('tfoot', 
'tbody')
ne
Tabulka 5.5: Tabulka row
id_row  – primární klíč
FK_id_visit_table – cizí klíč převzatý z tabulky visited_table
type – sloupec type nese informaci o tom, kde se daný řádek nachází, zda se jedná o tělo tabulky 
a nebo o jeho záhlaví
Tabulka visited_table
sloupec typ NULLable výchozí index
id_visit_table int(10) ne primary key
FK_id_table int(5) ne foreign key, index
date datetime ne Now() index
Tabulka 5.6: Tabulka visit_table
id_visit_table – primární klíč
FK_id_table – cizí klíč převzatý z tabulky table
date – datum a čas dané návštěvy 
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Tabulka value
sloupec typ NULLable výchozí index
id_value int(10) ne primary key
FK_id_visited_tabl
e
int(5) ne foreign key, index
FK_id_row int(6) ne foreign key, index
FK_id_column int(6) ne foreign key, index
value varchar(500) ne
colspan smallint(2) ne
rowspan smallint(2) ne
Tabulka 5.7: Tabulka value
id_value – primární klíč
FK_id_visited_table – cizí klíč převzatý z tabulky visited_table
FK_id_row – identifikátor, který určuje o jaký řádek v tabulce se jedná. Tento údaj je převzatý 
z tabulky row
FK_id_column – převzatý klíč z tabulky column
value – samotná hodnota buňky
colspan – tento sloupce určuje, kolik hodnota zabírá sloupců
rowspan – určuje počet řádků, na kterých se hodnota nachází
Tabulka thead
sloupec typ NULLable výchozí index
id_thead int(10) ne primary key
FK_id_table mediumint(6) ne foreign key, index
FK_id_column datetimeint(10) ne foreign key, index
colspan smallint(3) ne 1
value varchar(500) ne
Tabulka 5.8: Tabulka thead
id_thead – primární klíč
FK_id_table – cizí klíč převzatý z tabulky table
FK_id_column – sloupec převzatý z tabulky  column,  určuje,  v jakém sloupci  se tato hodnota  
nachází 
colspan – počet sloupců, které tento záznam zabírá 
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value – hodnota buňky nacházející se v hlavičce tabulky (jedná se o HTML značku thead)
5.2 Popis jednotlivých tříd
V této kapitole bude popsáno, jakým způsobem byly napsány jednotlivé třídy a také jaké plní funkce 
v aplikaci.
5.2.1 Třída index
Nejdříve ze všeho máme třídu index, která rozhoduje o tom, co má aplikace provádět a nebo na jaké 
vstupy z formulářů má reagovat. Při rozhodování, kterou větví má aplikace pokračovat, se kontroluje, 
zda-li se jedná o formulář a nebo o akci. Formuláře značí to, že v URL adrese je zadaný parametr 
form a jeho hodnota. Tato hodnota určuje, o jaký konkrétní formulář se jedná. Mezi tyto akce patří 
například: registrace uživatele, pokus o přihlášení uživatele, uložení operací pro tabulku apod. 
Další, čím se budeme zabývat jsou zobrazovací akce, které již mají uživatelský výstup. Mezi 
tyto  metody  patří  například:  zobrazení  uživatelského  menu,  volání  metod  pro  zobrazení  tabulek 
a nebo zavolaní metody pro výběr tabulky na zobrazené stránce. 
5.2.2 Třídy tvořící základní strukturu tabulek
Třídy cell, thead, tfoot, tbody, column_obj, column, jak již samotné názvy 
napovídají, tvoří základní strukturu každé tabulky, se kterou se v aplikaci pracuje. Instance těchto tříd 
se využívají při seskládávaní tabulek z dat, které jsme získali dříve z databáze a nebo z dat, které se 
nachází na sledované stránce.
$table->tbody->cell[1][2]->value; – výběr hodnoty, která se nachází v těle  
tabulky na prvním řádku a ve druhém sloupci
Dále stojí za zmínku třída column, která má tyto tři atributy:
 
• První je pole všech sloupců tabulky ve formě instancí třídy  column_obj.
$table->column->column[$index]
• Zbylé dva atributy nesou informace o tom, které indexy sloupců jsou viditelné a které 
ne (invisible a visible)
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5.2.3 Třída curl
curl je název pro statickou třídu, která obstarává většinu úkonů spojených s prací se stejnojmennou 
knihovnou.  Mezi  tyto  úkony  patří  získávání  obsahu  stránky,  informací  z hlavičky,  která  přišla 
od serveru, a nebo provádění pokusů o přihlášení se do privátní části stránky. Neboť byla aplikace 
testována  na  školním  serveru  Eva,  kde  je  nastavený  bezpečnostní  mód  (Safe  mode)  pro PHP, 
nemohlo  být  tedy  využito  implicitního  nastavení  pro  přesměrovávání 
(CURLOPT_FOLLOWLOCATION) při cURL požadavku. Proto bylo zapotřebí vytvořit si vlastní 
metodu  pro obsluhu vynuceného přesměrování  ze strany serveru.  Tato statická metoda  je  volána 
pokaždé, když se v odpovědi serveru objeví kód, který může mít jednu z těchto hodnot: 302 dočasně 
přesunuto  (Moved  Temporarily)  a nebo  301  trvale  přesunuto  (Moved  Permanently)  apod.  Tato 
metoda je také využívána pro získávaní konečné URL adresy, na které se přesměrování zastaví. Takto 
získaná URL adresa bude dále předána metodě  request, která provede získaní obsahu. Příklady 
některých HTTP hlaviček jsou k nalezení v příloze C. Poloformálně zapsaná metoda na přesměrování 
je popsána následujícím kódem: 
function redirect ($url, $ch_session){
$ch = curl_init(); 
– vytvoření nového cURL sezení
$http_code = 301; 
– inicializace základního HTTP kódu
while($http_code => 300 && $http_code < 400){
if($redirects < $MAX_REDIRECTS)
– testování, zda-li nedošlo ke smyčce při přesměrovávání. Maximální možná
hodnota přesměrovávání je nastavena na 10
if(isset(cookies_for_curl_session)){
curl_setopt($ch, CURLOPT_COOKIE, $cookie);
– nastavení cookie hodnoty pro aktuální cURL sezení 
}
if(isset(header_cookie_set)){
– ukládání hodnot cookies do statického registru objektu curl pro 
aktuální cURL sezení
self::$phpsess[$ch_session][] = $value_in;
}
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$data = curl_exec($ch);
– vykonání cURL požadavku
$http_code = curl_getinfo($ch, CURLINFO_HTTP_CODE);
– získání nového návratového kódu
$last_efective_url = curl_getinfo($ch, 
CURLINFO_EFFECTIVE_URL);
– získání poslední funkční URL adresy
if($http_code >= 300 || $http_code < 400){
if(isset(location_in_header) ){
$url = location_from_header;
– nastavení nové URL adresy získané z hlavičky
}
}        
$url = self::absoluteURL(self::fixUrl(
$last_efective_url, $url), 
$last_efective_url);
– vytvoření absolutní adresy v případě, že se jedná o relativní adresu
$redirects++;
– inkrementace počtu již proběhlých přesměrování
}
}
Poloformální zápis algoritmu 5.1: Metoda pro přesměrování požadavků v cURL
5.2.4 Třídy getLoginFormInfo a prepareCurlOpts
Po získání obsahu stránky je využita třída na získávání informací o přihlašovacím formuláři a také 
třída,  která  se  využívá  pro  předpřipravení  parametrů  pro  přihlášení  pomocí  cURL.  První  třída 
getLoginFormInfo osahuje  metody,  které  pracují  s  dokumentem  a  technologií  XPath.  Tyto 
metody  se  používají  pro  získávání  odesílané  metody  z  formuláře,  vstupního  pole  pro  vyplnění 
přihlašovacího jména (HTML vstup s typem text), vstupního pole pro vyplnění hesla (HTML vstup 
s typem  password) a ostatních prvků, které se nacházejí uvnitř formuláře a které se odesílají při 
potvrzení. Konkrétně se jedná o tyto HTML značky:  textarea,  select,  multiple select, 
input type (text,  radio,  password,  checkbox,  hidden,  submit,  button).  Během 
získávání těchto informací může nastat problém s existencí více přihlašovacích formulářů na jedné 
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stránce a nebo druhý problém, který způsobí více vstupních poli pro heslo v jednom přihlašovacím 
formuláři.  Ani  jeden  z  těchto  případů  nedokáže  automatická  detekce  přihlašovacího  formuláře 
rozpoznat. V tomto případě se za vstup pro heslo a přihlašovací jméno označí první výskyty těchto 
prvků. 
Výše  získané  informace  jsou  předány  do  konstruktoru  třídy  prepareCurlOpts,  která 
vytvoří objekt s polem, které bude mít nastavené operace pro přihlášení. Tyto operace se provádí 
pomocí  třídy  Curl.  Toto pole může obsahovat nastavení pro přihlášení pomocí  HTTP autorizace 
s heslem a  přihlašovacím jménem,  URL  adresu  s předávanými  parametry  pro  přihlášení  pomocí 
HTTP  metody  GET  a  nebo  data  odeslaná  pomocí  metody  POST.  Ve  všech  výše  zmiňovaných 
metodách se snaží třída getLoginFormInfo rozeznat elementy pro přihlašovací jméno a heslo. 
Tento  algoritmus  pracuje  tak,  že  prochází  jednotlivé  formuláře  a  pokud  narazí  na  HTML vstup 
s typem  password,  určí  jej  jako  prvek  využívaný  pro  zadávání  hesla.  Obdobným  způsobem 
vyhledává i vstup pro přihlašovací jméno. Při existenci více vstupních polí s typem  text je jako 
element pro přihlašovací jméno určen první z těchto vstupů. Tento nedostatek je řešen v 7. kapitole 
s názvem Možná vylepšení. 
5.2.5 Třídy webGroup a web
Dále  jsou  v  aplikaci  použity  třídy  na  práci  s  webovými  stránkami.  webGroup má  na  starost 
cachovaní objektů web. Získaní nové stránky probíhá tak, že se zavolá metoda getWeb statické třídy 
webGroup,  která  se  nejdříve  pokusí  zjistit,  zda-li  již  nemá danou stránku načtenou z předchozí 
činnosti. Při nalezení vrací konkretní objekt web. V druhém případě načte data z databáze a předá je 
konstruktoru třídy web. Tato třída vytvoří novou instanci a naplní ji daty. Takto vytvořený objekt se 
uloží do statického registru nacházejícího se ve třídě webGroup. 
Po získání instance třídy  web můžeme ještě získat obsah aktuální stránky tím, že zavoláme 
metodu  getContent,  která naplní obsah objektu  web.  K tomuto procesu se využívá především 
statických metod objektu  curl. Nad takto získaným obsahem se musí ještě provést úpravy,  které 
budou popsány níže.  Tyto  úpravy musí  být  provedeny dříve,  než se  s  tímto  obsahem bude dále 
pracovat nebo než bude zobrazen uživateli. 
Získaný obsah stránky může obsahovat spoustu nadbytečných informací a funkcí, které nám 
nejsou k žádnému využití  a  nebo jsou nežádoucí pro další  zpracování.  Mezi  tyto  informace patří 
například  značka  v  HTML  hlavičce,  která  říká  prohlížeči,  ať  znovu  provede  načtení  stránky za 
uvedený čas. Uveďme si příklad této HTML značky: 
<meta http-equiv="refresh" content="2;url=http://seznam.cz/">
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Mezi tyto funkce patří například odstranění veškerého JavaScriptu na stránce a všech událostí 
spojených  právě  s  tímto  skriptovacím  jazykem.  Pro  docílení  tohoto  výsledku  byly  využity  dvě 
technologie.  První  z  nich  je  odmazání  všech  HTML  značek  script,  které  ohraničují  použití 
funkcionality, jež nemá pro naše účely žádný význam. Jako další krok je provedeno odstranění všech 
JavaScriptových událostí na všech HTML objektech, které mohly jen znepříjemnit uživateli výběr 
tabulky  na  stránce.  K  tomuto  účelu  bylo  využito  JavaScriptove  knihovny  jQuery.  Jako  příklad 
odstranění události onClick u všech elementů na stránce je: 
$("*[onclick]").removeAttr("onclick");
Mezi poslední úpravy výsledného obsahu patří překódování znakové sady do UTF-8 formátu, 
ve kterém pracuje databáze, a přidání aplikačního menu, které umožňuje vybrat tabulku ze stránky 
a následně odeslat požadavek s jejím uložením. 
5.2.6 Třídy pracující s tabulkami
Tyto třídy se dají rozdělit do dvou skupin. Do první skupiny patří třídy starající se o získávání dat 
z cílové stránky a následné ukládání do databáze. Do druhé skupiny patří třída, která má na starost 
naplnění tabulkového objektu daty z databáze. 
První  tedy budou popsány třídy pro získávání  dat z cílové stránky.  Do této kategorie patří 
parseTableData,  saveTableData a  saveTableMetaInfo.  Do  konstruktoru  třídy 
parseTableData se předá celý obsah získané stránky, který je uložený v objektu web, a pozice 
hledané tabulky na stránce. Tato pozice je získávána dvěma způsoby.  První z nich se používá při 
získávání  pozice  tabulky,  kterou si  vybral  uživatel  aplikace.  Tato pozice  tabulky je odeslána pro 
uložení pomocí technologie Ajax. Druhý způsob spočívá v tom, že se pozice tabulky získává z již 
uložených  informací  v  datovém  úložišti.  Metody  třídy  parseTableData vyberou  pomocí 
technologie  XPath  všechny  potřebné  elementy  a  naplní  jimi  základní  strukturu  tabulky.  Takto 
naplněná struktura daty je předána do konstruktoru třídy saveTableData. Jestliže se jedná o první 
uložení tabulky, tak je zapotřebí si vytvořit instanci třídy saveTableMetaInfo. Této instanci jsou 
předána data tabulky.  Tento objekt se poté postará o uložení  jakési  základní  struktury tabulky do 
databáze. Do této struktury patří hlavička tabulky, záhlaví tabulky, HTML identifikační atribut  id 
a v neposlední řadě také všechny sloupce tabulky. Po provedení této operace se již mohou ukládat 
samotná data tabulky. O tuto funkci se stará instance třídy saveTableData.
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Do druhé kategorie patří třída getTableFromDB, která má na starost naplnění tabulkového 
objektu  daty  z  databáze.  Konstruktor  této  třídy  očekává  dva  vstupní  parametry.  První  z nich 
je identifikační  číslo  tabulky převzaté  z  databáze.  Druhým parametrem je  identifikační  číslo,  ale 
tentokrát je reprezentováno primárním klíčem tabulky visited_table. V této tabulce jsou rovněž 
uloženy časy jednotlivých synchronizací tabulek. Tento parametr je nepovinný a tudíž není zapotřebí 
ho  vyplňovat.  V  tomto  případě  se  objekt  pokusí  získat  data  z  úplně  prvního  uložení  tabulky 
v systému.
5.2.7 Třída compareTables
Tato  třída  se  používá  pro  porovnávání  dvou  tabulek  na  základě  strukturální  podobnosti.  Touto 
strukturální  podobností  je  myšleno  to,  že  obě  tabulky musí  mít  stejný  počet  sloupců a  že  jejich 
hodnoty nacházející  se v hlavičce tabulky musí být totožné. Pokud jedna z těchto podmínek není 
splněna, tak jsou tabulky vyhodnoceny jako rozdílné. V této třídě se nachází implementace algoritmu, 
který byl popsán polofrmálním zápisem s číslem 4.1.
5.2.8 Třídy  crypt a encryption_class
V  této  aplikaci  je  zapotřebí  symetricky  šifrovat  hesla  pro  přístup  do  privátních  částí  stránek. 
Symetrická  šifra  byla  použita,  neboť  se  s  heslem neustále  pracuje,  a  je  potřeba,  aby  heslo  při 
přihlašovaní na stránkách bylo k dispozici v nešifrované podobě.
Neboť  se  jedná  pouze  o  demonstraci  funkčnosti  této  aplikace,  byl  zvolen  zjednodušený 
šifrovací  algoritmus.  Rozhodl  jsem se  tedy  použít  třídu  encryption_class od  autora  Tony 
Marston. [22] Pro lepší prací s instancí této třídy bylo vhodné vytvořit statickou třídu crypt, která 
poskytuje jednoduché šifrovací rozhraní, kterým zabaluje třídu encryption_class.
O zašifrování hesla se stará statická metoda encrypt třídy crypt, která má dva parametry. 
Prvním z těchto parametrů je řetězec, který chceme zašifrovat. Druhým parametrem je klíč, pomocí 
něhož se bude zašifrovávat. Ukázka volání metody:
crypt::encrypt("heslo", "134");
Výstup z tohoto příkazu bude řetězec „1*S9d“, který můžeme znovu rozšifrovat zavoláním 
statické metody decrypt. Ukázka zavolání této metody je uvedena zde.
 
crypt::decrypt($cryptic_string, $key);
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Třída  encryption_class využívá  pro  šifrování  vlastní  algoritmus,  který  je  složený 
z několika obecných šifrovacích technik, které budou popsaný v dalších kapitolách.
5.2.8.1 ROT13
ROT13  je  jednoduchý  algoritmus  fungující  tak,  že  posouvá  písmena  v  abecedě  o  pevně  danou 
konstantu. V tomto případě se jedná o číslo 13. Toto číslo bylo vybráno proto, že v obyčejné abecedě, 
bez jakékoliv  diakritiky,  je  přesně 26 písmen.  Tudíž  má každé písmeno svůj  šifrovací  protějšek. 
Například pro písmeno A je to písmeno N. [29] Zašifrujeme-li například pomocí tohoto algoritmu 
slovo „HELLO“, vznikne nám slovo „URYYB“. Také díky tomu, že jsou vytvořeny dvojice písmen, 
které si odpovídají pozicemi, může být zašifrovaný řetěz stejným postupem rozšifrován.
5.2.8.2 Výměna znaků mezi dvěma řetězci
O poznání bezpečnější technika šifrování řetězců je výměna znaku mezi dvěma řetězci. Tato technika 
spočívá v tom, že máme nadefinované dva řetězce, mezi kterými vyměňujeme písmena na stejných 
pozicích.  Tyto  dva řetězce musí  splňovat  minimálně dvě podmínky pro správnou funkčnost  toho 
algoritmu. První z nich je taková podmínka, že oba řetězce musí být stejně dlouhé. A druhá nám říká, 
že oba řetězce musí být složené ze stejných znaků. Pokud by nebyly složené ze stejné znakové sady, 
nebyla by možnost zpětného rozšifrování již zašifrovaných řetězců. 
Programátor  tedy  není  vázán  jen  jedním řetězcem  a  fixní  konstantou,  která  určuje  rotaci 
v rámci daného řetězce, ale má možnost si určit párové znaky pomocí obou řetězců. Tento fakt činí 
popisovaný algoritmus  bezpečnějším než dříve zmiňovaný ROT13. Nyní  uvedu ukázku toho,  jak 
šifrování pomocí této metody probíhá:
$retezec1 = "helo";
$retezec2 = "tiur";
$reteze_pro_zasifrovani = "hello";
$zasifrovany_retezec = changeChars($retezec1, $retezec2, 
$reteze_pro_zasifrovani);
$zasifrovany_retezec = "tiuur";
echo $zasifrovany_retezec;
výstup příkazu echo => "tiuur"
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5.2.8.3 Použitý šifrovací algoritmus
Výsledný algoritmus používaný pro šifrovaní hesel v této třídě vychází z dříve zmiňovaných principů. 
V tomto algoritmu je použitý klíč, pomocí kterého se posouvají jednotlivá písmena řetězce. Tento klíč 
se převede do pole, které obsahuje indexy znaků klíče. Kdybychom tedy měli klíč „1234“ a použili 
řetězec pro šifrování v podobě „0947651283“, vypadal by náš klíč po převedení do pole takto:
$key_array = array("4", "7", "8", "10", "3", "28");
První a poslední hodnota pole je uměle přidána pro větší zvýšení bezpečnosti. První hodnota 
obsahuje počet znaků v klíči, zatímco poslední hodnota je součtem všech hodnot převedených znaků 
klíče.
Autor  tohoto  šifrovacího  algoritmu  do  něj  zabudoval  ještě  více  faktorů  ovlivňujících  celý 
proces  zašifrovávání.  Například je  do celého  procesu  posouvaní  znaků přidávána ještě  konstanta 
ovlivňující pozici výsledného znaku. Celý proces algoritmu bude vysvětlený zde: 
(pro vetší přehlednost byly odstraněny chybové hlášení a jejich detekce)
 
function encrypt ($key, $source, $sourcelen = 0){
$fudgefactor = $this->_convertKey($key);
– vytvoření pole indexů z klíče (tento proces byl vysvětlen v textu výše)
$source = str_pad($source, $sourcelen);
– aby měla výsledná šifra konkretní délku, musíme doplnit původní 
řetězec o mezery do konkrétního počtu znaků
for ($i = 0; $i < strlen($source); $i++) {
if (function_exists('mb_substr')) {
$char1 = mb_substr($source, $i, 1);
} else {
$char1 = substr($source, $i, 1);
} 
– vybereme patřičný znak z řetězce, který se má šifrovat
$num1 = strpos($this->scramble1, $char1);
            – zjistíme pozici znaku v první znakové sadě 
$adj = $this->_applyFudgeFactor($fudgefactor);
– vytvoříme první část indexu nového písmene  
$factor1 = $factor2 + $adj;  
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– sečteme čísla z proměnných factor2 a z proměnné adj, 
která obsahuje vytvořený index z klíče. Factor2 je velice důležitá 
proměnná, neboť ovlivňuje další šifrování písmen následujících za  
sebou ze šifrovaného řetězce
$num2    = round($factor1) + $num1;    
$num2    = $this->_checkRange($num2);
– index písmene musíme dostat do mezí druhé znakové sady. Pokud 
by se tak nestalo, mohl by nastat případ, kdy se aplikace bude snažit
přistoupit k hodnotě pole, která neexistuje
$factor2 = $factor1 + $num2; 
– proměnnou  factor2 upravíme pro další písmeno v řadě. Nová  
hodnota se skládá z indexu právě zašifrovaného písmene, ze svojí  
předchozí hodnoty a indexu písmene před zašifrováním
if (function_exists('mb_substr')) {
$char2 = mb_substr($this->scramble2, $num2,1);
} else {
$char2 = substr($this->scramble2, $num2, 1);
}
– vybrání  písmene z druhé znakové sady.  Z této sady byl  vybrán  
znak, kterému odpovídal index tvořený všemi operacemi, které byly 
popsány výše
$target .= $char2;        
– přidání upraveného znaku do výsledného řetězce
}
return $target;
}
Ukázka kódu 5.1: Metoda pro šifrování hesel
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6 Testování
V této kapitole budou popsány provedené testy nad vybranou skupinou stránek. Do toho testovaní 
byly zahrnuty stránky za účelem otestování funkčnosti aplikace a výběru tabulek pro další operace. 
Bohužel nebyly nalezeny stránky, které by umožňovaly přihlášení do systému a zároveň po tomto 
přihlášení zpřístupnily tabulky,  které by stály za to, aby byly sledovány.  Proto budou uvedeny tři 
seznamy stránek. V prvním a v druhém seznamu budou obsaženy stránky,  u kterých se testovaly 
možnosti  přihlášení.  Do třetího seznamu byly přiřazeny stránky,  které obsahovaly tabulky,  jejichž 
obsah je často měněn. 
(úplný seznam testovaných stránek i s přihlašovacími údaji je k nalezeni v příloze F )
Seznam stránek 6.1: S úspěšným přihlášením
• http://www.titulky.com/                          
• http://my.opera.com  
• http://root.cz                                 
• http://www.netusers.cz/ 
• http://www.tutorials.cz/ 
–  tyto  všechny  stránky  používají  klasické  formulářové  přihlášení  s  ukládáním 
aktuálního sezení na server pro další pohyb klienta.
• https://wis.fit.vutbr.cz/FIT/st/
– informační systém Fakulty informačních technologií VUT v Brně využívá šifrovaný 
přenos a základní HTTP autorizaci.
Seznam stránek 6.2: S neúspěšným přihlášením 
• https://www.mail.google.com/
–  nejdříve  se  provede  přihlášení  uživatele  do  systému  Google.  Tento  systém  má 
centralizované přihlašování do většiny svých služeb. Tento systém je sice výhodu pro 
uživatele,  ale  pro  testování  této  aplikace  je  naprosto  nepoužitelný,  neboť  se 
v přihlašovacím procesu provádí několikanásobné přesměrování  na stránky,  které si 
mezi sebou předávají parametry v podobě nastavovaných cookie hodnot. Tuto činnost 
již moje aplikace nezvládne provést korektně a to z důvodu toho, že pro veškerou práci 
s cookie  hodnotami,  bylo  zapotřebí  si  vytvořit  vlastní  algoritmy,  které  nejsou  tak 
sofistikované jako například v prohlížeči.
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• http://seznam.cz/
– portál Seznam také používá centralizovanou správu pro přihlašování uživatelů. Jedná 
se tedy o obdobný problém, jako byl u URL adresy https://www.mail.google.com/
• http://www.barbone.cz/
– tato stránka uloží ke klientovi hodnotu cookie, která je nastavená tak, aby jí vypršela 
platnost při  uzavření prohlížeče nebo daného panelu se stránkou. Zároveň si  server 
uloží  tuto  hodnotu  do  databáze.  Tato  hodnota  je  poté  přiřazena  ke  konkrétnímu 
uživateli,  který  provede  přihlášení.  V  tomto  případě  není  moje  aplikace  schopná 
pracovat  správně,  neboť  si  hodnoty cookies  ukládá  až  při  odesílání  přihlašovacího 
formuláře. 
Seznam stránek 6.3: Se sledovanými tabulkami
• http://www.csob.cz/cz/Csob/Kurzovni-listky/Stranky/kurzovni-listek.aspx
• http://www.akcie.cz/
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7 Možná budoucí vylepšení aplikace
V této kapitole se budu zabývat možnými vylepšeními.
7.1 Uživatelsky vložené hlavičky tabulek
Prozatím  se  v  aplikaci  počítá  s  tím,  že  každá  sledovaná  tabulka  má  svoji  hlavičku.  V případě, 
že tabulka nemá nadefinovanou validní hlavičku a nemá ani první řádek, který neobsahuje HTML 
značky  th označující buňky hlavičky tabulky,  tak se bere za hlavičku první řádek tabulky,  ať už 
obsahuje  cokoliv.  Toto chování  aplikace by se  dalo považovat  za  chybné  a  spíše  za  uživatelsky 
neočekávané. Toto rozšíření by tedy mohlo pracovat tak, že pokud by aplikace zjistila, že tabulka 
nesplňuje  ani  jednu  z  výše  zmiňovaných  podmínek,  upozornila  by  uživatele  aplikace  na  tuto 
skutečnost  a  nabídla  mu  vytvoření  vlastní  hlavičky  pro  tabulku.  Takto  vytvořená  hlavička  by 
samozřejmě musela  být  v databázi  odlišena příznakem,  který by na tuto skutečnost  upozorňoval. 
Pokud by k tomuto odlišení hlavičky nedošlo, mohlo by nastat to, že bude tabulka při porovnávání 
špatně rozeznána.
7.2 Nastavení dat pro přihlašovací formulář
Jako  první  výchozí  přihlašovací  formulář  je  brán  ten,  který  obsahuje  vstupní  pole  s  typem 
password.  Dále  naimplementovaný  algoritmus  pro  rozpoznávání  elementů  přihlašovacího 
formuláře počítá s tím, že pole pro přihlašovací jméno je klasické vstupní pole s typem text. Dalším 
důvodem pro vytvoření této úpravy může být i to, že si bude uživatel moci nastavit jakýkoli element 
s uživatelsky nastavenou hodnotou. Kdyby například bylo v přihlašovacím formuláři výběrové pole 
s hodnotami  ovlivňujícími  způsob přihlášení,  uživatel  by neměl  možnost  ovlivnit  to,  co  se  bude 
odesílat na server jako hodnota tohoto výběrového pole. 
Toto rozšíření by mělo umožňovat vytvoření elementů, které se standardně odesílají s HTML 
formuláři. Mezi tyto elementy patří například textová oblast (textarea), výběrové pole (select), 
zaškrtávací  pole  (checkbox)  a  další.  Uživatel  by měl  mít  možnost,  nastavit  minimálně   jméno 
a hodnotu  těchto  prvkům.  Mezi  jeho  další  možnosti  by patřilo  nastavení  si  vstupních  prvků pro 
přihlašovací jméno a heslo. 
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7.3 Nastavení operačního systému a prohlížeče 
pro odesílané požadavky
Knihovna cURL umožňuje nastavení operačního systému a prohlížeče pro odesílané požadavky. [25] 
Toto nastavení by mohlo najít uplatnění na stránkách, které jsou optimalizované jen pro jeden typ 
prohlížeče a nebo jen pro určitý operační systém.  Příklad nastavení položky UserAgent odesílané 
v HTTP hlavičce je k vidění níže:
curl_setopt($ch,  CURLOPT_USERAGENT,  'Mozilla/5.0  (Windows;  U; 
Windows  NT  6.1;  en-US;  rv:1.9.1.2)  Gecko/20090729  Firefox/3.5.2 
GTB5');
Toto  vylepšení  by  mohlo  umožňovat  uživateli,  vybrat  si  ze  seznamů  operační  systém 
a prohlížeč. V těchto seznamech by byly nejrozšířenější typy prohlížečů s různými verzemi a také 
s nejrozšířenějšími operačními systémy. 
7.4 Možnosti paralelního zpracování v PHP
Paralelní zpracování více úloh v PHP lze řešit minimálně dvěma způsoby. První z nich je obdobou 
funkcí v jazyce C, které pracují s tzv. „vlákny“. Bohužel tento způsob nebyl  nikterak v této práci 
využit a vyzkoušen. Více informací o těchto možnostech naleznete na manuálových stránkách PHP. 
[26] 
Druhou možností, jak docílit toho, aby PHP zpracovávalo potřebné skripty paralelně, je využití 
knihovny cURL a jejích funkcí pro vícenásobné odeslání požadavků na server (ukázka viz příloha A).
[27]  
Úprava by spočívala v tom, že by se upravil aktualizační skript, který v tuto chvíli zpracovává 
postupně  všechny  stránky  (sériový  přístup),  pro  které  jsou  nastaveny  aktualizace  tabulek. 
Aktualizační skript by mohl vypadat takto:
$data_web = getWebsFromDB();
– získání všech stránek, které obsahují tabulky pro sledování
$ch = array();
$mh = curl_multi_init();
– vytvoření vícenásobného cURL sezení 
foreach($data_web as $web){
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$_SESSION[$web->id] = MD5(date('U'));
– vytvoření pole sezení, které bude mít jako index identifikační číslo daného 
webu z databáze a jako hodnotu bude mít unixový čas zašifrovaný pomocí  
algoritmu MD5
$ch[] = curl_init();
curl_setopt($ch[sizeof($ch)-1], CURLOPT_URL, 
"http://URL/aktualizace.php?webid={$web->id}");
– přidání URL adresy pro aktualizaci s přidaným identifikačním číslem webu 
jako parametru
curl_multi_add_handle($mh,$ch[sizeof($ch)-1]);
– přidávání jednotlivých cURL sezení do seskupení
}
$running=null;
do{
    curl_multi_exec($mh,$running);
– provedení všech akcí, které má vícenásobné sezení v zásobníku, a testování, zda se 
již vykonaly všechny požadavky
}while($running > 0);
foreach($ch as $index => $value){
curl_multi_remove_handle($mh, $ch[$index]);
}
curl_multi_close($mh);
– uzavření veškeré práce se sezeními 
Poloformální zápis algoritmu 6.1: Aktualizační skript s paralelním přístupem
Aktualizační stránka by pracovala poměrně jednoduše. Otestovala by, jestli je vytvořené sezení 
s identifikačním číslem stránky, které jí bylo předáno přes GET parametr v URL adrese, je nastavené. 
Toto zabezpečení by zde bylo proto, aby nemohl aktualizaci spustit kdokoli, kdo jen zná konkrétní 
URL adresu pro provádění aktualizací. Pokud by aplikace úspěšně otestovala existenci sezení, mohlo 
by dojít  již  k  samotné  aktualizaci,  která  by probíhala  obdobně  jako  se  provádí  v  aktuální  verzi 
aplikace (viz kapitola 4.3). 
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8 Závěr 
Tato bakalářská práce se zabývala především stahováním tabulkových dat z webových stránek, jejich 
následným zpracováváním a zobrazováním statistik pro uživatelem vybraná data. V práci je popsány 
postupy při analýze a návrhu s následnou implementací.
Tato práce rozšířila moje vědomosti v oblasti webových technologií a prací s nimi. Bylo zde 
využito několik technologií pro prací s prvky nacházejícími se v HTML dokumentu, se kterým jsem 
nikdy dříve nepracoval. Jako například JavaScriptový rámec jQuery, který se ukázal jako velká opora 
při psaní interaktivních stránek. 
V této práci vidím především přínos v tom, že čtenáře seznamuje s technologií  cURL, která 
umožňuje práci se zasíláním požadavků na server.  V těchto požadavcích je možnost zasílat  i data 
pomocí  HTTP  hlaviček:  POST,  GET,  FILE  aj.  Tato  technologie  umožňuje  i  provedení  HTTP 
autorizace se  šifrovaným přenosem.  Dále  v této  práci  byla  popsána upravena techniky předchozí 
bakalářské práce v extrahovaní tabulkových dat ze stránek. Právě pro tuto funkčnost nebylo na rozdíl 
od zmiňované práce využito regulárních výrazů a zásobníkového automatu, ale byly použity funkce 
pro práci s objektovým modelem HTML dokumentů (DOM).
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Příloha A
Příklady pro knihovnu cURL
Použité funkce z knihovny cURL:
curl_init – inicializace cURL sezení
curl_setopt – nastavení parametrů pro cURL přenos
curlopt_url – požadovaná URL adresa
curlopt_returntransfer – možnost pro navrácení výsledku jako řetězce  namísto  
přímého vypsaní
curlopt_post – parametr, který říká, že se bude jednat o POST formulář a tudíž určuje 
typ posílaných dat application/x-www-form-urlencoded
curlopt_postfield – pole atributů předávaných serveru pro metodu POST
curlopt_userpwd – nastavení přihlašovacích údajů
curlopt_httpauth – curlauth_any, tímto pokryjeme běžné druhy autentizací na straně 
serveru
curlopt_ssl_verifypeer – tímto příznakem určíme, jestli se má kontrolovat certifikát 
na straně klienta
curl_exec – provede cURL sezení
curl_close – uzavře cURL sezení
curl_multi_add_handle – přidá klasický cURL ukazatel (handle) do cURL seskupení
curl_multi_exec – provede daný cURL ukazatel 
curl_multi_remove_handle – odebere daný cURL ukazatel ze seskupení
1. jednoduchá metoda GET
 Předání parametrů v URL adrese a jejich následné vypsání na straně serveru. 
server(get_metoda.php): 
<?php
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if(isset($_GET['login']) AND $_GET['login'] == 'login'){
    echo "OK povedlo se prihlasit";
  }
else{
      if(isset($_GET)){
           print_r($_GET);
      }
     echo "<form action='".$_SERVER['PHP_SELF'] ."' 
method='get'>".
          "<input type='text' name='login' />".
          "<input type='submit' name='btnLogin' value='login' 
/>".
               "</form>";
}
?>
klient(curl_get.php):
<?php
  $base_url="localhost/get_metoda.php?login=login&btnLogin";
  $ch = curl_init();
  curl_setopt($ch, CURLOPT_URL, $base_url);  
  curl_setopt($ch, CURLOPT_RETURNTRANSFER, 1);
  $data = curl_exec($ch);
  curl_close($ch);
  echo $data;
?>
2. jednoduchá metoda POST
Jednoduché posílání dat přes metodu POST na server a vypsání potvrzovacího hlášení. 
server(post_metoda.php) :
<?php
if(isset($_POST['login']) AND $_POST['login'] == 'login'){
  echo "OK, povedlo se prihlasit";
  
}
else{
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     if(isset($_POST)){
           print_r($_POST);
     }
     echo "<form action='".$_SERVER['PHP_SELF'] ."'". 
"method='post'>".
          "<input type='text' name='login' />".
          "<input type='submit' name='btnLogin' value='login' />".
          "</form>";
}
?>
klient(curl_post.php):
<?php
$base_url="localhost/post_metoda.php";
  $ch = curl_init();
  curl_setopt($ch, CURLOPT_URL, $base_url);
  $data = array('login' => 'login', 'btnLogin' => true);
  
  curl_setopt($ch, CURLOPT_POST, 1);
  curl_setopt($ch, CURLOPT_POSTFIELDS, $data);
  curl_setopt($ch, CURLOPT_RETURNTRANSFER, 1);
 
  $data = curl_exec($ch);
  curl_close($ch);
  echo $data;
?>
3. ukázka připojení na server wis.fit.vutbr.cz(HTTPS + authentication)
V této ukázce se jedná o příklad přihlášení do informačního systému FIT pro studenty. Stačí si 
přepsat předvyplněné hodnoty pro přihlášení za platné údaje a tento krátký skript provede přihlášení 
do systému. 
klient(curl_wis.php):
<?php
  $base_url="https://wis.fit.vutbr.cz/FIT/st/courses.php";
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 $ch = curl_init();
  
  $login = "VLOZTE_LOGIN";
  $password = "VLOZTE_PASSEWORD"; 
  
  curl_setopt($ch, CURLOPT_URL, $base_url);
  curl_setopt($ch, CURLOPT_USERPWD, $login.":".$password);
  
 curl_setopt($ch, CURLOPT_HTTPAUTH, CURLAUTH_ANY);
  curl_setopt($ch, CURLOPT_SSL_VERIFYPEER, false);
  curl_setopt($ch, CURLOPT_RETURNTRANSFER, 1);
 
  $data = curl_exec($ch);
  curl_close($ch);
  echo $data;
?>
4. ukázka práce s „COOKIES“
V  tomto  případě  nastavíme  cURL  požadavku  hodnoty  cookies  a  všechny  tyto  hodnoty 
necháme na serveru vypsat. 
klient(curl_cookie.php):
<?php
$url = "http://localhost/cookie_server.php";
$ch = curl_init();
curl_setopt($ch, CURLOPT_COOKIE, "cookie1:hodnota cookie1; 
cookie2: hodnotac cookie2;");
curl_setopt($ch, CURLOPT_URL, $url);
curl_setopt($ch, CURLOPT_RETURNTRANSFER, true);
$data = curl_exec($ch);
echo $data;
?>
server(cookie_server.php) :
<?php
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var_dump($_COOKIE);
?>
5. zpracování více požadavků najednou
V tomto případě si vyzkoušíme poslat dva požadavky pro získání hlavičky z odpovědi serveru. 
Ze všeho nejdříve si musíme vytvořit cURL sezení, které budeme přidávat do „seskupení“.  Všechny 
tyto  požadavky  budou  odeslány.  Dále  se  v  cyklu  bude  kontrolovat,  zda  už  se  vrátily  všechny 
odpovědi od serverů.
klient(multi_curl.php):
$ch1 = curl_init();
$ch2 = curl_init();
curl_setopt($ch1, CURLOPT_URL, "http://www.seznam.cz");
curl_setopt($ch1, CURLOPT_HEADER, TRUE);
curl_setopt($ch1, CURLOPT_NOBODY, TRUE);
curl_setopt($ch2, CURLOPT_URL, "http://centurm.cz");
curl_setopt($ch2, CURLOPT_HEADER, TRUE);
curl_setopt($ch2, CURLOPT_NOBODY, TRUE);
$mh = curl_multi_init();
curl_multi_add_handle($mh,$ch1);
curl_multi_add_handle($mh,$ch2);
$running=null;
do {
    curl_multi_exec($mh,$running);
} while($running > 0);
curl_multi_remove_handle($mh, $ch1);
curl_multi_remove_handle($mh, $ch2);
curl_multi_close($mh);
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Příloha B
Ukázka  funkčnosti  JavaScriptové  knihovny  jQuery.  Tento  kód   byl  použit  pro  zaškrtávaní 
zaškrtávacích tlačítek (checkbox)
$("#viewForm").find("table:first")
.find("input[type='checkbox']:first")
.change(function(){
var allCheckbox = $(this).parents("table:first")
.find("tbody")
.find("input[type='checkbox']");
$(allCheckbox).attr('checked', $(this).is(":checked"));
});
 Vysvětlení jednotlivých bloků kódu:
$("#viewForm") – vybrání všech prvků, co mají atribut ID roven hodnotě „viewForm“ 
.find("table:first") – dále potřebujeme vybrat první tabulku mezi potomky 
.find("input[type='checkbox']:first") – poté potřebujeme vybrat první 
zaškrtávací tlačítko, ... 
.change(function(){ … }) 
- … kterému přiřadíme událost change (událost change odpovídá JavaScriptové 
události onChange). Vně této události definujeme anonymní funkci, která se postará 
o  zaškrtnutí  a  nebo  naopak  o  odškrtnutí  všech  dalších  zaškrtávacích  tlačítek 
(checkbox)
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Příloha C
Přesměrování požadavku:
 
HTTP/1.1 301 Moved Permanently
Date: Thu, 06 May 2010 18:56:56 GMT
Server: Apache/2.2.9 (Debian)
Location: http://www.root.cz/
Content-Length: 299
Keep-Alive: timeout=50
Connection: Keep-Alive
Content-Type: text/html; charset=iso-8859-1
Vyžádaní HTTP autorizace serverem:
HTTP/1.1 401 Authorization Required
Date: Thu, 06 May 2010 18:51:01 GMT
Server: Apache/1.3.41 Ben-SSL/1.59 (Unix)
WWW-Authenticate: Basic realm="FIT student"
Content-Location: author.html.cz
Vary: negotiate,accept-language
TCN: choice
Last-Modified: Thu, 31 Jan 2008 20:19:15 GMT
Etag: "a4c9b8-393-47a22d43-iso-8859-2;4be16828"
Accept-Ranges: bytes
Content-Length: 6337
Keep-Alive: timeout=30, max=94
Connection: Keep-Alive
Content-Type: text/html; charset=iso-8859-2
Content-Language: cs
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Pohyb na serveru při HTTP autorizaci:
 
GET /FIT/st/ HTTP/1.1
Host: wis.fit.vutbr.cz
User-Agent: Mozilla/5.0 (Windows; U; Windows NT 6.0; cs; rv:1.9.2.3) 
Gecko/20100401 Firefox/3.6.3 ( .NET CLR 3.5.30729)
Accept: text/html,application/xhtml+xml,application/xml;q=0.9,*/*; 
q=0.8
Accept-Language: cs,en-us;q=0.7,en;q=0.3
Accept-Encoding: gzip,deflate
Accept-Charset: windows-1250,utf-8;q=0.7,*;q=0.7
Keep-Alive: 115
Connection: keep-alive
Referer: https://wis.fit.vutbr.cz/FIT/st/
Authorization: Basic *****************
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Příloha D
Seznam kódů v HTTP protokolu
V této příloze budou uvedeny všechny stavové kódy, které mohou nastat v protokolu HTTP verze 1.1.
Informace byly převzaty z webové stránky [4].
1xx - informační - Požadavek byl obdržen. 
• 100 Continue 
• 101 Switching Protocols 
2xx - úspěch - Dotaz byl serverem pochopen a akceptován. 
• 200 OK 
• 201 Created 
• 202 Accepted 
• 203 Non-Autoritative Information 
• 204 No Content 
• 206 Reset Content 
3xx - přesměrování - Klient musí provést další akce, aby získal požadovaný dokument. 
• 300 Multiple Choices 
• 301 Moved Permanently 
• 302 Moved Temporarily 
• 303 See Other 
• 304 Not Modified 
• 305 Use Proxy 
4xx  -  klientova  chyba -  Klient  položil  chybný  dotaz,  nebo  nemá  oprávnění  získat  dokument 
požadovaný v dotazu. 
• 400 Bad Request 
• 401 Unauthorized 
• 402 Payment Required 
• 403 Forbidden 
• 404 Not Found 
• 405 Method Not Allowed 
5xx - chyba serveru - Server není z nějakého důvodu schopen obsloužit požadavek. 
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• 500 Internal Server Error 
• 501 Not Implemented 
• 502 Bad Gateway 
• 503 Service Unavailable 
• 504 Gateway Timeout 
• 505 HTTP Version Not Supported 
Podrobnější informace o jednotlivých stavech naleznete na [5]. 
53
Příloha E
Popis instalace aplikace a obsah přiloženého DVD.
Obsah DVD:
➢ DVD
➢ install
➢ xampp
➢ sql
➢ database.sql
➢ aplikace
➢ css
➢ js
➢ php
➢ image
➢ test.php
➢ index.php
➢ config.php
➢ instalace.txt
➢ dokumentace.txt
➢ priklady
➢ tabulkove_weby
➢ prihlasovaci_weby
Popis instalace aplikace:
(pro Windows XP)
1. Ze  všeho  nejdříve  si  zkopírujeme  složku  „xampp“  (nacházející  se  na  DVD: 
DVD/install/xampp) na lokální disk
2. Po zkopírování tuto složku otevřeme a spustíme soubor „setup_xampp.bat“
3. Otevře se konzolové okno. V tomto okně se nás instalátor bude ptát, zda-li chceme nastavit 
nové umístění pro aplikaci xampp. Zadáme, že chceme.
4. Další otázka se bude týkat toho, zda-li chceme použít pro umístění složky písmena jednotek 
disků.  (toto  se  doporučuje  v  případě,  když  by  se  jednalo  o  instalaci  xamppu  na  USB 
paměťový disk)
5. Prozatím toto okno necháme otevřené a najdeme si soubor php.info. Tento soubor se nachází
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v  adresářové  struktuře  složky  xampp.  Konkrétně  na  xampp/php/php.info.  Tento  soubor 
otevřeme pro zápis v jakémkoliv textovém editoru a upravíme řádek, na kterém se nachází 
tento text „ ;extension=php.curl.dll “. Odstraníme počáteční středník a uložíme.
6. Vrátíme  se  zpět  ke  konzolovému  oknu  a  zadáme  možnost  1.  Tato  akce  otevře  okno  s 
kontrolním  panelem  pro  aplikaci  xampp  (Xamp  contorl  panel).  V  tomto  okně  spustíme 
pomocí tlačítka „start“ služby Apache a MySQL.
7. Stiskneme tlačítko „admin“ u služby MySQL. Otevře se nové okno prohlížeče s webovou 
aplikací „phpMyAdmin“, která umí pracovat s databází. V této aplikaci si vytvoříme novou 
databázi pro námi instalovanou aplikaci. 
8. Do této databáze naimportujeme soubor se strukturou tabulek, který se nachází na přiloženém 
DVD. (DVD/install/SQL/database.sql)
9. Dalším  krokem  bude  nakopírování  obsahu  složky  aplikace  (DVD/aplikace)  do  adresáře 
„htdocs“, který se nachází ve složce aplikace xampp na lokálním disku.
10. Ještě potřebujeme nastavit přístup k nově vytvořené databázi v souboru „config.php“, který 
se nachází v hlavní složce aplikace.
11. Nyní  spustíme  prohlížeč  a  zadáme  do  URL  adresy  http://localhost/aplikace/  a  nebo 
http://127.0.0.1/aplikace/ .
55
Příloha F
Seznam testovaných stránek s přístupovými údaji.
http://www.titulky.com/                          
přihlašovací stránka: http://www.titulky.com/  
přihlašovací jméno: testprihlaseni
heslo: testprihlaseni1
http://my.opera.com  
přihlašovací stránka: http://my.opera.com/community/
přihlašovací jméno: testprihlaseni
heslo: testprihlaseni1
http://root.cz                                 
přihlašovací stránka: http://www.root.cz/prihlasit/
?refUrl=http%3A%2F%2Fwww.root.cz%2F
přihlašovací jméno: testprihlaseni
heslo: testprihlaseni1
http://www.netusers.cz/                     
přihlašovací stránka: http://www.netusers.cz/
?section=50&urlr=http%3A//www.netusers.cz/
přihlašovací jméno: testprihlaseni
heslo: testprihlaseni1
http://www.tutorials.cz/
přihlašovací stránka: http://www.tutorials.cz/
přihlašovací jméno: testprihlaseni
heslo: t1estprihlaseni
http://barbone.cz/
přihlašovací stránka: http://barbone.cz/
přihlašovací jméno: testprihlaseni
heslo: testprihlaseni1
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https://www.seznam.cz/
přihlašovací stránka: https://www.seznam.cz/
přihlašovací jméno: testprihlaseni  (@seznam.cz)
heslo:  testprihlaseni1
https://www.mail.google.com/
přihlašovací stránka:
https://www.google.com/accounts/ServiceLogin?service=mail&passive=truea
&rm=false&continue=https%3A%2F%2Fmail.google.com%2Fmail%2F%3Fui
%3Dhtml26zy3Dl&bsv=1eic6yu9oa4y3&ss=1&scc=1&ltmpl=default&
ltmplcache=2&hl=cs
přihlašovací jméno: testprihlaseni
heslo: testprihlaseni1
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