Abstract
Introduction
In a variety of approaches to software development, software artefacts are used in multiple contexts or for various purposes. The differences lead to so-called variation points in the software artefact. During recent years, the amount of variability supported by a software artefact is growing considerably and its management is developing as a main challenge in the development, usage and evolution of software artefacts. Areas where the management of variability is evolving as a challenge include software product families, component-based software development, object-oriented frameworks and configurable software products such as enterprise resource planning systems. For example, in a typical software product family, the number of variation points may easily range in the thousands.
Software variability is the ability of a software system or artefact to be changed, customized or configured for use in a particular context [3] . A high degree of variability allows the use of software in a broader range of contexts, i.e., the software is more reusable. Variability can be viewed as consisting of two dimensions, i.e. space and time.
The space dimension is concerned with the use of software in multiple contexts, e.g. multiple products in a software product family. The time dimension is concerned with the ability of software to support evolution and changing requirements in its various contexts.
Successful management of variability in software artefacts leads to better customizable software products that are in turn likely to result in higher market success: in the information systems domain, the products are more easily adaptable to the needs of different user groups; in the embedded systems domain, the software can be more easily configured to work with different hardware and environmental constraints.
As one of the typical contexts in which software variability is a concern is a software product family [1] , we present this concept as well. In particular, we present a maturity model for software product families that we have developed [2] :
Independent products: Initially, the organization develops multiple products as several independent entities. These products do not share software artefacts in any planned way, only by coincidence. Standardized infrastructure: The first step towards sharing is when the organization decides to standardize the infrastructure based on which a set of products is built. Platform: A subsequent development is to extend the standardized infrastructure with internally developed software artefacts, i.e. a platform, that provide functionality that is common to all products in the scope. Each product is developed on top of the platform.
Software product line:
The fourth level of maturity is when the organization employs a software product line. The shared artefacts in the product line contain functionality that is shared by all or a subset of the products. Products may sacrifice efficiency or other requirements for the benefits of being member of the product line.
Configurable product base:
The final level is the situation where the differences between the different product has been so well understood that these can be mapped to variation points that can be bound at installation or run-time. As a consequence, individual products are derived by configuring the shared software artefacts appropriately. The management of software variability needs to evolve in response to increasing maturity of the software product family. The tutorial discusses the differences between the levels and the changes that need to take place.
Tutorial Outline
The aim of this tutorial is to present the insights gained, techniques developed and lessons learned in the European IST project ConIPF (Configuration of Industrial Product Families) and other research activities by the software engineering group at the University of Groningen. The tutorial first establishes the importance of software variability management, defines the concept of variability, discusses notational and visualization aspects, assessment of software artefacts for variability, design of architectures and components for variability, usage of variation points while configuring instantiated software artefacts and, finally, some advanced issues including variation versus composition.
The tutorial contains the following parts: 
