Game Playing with Uncertainty by Bajza, Jakub
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV INTELIGENTNI´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF INTELLIGENT SYSTEMS
HRANI´ HER S NEURCˇITOSTI´
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE JAKUB BAJZA
AUTHOR
BRNO 2013
VYSOKE´ UCˇENI´ TECHNICKE´ V BRNEˇ
BRNO UNIVERSITY OF TECHNOLOGY
FAKULTA INFORMACˇNI´CH TECHNOLOGII´
U´STAV INTELIGENTNI´CH SYSTE´MU˚
FACULTY OF INFORMATION TECHNOLOGY
DEPARTMENT OF INTELLIGENT SYSTEMS
HRANI´ HER S NEURCˇITOSTI´
GAME PLAYING WITH UNCERTAINTY
BAKALA´RˇSKA´ PRA´CE
BACHELOR’S THESIS
AUTOR PRA´CE JAKUB BAJZA
AUTHOR




Tato bakalářská práce se zabývá implementací algoritmu expectiminimax pro hry s nulo-
vým součtem. Poukazuje na komplikace, které mohou nastat, při aplikaci algoritmu ex-
pectiminimax na složitější hry z této kategorie. V rámci práce je také podán způsob tvorby
ohodnocovací funkce pro počítačového oponenta. Použitelnost ohodnocovacích funkcí je de-
monstrována sadou testů, ve kterých jsou proti sobě postaveni hráč a počítačový oponent,
nebo dva počítačoví oponenti.
Abstract
This Bachelor thesis describes the implementation of expectiminimax algorithm for zero-
sum games. It also introduces the complications, that you can face, if working on aplying
the expectiminimax algorithm to more complicated games of this category. This thesis also
presents a way to create an evaluation function for computer oponent. The applicability
of these evaluation functions is demonstrated by series of tests, where human player plays
agains computer oponent or two computer oponents play against each other.
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Umelá inteligencia sa už dlhšiu dobu zaujíma o stolné hry a o tvorbu počítačových oponen-
tov, ktorý by simulovali správanie živého a inteligentného súpera. Stolné hry sú vďačným
cieľom týchto snáh, pretože je relatívne jednoduché reprezentovať herný stav, a určiť či
niektoré rozhodnutie je pre nás výhodné alebo nevýhodné. U hier s nulovým súčtom (angl.
zero-sum games) je akýkoľvek zisk nadobudnutý ťahom hráča presne vyvážený rovnakou
stratou pre oponenta. Pokiaľ sčítame celkovú výhodu nadobudnutú hráčom a celkovú stratu
nadobudnutú oponentom, dá nám to vo výsledku súčet nula. Odtiaľ pochádza názov tejto
kategórie hier. Hry s nulovým súčtom sú často riešené pomocou minimax teorému.
Cieľom tejto práce je použiť algoritmus expectiminimax k vytvoreniu počítačového opo-
nenta, ktorý bude schopný činiť rozhodnutia, ktoré sa čo najviac podobajú rozhodnutiam
človeka, ktorý ovláda pravidlá zvolenej stolnej hry a snaží sa vyhrať. K tomu je nutné vytvo-
riť hodnotiacu funkciu, ktorá bude čo najlepšie odrážať dôsledky jednotlivých rozhodnutí.
Nasledujúca kapitola 2 popisuje históriu zvolených stolných hier. Obsahuje tiež súpis
pravidiel, tak ako boli použité pri implementácii jednotlivých aplikácií. Posledná časť ob-
sahuje rôzne varianty varianty, ktoré dodnes vznikli a umožňujú rozšíriť tieto hry o ďalšie
zaujímavé aspekty, na základe ktorých sme schopný vytvárať nové zložky pre hodnotiacu
funkciu.
Tretia kapitola 3 sa zaoberá teóriou, ktorá stojí za tvorbou počítačových oponentov pre
podobné hry. Popisuje ako jednotlivé algoritmy používané pre riešenie týchto problémov
fungujú, kedy ich je možné použiť a ďalšie dôležité informácie. Ku každému algoritmu je
ešte doplnený príklad aj s obrázkom aby boli princípy algoritmov názorne prezentované na
skutočnom probléme.
Štvrtá kapitola 4 rieši impelemantáciu oboch aplikácií. Venuje tomu ako bolo navhrnuté
užívatelské rozhranie a reprezentácia stavu hry. Popisuje implementáciu algoritmu expecti-
minimax ale aj iných častí aplkácie. Tiež sa venuje procesu tvorby hodnotiacej funkcie a
dôvodom, ktoré stoja za zahrnutím jednitlivých jej zložiek.
Piata kapitola 5 obsahuje výsledky testov a zhodnotenie čoho sa nám podarilo dosiahnuť.





Ľudia sa už oddávna venovali hraniu stolných hier. Stolné hry majú mnohé pozitíva, o kto-
rých vedeli aj naši predkovia. Niektoré hry dávali priechod súťaživosti a pomáhali trénovať
strategické a taktické myslenie, bez problémov, ktoré zo sebou prinášali vojenské konflikty.
Iné hry umožňovali zúčastneným si odpočinúť a niektoré ďalšie boli využívané ako forma
vyučovania určitých princípov. Stolné hry bývali často abstrakciou reality, herný stav je
možné jednoducho reprezentovať, a hráči sú väčšinou obmedzený na malú množinu dobre
definovaných akcií. Tieto vlastnosti spôsobili, že sa stolné hry stali terčom záujmu umelej
inteligencie.
Hry, ktorými sa budeme zaoberať, využívajú kocky (alebo iný podobný spôsob genero-
vania náhodných udalostí). Hry používajúce kocky vznikli na viacerých miestach po svete.
Prvotne sa namiesto kociek používali kosti zvierat. Kňazi ich hádzali aby pomocou nich
predpovedali budúcnosť. Výsledok takýchto hodov bol náhodný a je možné, že sa ľudia po-
kúšali uhádnuť ako hod dopadne. Následne boli vyrobené ďalšie
”
kocky“ s rôznym počtom
stien podľa potreby. Dnes najbežnejšie šesťstenné kocky sa pravdepodobne uchytili, pretože
ich bolo jednoduché vyrobiť, dali sa dobre hádzať a výsledok hodu bol, vo väčšine prípadov
jednoznačný.
Ďalším krokom vo vývoji stolných hier boli figúrky, ktorými sa pohybovalo po hracej
ploche, na základe výsledku hodu.
Prvá podkapitola tejto kapitoly sa zaoberá hrou Človeče nehnevaj sa 2.1. Jednotlivé
podkapitole popisujú: históriu 2.1.1, pravidlá 4.2.2 a varianty 2.1.3 hry.
Druhá podkapitola sa venuje hre Backgammon 2.2. Jej podkapitole sa podobne venujú
vzniku 2.2.1, pravidlám 2.2.2 a variantom 2.2.3 tejto hry Človeče nehnevaj sa.
V tejto kapitole bolo čerpané zo zdrojov [14], [13], [17], [15], [11], [8], [10], [18].
2.1 Hra Človeče nehnevaj sa
Človeče nehnevaj sa je stolná hra pre dvoch až štyroch hráčov, v ktorej hráči proti sebe
súťažia o to, kto sa prvý dostane so svojimi štyrmi figúrkami z štartovnej pozície do do-
mčeka. Pohyby figúrok sú riadené hodmi kockou. Táto stolná hra patrí do skupiny hier cross
and circle a podobá sa na starú indickú hry Pachisi len v zjednodušenej verzii. V texte tejto
práce je hra nazývaná ako Človeče nehnevaj sa aj napriek tomu, že sa aplikácia volá Ludo.
V našich končinách je hra Ludo s minimálnimi obmenami známa ako Človeče nehnevaj
sa. Dôvod prečo sa aplikácia volá Ludo je jazyk aplikácie ale aj to že pri implementácie
boli použité pravidlá Ludo. Aby však mohol čitatel použiť prípadnú znalosť hry Človeče
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nehnevaj sa, je hra v texte uvedená výhradne pod týmto názvom. Z hladiska minimálnych
obmien v pravidlách sú však oba názvy v rámci tohto textu zamenitelné.
2.1.1 História
Hra Pachisi, ktorá sa dá pokladať za predchodcu dnešnej hry Človeče nehnevaj sa, pochádza
zo starej Indie, približne zo 6. storočia. Hrala sa na hracej ploche v tvare symetrického
kríža. Namiesto kociek sa na hádzanie používali mušle. Počet mušlí, ktoré dopadli otvorom
nahor určovalo, o koľko sa bude v hráč svojimi figúrkami hýbať. Názov hry pochádza z
hindského slova pachisi ,čo znamená dvadsať päť, čo je najvyššia hodnota akú je možné na
mušliach hodiť. Pachisi má však oproti dnešnému Človeče nehnevaj sa niekoľko odlišností
v pravidlách.
História tejto hry po 16. storočie doposiaľ nebola zdokumentovaná. V 6.-7. storočí sa
objavujú zmienky o blízko príbuznej hre s názvom Chaupar. V Čínskom diele Dynastia
Song sa spomína ďalšia príbuzná hra Chupu ktorá bola vynájdená v západnej Indii a neskôr
rozšírená do Číny. Táto hra mohla byť príbuzná hre Chaupar, ale viac sa podobá dnešnému
Backgammonu a jej skutočný pôvod je nejasný.
Rôzne varianty tejto hry sa v 19. storočí dostali do Anglicka. Roku 1896 sa objavila
anglická variant tejto hry z názvom Ludo. Tento názov pochádza z latinčiny a znamená ja
hrám. Neskôr sa vo svete objavili ďalšie varianty: Sorry!, Aggravation, a Trouble. Nemecká
verzia sa volá Mensch ärgere dich nicht. Nasledujúce krajiny majú názov odvodený od
nemeckej verzie: Holandsko, Srbsko, Chorvátsko, Bulharsko, Polsko, Česko a Slovensko. Vo
Švédsku je táto hra známa ako Fia.
2.1.2 Pravidlá
V tejto podkapitole budú zhrnuté pravidlá hry Ludo tak ako boli použité pri implementácii.
Iné varianty pravidiel sú popísané v nasledujúcej podkapitole. Obrázky použité v tejto
podkapitole boli získané z [18]
Počiatočné rozostavenie:
Na začiatku hry sú 4 figúrky každého hráča postavené mimo hry v jeho dvore v rohu hracej
plochy označenom farbou príslušného hráča ako je vidieť na obr. 2.2b. Na začiatku si každý
hráč hodí kockou. Hráč, ktorý hodil najvyššie číslo začína ako prvý, potom sa pokračuje po
smere hodinových ručičiek.
Pohyb po hracej ploche:
Hráč sa po hracej ploche hýbe o počet políčok, ktorý hodil na hracej kocke. Na to aby
mohol hráč začať hýbať figúrkami, musí hodiť na kocke číslo 6, čím sa jedna z jeho figúrok
presunie na štartovacie políčko označené jeho farbou. Podobne môže počas hry pri hodení
čísla 6 na kocke vstúpiť do hry s ďalšou figúrkou ale vzdáva sa tým možnosti ťahať o 6
niektorou z figúrok, ktoré sú už v hre. Toto môže urobiť, len ak je štartovacie políčko
prázdne. Štartovacie políčko je políčko v hráčovej farbe, ktoré sa nachádza na trati (obr.
2.2a) po ktorej sa hýbu figúrky ako je vidieť z obr. 2.1.
Hod 6 tiež znamená, že daný hráč ide ešte raz, opäť hodí kockou a rozhoduje o pohybe
figúrkou. Ak však hodí hráč tretiu 6 vo svojom ťahu, nemôže sa ďalej hýbať a na rade je
nasledujúci hráč.
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Obrázek 2.1: Hracia plocha s vyznačeným smerom pohybu v jednotlivých častiach.
(a) Trať, po ktorej sa pohybujú figúrky,
kým nedokončia okruh.




Obrázek 2.2: Pomocné obrázky pre popis pravidiel hry Ludo 1/2.
6
(a) Vchod do domčeka pre jednotlivých
hráčov.
(b) Vyznačená oblasť je koncové políčko.
Cieľom hry je dostať tam všetky figúrky.
Obrázek 2.3: Pomocné obrázky pre popis pravidiel hry Ludo 2/2.
Všetci hráči sa pohybujú figúrkami po hracej ploche rovnako v smere hodinových ru-
čičiek, tak ako je vyznačené na obr. 2.1. Hráč sa nemôže vzdať svojho ťahu, ak je možné
sa o daný počet políčok pohnúť niektorou z figúrok tak je hráč nútený sa hýbať. Ak hráč
nemá žiaden možný ťah, je na rade nasledujúci hráč.
Hráč sa nemôže figúrkou pohnúť na políčko, ktoré je už obsadené jeho figúrkou.
Každá z figúrok sa snaží prejsť celý okruh a dostať sa do domčeku. Do domčeku je možné
sa dostať figúrkou ktorá je na posledných šiestich políčkach okruhu (z pohľadu príslušného
hráča). Namiesto toho aby figúrka začala nový okruh, pokračuje figúrka do hráčovho do-
mčeka, viď obr. 2.3a. Figúrka môže vstúpiť do domčeka len na políčko, ktoré nie je obsadené.
Vstup na koncové políčko (obr. 2.3b) vyžaduje, aby bola na kocke hodená rovnaká hodnota
ako vzdialenosť figúrky od koncového políčka (inú hodnotu nie je možné použiť).
Pokiaľ hráč stúpi svojou figúrkou na políčko obsadené oponentovu figúrkou, je táto
figúrka presunutá naspäť do oponentovho dvora a na políčku zostane hráčova figúrka.
Cieľ hry:
Cieľom hry je urobiť všetkými 4 figúrkami celý okruh a dostať ich do domčeka ako prvý.
V hre viacerých hráčov sa často hrá aj po tom čo prvý hráč dosiahol cieľ hry aby sa určilo
kto bude druhý, tretí . . . atď.
2.1.3 Varianty
Táto podkapitola obsahuje varianty z nízkym počtom menej významných zmien nazývaných
tiež
”
domáce pravidlá“ ako aj plnohodnotné varianty ktoré menia pridávajú nové pravidlá
aby znížili podiel šťastia a zvýšili podiel skúseností a taktiky pri hraní.
Domáce pravidlá:
• Hráč, ktorý nemá v hre žiadnu figúrku môže vstúpiť figúrkou do hry aj pri hode 1.
• Hráč, ktorý nemá v hre žiadnu figúrku má tri hody na to aby vstúpil figúrkou do hry.
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• Ak by mala hráčova figúrka vstúpiť na políčko obsadené jeho figúrkou vstúpi na
nasledujúce políčko.
• Ak by vstúpi hráčova figúrka na políčko obsadené jeho figúrkou sformujú tieto dve
figúrky blok. Blok oponenti nemôžu preskočiť (je možné ho prekročiť len na hod 6
alebo 1).
• Dve figúrky na sebe sa môžu hýbať o polovicu políčok ak bolo hodené párne číslo.
• Dve figúrky na sebe môžu vyhodiť iné dve figúrky na sebe.
• Domček má len štyri políčka, a aby hráč vyhral musí ich zaplniť svojimi figúrkami.
• Ak hráč vyhodí figúrku, dostane figúrku do domčeka, dostane ďalší ťah.
• Špeciálne označené políčka, na ktorých nie je možné figúrku vyhodiť.
• Špeciálne označené políčka, na ktoré keď figúrka vstúpi, posunie sa na nasledujúce
políčko tohto typu.
• Blok nemôže preskočiť ani sám hráč / môže preskočiť len ak pristane na ňom.
• Hráč nemôže ísť do domčeka, pokým v danej hre nevyhodil aspoň jednu oponentovu
figúrku.
Parcheesi:
• Pri hre Parcheesi sa používajú dve kocky.
• Na začiatku hry má každý hráč jednu figúrku v hre na štartovacom políčku.
• Nové figúrka vchádza do hry na hod 5 na jednej z kociek.
• Hráč ide ešte raz ak hodí aspoň jednu 6.
• Ak hráč hodí 6 a nemá žiadnu figúrku v domčeku, hýbe svojou figúrkou ako keby
hodil 7.
• Na ploche sa nachádza 12 tzv.
”




bezpečných políčok“ sú štartovné políčka. Ak by mala hráčova figúrka vojsť
do hry na štartovné políčko obsadené oponentovou figúrkou, je oponentova figúrka
vyhodená.
• 2 figúrky jedného hráča na sebe tvorí bariéru.
• Ak hráč hodí 6 a má niekde utvorenú bariéru, musí ju tým ťahom zrušiť.
• Ak hráč vyhodí oponentovu figúrku, môže sa hneď pohnúť o 20 políčok s ľubovoľnou
figúrkou.
• Pokiaľ hráč hodí tretiu 6 v danom ťahu jeho ťah pokračuje, ak figúrka, ktorou potiahol
nie je v domčeku, je vyhodená.
• Ak sa hráčova figúrka dostane do domčeka, daný hráč sa môže ihneď pohnúť o 10
políčok s ľubovoľnou figúrkou.
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Uckers:
• Pri hre Uckers sa používajú dve kocky.
• Hráč sa môže pohnúť jednou figúrkou o výsledok 1. kocky a druhou figúrkou o výsledok
2. kocky, alebo sa môže pohnúť jendou figúrkou o súčet kociek (figúrka sa nezastaví
na žiadnom z políčok po ceste).
• Hráč ide ešte raz ak hodí aspoň jednu 6.





Blob“ blokuje len oponentove figúrky.
• Ak hráč vstúpi na poličko s jednou alebo viacerými partnerovimi figúrkami vznikne
”
mixed blob“.
• Ak oponent vstúpi na
”
mixed blob“, všetky figúrky, ktoré na políčku boli sú vyhodené.
•
”
Blob“ môže byť vyhodený len nasledujúcim spôsobom:
1. Hráč musí pohnúť figúrkou na poličko hneď pred bariérou.
2. Hráč musí v rámci daľšieho hodu hodiť 6 a povedať
”
Výzva“. Druhá hodnota
tohto hodu sa neberie do úvahy, ale hráč získa hod naviac. Potom čo hráč započne
výzvu nemôže hýbať ostanými figúrkami až kým
”
blob“ nie je vyhodený alebo
zrušený oponentom.
3. Hráč potom musí hodiť 6 za každú figúrku, ktorá tvorí
”
blob“. Keď sa mu to
podarí, sú všetky figúrky, ktoré tvorili ”blob”vyhodené a hráčova figúrka sa pre-
sunie na ich miesto.
• Ak je
”
blob“ na štartovacom políčku je po výzve nutné hodiť o jednu 6 naviac.
2.2 Hra Backgammon
Backgammon je stolná hra, ktorá má korene v dávnej minulosti. V hre ide o súboj medzi
dvoma hráčmi, z ktorých sa každý snaží dostať svojich pätnásť figúrok po predznačenej
trati o dĺžke 24 políčok do cieľa. Hracia plocha je uzavretá v obdĺžnikovom ráme. Prvý
hráč, ktorý dostane svojich pätnásť figúrok do cieľa (mimo hracej plochy), vyhráva. Pohyb
figúrok ovplyvňuje náhoda vo forme dvoch šesťstenných kociek.
2.2.1 História
Za najstaršieho možného predka hry Backgammon bola donedávna pokladaná stolná hra,
ktorej vek bol datovaný na približne 5000 rokov. Túto stolnú hru objavil roku 1926 britský
archeológ Sir Leonard Wooley pri vykopávkach starobylého mesta Ur al Chaldees, prastaré
kultúrne centrum Sumerov. Hracie dosky boli vyrobené z dreva ozdobené mušľami, kosťami
a inými dekoráciami a zdobené obrazmi zvierat a ružicami. Hracia plocha bola vo forme
matice s jednou stranou dlhou 12 políčok. Štvorsteny nájdené spolu s hracími doskami boli
používané ako kocky. Pri vykopávkach perzského mesta Shahr-e Sukhteh v Iráne odkryli
ďalšiu podobnú hru ktorá bola podľa odhadov asi o 100 až 200 rokov staršia.
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Obrázek 2.4: Hracia plocha pre hru Backgammon s vyznačným smerom pohybu.
Vykopávky a nálezy z čias Egyptskej civilizácie ukázali, že v Egypte boli stolné hry po-
merne bežné. Jed z nájdených hier, ktorá sa nazývala Senet, vykazovala určité podobnosti
s hrou Backgammon. Pravidlá hry sa však nezachovali. Bolo tiež objavené, že Egypťania
používali na hádzanie kockami mechanický prístroj, ktorý slúžil na to aby zabránil podvá-
dzaniu.
V starom Ríme podobne ako v Grécku sa ujala hra podobná Backgammonu. Vykopávky
Pompejí ukázali, že mnoho obydlí bolo na dvore vybavených hracou plochou. Rimania pri
hraní používali 3 kocky, ktoré volali
”
alea“. Názov hry bol
”
ludus duodecim scriptorum“,
čo v preklade znamená dvanásť-riadková hra. Predpokladá sa, že si rímske légie nosili hru
zo sebou, ale v krajinách zabraných Rímskou ríšou sa hra sprvu neuchytila. Pravdepodobne
ju po Európe rozšíril až návrat križiakov z výprav.
V období križiackych výprav bola na Strednom východe rozšírená vyššie spomínaná hra
Nard. Hra sa naproti rímskej verzii hrala len s dvoma kockami. Hracia plocha bola rozdelená
na dvanásť oddelení, podľa solárnych mesiacov Perzského kalendára. Celkový počet figúrok,
korešpondoval s počtom dní lunárneho mesiaca. Jedna polovička figúrok bola biela a druhá
čierna, pretože polovička nocí v mesiaci bola tmavá a druhá polovička svetlá kvôli pozícii
mesiaca.
Najstaršia dochovaná zmienka o slove
”
backgammon“, podľa Oxford Universal Dicti-
onary, pochádza z roku 1645. H. J. R. Murray v diele A History of Board Games Other
Than Chess, tvrdí, že Backgammon, moderná forma hry tables, bola vynájdená v Anglicku
začiatkom sedemnásteho storočia.
10
(a) Počiatčné rozostavenie figúrok pre
hru Backgammon.
(b) Smer pohybu figúrok bieleho hráča. Oponent
sa hýbe opačným smerom.
Obrázek 2.5: Pomocné obrázky pre popis pravidiel hry Backgammon 1/2.
2.2.2 Pravidlá
V tejto kapitole sa budeme zaoberať pravidlami základnej verzie hry backgammon. Pravidlá
rôznych iných variantov hry backgammon budú popísané v nasledujúcej podkapitola. Táto
podkapitola obsahuje len pravidlá relevantné pre počítačovú verziu hry backgammon.
Počiatočné rozostavenie:
V tejto kapitole už bolo spomínané, že backgammon je hra pre dvoch hráčov. Ako je vidieť
na obr. 2.5a Hracia plocha pozostáva z dvadsiatich štyroch úzkych trojuholníkov, ktoré
slúžia ako políčka, po ktorých sa pri samotnej hre pohybujú figúrky. Tieto trojuholníky sú
vyfarbené striedavo a rovnomerne rozmiestnené do štyroch kvadrantov po šiestich troju-
holníkov. Jednotlivé kvadranty sú z pohľadu hráča označené ako hráčova domovská zóna a
vonkajšia zóna a oponentova domovská a vonkajšia zóna. Domovské a vonkajšie zóny sú v
strede oddelené priehradkou, ktorej sa hovorí
”
bar“.
Polička sú očíslované (viď obr 2.5b) pre každého hráča samostatne začínajúc od jeho
domovskej zóny. Najvzdialenejšie políčko má číslo dvadsaťštyri a je zároveň aj políčkom číslo
jedna pre oponenta. Každý hráč disponuje pätnástimi figúrkami svojej farby. Počiatočné
rozostavenie figúrok je: dve figúrky na hráčovom políčku číslo dvadsať štyri, päť na políčku
číslo trinásť, tri na políčku číslo osem, a päť na políčku číslo šesť.
Cieľ hry:
Cieľom hry je dostať sa zo všetkými figúrkami do svojej domovskej zóny a odtiaľ následne
preč z hracej plochy ako je zobrazené na obr. 2.5b. Prvý hráč ktorému sa to podarí vyhráva.
Pohyb figúrok:
Na začiatku hry každý hráč hodí jednou kockou, aby sa určilo, kto pôjde ako prvý a o koľko
sa bude hýbať. Ak obaja hráči hodia rovnaké číslo, hádžu znova, až kým nehodia rôzne
čísla, aby bolo možné určiť, kto pôjde prvý. Hráč, ktorý hodil viac pohne svojimi figúrkami
podľa výsledku hodu oboch kociek, ako ukazuje obr. 2.6a. Po prvom kole už hráči hádžu
dve kocky a pravidelne sa striedajú.
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(a) Rôzne možnosťi ťahu figúrkami pri vý-
sledku hodu kockami 5 a 3.
(b) Príklad vstupu figúrky do hry pri vý-
sledku hodu kockou 4.
Obrázek 2.6: Pomocné obrázky pre popis pravidiel hry Backgammon 2/2.
Výsledok hodu kockami určuje, o koľko políčok sa majú figúrky pohnúť. Figúrky sa vždy
hýbu smerom dopredu k políčkam s nižšími číslami. Platia nasledujúce pravidlá:
• Figúrka sa môže pohnúť len na políčko, ktoré nie je blokované. To je také políčko, na
ktorom nie sú dve alebo viac oponentových figúrok.
• Hráč, ktorý nemá v hre žiadnu figúrku má tri hody na to aby vstúpil figúrkou do hry.
• Čísla na oboch kockách sa uvažujú ako samostatné pohyby. Napríklad, ak hráč hodí
5 a 3, môže sa pohnúť jednou figúrkou o päť políčok a inou figúrkou tri políčka, v
oboch prípadoch len na neblokované políčka. Ďalšia vec, ktorú hráč môže urobiť, je
pohnúť sa jednou figúrkou o celkovo osem políčok na neblokované políčko, ale iba ak
príslušné políčko po ceste (buď tri alebo päť políčok vzdialené) je tiež neblokované.
• Hráč, ktorý hodí na oboch kockách rovnaké číslo, hýbe figúrkami ako keby daný hod
hodil dvakrát. Hod dvoch šestiek znamená, že sa hráč môže hýbať ako keby hodil
štyri šestky. Pritom môže použiť akúkoľvek legálnu kombináciu figúrok, ktorá mu
príde vhodná.
• Ak je to možné, hráč musí využiť obe hodené čísla (všetky štyri ak hodil dve rovnaké).
Ak hráč môže zahrať iba jedno, musí ho zahrať. Ak môže byť zahrané ľubovoľné z čísel,
ale len jedno, hráč musí zahrať väčšie z čísel. Ak žiadne číslo nemôže byť zahrané,
hráč stráca kolo. Ak hráč hodil dve rovnaké čísla, a nie je možné použiť všetky štyri
pohyby, hráč musí použiť najviac ako je možné.
Vyhadzovanie a návrat figúrok:
Políčku, na ktorom je len jedna figúrka sa hovorí
”
blot“. Ak oponentova figúrka stúpi na
toto políčko, je figúrka, ktorá na políčku bola, vyhodená a presunutá na bar.
Ak je hráč na rade a má nejaké figúrky na bare, je jeho povinnosťou vrátiť tieto figúrky
do hry v oponentovej domovskej zóne. Figúrka sa vráti do hry tým, že ju hráč položí na
políčko s číslom, zodpovedajúcim číslam hodeným na kockách (viď obr. 2.6b).
Napríklad, ak hráč hodí 4 a 6, môže vrátiť do hry figúrku buď na políčko s oponentovým
číslom štyri alebo šesť, ak toto políčko nie je obsadené.
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Obrázek 2.7: Ukážka odstránenia figúrky z hracej ploche pri výsledku hodu 6 a 4.
Ak ani jedno z políčok nie je voľné, hráč stráca svoj ťah. Ak hráč nie je schopný vrátiť
do hry všetky svoje vyhodené figúrky, musí ich vrátiť najviac ako môže, a stráca zvyšok
svojho kola.
Potom čo hráč vráti do hry poslednú z vyhodených figúrok, pokračuje ďalej v hre s
nevyužitými číslami, ak mu nejaké zostali.
Preč z hracej plochy:
V momente, keď hráč presunul všetky svoje figúrky do svojej domovskej oblasti, može začať
z posúvaním figúrok preč z hracej plochy. Hráč odstráni figúrku tým, že hodí na kocke číslo,
ktoré zodpovedá políčku na ktorom je figúrka umiestnená, a následne ju odstráni z hracej
plochy. Takže napríklad hodenie šestky, umožní hráčov odstrániť figúrku z políčka číslo šesť.
Ak na danom políčku nie je žiadna figúrka, hráč musí urobiť legálny ťah figúrkou na
políčku s vyšším číslom. Ak taká figúrka neexistuje, hráč môže odstrániť figúrku z políčka
s najvyšším číslom spomedzi políčok, na ktorých má figúrky. Jednotlivé možnosti ťahu pri
daných kockách zobrazuje obr. 2.7. Hráč nie je nútený odstrániť figúrku ak môže vykonať
iný legálny ťah.
2.2.3 Varianty
V tejto podkapitole budú popísane niektoré populárne varianty hry backgammon s pravi-
dlami, v ktorých sa od backgammonu odlišujú.
Blot je políčko na ktorom má hráč/oponent len jednu figúrku. Blokované je z pohľadu
hráča také políčko, na ktorom sú dve alebo viac oponentových figúrok. Štartovacia zóna je
štvrtín hracej plochy (šesť políčok), do ktorej vstupujú hráčove vyhodené figúrky. Domovská
zóna je štvrtín hracej plochy (šesť políčok), do ktorej sa hráč so svojimi figúrkami snaží
dostať.
Nackgammon
Každý hráč začína hru s dvoma figúrkami na oponentovom políčku s číslom jedna, dvoma
na oponentovom políčku číslo dva, štyrmi na oponentovom políčku číslo dvanásť, tromi na
on svojom políčku číslo osem a štyrmi na svojom políčku číslo šesť.
Hyper-gammon
Každý hráč začína len s troma figúrkami, jednou na oponentovom políčku číslo jedna, ďalšou
na políčku číslo dva a poslednou na políčku číslo tri.
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LongGammon
Všetkých pätnásť figúrok oboch hráčov začína na oponentovom políčku číslo jedna.
Roll-Over
Obaja z hráčov majú možnosť jedenkrát za hru hádzať znova, alebo donútiť oponenta
hádzať znova.
Misere (Backgammon to Lose)
Cieľom hry je byť posledným kto sa zbaví všetkých svojich figúrok. V tomto variante nee-
xistujú gammony a backgammony.
Acey-Deucey:
Americký acey-deucey
• Všetky figúrky začínajú mimo hernej plochy.
• Víťaz počiatočného hodu si pred ťahaním hodí znova.
• Ak hráč hodí 1-2, tak sa hráč pohne o hodené čísla, potom si vyberie ľubovoľné číslo
od 1 do 6 a môže hýbať figúrkami ako keby hodil na kockách dvakrát vybrané číslo a
potom ide ešte raz.
• Víťaz získa jeden bod za každú oponentovu figúrku, ktorá je stále na hracej ploche.
Európsky acey-deucey
• Všetky figúrky začínajú mimo hernej plochy.
• Víťaz počiatočného hodu si pred ťahaním hodí znova.
• Ak hráč hodí dve rovnaké čísla, môže sa hýbať, ako keby hodil dvakrát aj komplemen-
tárne číslo, napríklad ak hodí dvakrát štvorku, môže sa hýbať ako keby hodil okrem
toho aj dvakrát trojku.
• Ak hráč hodí 1-2, tak sa hráč pohne o hodené čísla, potom si vyberie ľubovoľné číslo
od 1 do 6 a môže hýbať figúrkami ako keby hodil na kockách dvakrát vybrané číslo a
potom ide ešte raz.
• Keď má hráč všetky figúrky v domovskej oblasti, nemôže už nimi hýbať. Môže ich len
odstrániť.
• Na odstránenie figúrky je nutné hodiť presne číslo políčka na ktorom sa figúrka na-
chádza.
• V tomto variante neexistujú gammony a backgammony.
Grécky backgammon:
V grécku sa hrajú tri hry podobné hre backgammon za sebou a víťaz sa určuje podľa bodov
získaných v jednotlivých hrách. Sú to portes, plakoto, a fevga.
14
Portes
• Víťaz počiatočného hodu si pred ťahaním hodí znova.
• Víťaz získa jeden bod za normálnu výhru a dva body za gammon. V tejto hre nie sú
backgammony.
Plakoto
• Všetkých pätnásť figúrok oboch hráčov začína na oponentovom políčku číslo jedna.
• Víťaz počiatočného hodu si pred ťahaním hodí znova. V prípade, že nejde o prvú hru,
víťaz minulej hry ide prvý.
• V prípade, že hráč skočí na políčok kde má oponent len jednu figúrku (blot), je táto
figúrka v pasci. Figúrka zostáva v hre, ale oponent s ňou nemôže hýbať, až pokým
nebude opäť sama na políčku. Hráč ktorý figúrku dostal do pasce, môže na toto políčko
vstupovať ďalšími figúrkami.
• Na takéto políčko ktoré obsahuje oponentovu jednu figúrku a hráčovu aspoň jednu
figúrku nemôže oponent vstúpiť.
• Ak má hráč vo svojej štartovacej zóne poslednú figúrku, tejto figúrke sa hovorí
”
matka“.
• Ak oponent dostane hráčovu matku do pasce, a oponent sám nemá žiadnu figúrku
vo svojej štartovacej zóne, vyhráva hru. V prípade, že má oponent nejaké figúrky vo
svojej štartovacej zóne, pokračuje sa v hre, až kým ich oponent nedostane všetky preč
(a vyhrá), alebo kým hráč nechytí oponentovu matku do pasce (remíza).
Fevga
• Každý hráč začína s pätnástimi figúrkami na najpravejšom políčku vzdialenej strany
hracej plochy, v rohoch, diagonálne proti sebe.
• Obaja hráči sa po hracej ploche hýbu rovnakým smerom, proti smeru hodinových
ručičiek.
• Víťaz počiatočného hodu si pred ťahaním hodí znova. V prípade, že nejde o prvú hru,
víťaz minulej hry ide prvý.
• Prvá figúrka, ktorou hráč v danej hre pohne, musí prejsť oponentovým počiatočným
políčkom, predtým než bude hráč môcť hýbať ostatnými figúrkami.
• V tomto variante hry nie je možné vyhadzovať figúrky, aj jedna figúrka sa počíta ako
blokované políčko pre oponenta.
• Hráč nemôže zablokovať všetkých šesť políčok vo svojej štartovacej zóne.
• Ak sa oponent dostane so všetkými svojimi figúrkami na políčko hneď pred šiestimi




• Všetky figúrky začínajú mimo hernej plochy.
• Víťaz počiatočného hodu si pred ťahaním hodí znova.
• Obaja hráči majú rovnakú štartovaciu a domovskú zónu.
• Obaja hráči sa hýbu rovnakým smerom.
• Ak hráč hodí dve rovnaké čísla, môže sa hýbať, ako keby hodil dvakrát aj komplemen-
tárne číslo, napríklad ak hodí dvakrát štvorku, môže sa hýbať ako keby hodil okrem
toho aj dvakrát trojku, a potom ide ešte raz. (neplatí na prvý hod v hre)
Francúzsky backgammon
• Všetky figúrky začínajú mimo hernej plochy.
• Víťaz počiatočného hodu si môže pred ťahaním hodiť znova.
• Ak hráč hodí dve rovnaké čísla, môže sa hýbať, ako keby hodil dvakrát aj komplemen-
tárne číslo, napríklad ak hodí dvakrát štvorku, môže sa hýbať ako keby hodil okrem
toho aj dvakrát trojku, a potom ide ešte raz.
Holandský backgammon
• Všetky figúrky začínajú mimo hernej plochy.
• Víťaz počiatočného hodu si pred ťahaním hodí znova.
• Hráč nemôže vyhadzovať oponentove figúrky, ak nemá aspoň jednu figúrku vo svojej
domovskej zóne.
Had
• Jedna strana začína s figúrkami rozostavenými podľa štandardných pravidiel.
• Druhá strana má po dvoch figúrkach na oponentových políčkach jedna, dva a tri a




V tejto kapitole sa pojednáva o algoritmoch používaných pri programovaní inteligentných
súperov, ktorý spĺňajú nižšie uvedené podmienky. Vhodné algoritmy z pomedzi popiso-
vaných sú v ďalšej kapitole 4 aplikované na zvolené stolné hry (Človeče nehnevaj sa a
Backgammon).
Prvá podkapitola pojednáva o metódach hrania hier 3.1, konkrétne o algoritmoch mi-
nimax a alfa-beta rezy. Druhá podkapitola popisuje algoritmus expectiminimax, ktorý sa
používa pre hry zahŕňajúce náhodný jav požitý pre generovanie množiny možností, z kto-
rých si hráč vyberá.
Informácie obsiahnuté v tejto kapitole boli získané zo zdrojov [9], [19], [3], [7], [2], [4],
[6], [1], [5], [16] a [12].
3.1 Metódy hrania hier
Pri popise metód hrania hier sa obmedzíme na hry len s dvoma hráčmi, ktorí hrajú proti
sebe, pravidelne sa striedajú po ťahoch, obaja hráči majú úplne informácie o stave hry,
hrajú čestne a obidvaja si prajú zvíťaziť. [19]
Pri takýchto hrách je podstatou nájsť taký ťah pre hráča, ktorý je práve na rade, aby
sa po jeho vykonaní dostal do čo najlepšieho možného stavu hry a aby tento ťah viedol k
čo najrýchlejšiemu víťazstvu.
Príklad: Označíme si hráča, ktorý je na rade ako hráča A a jeho protihráča ako hráča
B Pokiaľ aspoň jeden z ťahov, ktoré môže hráč A učiniť vedie k víťazstvu je tento problém
považovaný za riešiteľný. V tomto prípade ide o problém OR, pretože nám stačí jeden ťah
vedúci k výhre, ktorý si môžeme vybrať. Aj keď u ľudského oponenta nevieme predpovedať,
aký ťah zvolí, môžeme predpokladať, že zvolí ťah, ktorý je preňho čo najvýhodnejší, pretože
je to v jeho záujme. Preto, ak chce hráč A vyhrať, musí priviesť hráča B do stavu v, ktorom
si nebude môcť vybrať žiaden ťah, ktorý by ho priviedol k víťazstvu. Preto ak je na rade
hráč B je dôležité aby všetky ťahy boli z jeho pohľadu neriešiteľné čo znamená aby boli
všetky riešiteľné z pohľadu hráča A Ide o problém AND. Tento postup sa nanovo aplikuje
pre každý ťah, ktorý má hráč A vykonať.
U veľmi jednoduchých hier stačí takéto prehľadávanie AND/OR grafu na získanie op-
timálneho výsledku. Mnohé hry sú však natoľko komplexné, že prehľadávaním AND/OR
grafu by sme strávili množstvo času, čo je v mnohých hrách penalizované. Pri takomto
postupe by by teda počítač prehral, aj napriek tomu, že by vedel nájsť optimálne riešenie.
Problémom môže byť aj nedostatok pamäti. U niektorých hier je totiž nutné pri jednom
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kroku algoritmu rozgenerovať veľké množstvo uzlov. To znamená vysokú časovú a pamäťovú
náročnosť. Ak by sme si napríklad predstavili, že máme hru, ktorá priemerne v jednom ťahu
rozgeneruje 35 nových uzlov, toto robí pre obidvoch hráčov až do hĺbky prehľadávania 50,
výsledný počet uzlov by bol 351ˆ00. Sme teda nútení, urobiť čo najlepší ťah z limitova-
ného množstva informácií. Kvôli časovým a priestorovým obmedzeniam preskúmavame len
dopredu daný počet ťahov. Riešenie sa však často v danej hĺbke nenachádza. Preto je pod-
statné, ohodnotiť koncové uzly, tak aby bolo následne na základe tohto hodnotenie možné
rozhodnúť o riešiteľnosti problému. [9]
Algoritmy, ktoré budeme ďalej rozoberať, využívajú na ohodnocovanie uzlov celočíselné
hodnotiace funkcie. Kladnými číslami sú ohodnotené stavy výhodné pre hráča, ktorý je
momentálne na rade a zápornými pre oponenta. Všeobecne platí, že čim väčšia hodnota,
nehľadiac na znamienko, tým výhodnejší je daný ťah pre prislúchajúceho hráča.
Tieto princípy využíva metóda minimax.
3.1.1 Algoritmus Minimax
Algoritmus minimax je navrhnutý tak aby nám pri optimálnej stratégii, umožnil z momen-
tálneho stavu hry odvodiť najlepší nasledujúci ťah.
Tento algoritmus sa dá zhrnúť do piatich krokov:
1. Vygenerovať celý strom herných stavov až po terminály.
2. Aplikovať hodnotiacu funkciu na každý terminál, aby sme určili jeho hodnotu.
3. Použiť tieto hodnoty k určeniu hodnôt ich rodičovských uzlov.
4. Pokračovať v určovaní hodnôt smerom od listových až ku koreňovému uzlu. Po jed-
notlivých úrovniach.
5. Keď sú všetky uzly v strome ohodnotené, môže si hráč, ktorý je aktuálne na rade,
ľahko vybrať optimálny ťah. Ide o uzol, ktorý ma najvyššie ohodnotenie. Toto sa
nazýva minimax, pretože maximalizuje výhodnosť stavu, do ktorého sa zvoleným
ťahom dostaneme, za predpokladu že oponent bude hrať perfektne a vyberie stav pre
nás čo najmenej výhodný. [9]
Algoritmus minimax sa často používa v rekurzívnej forme. Znenie algoritmu v rekur-
zívnej forme:
1. Nazvime predaný vstupný uzol uzlom X.
2. Ak je uzol X listom (konečným stavom hry alebo uzlom v maximálnej hĺbke), vráť
ohodnotenie tohto uzlu. Inak pokračuj.
3. Ak riešime ťah hráča, ktorý je na rade, tak postupne pre všetky jeho možné ťahy
voláme procedúru MiniMax a vraciame maximálnu z navrátených hodnôt. Ak je X
koreňovým uzlom, vráť aj ťah, ktorý vedie k najlepšie ohodnotenému bezprostred-
nému následníkovi.
4. Ak riešime ťah hráča, ktorý nie je práve na rade, tak postupne pre všetky jeho možné
ťahy voláme procedúru MiniMax a vraciame minimálnu z navrátených hodnôt. [19]
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Listing 3.1: Pseudokód algoritmu minimax. [16]
f unc t i on i n t e g e r minimax ( uzol , hlbka )
i f ( uzo l == TERMINAL | | hlbka <= 0)
return ohodnoten ie uz lu
a l f a = −MAX
# vyhodnocovanie j e i d e n t i c k e pre oboch hracov
f o r ( potomok in uzo l )
a l f a = max( a l f a , −minimax ( potomok , hlbka − 1) )
re turn a l f a
Príklad: Graf na obrázku 3.1 zobrazuje stav hry a všetky ťahy, ktoré je možné z da-
ného stavu urobiť, až po maximálnu hĺbku (v tomto prípade 4). Uzly v grafe reprezentujú
stavy hry pre jednotlivých hráčov. Kruhové uzly patria hráčovi, pre ktorého bol algoritmus
spustený (tento hráč chce dosiahnuť maximálne ohodnotenie) a štvorcové uzly pre jeho
oponenta (oponent chce dosiahnuť minimálne ohodnotenie).
Algoritmus pomocou hodnotiacej funkcie určí ohodnotenie jednotlivých listových uzlov.
Keďže v prípade štvorcov ide o stav hry pre oponenta, z pomedzi potomkov bude vybraný
ten, ktorý má najnižšie ohodnotenie. Preto sa do najľavejšieho štvorca na obrázku vyberie
z pomedzi hodnôt 10 a +inf práve hodnota 10. Podobne sa pokračuje ďalej, len s tým roz-
dielom, že v prípade kruhov vyberáme najvyššie ohodnotenie. Pri určovaní hodnoty je pre
koreňový uzol je zvolený uzol označený ako stav hry, ktorý je pre hráča na ťahu najvýhod-
nejší.
Ak je maximálna hĺbka stromu m a počet legálnych ťahov z každého stavu b, potom
časová zložitosť minimax algoritmu je O(bm). Algoritmus je typu depth-first search (aj keď
je časť implementovaný pomocou rekurzie), takže jeho priestorová zložitosť je lineárna v m
a b. Pre skutočné hry je často časová náročnosť algoritmu nepriatelená, ale tento algoritmus
slúži ako základ pre iné metódy a pre matematickú analýzu hier. [9]
Pri riešení problému algoritmom minimax sú však často rozgenerované zbytočné uzly.
Aby sme tomu zabránili, môžeme použiť algoritmus Alfa-Beta rezy.
3.1.2 Alfa-Beta rezy
Proces eliminácie vetvy vyhľadávacieho stromu bez toho, že by sme ju prehľadávali sa
nazýva rez. Ak použijete Alfa-Beta rezy na rovnaký strom ako minimax, algoritmus vráti
rovnaký ťah, ale oreže vetvy ktoré nemôžu ovplyvniť výsledok. [9]
Alfa rezy zabránia zbytočnému prehľadávaniu ťahov pre hráča, ktorý je práve na rade,
beta rezy naopak zbytočnému vyšetrovaniu ťahov jeho protihráča.
Všeobecný princíp je takýto. Máme taký uzol n niekde v strome, že hráč má možnosť
vybrať si ťah, ktorým sa dostane do tohto uzlu. Ak má hráč lepšiu možnosť výberu niekde
na ceste medzi koreňom a uzlom n, potom uzol n nebude v skutočnej hre nikdy dosiahnutý.
Takže v momente keď získame o n dostatok informácií(vyhodnotením nasledovníkov), po-
mocou ktorých dospejeme k takémuto záveru, môžeme túto vetvu odrezať. [9]
Popis algoritmu Alfa-Beta rezov:
1. Nazvime predaný vstupný uzol uzlom X.
2. Ak je X počiatočným/koreňovým uzlom, nastav α = −Y , β = Y (v praxi nastav
19
Obrázek 3.1: Ukážka princípov algoritmu minimax.
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3. Ak je uzol X listom (konečným stavom hry, alebo uzlom v maximálnej hĺbke) ukonči
procedúru a vráť ohodnotenie tohto uzlu.
4. Ak riešime ťah hráča, ktorý nie je práve na rade, tak postupne pre všetky jeho možné
ťahy voláme procedúru MiniMax a vraciame minimálnu z navrátených hodnôt.
5. Ak je uzol typu AND (momentálne riešime protihráča) choď na bod 5, inak pokračuj
(uzol je typu OR, riešime momentálne hrajúceho hráča):
(a) Pokým je α < β, tak postupne pre prvý/ďalší ťah volej procedúru Alfa-Beta s
aktuálnymi hodnotami premenných α a β. Po každom vyšetrenom ťahu nastav
hodnotu premennej α na maximum z aktuálnej a vrátenej hodnoty.
(b) Ukonči procedúru, vráť aktuálnu hodnotu premennej α a pre koreňový uzol vráť
aj ťah, ktorý vedie k najlepšie ohodnotenému bezprostrednému následníkovi.
6. (Uzol je typu AND, momentálne riešime protihráča):
(a) Pokým je α < β, tak postupne pre prvý/ďalší ťah volaj procedúru Alfa-Beta s
aktuálnymi hodnotami premenných α a β. Po každom vyšetrenom ťahu nastav
hodnotu premennej beta na minimum z aktuálnej a vrátenej hodnoty.
(b) Ukonči procedúru a vráť aktuálnu hodnotu premennej beta.
[19]
Listing 3.2: Pseudokód algoritmu Alfa-Beta rezy. [16]
f unc t i on i n t e g e r ab ( uzol , hlbka , a l f a , beta , hrac )
i f ( hlbka == 0 | | uzo l == TERMINAL)
return ohodnoten ie uz lu
i f ( hrac == max hrac )
f o r each potomok o f uzo l
a l f a = max( a l f a , ab ( potomok , hlbka−1, a l f a , beta , ! ( hrac ) )
i f beta <= a l f a
break ; (∗ Beta rez ∗)
re turn a l f a ;
e l s e
f o r each potomok o f uzo l
beta = max( beta , ab ( potomok , hlbka−1, a l f a , beta , ! ( hrac ) )
i f beta <= a l f a
break ; (∗ Alfa rez ∗)
re turn a l f a ;
(∗ Prvotne v o l a n i e ∗)
ab ( koren , hlbka , −MAX, +MAX, max hrac )
Príklad: Pre graf z obrázku 3.2 platia rovnaké predpoklady ako pre graf 3.1. Obsahuje
však navyše uzly vyplnené modrou farbou a hrany zobrazené prerušovanou čiarou. Týmto
spôsobom sú vyznačené časti grafu, ktoré nie je nutné prehľadávať. Počiatočná hodnota α je
nastavená na −∞ a počiatočná hodnota beta na +inf , pre koreňový uzol. Pri rozgenerovaní
potomkov, ak to nie sú listy, sú ich hodnoty α a β nastavené na rovnaké hodnoty aké má
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Obrázek 3.2: Ukážka princípov algoritmu Alfa-Beta rezy.
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predok, z ktorého boli vygenerovaní. V prípade, že je rozgenerovaný uzol listom, pomocou
hodnotiacej funkcie zistíme jeho ohodnotenie.
Ďalej potrebujeme získať hodnoty α a β pre jednotlivých predkov. V prípade, že tento
predok reprezentuje oponentov stav hry (uzol v tvare obdĺžnika) zoberieme hodnotu α jeho
potomka (v prípade, že potomkom je list zoberieme jeho ohodnotenie) a porovnáme túto
hodnotu s hodnotou β predka. Ak je α potomka menšia ako β predka prepíšeme obsah β
predka na novú hodnotu. Zoberme si napríklad najľavejší uzol v tvare obdĺžnika. Keďže
jeho potomkom je list zoberieme jeho ohodnotenie 5 a porovnáme ho s β tohto uzlu, ktorá
má hodnotu ∞. Keďže 5 < ∞, prepíšeme hodnotu β na 5. α nie je menšia ako β, a preto
pokračujeme. Ďalší potomok má ohodnotenie 6. Jeho ohodnotenie však nie je menšie, ako
nová hodnota β (hodnota 5). Preto nedôjde k nahradeniu. α opäť nie je menšia ako β, čo
značí, že môžeme pokračovať. Preskúmali sme však už všetkých potomkov daného uzlu a
preto a presunieme o úroveň vyššie.
Podobne je to v prípade, že predkom je uzol reprezentujúci stav hry hráča, ktorý je na
rade (uzol v tvare kruhu). Rozdiel je však v tom, že zoberieme β potomka (v prípade, že
potomkom je list zoberieme jeho ohodnotenie) a porovnáme túto hodnotu s α predka. Ak je
β potomka väčšia ako α predka prepíšeme túto hodnotu hodnotou α predka. Tento krát si
vezmeme najľavejší uzol v tvare kruhu, ktorý nie je listom. Hodnota β jeho prvého potomka
je 5, čo je viac ako −∞, hodnota jeho α. Nová hodnota α je teda 5. α je menšia ako β,
preto pokračujeme. Spôsobom popísaným vyššie získame hodnotu β pre druhého potomka.
V tomto prípade β = 4. To je menej ako 5, a preto α nadobudne novú hodnotu. α je stále
menšia než β, čo znamená, že pokračujeme. Vzhľadom k tomu, že sme preskúmali všetkých
potomkov daného uzlu, pokračujeme o úroveň vyššie.
V oboch prípadoch sa porovnajú hodnoty α a β predka. Ak β je menšia alebo rovná
α, nepotrebujeme už pre tento uzol prehľadávať ďalších potomkov a preto ani nebudú roz-
generovaní. Keď rozgenerujeme všetkých potomkov niektorého uzlu, alebo zistíme, že už
nie je nutné prehľadávať ďalších potomkov daného uzlu, vrátime sa o jednu úroveň vyššie
a pokračujeme rozgenerovaním ďalšieho uzlu v poradí. Ak sa pri návrate o úroveň vyššie
dostaneme ku koreňu a ten už nemá ďalších potomkov, ktorých je potrebné rozgenerovať,
vrátime potomka koreňového uzlu s najvyšším ohodnotením ako najlepší nasledujúci ťah,
pre daného hráča.
Efektivita algoritmu Alfa-Beta rezy závisí od poradia, v ktorom sú potomkovia vyhod-
nocovaní. Ak budeme predpokladať, že sme schopní správne určiť toto poradie, Alfa-Beta
rezy potrebujú preskúmať iba O(bd/2) uzlov aby bol vybraný optimálny ťah, naproti tomu
minimax ich bude potrebovať preskúmať O(bd). To znamená, že efektívny faktor vetve-
nia je
√
b namiesto b. Inak povedané, pomocou Alfa-Beta rezov je za rovnaký čas možné
prehľadať dvakrát takú hĺbku ako s algoritmom minimax. Pri náhodnom usporiadaní dosi-
ahneme asymptotickú zložitosť O((b/ log (b))qd), čo je blízko b. To však platí pre b > 1000,
čo nespĺňajú hry, ktoré by sme pomocou tohto algoritmu mohli rozumne hrať. Pre vhod-
nejšiu hodnotu b je celkový počet prehľadávaných uzlov blízky O(b3d/4). V praxi je možné,
sa použitím jednoduchej zoraďovacej funkcie (napríklad riešiť zajímanie figúrok ako prvé,
potom ohrozovanie, potom pohyby vpred a nakoniec vzad) dostať dosť blízko k výsledku
pri dokonalom usporiadaní. V tejto teórii pracujeme s idealizovaným modelom stromu, čo
je do určitej miery chybné oproti realite. V skutočnosti je totiž často možné z vlastností
uzlov v okolí vybraného uzlu (súrodenci, rodič) celkom dobre odhadnúť vlastnosti daného
uzlu. [9]
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3.2 Hry s neurčitosťou
Pri mnohých hrách vstupuje do hry náhoda vo forme hádzania kockou, mincou alebo ťahania
kariet. Náhoda spôsobuje, že nám už vyššie popisované algoritmy nestačia. Kvôli náhode
totiž nie sme presne schopní určiť z akého stavu bude oponent vychádzať a tým pádom
aký ťah si zvolí. Budeme teda musieť použiť upravený algoritmus, ktorý túto skutočnosť
zohľadní.
3.2.1 Expectiminimax
Tento algoritmus pridáva do grafu nové uzly, ktoré vyjadrujú pravdepodobnosť, že sa hráč
ocitne v danom hernom stave. Tým nám umožňujú zohľadniť rolu náhody v hre. Aj keď
chceme stále vybrať ťah, ktorý prinesie čo najlepší výsledok, pre jednotlivé uzly už nie sme
schopný určiť minimax ohodnotenie. Namiesto toho môžeme vypočítať priemernú/odha-
dovanú hodnotu ktorá je získaná zo všetkých možných výsledkov daného náhodného javu.
Ohodnotenie koreňových uzlov počítame rovnako ako pri algoritme minimax.







hk . . . k-ty výsledok hodu (1, 2, 3, 4, 5, nebo 6)
P (hk) . . . pravdepodobnosť k-teho výsledku








hk . . . k-ty výsledok hodu (1, 2, 3, 4, 5, nebo 6)
P (hk) . . . pravdepodobnosť k-teho výsledku
Cjki . . . ohodnotenie stavu Cj dosiahnuteľného zo stavu Di po k-tom výsledku
hodu kockou. [19]
Popis algoritmu ExpectMiniMax:
1. Nazvime predaný vstupný uzol uzlom X.
2. Ak je uzol X listom (konečným stavom hry, alebo uzlom v maximálnej hĺbke) vráť
ohodnotenie tohto uzlu. Inak pokračuj.
3. Ak riešime ťah hráča, ktorý je na rade, tak postupne pre všetky jeho možné ťahy volaj
procedúru ExpectiMiniMax a vráť maximálnu hodnotu z hodnôt expectimax. Ak je X
koreňovým uzlom vráť aj ťah, ktorý vedie k najlepšie ohodnotenému bezprostrednému
následníkovi.
4. Ak riešime ťah hráča, ktorý nie je práve na rade, tak postupne pre všetky jeho možné
ťahy volaj procedúru ExpectMiniMax a vráť minimálnu hodnotu z hodnôt expectimin.
[19]
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Listing 3.3: Pseudokód algoritmu Alfa-Beta rezy. [12]
funkc ia i n t e g e r exp ( uzol , hlbka )
i f ( uzo l == TERMINAL | | hlbka == 0)
return ohodnoten ie uz lu
i f ( na rade == oponent )
// Vrat i hodnotu potomka s minimalnym ohodnotenim
a l f a = +MAX
foreach potomok o f uzo l
a l f a = min ( a l f a , exp ( potomok , hlbka −1))
e l s e i f ( na rade == hrac )
// Vrat i hodnotu potomka s maximalnym ohodnotenim
a l f a = −MAX
foreach potomok o f uzo l
a l f a = max( a l f a , exp ( potomok , hlbka −1))
e l s e i f ( na rade == random )
// Vrat i vahovanu priemernu sumu hodnot vsetkych potomkov
a l f a = 0
fo r each potomok o f uzo l
a = a + ( Pravdepodobnost [ potomok ] ∗ exp ( potomok , hlbka −1))
re turn a l f a
Príklad: Graf na obrázku 3.3 obsahuje vyriešený strom algoritmu expectiminimax.
Oranžový štvorcový uzol reprezentuje stav hry hráča Max, ktorý je na rade. Hráč Max už
hodil mincou, a rozhoduje sa, ktorý z validných ťahov bude pre neho najvýhodnejší (vyberá
spomedzi uzlov maximum). Zelené štvorcové uzly reprezentujú stav hry hráča Min, ktorý
je oponentom. V momente keď je na ťahu hráč Max ešte nepoznáme výsledok hodu mincou
hráča Min. Hráč min s pomedzi svojich validných ťahov vyberá minimum. Kruhové uzly
reprezentujú jednotlivé možné výsledky hodu mincou.
Algoritmus expectiminimax je relatívne jednoduché realizovať rekurzívne. Aj z tohto
dôvodu je jednoduchšie pri použití algoritmu expectiminimax postupovať od listov ku ko-
reňu. Najprv získame pomocou ohodnocovanej funkcie hodnoty jednotlivých listov. Hráč
Min si vyberá ťah s minimálnym ohodnotením. V prípade najľavejšieho uzlu hráča Min si
spomedzi uzlov s ohodnotením 6 a 8 vyberie ohodnotenie 6. Rovnaký postup funguje aj v
ostatných uzloch hráča Min. Postúpime o ďalšiu úroveň vyššie v grafe. Ohodnotenie tohto
uzlu je odhadom, pretože dopredu nevieme aký bude výsledok hodu. Ohodnotenie sa vy-
počíta pomocou vzorca uvedeného vyššie. Keďže ide o hod mincou, predpokladáme, že oba
výsledky majú rovnakú pravdepodobnosť 1/2. Výsledné ohodnotenie: 1/2 ∗ 6+ 1/2 ∗ 2 = 4.
Obdobne postupujeme pri ďalších uzloch. Hráč Max si naopak vyberá uzol s maximálnym
ohodnotením. V prípade, že ide o koreňový uzol, je vybraný uzol najvhodnejším nasleduj-
úcim ťahom. V našom prípade si z pomedzi uzlov s hodnotami 4 a 2 vyberie uzol s hodnotou
4.
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Táto kapitola sa zaoberá postupmi použitými pri vytváraní jednotlivých častí oboch apliká-
cií. Sú v nej zhrnuté všetky podstatné detaily týkajúce sa návrhu a implementácie aplikácií.
Medzi rozoberané súčasti patria: Užívateľské rozhranie, Reprezentácia stavu hry, Implemen-
tácia algoritmu expectiminimax a Hodnotiace funkcie. Pri implementácii oboch aplikácií bol
použitý framework Qt verzia 4.8.0 (na preklad je možné použiť aj verziu 4.8.1). Preklad
aplikácie s inými verziami Qt nebol testovaný a preto nie je zaručené, že s nimi budú
aplikácie fungovať.
Prvá podkapitola 4.1 popisuje ako a prečo bolo navrhnuté a vytvorené užívateľské roz-
hranie pre obidve aplikácie. Druhá podkapitola 4.2 rieši reprezentáciu stavu pre jednotlivé
hry. Tretia podkapitola 4.3 sa zaoberá implementačnými detailmi, ktoré mimo implementá-
cie algoritmu expectiminimax. Štvrtá podkapitola 4.4 sa zaoberá implementáciou algoritmu
expectiminimax a problémami s tým spojenými. Posledná podkapitola 4.5 popisuje ako a
prečo boli navrhnuté jednotlivé zložky hodnotiacich funkcií pre obe aplikácie.
4.1 Užívatelské rozhranie
Pri vytváraní užívateľského rozhrania bolo za cieľ zvolené kritérium, aby bola v rámci
okna aplikácie vykreslená len hracia plocha bez akýchkoľvek rušivých prvkov ako tlačidlá,
rámčeky s textom či zaškrtávacie políčka (viď obr. 4.1 a obr. 4.2). Preto hracia plocha
neobsahuje žiaden ďalší prvok a sama slúži zároveň ako plocha kde sa vykresľuje stav hry
a plocha, ktorá reaguje na stlačenie tlačidla na myši. Na hracej ploche sa v každej chvíli
zobrazuje aktuálne rozostavenie figúrok. V prípade oboch hier, pokiaľ je hráč na ťahu, je
mu umožnené kliknutím zvoliť si pre svoj nasledujúci ťah figúrku (v prípade, že už tak
neurobil). Zvolená figúrka je zvýraznená pomocou kruhu okolo tejto figúrky (Fialový pre
Človeče nehnevaj sa a zelený pre Backgammon). V tomto momente sa hráč môže pokúsiť
potiahnuť (čo sa mu podarí, ak mu ťah na príslušné políčko umožňuje niektorá z kociek),
alebo zrušiť voľbu figúrky opätovným kliknutím na ňu. Označenie sa tiež automaticky zruší
po tom čo hráč pohne svojou figúrkou.
V prípade, že hráč má nejaké vyhodené figúrky, sú tieto figúrky, v prípade hry Backga-
mmon, na začiatku jeho ťahu automaticky označené a nie je možné toto označenie zrušiť,
pokým hráč nevráti všetky svoje vyhodené figúrky do hry. Pokiaľ hráč spĺňa podmienky
na odstraňovanie svoji figúrok z hracej plochy, môže tak učiniť v prípade, že má označenú
figúrku, kliknutím na obdĺžnik korešpondujúcej farby, nachádzajúci sa na pravom okraji,
pri poslednom políčku v jeho koncovej zóne. Ak má hráč nejaké vyhodené figúrky v hre
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Obrázek 4.1: Ukážka užívateľského rozhrania aplikácie LudoGUI.
Obrázek 4.2: Ukážka užívateľského rozhrania aplikácie BackgammonGUI.
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Človeče nehnevaj sa, je mu umožnené ich navrátiť do hry pri výsledku hodu 6, kliknutím
do svojej rohovej oblasti s názvom
”
dvor“. Pokiaľ figúrka dokončí okruh je nútená pokra-
čovať do hráčovho vchodu do domčeka. Odtiaľ sa môže figúrka presunúť do domčeka, pri
presnom hode rovnom vzdialenosti figúrky od domčeka, kliknutím na stredovú zónu. V prí-
pade oboch aplikácií, ak hráč nie je na ťahu, je ovládanie myšou blokované a aplikácia na
kliknutie nereaguje.
Všetky nastavenia aplikácie boli umiestnené do podsekcie MenuBaru -
”
Options“. Toto
riešenie umožňuje rýchly prístup k nastaveniam, ktoré zároveň neprekážajú na hracej ploche
pri hraní. Je tu možné zvoliť farbu hráča, mód hry (Hráč proti počítaču, alebo počítač proti
počítaču), či sa má pri hre dvoch počítačov proti sebe vykresľovať stav hry, hodnotiacu
funkciu a hĺbku, do akej pôjde algoritmus expectiminimax. Možnosť počítania do hĺbky 2
sa z nižšie uvedených dôvodov neodporúča. Nastavenia pre hru Človeče nehnevaj sa sú až
na pár minimálnych obmien v podstate rovnaké.
Ďalším kritériom, ktoré bolo prijaté počas vývoja aplikácií, bolo, aby aplikácia neru-
šila užívateľa množstvom vyskakovacích okien. Presnejšie išlo o snahu minimalizovať počet
týchto okien len na nevyhnutné. Všetky ostatné informácie sú užívateľovi predávané iným
spôsobom. Dôležité informácie, ktoré sú nevyhnutné pre fungovanie aplikácie, sú zobrazo-
vané na spodnej lište. Zobrazujú sa tu informácie o výsledkoch hodu kockami, nepoužité
kocky, posledný ťah oponenta a informácie o momentálnom stave, ktoré zahŕňajú víťazstvo
niektorého z hráčov a premýšľanie počítačového oponenta.
Pri vyhodnocovaní väčších množstiev informácií, hlavne pri voľbe hry dvoch počítačo-
vých oponentov proti sebe, je pohodlné mať možnosť dôležité informácie ukladať do súborov,
odkiaľ sa ľahko spracovávajú. Aplikácie sú vyrobené tak, aby v prípade, že sú spustené v
konzole, posielali text automaticky na štandardný výstup. Odtiaľ je výstup možné ďalej
presmerovať a vytvárať dátové súbory, ktoré budú ďalej spracovávané.
Pre vykresľovanie grafickej stránky aplikácie je využívaná metóda PaintEvent(), ktorá
je aktivovaná v prípade, že dôjde k požiadavku, kresliť v rámci objektu, ktorému patrí.
Vytvoriť takýto požiadavku je možné volaním update(); V prípade oboch aplikácií je táto
metóda implementovaná tak aby vzala vnútorné údaje o stave hry uložené v poli boardstate
a pomocou týchto údajov vykreslila momentálny stav hry. Pri výpočte pozície pre konkrétnu
figúrku je použitý postup popísaný v nasledujúcej podkapitole.
4.2 Reprezentácia stavu hry
Reprezentácia stavu hry, je veľmi dôležitou súčasťou tvorby aplikácie vyžívajúcej algoritmus
expectiminimax, pretože pri vysokom počte uzlov generovaných pri požití tohto algoritmu je
nutné redukovať veľkosť týchto uzlov, aby aplikácia vyžadovala minimálne množstvo pamäti.
Táto sekcia obsahuje dve podkapitoly pre hru Človeče nehnevaj sa a pre hru Backgammon.
4.2.1 Stav hry Človeče nehnevaj sa
V hre Človeče nehnevaj sa je potrebné pri reprezentácii herného stavu vedieť, na ktorých
políčkach sa nachádzajú figúrky a ktorým hráčom patria. Z dôvodu nižšieho počtu figúrok
ako počtu políčok som sa rozhodol reprezentovať stav hry tak, že si zapamätám pre každú
figúrku jej pozíciu (index), čím dosiahnem riešenie ktoré vyžaduje 4 čísla (dátový typu
použitý v implementácii je qint8, ktorý je ekvivalentný dátovému typu char) pre jednotlivé
figúrky každého hráča a 1 číslo, ktoré uchováva práve zvolenú figúrku.
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Obrázek 4.3: Hracia plocha s vyznačeným číslovaním jednotlivých častí.
Číslovanie všetkých oblastí na hracej ploche je vždy v smere pohybu figúrok (viď obr.
2.1).
Index v rozmedzí od 0 do 51 znamená, že sa figúrka nachádza na príslušnom políčku na
trati (viď obr. 2.2a). Číslovanie začína od najnižšieho políčka v štvrtine zeleného hráča a
pokračuje v smere pohybu figúrok. Políčka sú v rámci štvrtiny číslované od ľavého dolného,
po pravé dolné v smere pohybu v prípade že sa na hraciu plochu pozeráme tak, že je daná
štvrtina na opačnej strane (Príklad: Pri pohľade na štvrtinu červeného hráča obr. 4.3).
V prípade že spadá hodnota indexu do rozmedzia 52 až 71, nachádza sa daná figúrka v
jednom z vchodov do domčeka (viď obr. 2.3a). Číslovanie opäť začína vo štvrtine zeleného
hráča a pokračuje v smere pohybu figúrok. Políčka sú v rámci vchodu do domčeka číslované
v smere od okraja hracej plochy ku stredu.
Index rovný -1 znamená, že sa figúrka nachádza v počiatočnej oblasti príslušného hráča
s názvom
”
dvor“ v rohu hracej plochy (viď obr. 2.2b). Táto oblasť obsahuje 4 políčka a pre
jednoduchosť je každému políčku presne priradená figúrka, ktorá na ňom začína.
Ak sa index rovná -2, je daná figúrka v domčeku (viď obr. 2.3b). Pri zobrazení počtu
figúrok v domčeku sa spočíta počet indexov rovných -2 pre daného hráča.
Skutočnú pozíciu figúrky pri vykresľovaní zistíme pomocou funkcie ktorá si rozdelí hra-
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ciu plochu na štvrtiny patriace jednotlivým hráčom, a potom v nich určí pozíciu políčka.
Domček a dvor sú riešené separátne.
V prípade, že by som sa rozhodol reprezentovať stav hry ako obsah jednotlivých políčok,
potreboval by som pre každé políčko jedno číslo určujúce či obsahuje figúrku a komu tá
figúrka patrí. V prípade, že predpokladáme použitie dátového typu char na reprezentáciu
jedného políčka, potrebovali by sme pre celú trať pole o 52 položkách. Ak budeme uvažovať
dvoch hráčov vzniká nám výsledný pomer 9 : 52.
Použitý spôsob reprezentácie je výhodný aj z dôvodu jednoduchého vykonávania pohy-
bov figúrkami. Prepísaním hodnoty pre danú figúrku na index cieľového políčka vykonáme
ťah touto figúrkou.
4.2.2 Stav hry Backgammon
V hre backgammon podobne ako pri hre Človeče nehnevaj sa potrebujeme vedieť, na ktorých
políčkach sa nachádzajú figúrky a ktorým hráčom patria. Tu však ide o opačný prípad. Počet
políčok je nižší, ako celkový počet figúrok (Políčok je 28 aj s miestom pre vyhodené figúrky
a cieľovým políčkom, figúrok je 15 pre každého hráča plus 1 číslo pre práve zvolenú figúrku,
teda 31). Z tohto dôvodu som sa rozhodol reprezentovať stav hry poľom o 28 položkách.
Číslovanie políčok je od 0 do 23 korešpondujúc s číslovaním políčok v samotnej hre, v
ktorej sú číslované od 1 do 24 (viď obr. 2.4). Toto číslovanie začína v pravom dolnom rohu
a končí v pravom hornom rohu. Hracia plocha je opäť rozdelená na štvrtiny. Každá štvrtina
obsahuje 6 políčok.
Políčka s vyhodenými figúrkami sú číslované 24 pre bieleho hráča a 25 pre čierneho
hráča. Pri vchádzaní figúrky späť do hry sa index políčka prepočíta ako keby figúrka stála na
políčku 24 (biely) respektíve -1 (čierny). Podobne pokiaľ je figúrka vyhodená je automaticky
presunutá na to políčko z týchto dvoch, ktoré patrí vlastníkovi figúrky.
Políčka s číslami 26 a 27 slúžia ako cieľové políčka pre bieleho a čierneho hráča. Je možné
sa na nich dostať ak sú splnené podmienky popísané v podkapitole . V prípade opúšťania
hracej plochy sa cieľový index týchto políčok prepočíta na -1 (biely) a 24 (čierny). Tieto
políčka slúžia ako úschovne figúrok, ktoré opustili hraciu plochu a sú využívané pri kontrole
podmienok víťazstva.
Spôsob reprezentácie zvolený v tomto prípade nám umožnil jednoduchý prístup k infor-
mácii o počte figúrok na danom políčku. Ak by sme použili reprezentáciu pomocou figúrok,
museli by sme si počet figúrok na danom políčku spočítať priechodom cez všetky figúrky.
4.3 Implementácia okrem algorimu expectiminimax
Centrálnou jednotkou oboch aplikácií sa stala funkcia fsm(). Jej úlohou je prepínať ovlá-
danie medzi hráčom a počítačovým oponentom respektíve medzi dvoma počítačovými opo-
nentmi. Na jej začiatku sa zavolá funkcia isWin(), ktorá vyhodnotí podmienky víťazstva
pre oboch hráčov a určí či niektorý z nič nevyhral.
Následne sa rozhodne kto je momentálne na rade podľa premennej appstate, ktorá
obsahuje hodnotu prisúdenú danému hráčovi(alebo počítačovému oponentovi).
Ťah hráča
V prípade, že je na rade hráč, začne sa kontrolou, existuje legálny ťah, ktorý hráč môže
vykonať. Toto vyhodnotenie má na starosti funkcia isMovePossible(). Táto funkcia zo-
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berie momentálny stav hry, a výsledok hodu kockami a vyskúša všetky možné kombinácie
figúrok a kociek aby určila či je niektorý ťah možné vykonať. Počas tohto vykonáva ťahy na
kópii herného stavu pomocou funkcie makeMove(), ktorá sa tiež používa na samotné vyko-
nanie pohybu. Pokiaľ neexistuje žiaden legálny ťah, ktorý je možné vykonať, sú vynulované
hodnoty všetkých kociek. Tým sa signalizuje, že hráč v tomto ťahu už nemá čo urobiť (v
normálnom prípade by k tomu došlo, ak by si minul všetky kocky).
U hry Backgammon nasleduje kontrola či hráč nemá nejakú vyhodenú figúrku. Pravidlá
2.2.2 totiž hovoria, že ak má hráč vyhodenú figúrku, nemôže ťahať žiadnou inou figúrkou
okrem tejto. V prípade, že je táto podmienka splnená je táto figúrka automaticky označená
ako zvolená, a tento stav nie je možné zmeniť inak ako vykonaním ťahu s touto figúrkou.
Nasleduje pasáž kde sa overí, či hráčovi zostávajú ešte nejaké kocky k tomu, aby mohol
ťahať figúrkami. V prípade, že sú všetky kocky rovné 0, znamená to že hráč dokončil svoje
kolo a pokračuje sa ďalej. Ak však hráčovi zostávajú nejaké neminuté kocky, dôjde k povo-
leniu spracovávania udalostí kliknutia na hraciu plochu a funkcia fsm() sa ukončí. V tomto
momente je vykonávanie aplikácie pozastavené a čaká sa na odozvu od hráča. GUI časť
aplikácie je nezávislá a pracuje aj počas tohto pozastavenia. Pokiaľ hráč v tejto fázy klikne
niekde v rámci okna, vyhodnotí sa v rámci GUI časti aplikácie pozícia kliknutia, ktorá sa
prepočíta na index. Následne sa s týmto indexom ako parametrom, cez mechanizmus Qt
signálov, zavolá funkcia pAction().
Funkcia pAction() vyhodnotí či mal hráč pri kliknutí zvolenú figúrku, pokiaľ nie a
klikol na políčko so svojou figúrkou, bude táto figúrka zvolená. V prípade, že hráč už má
zvolenú figúrku a klikol na túto figúrku už táto figúrka nie je viac považovaná za zvolenú.
Inak sa funkcia pokúsi vykonať ťah s niektorou z kociek. Nezávisle na tom či pokus uspel
alebo nie, sa na konci funkcie zakáže prijímanie informácií o klikaní na hernú plochu, a
zavolá sa funkcie fsm() aby sa vyhodnotilo, či hráčovi zostávajú urobiť ešte nejaké ťahy v
tomto kole.
Pokiaľ hráč dokončil svoj ťah, dôjde k zaznamenaniu údajov o jeho ťahoch v tomto kole
na status bar a k prípadnému výpisu do konzoly. Následne je zmenená hodnota appstate
tak aby reprezentovala, že ďalší na rade je oponent. Ako posledný sa vykoná hod kockami,
aby sa učilo s čím bude v nasledujúcom kole oponent hrať.
Ťah oponenta
Ak je na rade počítačový oponent, na základe obsahu premennej thstate sa vyhodnotí v
akej fáze oponentovho kola sa nachádzame. V prípade, že sme na začiatku, nadstaví sa výpis
pre hráča, aby bolo jasné, že aplikácia pracuje a nezamrzla. Potom sa vytvorí objekt thread
triedy CompThread, ktorý slúži na vykonávanie výpočtov vo vedľajšom vlákne, čo zabráni
zamrznutiu aplikácie. Toto vlákno sa prepojí pomocou Qt signálov s hlavným vláknom, aby
mohlo predať informáciu o tom, že ukončilo výpočet. Vynuluje sa pole pre výsledky výpočtu
a začne sa samotný výpočet volaním thread->start(). V tomto momente sa náplň práce
hlavného vlákna ukončí, a zmysluplnú činnosť vykonáva len vedľajšie vlákno.
V rámci vykonávania vlákna sa vytvorí nový objekt typu MyNode, reprezentujúci ko-
reňový uzol grafu, ktorý chceme vyrobiť. Následne sa na tento objekt zavolá metódy
BuildTree() a getResult(), ktoré predstavujú implementáciu algoritmu expectiminimax
a budú popísané nižšie. Celý strom vytvorený počas pre algoritmus expectiminimax je
uvoľnený a vedľajšie vlákno pred ukončením upovedomí hlavné vlákno o tom, že výpočet
je hotový a hlavné vlákno môže pokračovať.
V tomto momente sa opäť zavolá funkcia fsm() a pretože premenná appstate ne-
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Obrázek 4.4: Obrázok jednotlivých vrstiev, ktoré tvoria jednu jednotku hĺbky algoritmu
expectiminimax.
bola zmenená dostaneme sa naspäť do časti pre počítačového oponenta. Tentokrát je však
premenná thstate pozmenená a signalizuje, že výpočet už bol dokončený. Ukončíme vyko-
návanie vedľajšieho vlákna volaním thread->wait(). V tomto momente sa v poli result
nachádzajú výsledky výpočtu. Podľa týchto výpočtov sa vykonajú jednotlivé ťahy v danom
kole oponenta a znamená sa o aké ťahy išlo. Všetky dôležité informácie sú potom vysta-
vené na status bar, prípadne do konzoly. Následne je zmenená hodnota appstate tak aby
reprezentovala, že ďalší na rade je hráč (alebo druhý počítačový oponent). Ako posledný sa
vykoná hod kockami, aby sa učilo s čím bude v nasledujúcom kole oponent hrať.
4.4 Implementácia algoritmu expetiminimax
Táto sekcia popisuje postup tvorby algoritmu expectiminimax od návrhu, cez implementáciu
a problémy, ktoré počas nej nastali, až po výsledný stav implementácie.
Návrh
Pre implementáciu algoritmu expectiminimax som zvolil jeho rekurzívnu variantu, kvôli jed-
noduchšej implementácii a prehľadnejšiemu zápisu. Ako je však presnejšie popísané nižšie,
príklady prezentované pre pochopenie princípov tohto algoritmu vykazujú niekoľko odliš-
ností od variant algoritmu pre hry Človeče nehnevaj sa a Backgammon. Prvou odlišnosťou
je počet možných výsledkov hodu kockami (alebo inými zdrojmi náhodných javov). Pravidlá
hier Človeče nehnevaj sa a Backgammon povoľujú hod viac ako jednou kockou za kolo. Dru-
hou odlišnosťou úzko spojenou s tou prvou je počet ťahov, ktoré je možné vykonať za jedno
hráčovo kolo. Opäť tieto hry na rozdiel od príkladov umožňujú vyšší počet ťahov za hráčove
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kolo ako jeden. Jedna úroveň hĺbky algoritmu expectiminimax by sa teda dala rozdeliť na
4 menšie vrstvy, ako je vidieť na obr. 4.4. Prvá vrstva obsahuje uzly s pravdepodobnosťou
reprezentujúce jednotlivé možné výsledky hodu kockami pre hráča, ktorý je práve na rade.
Tretia úroveň obsahuje rovnaké uzly pre jeho oponenta. Druhá a Štvrtá úroveň obsahujú
uzly reprezentujúce jednotlivé možné ťahy z daného stavu hry pre hráča, respektíve opo-
nenta. Oba dva typy týchto vrstiev vykazujú určité špeciálne vlastnosti. Pokiaľ sa snažíme
získať ohodnotenie uzlu, ktorého potomkovia sú z prvej alebo tretej vrstvy, urobíme váženú
sumu ohodnotení jednotlivých uzlov, kde ako váhu použijeme pravdepodobnosť uzlu. Ak
ohodnocujeme uzol, ktorého potomkami sú uzly z druhej/štvrtej vrstvy, vyberieme spo-
medzi potomkov uzol s najväčším/najmenším ohodnotením a toto ohodnotenie sa stane
novým ohodnotením nášho uzlu.
Samotná implementácia
Implementácia pre obe hry sa skladá z dvoch funkcií. Funkcia BuildTree() má na sta-
rosti vybudovanie a ohodnotenie stromu expectiminimax. Funkcia getResult() následne
prehľadá vrchné vrstvy hĺbky 1 a naplní pole result najvýhodnejšími ťahmi pre daného
hráča. Konštrukcia jednej hĺbky algoritmu expectiminimax je logicky rozdelená na časť pre
hráča, ktorú realizuje funkcia BuildPTree(), a časť pre oponenta, ktorú realizuje funkcia
BuildOTree(). Obe funkcie sú až na niekoľko menších odlišností rovnaké. Prvou odlišnosťou
je špeciálne správanie funkcie BuildPTree() pre hĺbku 0, kedy len ohodnotí aktuálny uzol.
Druhou odlišnosťou je špeciálne správanie pre hĺbku 1, keď namiesto generovania pravdepo-
dobnostných uzlov vygeneruje len jeden uzol identický s koreňovým s pravdepodobnosťou 1.
Okrem toho pracujú obe funkcie identicky. Najprv vygenerujú vrstvu pravdepodobnostných
uzlov s rôznymi možnými výsledkami hodu kockami a potom generujú niekoľko vrstiev uz-
lov s možnými ťahmi. Druhá a Štvrtá vrstva sa v prípade oboch aplikácií skladajú z ďalších
vrstiev. O tvorbu týchto vrstiev sa stará funkcia BuildLayer(). Táto funkcia vezme kocky
z aktuálneho uzlu a pokúša sa s nimi spraviť všetky legálne ťahy. Pre každý nájdený legálny
ťah vytvorí nový uzol ako potomka aktuálneho uzlu, ktorý bude mať adekvátne pozmenený
stav hry a kocky.
Nasleduje popis častí, ktoré sa líšia medzi aplikáciami a prečo tomu tak je:
Implementácia algoritmu expectiminimax pre hru Človeče nehnevaj sa
Ako už bolo vyššia spomínané, pri tvorbe prvej a tretej vrstvy, čiže pravdepodobnostných
uzlov, dochádza k odlišnostiam od príkladov, na ktorých býva tento algoritmus demonštro-
vaný. V hre Človeče nehnevaj je, ako je popísane v podkapitole 4.2.2, totiž možné hádzať
kockou až tri krát za kolo. Z tohto dôvodu môžu druhá a štvrtá vrstva obsahuvať 0 až 3
podvrstvy. Konkrétny počet záleží od počtu hodených šestiek (0 v prípade, že nie je možné
spraviť žiaden ťah). Toto spôsobuje, že počet možných výsledkov hodu kockami je rovný
15. 5 pre výsledok od 1 do 5 na jednej kocke, 5 pre výsledok 6 na prvej a od 1 do 5 na
druhej kocke a 5 pre výsledok 6 na prvej a druhej a od 1 do 5 na tretej kocke (pri výsledku
6-6-6 sa tretia šestka nepoužije). Pravdepodobnosť ktoréhokoľvek výsledku z prvej petice
je 1/6, z druhej 1/36 a z tretej 1/216.
Implementácia algoritmu expectiminimax pre hru Backgammon
Ako už bolo vyššia spomínané, pri tvorbe prvej a tretej vrstvy, čiže pravdepodobnostných
uzlov, dochádza k odlišnostiam od príkladov, na ktorých býva tento algoritmus demonštro-
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vaný. V hre Backgammon sa, ako je popísane v kapitole 2.2.2, totiž hádže dvoma kockami.
Z tohto dôvodu môžu druhá a štvrtá vrstva obsahovať 0 až 4 podvrstvy. Konkrétny počet
záleží od výsledku hodu (0 v prípade, že nie je možné spraviť žiaden ťah). Pokiaľ sú totiž
výsledkom dve rovnaké čísla získava hráč štyri ťahy. Toto spôsobuje že možný počet rôznych
výsledkov hodu kockami je rovný 21. 15 výsledkov x− y kde y 6= y (1-2 a 2-1 sa počíta ako
rovnaký výsledok) a 6 výsledkov x− y kde x = y. Pravdepodobnosť výsledku x 6= y je 1/18
a pravdepodobnosť výsledku x = y je 1/36.
Problémy a požiadavky
Počas programovania a testovanie algoritmu expectiminimax pre vyššie popísané aplikácie
sa vyskytol problém. Počas ťahu počítačového oponenta aplikácia spotrebovávala všetok
voľný procesorový čas a veľkú časť pamäti (niekedy aj celú). Aplikácia bola testovaná na
počítači s 32-bitovým operačným systémom Windows a 4 GB ram (3 GB použiteľných).
Tento problém spôsoboval, že na dobu výpočtu prehlásil systém Windows aplikáciu za
neodpovedajúcu a požadoval jej zatvorenie. Pátraním po príčine tejto záťaže som zistil, že
dôvodom vysokej náročnosti bol počet uzlov, ktoré aplikácia generovala. Tento počet sa
pohyboval v rádoch stoviek tisícov až miliónov uzlov pre hĺbku 1. Dodatočnou úpravou
generovania uzlov boli tieto počty zredukované, ale stále sa pohybujú v rádoch desiatok
až stoviek tisícov. Pokiaľ si spočítame ako aplikácie generujú uzly zistíme, že sú to reálne
hodnoty.
V aplikácii Človeče nehnevaj sa začneme s jedným koreňovým uzlom. Z tohto uzlu máme
15 možných výsledkov hodu kockami (v prípade hĺbky 1 len 1 uzol, lebo výsledok hodu už
poznáme), čiže 15 potomkov. Z piatich z týchto uzlov sa prinajhoršom môžeme pohnúť 4
figúrkami. Z ďalších piatich z týchto uzlov však existuje aj druhý ťah, ktorý je tiež prinaj-
horšom 4 figúrkami. Z posledných piatich uzlov existuje aj tretí ťah, opäť prinajhoršom 4
figúrkami. Rovnako spočítame aj oponentovu časť. Výsledný počet vygenerovaných uzlov
na jednu jednotku hĺbky je (5 ∗ 4 + 5 ∗ 42 + 5 ∗ 43)2 = 176400. Pre hĺbku 1 je to len 26880
uzlov. Pokiaľ by sme chceli generovať uzly do hĺbky 2, výsledný počet vygenerovaných uz-
lov je 4741632000. Ak budeme predpokladať, že uzol obsahuje stav hry (pole 8x8 bit = 8
Byte), stav kociek (pole 3x8 bit so zarovnaním = 4 Byte), ukazatel na zoznam potomkov
(32 bit = 4 Byte) a pravdepodobnosť (64 bit = 8 Byte), je jeho celková veľkosť 24 B (V
skutočnosti uzol obsahuje ešte ďalšie komponenty). Algoritmus expectiminimax do hĺbky
2 by teda mohol spotrebovať až 113799,168 MB pamäti, čo bohužiaľ na dnešných bežne
používaných zostavách nie je realizovateľné.
V prípade aplikácie Backgammon, je tento problém ešte výraznejší. Táto aplikácia totiž
vyžaduje vyšší počet rozgenerovaných uzlov. Z koreňového uzlu existuje 21 možných výsled-
kov hodu kockami. Pri 15 z týchto výsledkov je možné sa hýbať prinajhoršom 15 figúrkami a
to dva ťahy. Pri 6 z týchto výsledkov je opäť možné sa hýbať prinajhoršom 15 figúrkami ale
štyri ťahy. Rovnako spočítame aj oponentovu časť. Výsledný počet vygenerovaných uzlov
na jednu jednotku hĺbky je (15 ∗ 152+6 ∗ 154)2 = 94325765630 uzlov. Pre hĺbku 1 je to len
15548203130 uzlov. Takýto stav je však veľmi nepravdepodobný a v reálnych situáciách sa
väčšinou možný počet figúrok, ktorými sa dá hýbať pohybuje okolo čísla 6. V tomto prípade
je počet vygenerovaných uzlov rovný 691558856. To zodpovedá 1659,740544 MB pamäti.
Pokiaľ vezmeme do úvahy priestorovú zložitosť algoritmu, tak dospejeme k záveru, že
na dnešných strojoch nie je možné pre tieto hry použiť algoritmus expectiminimax do hĺbky
väčšej ako 1. Určitého zlepšenia by sme mohli dosiahnuť úpravou algoritmu, kedy by sme
priebežne ohodnocovali uzly a pomocou tohto ohodnotenia sa snažili určiť, či má zmysel
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rozgenerovať potomkov daného uzlu.
Zamŕzanie aplikácie v operačnom systéme Windows bol však neprehliadnuteľný pro-
blém. Ako riešenie bol výpočet algoritmu presunutý do samostatného vlákna, čo umožňuje
aby zvyšok aplikácie nebol týmto výpočtom ovplyvnený. Pokiaľ je nutné vypočítať nasle-
dujúci ťah pre počítačového oponenta, hlavné vlákno dodá potrebné informácie vedľajšiemu
vláknu a dočasne prestane vykonávať svoju činnosť. Keď vedľajšie vlákno dokončí výpočet,
upovedomí hlavné vlákno, ktoré sa postará o spracovanie výsledkov a odchytenie vedľa-
jšieho vlákna. Spotreba procesorového času bola vďaka tomuto rozhodnutiu zredukovaná
na polovicu.
Z vyššie napísaného teda vyplýva, že tieto aplikácie majú ku správnemu behu určité
požiadavky. Prvou požiadavkou je podpora vlákien aby bolo možné realizovať výpočet vo
vedľajšom vlákne. Druhá požiadavka je dostatočná pamäť pre uzly generované algoritmom,
čo by malo byť aspoň 3 GB.
4.5 Hodnotiace funkcie
Hodnotiace funkcie sú veľmi dôležitou súčasťou tvorby počítačového oponenta, pretože
práve od nich závisí, ako veľmi inteligentný daný oponent bude. Pri tvorbe takýchto funkcií
sa snažíme zhrnúť všetky informácie o stave hry, ktoré nám nejakým spôsobom určujú či
je ťah z hľadiska hráča výhodný, alebo nie. Ako náhle máme pripravené jednotlivé zložky
hodnotiacej funkcie, je ešte nutné určiť váhu pre jednotlivé zložky. Od konfigurácie váh bude
záležať konkrétne správanie oponenta. Napríklad či uprednostní ohrozenie oponentovej fi-
gúrky alebo bezpečie svojej vlastnej. Pomocou zmeny váhy môžeme prispôsobiť význam
danej zložky tak, aby bola menej alebo viac významná ako iné zložky. Týmto spôsobom je
možné dodávať počítačovým oponentom určitý ”charakter”hry. Popis hodnotiacich funkcií
je rozdelený na dve podsekcie pre hry Človeče nehnevaj sa a Backgammon.
Pre obe hry bolo vytvorených niekoľko hodnotiacich funkcií líšiacich sa váhami jed-
notlivých zložiek. Testovaním za pomoci funkcií s rôznymi váhami, sa môžeme postupne
dopracovať ku optimálnemu ohodnoteniu jednotlivých zložiek. Popri tom je však nutné dá-
vať pozor na vzťahy medzi jednotlivými zložkami, a zachovávať správne pomery medzi ich
váhami.
4.5.1 Ohodnotenie stavu hry pre Človeče nehnevaj sa
1. zložka: Vzdialenosť figúrok od cieľa.
Prvá zložka hodnotiacej funkcie obsahuje vzdialenosť jednotlivých figúrok od cieľového po-
líčka. Vypočíta sa z momentálnej pozície každej figúrky. Pre tieto účely sa berie vchod do
domčeka príslušného hráča, ako keby priamo nadväzoval na trať. Čím je figúrka ďalej od
cieľového políčka, tým menšie ohodnotenie získa. Figúrka vo
”
dvore“ má ohodnotenie 0,
figúrka ktorá práve vstúpila do hry má ohodnotenie 1 a figúrka políčko pred cieľom má
ohodnotenie 56. Dôležitým účelom tejto zložky je, že nám umožňuje rozhodnúť správne
pokiaľ sme v situácii, kde by jedno rozhodnutie viedlo k tomu, že by sme už zvyšné kocky
nemohli použiť. Pomocou tohto ohodnotenia zabezpečíme, že v takejto situácii dôjde k
výberu ťahu, ktorý vyústi k viacerým využitým kockám.
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2. zložka: Počet vyhodených figúrok.
Druhá zložka hodnotiacej funkcie vyjadruje počet figúrok, ktoré boli vyhodené alebo ešte
nevstúpili do hry. Spočítaním všetkých figúrok s indexom rovným -1 získame počet vyhode-
ných figúrok. Dôvod, prečo sme zahrnuli túto zložky do hodnotiacej funkcie je, že pomocou
nej sme schopný vyjadriť, že vyhodenie figúrky je vhodnejší ťah, ako sa len posunúť vpred.
Čím vyšší počet vyhodených figúrok, tým horšie výsledné ohodnotenie.
3. zložka: Počet figúrok vo vchode do domčeka.
Táto zložka hodnotiacej funkcie popisuje počet figúrok, ktoré sa v momentálnom stave
hry nachádzajú v oblasti pred cieľom, nazvanej vchod do domčeka, ktorý patrí danému
hráčovi. Tento počet získame spočítaním figúrok, ktorých index sa pohybuje v rozmedzí
danom veľkosťou trate, polohou štvrtiny na hracej ploche a polohou figúrky v danej štvrtine.
Pomocou tejto zložky sme schopný modelovať dôležitosť chránenia si svojich figúrok tým,
že ich schováme do vchodu do domčeka.
4. zložka: Ohrozené figúrky - figúrky v hre
Mať možnosť určiť, že vyhodenie figúrky je pre nás výhodné je užitočné, ale nie postačujúce.
Potrebujeme aby počítačový oponent vyhľadával možnosť vyhodiť oponentovi figúrku. Pre
tento učel sme si vytvorili 3 zložky, ktoré nám k tomuto cieľu pomôžu. Toto je prvá z troch
zložiek a predstavuje mieru ohrozenia jednotlivých figúrok figúrkami, ktoré sú v hre. Táto
miera ohrozenia je určená zo vzdialenosti medzi ohrozujúcou a ohrozenou figúrkou. Pokiaľ
je možné danú figúrku vyhodiť hodom jednej kocky, je toto ohrozenie ohodnotené mierou 3.
Podobne pokiaľ potrebujeme dve alebo tri kocky, je ohrozenie ohodnotené ako 2 respektíve
1. Aby sme získali výsledné ohodnotenie, tak pre každú hráčovu figúrku skontrolujeme 17
(jedna kocka = 6, tri kocky = 18, nemôžeme hodiť 6-6-6 = 17) políčok pred ňou, či neobsa-
hujú oponentove figúrky. Ak áno tak pre tieto figúrky určíme vyššie popísaným spôsobom
mieru ohrozenia a tieto miery posčítavame.
5. zložka: Ohrozené figúrky - figúrky vo
”
dvore“ - skutočné
Čo nám pre kompletné spracovanie ohrozených figúrok chýba, je možnosť ohroziť figúrky
v hre figúrkou, ktorá je momentálne vo
”
dvore“. Miera ohrozenia sa určuje podobne ako u
4. zložky. Rozdiel je v tom, že ohrozenie 3 má len políčko, kde figúrka vstúpi do hry pri
výsledku hodu 6. Pokiaľ potrebujeme okrem hodu 6 ďalšiu 1 alebo 2 kocky, aby sme dosiahli
na ohrozenú figúrku, je ohrozenie ohodnotené mierou 2 respektíve 1.
6. zložka: Ohrozené figúrky - figúrky vo
”
dvore“ - zdanlivé
Posledná zložka z trojice popisujúcej ohrozené figúrky slúži na pokrytie prípadu, keď hráč
nemá vo
”
dvore“ žiadnu figúrku. V tomto prípade sa totiž vyššie uvedené ohodnotenie bude
rovnať 0. Môže však dôjsť k prípadu, že niektorá z figúrok bude vyhodená a vráti sa do
domčeka. Keď tento prípad nastane, figúrka vo
”
dvore“ môže ohroziť figúrky v hre. Táto
zložka nám umožňuje spôsobiť, že počítačový oponent bude túto možnosť brať do úvahy,
a v prípade reálnej hrozby, môže dôjsť ku zmene jeho rozhodnutia práve v dôsledku tejto
zložky.
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7. zložka: Počet blokovaných políčok - figúrky v hre
Ďalším problémom, ktorý je nutné vyriešiť, je situácia, keď sa hráč nemôže s danou figúrkou
pohnúť, pretože políčko, na ktoré by sa chcel pohnúť už je obsadené jeho inou figúrkou. V
tejto situácii ide o blokovanie. Aby sme tento problém vyriešili opäť sme si vytvorili 3
zložky, ktoré postihnú jednotlivé prípady, čo môžu nastať. Toto je prvá z troch zložiek
predstavujúca mieru blokovania danej figúrky inými figúrkami, ktoré sú v hre. Táto miera
je určená zo vzdialenosti medzi blokujúcou a blokovanou figúrkou. Pokiaľ by bolo možné
sa na blokované políčko dostať pomocou hodu jednej kocky, zodpovedá to miere blokovania
vo výške 3. Podobne ak by sme potrebovali dve alebo tri kocky na to aby sme sa dostali
na dané políčko, bola by miera blokovanie rovná 2 respektíve 1. Aby sme získali výsledné
ohodnotenie, tak pre každú hráčovu figúrku skontrolujeme 17 (jedna kocka = 6, tri kocky
= 18, nemôžeme hodiť 6-6-6 = 17) políčok pred ňou, či neobsahujú hráčove figúrky. Ak áno
tak pre tieto figúrky určíme vyššie popísaným spôsobom mieru blokovania a tieto miery
posčítavame. Čím vyššia miera blokovania, tým horšie výsledné ohodnotenie.
8. zložka: Počet blokovaných políčok - figúrky vo
”
dvore“ - skutočné
To čo nám chýba pre úplne spracovanie blokovaných figúrok, je blokovanie figúrok, ktoré
nie sú v hre, ale vo
”
dvore“, figúrkami, ktoré v hre sú. Miera blokovania sa určuje podobne
ako u 7. zložky. Rozdiel je v tom, že mieru blokovania 3 má len políčko, kde figúrka vstúpi
do hry pri výsledku hodu 6. Pokiaľ potrebujeme okrem hodu 6 ďalšiu 1 alebo 2 kocky, aby
sme dosiahli na blokované políčko, je miera blokovanie rovná 2 respektíve 1.
9. zložka: Počet blokovaných políčok - figúrky vo
”
dvore“ - zdanlivé
Posledná z trojice zložiek riešiacich problém blokovaných políčok slúži na pokrytie prípadu,
keď hráč nemá vo
”
dvore“ žiadnu figúrku. V tomto prípade sa totiž vyššie uvedené ohod-
notenie bude rovnať 0. Môže však dôjsť k prípadu, že niektorá z figúrok bude vyhodená
a vráti sa do domčeka. Keď tento prípad nastane, figúrka vo
”
dvore“ môže byť blokovaná
figúrkami v hre. Táto zložka nám umožňuje spôsobiť, že počítačový oponent bude túto
možnosť brať do úvahy, a v prípade reálnej hrozby, môže dôjsť ku zmene jeho rozhodnutia
práve v dôsledku tejto zložky.
4.5.2 Ohodnotenie stavu hry pre Backgammon
1. zložka: Vzdialenosť figúrok od cieľa.
Prvá zložka hodnotiacej funkcie obsahuje vzdialenosť jednotlivých figúrok od cieľového po-
líčka. Vypočíta sa z momentálnej pozície každej figúrky. Čím je figúrka dalej od cieľového
políčka, tým menšie ohodnotenie získa. S pohľadu hráča, ktorého figúrky idú od políčka
číslo 1 po políčko číslo 24 dostane každá figúrka ohodnotenie podľa políčka, na ktorom sa
nachádza. S pohľadu oponenta je to presne opačne. Dôležitým účelom tejto zložky je, že
nám umožňuje rozhodnúť správne pokiaľ sme v situácii, kde by jedno rozhodnutie viedlo k
tomu, že by sme už zvyšné kocky nemohli použiť. Pomocou tohto ohodnotenia zabezpečíme,
že v takejto situácii dôjde k výberu ťahu, ktorý vyústi k viacerým využitým kockám. Keďže
v prípade hry Backgammon odstraňovanie ťahov, ktoré nevedú na maximálny možný počet
využitých kociek, nebolo implementované, rieši vyradzovanie nevhodných ťahov práve táto
zložka. Preto je nutné aby jej ohodnotenie bolo vždy najvyššie (ale nie vyššie ako víťazstvo).
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2. zložka: Počet vyhodených figúrok.
Druhá zložka hodnotiacej funkcie vyjadruje počet figúrok, ktoré boli vyhodené alebo ešte
nevstúpili do hry (v prípade niektorých variant). Tento počet získame, keď sa pozrieme
na obsah políčka pre vyhodené figúrky pre daného hráča. Dôvod, prečo sme zahrnuli túto
zložky do hodnotiacej funkcie je, že pomocou nej sme schopný vyjadriť, že vyhodenie figúrky
je vhodnejší ťah, ako sa len posunúť vpred. Čím vyšší počet vyhodených figúrok, tým horšie
výsledné ohodnotenie.
3. zložka: Počet figúrok v
”
bearoff“ zóne.
Táto zložka hodnotiacej funkcie popisuje počet figúrok, ktoré sa v momentálnom stave hry
nachádzajú v oblasti 6 políčok pred cieľom, nazvanej
”
bearoff“ zóna, ktorý patrí danému
hráčovi. Tento počet získame spočítaním obsahu 6 políčok pred koncom hracej plochy (z
pohľadu daného hráča). Pomocou tejto zložky sme schopný modelovať snahu počítačového
oponenta dostať svoje figúrky do ”boearoff”zóny aby mohli byť postupne odstránené z hry.
4. zložka: Ohrozené figúrky - figúrky v hre
Mať možnosť určiť, že vyhodenie figúrky je pre nás výhodné je užitočné, ale nie postačujúce.
Potrebujeme aby počítačový oponent vyhľadával možnosť vyhodiť oponentovi figúrku. Pre
tento účel sme si vytvorili 3 zložky, ktoré nám k tomuto cieľu pomôžu. Toto je prvá z
troch zložiek a predstavuje mieru ohrozenia jednotlivých figúrok figúrkami, ktoré sú v hre.
Táto miera ohrozenia je určená zo vzdialenosti medzi ohrozujúcou a ohrozenou figúrkou.
Vezmeme túto vzdialenosť a určíme koľko zo všetkých možných výsledkov hodu kockami
nám umožní vstúpiť na toto políčko. Tým získame ohodnotenie pre jednu ohrozenú figúrku.
Aby sme získali výsledné ohodnotenie, tak pre každú hráčovu figúrku skontrolujeme políčka
pred ňou, či neobsahujú 1 oponentovu figúrku. Ak áno tak pre tieto figúrky určíme vyššie
popísaným spôsobom mieru ohrozenia a tieto miery posčítavame.
5. zložka: Ohrozené figúrky - vyhodené figúrky - skutočné
Čo nám pre kompletné spracovanie ohrozených figúrok chýba, je možnosť ohroziť figúrky v
hre vyhodenou figúrkou. Miera ohrozenia sa určuje podobne ako u 4. zložky.
6. zložka: Ohrozené figúrky - vyhodené figúrky - zdanlivé
Posledná zložka z trojice popisujúcej ohrozené figúrky slúži na pokrytie prípadu, keď hráč
nemá žiadnu vyhodenú figúrku. V tomto prípade sa totiž vyššie uvedené ohodnotenie bude
rovnať 0. Môže však dôjsť k prípadu, že niektorá z figúrok bude vyhodená. Keď tento prípad
nastane, vyhodená figúrka môže ohroziť figúrky v hre. Táto zložka nám umožňuje spôsobiť,
že počítačový oponent bude túto možnosť brať do úvahy, a v prípade reálnej hrozby, môže
dôjsť ku zmene jeho rozhodnutia práve v dôsledku tejto zložky.
7. zložka: Počet blokovaných políčok - figúrky v hre
Ďalším problémom, ktorý je nutné vyriešiť, je situácia, keď sa hráč nemôže s danou figúr-
kou pohnúť, pretože políčko, na ktoré by sa chcel pohnúť už je obsadené viac ako jednou
oponentovou figúrkou. V tejto situácii ide o blokovanie. Aby sme tento problém vyriešili
opäť sme si vytvorili 3 zložky, ktoré postihnú jednotlivé prípady, čo môžu nastať. Toto je
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prvá z troch zložiek predstavujúca mieru blokovania danej figúrky inými figúrkami, ktoré
sú v hre. Táto miera je určená zo vzdialenosti medzi blokujúcou a blokovanou figúrkou.
Vezmeme túto vzdialenosť a určíme koľko zo všetkých možných výsledkov hodu kockami
by nám umožnilo vstúpiť na toto políčko. Tým získame ohodnotenie pre jedno blokované
políčko. Aby sme získali výsledné ohodnotenie, tak pre každú hráčovu figúrku skontrolu-
jeme políčka pred ňou, či neobsahujú viac ako 1 oponentovu figúrku. Ak áno tak pre tieto
figúrky určíme vyššie popísaným spôsobom mieru blokovania a tieto miery posčítavame.
Čím vyššia miera blokovania, tým horšie výsledné ohodnotenie.
8. zložka: Počet blokovaných políčok - vyhodené figúrky - skutočné
To čo nám chýba pre úplne spracovanie blokovaných figúrok, je blokovanie figúrok, ktoré
nie sú v hre, ale vyhodené, figúrkami, ktoré v hre sú. Miera blokovania sa určuje podobne
ako u 7. zložky.
9. zložka: Počet blokovaných políčok - vyhodené figúrky - zdanlivé
Posledná z trojice zložiek riešiacich problém blokovaných políčok slúži na pokrytie prípadu,
keď hráč nemá žiadnu vyhodenú figúrku. V tomto prípade sa totiž vyššie uvedené ohod-
notenie bude rovnať 0. Môže však dôjsť k prípadu, že niektorá z figúrok bude vyhodená
a vráti sa do domčeka. Keď tento prípad nastane, vyhodená figúrka môže byť blokovaná
figúrkami v hre. Táto zložka nám umožňuje spôsobiť, že počítačový oponent bude túto
možnosť brať do úvahy, a v prípade reálnej hrozby, môže dôjsť ku zmene jeho rozhodnutia




Táto kapitola zhŕňa výsledky jednotlivých testov do prehľadných tabuliek a následne tieto
výsledky vyhodnocuje. Delenie jednotlivých testov je podľa aplikácií, typov hráčov (človek
albo počítač) a podľa použitej hodnotiacej funkcie. Testy do väčšej hĺbky ako 1 neboli
možné z dôvodov uvedených v predchádzajúcej kapitole 4.
5.1 Testy pre hru Človeče nehnevaj sa
Testy ukázali, že priemerná doba čakania na rozhodnutie počítača je približne 4,2 sekundy.
Spotrebovaná pamäť sa počas výpočtu algoritmu bežne pohybuje v rozmedzí od 0,3 do 1,0
GB pamäti. Pozor, v v ojedinelých prípadoch, keď sú na hracej ploche všetky figúrky a na
kockách padlo dvakrát 6 a iné tretie číslo, je však možné, že tieto hodnoty porastú aj na
viac ako 15 sekúnd a 2 GB pamäti.
Hráč proti počítačovému oponentovi
Každém hráčovi boli pred testovaním dôkladne vysvetlené pravidlá hry. Následne mal hráč
odohrať 5 hier na nečisto, aby sa oboznámil sa aplikáciou a vyskúšal si pravidlá hry v praxi.
Potom hráč odohral 10 zápasov proti každému typu oponenta. Pre jednoduchosť hral hráč
všetky hry za modrú stranu, pretože farby hráčov nemajú v tejto hre žiaden vplyv na vý-
sledok. V nasledujúcich tabulkách je uvedená percentuálna úspešnosť umelej inteligencie v
jednotlivých hrách. Aplikácia nebola testovaná na porfesionálnych hráčoch, len na bežných
uživateloch, s ktorých niektorý hru už ovládali a iný sa ju naučili počas prípravy.
Typ oponenta (zelený) Pravdepodobnosť výhry hráča Priemerný počet ťahov
Base 44% 152,4
Classic 65% 163,6
Z výsledkov testov vyplýva, že aplikácia je shopná voliť rozumné ťahy a tým poraziť
bežného oponenta. Funkovanie proti skúsenému oponentovy je však otázne.
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Počítačový oponent proti počítačovému oponentovi
Base oponent




Typ oponenta (zelený) Pravdepodobnosť výhry (modrý) Priemerný počet ťahov
Base 62% 156,4
Classic 46% 165,3
Z výsldkov testov vyplýva, že vhodnejším typom oponenta je oponent typu
”
Classic“,
pretože vyhral vyšší počet hier proti ľudskému oponentovi a aj vo vzájomných hrách podal
lepšia výsledky.
5.2 Testy pre hru Backgammon
Testy ukázali, že priemerná doba čakania na rozhodnutie počítača je približne 9,7 sekundy.
Spotrebovaná pamäť sa počas výpočtu algoritmu bežne pohybuje v rozmedzí od 0,5 do
1,5 GB pamäti. Pozor, v v ojedinelých prípadoch, keď je na hracej ploche veľké množstvo
osamotených figúrok a na kockách padli dve rovnaké čísla, je však možné, že tieto hodnoty
porastú aj na viac ako 90 sekúnd a 2 GB pamäti.
Hráč proti počítačovému oponentovi
Každém hráčovi boli pred testovaním dôkladne vysvetlené pravidlá hry. Následne mal hráč
odohrať 5 hier na nečisto, aby sa oboznámil sa aplikáciou a vyskúšal si pravidlá hry v praxi.
Potom hráč odohral 10 zápasov proti každému typu oponenta. Pre jednoduchosť hral hráč
všetky hry za bielu stranu, pretože farby hráčov nemajú v tejto hre žiaden vplyv na vý-
sledok. V nasledujúcich tabulkách je uvedená percentuálna úspešnosť umelej inteligencie v
jednotlivých hrách. Aplikácia nebola testovaná na porfesionálnych hráčoch, len na bežných
uživateloch, s ktorých niektorý hru už ovládali a iný sa ju naučili počas prípravy.






Z výsledkov testov vyplýva, že aplikácia je shopná voliť rozumné ťahy a tým poraziť
bežného oponenta. Funkovanie proti skúsenému oponentovy je však otázne.
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Počítačový oponent proti počítačovému oponentovi
Base oponent













Výsledky týchto testov neurčili jasného víťaza. Z výsledkov vyplýva, že niejtoré konfi-




Cieľom tejto práce bolo použiť algoritmus expectiminimax k vytvoreniu počítačového opo-
nenta, ktorý by bol schopný činiť rozhodnutia, ktoré sa čo najviac podobajú rozhodnutiam
človeka, ktorý ovláda pravidlá zvolenej stolnej hry a snaží sa vyhrať. K tomu bolo nutné
vytvoriť hodnotiacu funkciu, ktorá by čo najlepšie odrážala dôsledky jednotlivých rozhod-
nutí.
Obe aplikácie sú schopné obstáť voči bežným oponentom. Proti skúseným oponentom
však neboli testované a ich úspešnosť v tomto ohľade je otázna. Pamäťová náročnosť apli-
kácií nám bráni ich použiť na dnes bežne používaných zostavách, pre výpočet do hĺbky
väčšej ako 1.
Popis algoritmov, ktoré mali byť naštudované sa nahcádza v kapitole 2. Zvolené hry, na
ktoré bol algoritmus expectiminimax aplikovaný sú popísané v kapitole 3. Implementácia
oboch algoritmov je rozoberaná v kapitole 4. Výsledky testov aplikácie sú zhrnuté v kapitole
5. Zhodotenie dosiahnutých výsledokv sa nachádza v kapitolách 4 a 5.
Prínosom tjeto práce je popis problémov, ktoré môžu nastať pri implementácii algoritmu
expectiminimax na zložitejších hrách s nulovým súčtom. Taktiež je tu popísaný spôsob
tvorby hodnoticej funkcie s odôvodnením jednotlivých zložiek.
Dobudúcna by bolo možné rozšíriť aplikácie v rôznych ohľadoch. Bolo bymožné vylepšiť
užívateľské rozhranie tak, aby bolo možné vracať ťahy naspäť alebo ukladanie a nahrávanie
aktuálneho stavu hry. Keďže aplikácie momentálne nepodporujú hru pre viacerých hráčov.
Ďalším rozšírením by mohlo byť, pridať túto možnosť vo forme
”
hotseat“ alebo sieťovej hry.
Taktiež by bolo možné v rámci rozšírení implementovať ďalšie varianty použitých hier popí-
sané v kapitole 2. Posledným, ale najdôležitejším rozšírením by bolo vytvorenie metódy na
orezávanie stromu expectiminimax aby tento algoritmus generoval menej uzlov. K tomuto
účelu by boli uzly priebežne ohodnocované a musel by sa určiť spôsob ako rozpoznať, či má
zmysel generovať potomkov aktuálneho uzla.
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