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"Life is an opportunity, benefit from it. 
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Life is a tragedy, confront it. 
Life is an adventure, dare it. 
Life is luck, make it. 
Life is too precious, do not destroy it. 
Life is life, fight for it. 
N 
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ABSTRACT 
The use of information models, which may be shared by many different software 
applications to support activities throughout the whole product life cycle, is 
recognised as a powerful approach to support integrated, team based product 
development. While much work has been done into the concepts of Product and 
Manufacturing Models, there is a need to explore the definition of information models 
to support reuse of design information. 
The research reported in this thesis explores the structure of a Product Range Model, 
which can capture information and knowledge, based on design history, of the range 
of ways in which a product can be designed. The work uses injection mould tooling as 
a type of product against which to pursue the research. The relationships between 
design functionality and potential solution sets for injection mould tool designs have 
been explored. Major emphasis has been placed on understanding the interactions, 
which take place between the range of potential solutions and the requirements of 
each particular design. 
A Product Range Model structure has been defined based on four main interacting 
classes; Functions, Design Solution, Interactions and Knowledge Links. An 
experimental object oriented system has been produced which comprises a Product 
Range Model, a Product Model and related decision support applications. 
Experiments have been performed to demonstrate how a Product Range Model can 
offer valuable support to design re-use. The research contributes to the understanding 
of the general structural requirements of such model based information systems. It 
shows how valid design options can be provided through the definition of the 
Interactions class. It also shows how Knowledge Links can be defined and used to 
provide a mechanism to identify critical information in a Product Model needed by 
each Interaction element. 
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Chapter I 
1. An Introduction 
The need to manufacture products of good quality, at competitive prices and "on 
time" are objectives which drive most manufacturing companies aiming to improve 
their position and future in their markets place. To achieve these objectives, 
information from different phases of product life cycle should be taken into 
consideration in the early stages of the product design process. Philosophies, such as 
Concurrent Engineering, propose better ways and structures to cope intelligently with 
the different design activities. It allows experts, involved with the different stages of 
product design and manufacturing, to work together in teams, sharing information to 
support the decision making processes of design. However, to gain the full benefits 
from Concurrent Engineering adoption, besides changes in the company's 
organisational structure, it is also important to implement software systems, which 
support this new way of working. 
Significant advances in the computational power of desktop computers have 
contributed to the increased use of software applications, e. g. CAD (Computer Aided 
Design), CAM (Computer Aided Manufacturing), Analysis and Simulation packages, 
to support different design activities. However, to work within an integrated approach, 
such as Concurrent Engineering, these tools should be able to cooperate with each 
other to provide more efficient and less error-prone product development and 
manufacture. One approach, to support such cooperation, is to use common 
information structures, which may be shared by many different software applications 
for activities throughout the whole product life cycle. This information model based 
approach has been used in this research. 
The work reported in this thesis contributes to the area of information modelling to 
support product design and manufacture, and focuses on injection mould tooling as 
the product area. Injection mould tool design is one of the major phases of injection 
moulded component design and manufacture, and has a significant influence on the 
final quality and cost of such components. 
In injection mould design, the injection mould tool can be characterised as a kind of 
product range, where the design concept is well understood. Therefore, there will be 
variants in the design process that use different pieces of information, and these need 
-I- 
Chapter I 
to be considered together, to achieve a well-balanced design solution. Hence, the 
capture and modelling of such information into information structures is necessary to 
support the injection mould integrated design process. 
Commercial systems to aid the design of injection moulds are available, such as 
Moldflow(D and C-Flow(D. These systems support the design analysis of particular 
functionalities of the mould, e. g. feeding, cooling, etc.. Although useful support is 
provided by these systems, they appear as independent and specific applications 
within a mould design environment, focusing on design analysis rather than integrated 
design decision support. 
The concept of information models, which support the reuse of design experience, has 
significant potential in the design of injection mould tooling. Much work has been 
done into the concepts of Product Model and Manufacturing Model, where a data 
representation of product and manufacturing information is captured, respectively. 
Such information models support information sharing between design team members, 
which is a major contribution to the effectiveness of the design process. However, 
further value can be obtained from such models if they are tailored to support reuse of 
design information. To do this an information model should also capture the 
information and knowledge built through time about a specific range of products. The 
author's research is based on the thesis that product range information and knowledge 
can be represented in a model, which can support design reuse within an integrated 
design environment. The representation of information and knowledge to characterise 
a product range is termed the Product Range Model. 
In this thesis the definition of the terms information and knowledge are adopted as in 
(Harding 1996). Information is defined as structured data that has some meaning and 
knowledge as information with added value that relates to how it may be used or 
applied. Examples of information in the context of this research are: mould 
configuration, which can be 2 or 3 plates; mould function, which can be eject plastic 
component, feed mould, cool core; mould design solutions, which can be eject pins; 
H-Type runner layout, matrix impression distribution. Examples of knowledge are, 
for instance, the conditions for applying specific design solutions, such as to use a 
submarine gate the feed system of the mould must be a cold type; to use a X-Type 
runner layout the impressions must be in a matrix distribution; to use stripper plates 
the geometry of the plastic component, in the parting line, must be not complex. 
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To achieve a suitable representation of information and knowledge, the relationships 
between design functionality and potential solution sets for the injection mould tool 
design have been explored. Major emphasis has been placed on investigating the 
interactions, which take place between potential solutions for satisfying particular 
design specifications. 
The aim of this research has been defined as "to provide a greater understanding of 
the role and information structure of a Product Range Model together with its 
relationships with other information models in variant design software systems for 
injection moulds". In order to explore the research thesis, the objectives of the 
research can be stated as: 
1. To understand the concepts involved in supporting variant design of 
injection moulds; 
H. To understand works that have contributed in the area of injection 
mould design support tools; 
in. To understand the mould system elements design and how these 
elements interact with each other and with other information during the 
injection mould design process; 
IV. To understand the process of modelling information structures and 
application functionality in integrated CAE system architectures; 
V. To define a product range information structure to represent injection 
mould systems elements in a variant design environment; 
Vi. To explore the relationships between a Product Range Model, Product 
Model and application software, to provide design decision support; 
VH. To build an experimental system to test the Product Range Model 
concept; 
VHL To evaluate the results achieved by the experimental system. 
This chapter sets the work into context for readers. This thesis has been organised into 
ten chapters and the overall structure and contents are depicted in Figure 1-1. Chapter 
2 presents a survey involving relevant areas of related works. It starts with the main 
issues that must be considered in product information modelling, moves to the reuse 
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of information in the design process and finally provides a survey of the main 
contributions of injection mould design support tools. 
Chapter 3 provides a description of the "environment" used to define the boundaries 
of this work and the development of an experimental system to check the ideas and 
concepts. A description of the RM-ODP (Reference Model for Open Distributed 
Processing), UML (Unified Modelling Language) notation and the methodology and 
tools used to guide the development of this research are provided. 
Chapter 4 highlights the contribution of the work in the context of the problem area 
that the research has addressed. This chapter also defines the contents of chapters 5,6, 
7 and 8, which provide a description and understanding about the nature of the 
Product Range Model based on the injection mould product range. 
Chapter 5 provides a representation of the injection mould as a kind of product range, 
identifying the general relationships that must be captured in the Product Range 
Model. Functions and design solutions related to the main injection mould systems 
are described, as well the kind of interactions that take place during the injection 
mould design process. 
Chapter 6 describes function and design solution information structure representation 
in the Product Range Model that makes the foundation for the critical issues 
investigated in this research, i. e. Interaction elements, which are addressed in 
Chapters 7. Chapter 8 investigates the required information relationships between the 
Product Range Model and the product model, to support the evaluation of the 
Interaction elements and the capture of the design results of the Product Range Model. 
Chapters 9 provides a description of the experiments conducted to explore 
representation of the Product Range Model and to demonstrate the extent to which is 
can provide support to design process. 
Finally, Chapter 10 presents the conclusions achieved by this research, as well as the 
recommendations for further developments in this area. 
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2. Literature Review 
2.1. Introduction 
This chapter presents some of the main topics currently researched and related to the 
main theme of this thesis, information. modelling for supporting injection mould 
design reuse. It also provides background information for further discussions in other 
chapters of this thesis. Section 2.2 describes an overview of information support 
systems into concurrent engineering environment, followed by main aspects involved 
in product information modelling, described in section 2.3. Section 2.4 reviews issues 
related to design reuse and is followed by section 2.5, which reviews researches on 
computational tools to support injection mould design. 
The review realised in this chapter is critically accessed in chapter 4, which highlights 
the contribution of the work in the context of the problem area that this research has 
addressed. 
2.2. Information Support Systems 
The demand for higher quality and lower cost products with shorter development 
lead-times has forced industries to focus on new product development strategies. It is 
believed that most of the total life cycle costs of a product (65-90%) are determined at 
the design stages (Venkatachalam, Mellichamp et A 1993; Dowlatshahi 1994). 
Concurrent Engineering (CE) or Simultaneous Engineering (SE), has been recognised 
as a feasible approach to improve design efficiency, where the design of a product and 
all its related processes in the manufacturing system are taken into consideration 
simultaneously (Sohlenius 1992; Syan 1994; Molina, AI-Ashaab et A 1995). Two 
approaches are usually addressed for the CE implementation, named team based and 
computational based (Jo, Parsaei et A 1993). 
From the computational implementation viewpoint, the CE paradigm can be viewed 
as an integration of functional software tools, which aim to support design team 
members to share knowledge and information, and to keep track of the other's needs, 
constraints, decisions and assumptions (Harrington, Soltan et A 1996; Tichem and 
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Storm 1997; Urban, Ayyaswamy et al. 1999). (Dowlatshahi 1994) presents and 
discusses different approaches for computational implementation of CE. 
Thus, to support these requirements related to integration and information sharing, 
within a flexible computer based structure, two main elements must be considered in 
the development and implementation of integrated information supported systems: 
* Common and structured source of information, and 
* Software applications. 
The first element, also named information models, provides an information 
repository, which is used to capture the information related to the life cycle of an 
artefact. To represent this information, well-defined information structure, or 
information data model, are required (McKay, Bloor et A 1996). This element stores 
company information (Figure 2-1). 
The second element is responsible for supporting the life cycle functional activities 
involved in the product development, such as design and manufacturing. This element 
shares information stored in the information models, and hence it is created based on 
the first element, i. e. information data model. For this reason such element is also 
named data model driven applications (Young, Canciglieri-Jnr et aL 1998) (Figure 
2-1). 
COMPANY 
INFORMATION 
DATA MODEL 
IVEN LIFE CYCLE 
APPLICATIONS 
Figure 2-1 - The general information system concept (Young, Canciglieri-Jnr et A 
1998) 
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This research is primarily concerned with the first element, i. e. information models, to 
support the reuse of information in design. 
2.3. Information Modelling: requirements, applications and exploitation 
2.3.1. Product Modelling 
The design process can be defined as a series of activities by which the information 
about the designed object is changed from one information state to another, and hence 
solve a design problem (Dixon 1995). Therefore, a clear and unambiguous definition 
and representation of the information involved in the whole product development 
process, has become a vital issue to support not only computer design applications, 
but also other life-cycle applications, such as manufacturing applications. Such 
representation has been advocated by different authors through the concept of product 
modelling (Kimura 1992; Krause, Kimura et A 1993; Anderl 1997). 
Product modelling aims to provide a consistent representation of products 
information, which can be reached and used by one or more software systems during 
all stages of product design and manufacture. 
(Anderl 1997) states that basic approaches of product modelling are: 
0 Provision of tools to support product description throughout all product life-cycle 
phases and the development and design phases in particular; 
0 Interdisciplinary modelling features, integrating various developments 
disciplines, such as mechanics, electrics, electronics and software, and 
0 Parametric and constraint modelling, aiming at the representation of design 
decisions and design know-how. 
(Krause, Kimura et A 1993) address different types of product model, as following: 
0 Structure-oriented product models: represented by the structure of the product, 
such as, bill-of-material or structure of classification; 
Geometry-oriented product models: computer internal models with the primary 
propose of representing the shape of one specific product. Typically used as part 
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of basic CAD systems, they provide a basis for further computational 
applications; 
Feature-oriented product models: represent often used shapes patterns such as 
coherent geometric items, called form features. Works on this subject have been 
extensively explored in the literature (Rosen 1993; Salomons, van Houten et A 
1993; Chen, Swift et al. 1994; Allada and Anand 1995); 
Knowledge-based product model: are characterised by the use of Al (Artificial 
Intelligence) techniques like object-oriented programming, ruled-based 
reasoning, constraints and truth maintenance systems; 
Integrated product models: cover the abilities of the models above. All types of 
product information can be stored in an integrated product model, and 
Model standardisation using STEP: one of the most significant approaches 
towards the implementation of integrated product models. The STEP (Standard 
for the Exchange of Product Model Data) defines a neutral data format for the 
representation and exchange of product data, through the ISO 10303, particularly 
4x's series of Parts (Ashworth, Bloor et aL 1996). The goal is the complete and 
system-independent representation of all products related data during the product 
life cycle (Gu and Chan 1995). The STEP standard documentation is partitioned 
into different parts and is based on a three-layer architecture, which is composed 
by integrated resources, application protocols, implementation methods and 
description methods (Ghodous and Vandorpe 1998). 
(Ashworth, Bloor et aL 1996) address the potential application of STEP in architecture 
product data representation to support a range of engineering requirements, and 
explain the methodology to produce the exchangeable data models, which is focused 
on integrated resources. Hence, such models can be used for both the product 
database implementation and the application programming interface within a 
collaborative environment (Goh, Hui et aL 1996; Jasnoch and Haas 1996; 
Urban, Ayyaswamy et aL 1999). However, besides the advances provided by the use 
of STEP, its applications for product modelling have been primarily focused on the 
geometric aspects, which is part of the product information (Gu and Chan 1995). 
Recent efforts within STEP, such as Application Protocol 214 (AP 214) start to take 
in consideration besides the modelling of the geometry, also the product 
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organisational data, for modelling generic product structures (Mannisto, Peltonen et 
A 1998). 
It is recognised that only geometric information of a product is not enough to support 
downstream phases of product development in an integrated environment. Product 
modelling can provide a high-level computer interpretable communication because it 
stores and communicates the definition of a product rather than its geometric 
representation or presentation, i. e. paper (Kunz, Luiten et A 1996). 
(McKay, Bloor et A 1996) address that for the computational representation of 
product data two elements are required namely, product model, which contains the 
actual data that is specific to the particular product, and product data model, which 
defines the form and content of the product data. Three technologies are identified as 
required to support the implementation of information systems based on product data, 
namely: (I) product database, which stores the product data; (II) product data model, 
which defines the form of the product data that applications operate upon, and (III) 
the product data editors and applications, which allows the product data to be 
manipulated by people and software respectively. To maintain the independence of 
the product data in relation to the database technology used to the implementation and 
data editor and applications, three criteria are applied: conceptuality, extensibility and 
structural integrity. The authors present a framework for product data, which supports 
the description of electromechanical products. 
(Lei, Taura et al. 1996) define product data as "the facts, concepts or instructions 
about a product or a set of products in a formal manner suitable for communication, 
interpretation or processing by human or by automatic means", and product data 
model as "information model which provides an abstract description of the product 
data". Thus, the product data is evaluated and changed through different stages of a 
collaborative design process, at different levels of abstraction. The authors propose a 
more expanded concept for product data model, which captures design history, design 
alternatives, assignments, etc., together with constraints among decisions. 
Similar definitions have been addressed by (Xue, Yadav et A 1999) in relation to 
product features, through the concepts of class features and instance features. While 
the class features are defined in terms of product data structure, instances features 
(actual product data) are generated using the class features as their templates. 
-10- 
Chapter 2 
In this thesis the term "infonnation structures" is also used meaning information data 
models. For example, product model information structure, which means product data 
model. 
(McKay, Bloor et A 1997) states also that creation of product data model can be 
performed by two ways, named: product data modelling and product data engineering. 
The former is a bottom-up approach and based on the applications/tools a product 
data model is defined. However, such an approach has the drawback of not 
guaranteeing integrity of the information model, once that it has been built mainly 
upon particular applications "interest" (views). On the other hand, the later way, 
considered a top-down approach, looks at the engineering process and information 
requirement rather than the application, which provides more integrity in the final 
product data model. 
Therefore, the definition of the product data model will be significantly influenced by 
the way that information is required and manipulated by different product life cycle 
activities. 
(Ghodous and Vandorpe 1998) state that to facilitate the integration of CAX/CAY 
systems and adequately support engineering and managerial activities, it is not 
sufficient to represent only data between processes, but it is also necessary to 
represent the processes. The authors present an integrated metamodel for 
simultaneous and normalised modelling of products and their development processes. 
In addition to the product modelling information, manufacturing modelling 
information has been addressed as an important aspect to support different 
applications that are part of the product life cycle, e. g. design for manufacture, CAPP, 
etc. (Kimura 1992). Works in this area are identified as related to application of STEP 
to design and development of a manufacturing resource data (Kjellberg and Bohlin 
1996; Al-Ashaab and Young 1997); ontology to supports a new process modelling 
approach for manufacturing resources and activities (Bonfati, Monari et A 1995); 
representation and capture of manufacturing information and knowledge (Molina, 
Ellis et aL 1995); modelling of integrated product and manufacturing information to 
support process planning (Rudas and Horvdth 1997) (Gao and Huang 1996). 
However, such topic will not be covered by this research work. 
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2.3.2. Software Applications Modelling 
While product modelling supports the definition of a more suitable data structure for 
providing integration and information sharing, software applications capture mainly 
the functionality involved in the engineering process. 
Applications act as pieces of software, which has knowledge in specific areas of a 
product life cycle, such as DR (Design for X, where X can be manufacturing, 
assembly, function, etc. ), and that support the design and manufacturing of such a 
product (Tichem and Storm 1997). Also, applications are responsible for the main link 
between the information system and the end user. 
Depending on the context, different names and definitions are addressed to the 
applications, such as agents (Harding and Popplewell 1996; Haffington, Soltan et A 
1996), actors (Tichkiewitch 1996) or supporting tools (Tichem and Storm 1997). 
The development of software applications into an integrated design environment is 
highly dependent on the information data model with which they share information 
and is a reason why these applications are also called data model driven applications 
(Young, Canciglieri-Jnr et aL 1998). Also, these software applications are significantly 
influenced by user requirements, e. g. graphical interfaces and a specific process to be 
followed. 
2.3.3. Modelling References, Methods and Tools 
As information involved in the development of an artefact can be very complex in 
engineering practice, open system architecture must be used as basis for the 
implementation of product modelling technologies, allowing therefore a common 
description and comparison between information systems. Also, powerful and 
disciplined methodologies and languages are required to capture and represent this 
information data and the way that it is changed (processes), providing a reference for 
discussions and software systems design and implementation (Court, Culley et al. 
1995; McKay, Bloor et al. 1997). 
(Kosanke and Vernadat 1999) summarises main works carried out in the area of 
enterprise integration in the last years, identifying 4 main areas: systems integration, 
application integration, business integration and enterprise integration. While the last 
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one appears as a tendency into the integration issue, the volume of information 
involved is significantly higher. 
CIM-OSA (Kosanke 1995; Kosanke and Vernadat 1999), PERA (Purdue Enterprise 
Reference Architecture), GRAI-GIM (Doumeingts, Marcotte et al. 1995; Carrie and 
Macintosh 1997) are examples of reference models that allow describing an integrated 
system, enabling the creation of enterprise models and taking into consideration 
different viewpoints (information, function, recourses, organisation, etc. ). However, 
such references are focused on enterprise integration and representation, which is not 
the main goal of this research. 
ISO/RM-ODP (International Standard Organisation/Reference Model for Open 
Distribute Processing), OMG/CORBA (Object Modelling Group/Common Obect j 
Request Broker Architecture) and OSF/DCE (Open Software Foundations/Distributed 
Computing Environment) are examples of some standards for open distributed 
processing, which aim to 6nable interaction between systems and applications. Such 
standards allow also developing system architectures which are themselves open, 
achieving interoperability and portability among their individual component systems 
(Blair, Coulson et al. 1996). However, such standards define a general framework 
upon which the system must be developed, and formal languages or methodologies to 
represent specific levels of such framework are still required. 
The RM-ODP is an important reference model for this research in the way that it 
provides a reference for describing open distributed systems in different viewpoints. 
Such reference models will better explained in Chapter 3. However, the RM-ODP 
mainly highlights the content of the essential views of the system, and does not dictate 
either, how the information system should be designed and implemented, or which 
tools, techniques or even syntax and semantic should be used to design and implement 
the requirements represented at each viewpoint. Therefore, to support and guide the 
design and implementation of the software system consistently and efficiently, 
progressing through each level of the RM-ODP, an application of a formal language 
(notation) associated with a method/process is required. 
(Molina, Ellis et al. 1994; McKay, Bloor et al. 1997) have addressed how some of 
these tools, such as IDEFO (ICAM DEFinition language for functional modelling), 
13 - 
Chapter 2 
Booch Methodology (Booch 1994) can be applied as languages for describing a 
system into RM-ODP. 
(Court, Culley et A 1995) compares some of the different kinds of methods and 
techniques for modelling engineering design information, based on different criteria. 
However, such comparison is not made upon a reference model view. 
In the last years, object-oriented technology has gained significant attention as a 
programming tool because of its advantages in the handling of complexity, 
modularity, encapsulation, reusability, extensibility and abstraction of real-world 
objects (Taylor 1992; Zhou, Greenwell et A 1994; Wainwright, Leung et aL 1996). 
This provides the facilities for information retrieval and communication (Ghodous 
and Vandorpe 1998). 
As a result, object oriented technology has migrated from simple and isolated 
languages to more comprehensive methods, which allow the analysis, design and 
representation of a whole information system. (Monarchi and Purh 1992) present a 
comparison among some of this methods. 
Also, when applied to integrated and concurrent design environments, where 
information models become sources of data and knowledge for different applications, 
object oriented technology can bring also significant advantages upon other 
technologies previously used, e. g. relational databases (Kung, Du et aL 1999). 
For this reason, the use of object oriented representation for product and process 
design has gained substantial attention by the literature (Shen and Barth6s 1997; 
Gorti, Gupta et A 1998; Kung, Du et A 1999). (Ghodous and Vandorpe 1998) show 
some of the relationships between object-oriented models and EXPRESS, which is an 
"object-flavoured" information specification language, to support the transformation 
and unification of different product and process data models. 
The research work on this thesis applies the object-oriented technology for the 
definition of information structures and development of software applications. 
One of the last and more significant developments into object oriented technology 
analysis, design and representation is the UML (Unified Modelling Language). It 
allows capturing since the functionality until the final representation of the object and 
their properties into an object oriented system (Texel and Williams 1997; Booch, 
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Rumbaugh et al. 1999; Jacobson, Booch et al. 1999). Such notation and its relation to 
this research are explained in more details in Chapter 3. 
2.3.4. Architecture systems to support CE 
The three elements addressed above, product modelling, applications modelling and 
reference, methods and tools, should be taken into consideration in any system that 
purport to support CE activities into an integrated environment. Attempts have been 
made in defining such environment based on different approaches and methodologies, 
such as PACT (Palo Alto Collaborative Testbed) (Cutkosky, Engelmore et aL 1993), 
SHADE (SHAred Dependency Engineering) (Olsen, Cutkosky et aL 1995), SHARED 
(Gorti, Gupta et aL 1998). 
However, since this research has been significantly influenced by MOSES (Model 
Oriented Simultaneous Engineering System) architecture, such a system is focused on 
this thesis, and is described in the next sub-section. 
2.3.4.1. MOSES (Model Oriented Simultaneous Engineering System) 
The MOSES (Model Oriented Simultaneous Engineering System) project has been 
researched at the Manufacturing Engineering Department of Loughborough 
University in cooperation with Leeds University under ACME funding. The 
specification of the research into MOSES focused on a computer based system that (I) 
provides product and manufacturing information, (II) enables decision support based 
on these information sources and (III) is co-ordinated in a manner that makes it 
suitable for operation in a simultaneous engineering environment (Ellis, Molina et aL 
1995). 
The basic architecture of the MOSES is depicted in Figure 2-2, where three main 
elements are identified: information data models, integration environment and 
software applications environment. Two information models have been implemented 
as object-oriented databases, named Product Model and Manufacturing Model, which 
are linked to an open set of computer applications, by an integration environment. An 
application called Engineering Moderator ensures that the evolving product design 
considers the different life cycle activities that are represented by the application 
environments. The application configuration and functionality will be dependent on 
the needs of the host organisation (e. g. DFM, DFA, etc. ). 
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Figure 2-2 - MOSES Architecture 
The ISO/RM-ODP (ISO/IEC 10746-1) was taken as reference model to guide the 
MOSES research in defining a CAE-RM (Computer Aided Engineering - Reference 
Model), enforcing, therefore, the generic and modular characteristics desirable in this 
model. The definition of the first three viewpoints, e. g. enterprise, information and 
cornputational viewpoints, has been mainly focused (Lirn, Juster et al. 1997). For the 
modelling of these different viewpoints of the system, Booch Object Oriented 
Methodology (Booch 1994), IDEFO (Colquhoun, Baines et al. 1993) and EXPRESS 
(ISO CD 10303-11) methodologies and standards have been applied (Molina, Ellis et 
al. 1994). 
The following sub-section describes each of the components of MOSES architecture. 
2.3.4.1.1. ItIfOrmation Models 
As mentioned above, two information models have been explored in MOSES 
research, named Product Model and Manufacturing Model. 
The Product Model contains information about the product related to its life cycle and 
is based, wherever possible, on the evolving STEP standard. The Product Model is a 
source and repository of information for many applications, and, as such, allows 
information to be shared between the many users and software components of the 
CAE system. Thus, all agents involved in the design process (humans or software) 
must actively participate in information sharing by utilising the common product 
model database. 
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The Manufacturing Model describes available manufacturing process (injection 
moulding, machining processes, etc. ), resources (machines, tools, fixtures, etc. ) and 
strategies (how these resources and processes are used and organised), providing a 
consistent source of manufacturing information for applications. It has four levels 
based on a de-facto standard namely, Factory, Shop, Cell and Station, which represent 
the functionality of the manufacturing facility of any firm. It has been modelled using 
information related to machining and injection moulding (Al-Ashaab 1994; 
Molina, Ellis et A 1995). 
The concepts of Product Model and Manufacturing Model in MOSES has been 
explored into the field of injection moulding design (Al-Ashaab 1994; Lee 1996). 
Such works are reported in Chapter 3 of this thesis. 
2.3.4.1.2. Strategist Applications 
Strategist applications are specialist expert applications, which assist users of CAE 
systems in the evaluation, modification and extension of the product design using 
criteria, which are closely allied to particular design perspectives. The strategists can 
be refereed as different DFx applications (2.3.2) with particular interests in the 
different phases of a product design and manufacture. Therefore, each application will 
hold its own criteria, rules and knowledge, which the final product should respect. 
The MOSES project has focused on two particular kind of applications: Design for 
Manufacturing (DFM) (Al-Ashaab 1994; AI-Ashaab and Young 1995) and Design for 
Function (DFF) (Lee 1996; Lee and Young 1998) perspectives. 
2.3.4.1.3. Integration Environment 
An Integration Environment is required to enable the many elements of the MOSES 
CAE System to work together, even though they may be distributed over many 
computing platforms, and even located at several sites. The integration environment 
must satisfy the requirements of each individual element and provide support for 
interactions and communication between applications. However such an environment 
is not very related to this research. 
2.3.4.1.4. Engineering Moderator 
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The Engineering Moderator is a specialist manager or coordinating program whose 
role is to provide driven concurrency within the MOSES system. The engineering 
moderator must be capable of (Harding and Popplewell 1996): 
e Promote communication and negotiation between design agents (combination of 
strategists applications and human designer); 
* Identify that significant problems may have occurred in the design; 
Determine the course of action to follow when a significant problem is identified, 
and 
Maintain communication between interested agents until the conflict of interest has 
been resolved. 
The Engineering Moderator works by monitoring and analysing the proposed input to 
the product model in order to access whether the user, or any of the application 
environments, should be advised of the design change. To achieve this, the Moderator 
has an in-built knowledge base that contains details of the types of product 
information change, which are particularly sensitive to each application environment. 
Three expert modules composed the Engineering Moderator: Knowledge Acquisition 
Module, Design Moderation Module and Design Agent Module. (Harding and 
Popplewell 1996; Popplewell and Harding 1996) show more details about the 
structure and the contents of this application. As the integration environment, this 
element is not related to this research. 
2.4. Engineering Design Information Reuse 
2.4.1. Computational Support to Engineering Design 
The development of a product involves several activities and steps in order to 
conceive, design and commercialise it. (Ulrich and Eppinger 1995) present these steps 
as Concept Development, System-Level Design, Detail Design, Testing and 
Refinement and Production Ramp-up phases, where the design phases have been 
recognised as some of the most important activities during a product cycle life. 
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(Dixon 1995) defines the design process as a series of activities by which the 
information about a designed object is changed from one information state to another, 
and hence solve a design problem. Such a process requires different types of 
knowledge. This opinion is also shared by (Court, Culley et A 1995). 
(Evbuomwan, Sivaloganathan et aL 1996) present a comprehensive review about 
design, discussing such aspects as definitions, theory and methodology, 
classifications, philosophies, models, methods and systems. The authors describe 
three main kinds of design models, namely: prescriptive, descriptive and 
computational. While prescriptive models tend to look at the design process from a 
global perspective, covering the procedural steps, e. g. (Pahl and Beitz 1996), 
descriptive models are concerned with designers' actions and activities during the 
design process, e. g. Suh's Axiomatic Approach (Suh 1995). Computational models 
are related to the application of computational technologies to support design (Al 
Hamando and Kumura 1994). This research is mainly concerned with computational 
support for design reuse, more specifically focused on an information based approach. 
To provide computational support for design activities, models that represents such 
activities, i. e. information and process models, should be understood and built 
(Krause, Kimura et A 1993; AI-Salka, Cartmell et A 1998). 
(Hsu and Woon 1998) address that to support design processes two main difficulties 
must be overcome: modelling the complex interaction between various facets of a 
product and reasoning about the generation and selection of feasible solutions. The 
authors survey several techniques for modelling representation (e. g. languages, 
geometric models, objects, etc. ) and reasoning techniques (e. g. CBR, KBS, neutral 
networks, etc. ). The reasoning techniques are still classified as driven by data or by 
knowledge, depending on the quantity of infori-nation that it requires. 
(Grabowski, Lossack et aL 1996) address two main approaches used in design 
systems, named process oriented (strategies for solving design problems) and 
information oriented (modelling information needed for design). An architecture of a 
knowledge based design system is presented encompassing components of both 
approaches. 
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(Ullman 2000) states that design work has focused on the mantra "design is the 
evolution of information punctuated by decision-making". Definitions of data, model, 
and knowledge are presented, as well as how each of these information sources relates 
to another, to support design decision-making. 
(Gorti, Gupta et aL 1998) address the importance of modelling the design process 
together with the modelling of design products, i. e. artefacts, for the automating 
design process and representing design history. An integrated approach to modelling 
the design enterprise as a whole is presented. 
(Tichern and Storm 1997) state that a design model which supports the application of 
computational tools should be capable of handling both, product models and life- 
phase system models. A model of the design process, which serves as a basis for 
developing life cycle computational supporting tools e. g. DFx's, is proposed. 
Works dealing with models to capture the design process or design rationale, as either 
general or focused on specific design phases, can be found also in (Dowlatshahi 1994; 
Dowlatshahi(l) 1994; Lahti, Mantyla et al. 1997; Gao, Zeid et al. 1998). 
This research is not focused on the modelling of the design process, but how 
information can be modelled to support design reuse activities. 
2.4.2. Redesign 
Three main categories/types of design problem have been identified by the literature, 
depending on the availability of the information and knowledge during the design 
process (Al Hamando and Kumura 1994; Evbuomwan, Sivaloganathan et al. 1996): 
u Original/Non-Routine design: characterised by ill-defined goals, development of 
new concepts and lack of knowledge. This kind of design can be further divided in 
innovative and creative; 
o Redesign: expanding the boundaries of the existing design principles to adapt 
functions and other changes of the new product; knowledge about decomposition 
is available, however modifications makes it necessary. to acquire new knowledge. 
It can be further divided in adaptive and variant design; 
-20- 
Chapter 2 
a Routine design: there is sufficient knowledge about function structure and goal 
structure. Compiled plans are available for goals and subgoals. The modification 
is restricted to some features; 
Among the categories presented above, redesign has attracted significant interest 
because of the advantages in allowing the reusability of the knowledge and 
information from past experience and previous products (Fowler 1996). Additionally, 
this approach allows companies to have a maximum payback for each new 
development through the production of different products (variation) based on the 
same design concept. 
(Fowler 1996) defines variant design as "a technique supporting retrieval of an 
existing design specification for the propose of adapting that design specification for 
use in the design of a new, but similar artefact". (Evbuomwan, Sivaloganathan et A 
1996) states that variant design is a kind of redesign where based on a proven design 
as a basis for generating further geometrically similar designs of differing capacities. 
(Fowler 1996) also states that during the redesign process the designer: 
Can seek inspiration for solution from existing design solutions; 
May have a conceptual solution in mind but seek for design solutions that are 
conceptually similar, or 
Can have an overall idea of the structure and organisation of satisfying artefact but 
can finish faster given a previously designed solution. 
The above activities raise issues related to storing, manipulation and retrieving of 
information and past experiences to support design, which computational tools can be 
applied quite successfully. (Finger 1998) identifies these issues as representing, 
capturing, organising and retrieving the design knowledge, and addresses that there is 
a need for knowledge and information representation of an artefact, in order to 
develop computational environments to support design reuse. 
CAD systems provide extensive support in the detailed phases of design, through 
features-based modelling and parametric design, however actual redesign is not 
supported since no reuse of information is performed (Fowler 1996; Finger 1998). 
Therefore, applications of computational tools to support design reuse of information 
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have gained significant attention by industry and research community in the last 
years. 
2.4.3. Design Reuse 
2.4.3.1. Design Reuse Concepts 
(Sivaloganathan and Shahin 1999) state that design reuse is aimed at maximising the 
use of engineering creativity and expertise in design, by reuse of successful past 
experience in part or in whole for new designs. The authors discuss the current 
research carried out in design reuse based on a classification of different categories: 
focused innovation, cognitive studies on design reuse, computational perspective of 
design reuse, use of standard components, design reuse tools and methods, design 
reuse systems, and issues in design reuse. 
(Fothergill, Arana et A 1996) defines design reuse as "the design of a specific article 
to satisfy a customer specification in the context of an existing history of designs of 
similar articles forming a product family. The assumption is that the overall functional 
requirements in the product family remain the same, and that re-design does not 
involve the synthesis of new ways of solving design problems. It does involve re-use 
and adaptations of existing solutions and parts, and, possibly, new combinations of 
sub-solutions". 
In spite of all attractions offered by reuse, (Ormerod, Mariani et A 1997; Busby 
1999) address that some problems can be identified in design practice, such as 
problems with encoding reuse information, problems in situating reuse within the 
design process, and problems in retrieving reuse information. 
(Finger 1998) addresses that functions, behaviour, form or even context can be used 
to retrieve a prior design, however there is no formal representation available for these 
attributes. 
(Shahin, Andrews et aL 1999) state that some relevant pieces of information, defined 
by the authors as data models, to design reuse are: list of prioritis ed requirements, 
function list, annotated function and means, parts tree and feature-based model of 
parts and assemblies. These data models are based on the structure of the DFD 
(design function deployment). 
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However, when aiming the computational application of design reuse into CE 
environments, other issues must also be considered such as the computational 
approach applied for the retrieval process, representation of design process and 
representation of the more appropriate information structure. 
2.4.3.2. Design Reuse Computational Approaches 
The applications of computer based system to support design reuse has increased in 
the last years, as can be seen in the Proceedings of the Engineering Design 
Conference'98 (Sivaloganathan and Shahin 1998). 
(Duffy, Smith et A 1998) identified research work in computer based systems 
focused on supporting design reuse and classified them within three main 
computational approaches, named: (I) indexing and information retrieval; (II) 
knowledge utilisation, which is further divided in case based reasoning, model based 
reasoning, plan reuse and customised viewpoints, and (III) exploration and adaptation. 
A comprehensive comparison of the systems reviewed against an existing design 
reuse model process is presented and discussed. 
Bellow is presented some computer based systems, identified in the literature, that 
support design reuse: 
DEKLARE (Design Knowledge Acquisition and Re-Design Environment), where 
a framework for supporting adaptive/variant design of mechanical artefacts is 
defined. Functional, physical and process design models are used through 
constraint management (Fothergill, Forster et al. 1995; Fothergill, Arana et al. 
1996). However, DEKLARE characterises as a process based approach driven by 
a mapping of constraint definition, and is applied to more simple and defined 
product structure; 
RODEO (Reuse of Design Objects), where based on a given requirement 
specification, suitable redesigned objects are retrieved from a design database. 
Thus the current design problem is solved by instantiation or by (small) 
adaptations. A feature-based model describes design objects and requirement 
specifications by their properties (Altmeyer, Schuermann et al. 1994; Altmeyer, 
Schuermann et al. 1994) However, the reuse of designed objects is focused on a 
CAD framework; 
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DESPERATO (DESign Process Encoding & Retrieval by Agent Designated 
Operations), where reuse in highly innovative and creative design task is 
investigated through the use of a computer-based indexing system. Intelligent 
agents that conduct encoding and retrieval operations on the user's behalf, have an 
interface with an object oriented database (Ormerod, Mariani et aL 1997); 
o DEDAL, where an intelligent guide for browsing multimedia design documents 
supports reuse of engineering experience. A model for retrieval and indexing of 
multimedia design information is used (Baya, Gevins et A 1992). However, the 
reuse in DEDAL is applied to management aspects of the design documents rather 
than the product design itself, 
9 NODES (Numerical and Object based modelling system for conceptual 
engineering DESign), where knowledge of design solution objects and their 
numerical relations are modelled. NODES is an interactive modelling system, 
which supports to build, manipulate and analyse a model of the design artefact and 
provide information feedback on the model. The knowledge is obtained by 
accumulating solutions of problems defined within that domain (Duffy, Persidis et 
A 1996). 
(Fowler 1996) addresses that two main research approaches have been developed to 
support redesign, named analogical reasoning and cased based reasoning. While the 
former is associated with the application of Knowledge-Based Systems (KBS), the 
later is associated with Case-Based Reasoning systems. 
2.4.3.2.1. Case-Based Reasoning 
Case-Based Reasoning (CBR) is a general paradigm to Artificial Intelligence (AI) 
problem solving based on the recall and reuse of specific experiences (Maher and 
Gomez de Silva Garza 1997). The CBR systems provide new solutions by analogy of 
past design situations, based on an adaptation of the previous selected solutions. 
The main argument underlying CBR systems, is that human problem solving does not 
always involve reasoning from first principle, but may alternatively be a matter of 
relating information about a problem to past experience of solving problems (Lees 
1997). This argument provides some implementation advantages of CBR systems in 
relation to KBS, such as not requiring an explicit domain model and identifying only 
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significant features that describe a case (Watson and Marir 1994; Maher and Pu 
1997). Also, CBR uses actual past experiences to learn and solve new problems, 
rather than generalised heuristics, as in knowledge-based systems/expert systems. 
Figure 2-3 describes the four main processes of CBR cycle. (Aamodt and Plaza 1994) 
define these processes into a framework, as Retrieve, Reuse, Revise and Retain. Thus, 
the process starts when a CBR system retrieves a suitable case from a case library by 
matching indexes established for the new problem. The information and knowledge 
found in the case retrieved is then, reused to provide an initial solution to the problem. 
Unless the solution fully satisfies the problem, the retrieved case will be revised, 
based on domain rules, heuristics or human intervention, producing a new case that 
can be retained, if considered as a valuable solution. 
Problem 
RETRIEVE L 
R 
E 
u 
S 
E 
RETAIN L 
Case-Base 
REVISE 
Confirmed Psqvsed 
Solution Solution 
Figure 2-3 - CBR process 
In order to deal with the CBR approach (Maher and Gomez de Silva Garza 1997) 
address two main considerations, named, representation of cases, and process models 
for recalling and adapting design cases. While representation of cases is responsible 
for storing the cases in a form that the "reasoner" (computer or human) can 
manipulate, the process models are responsible by finding a relevant design 
experience, recognising differences between the selected case and the new design 
problem, and changing the select case to the new design problem. 
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A review of researches and the commercially available CBR software tools, applied to 
design, can be found in (Watson and Marir 1994; Maher and Gomez de Silva Garza 
1997; Maher and Pu 1997; Watson and Perera 1997). 
However, building a real CBR system within more complex design areas can raise 
some limitations such as, the availability of cases; the expressiveness of the cases 
representation language; the complexity of the retrieval algorithm and the knowledge 
needed for the adaptation process (Maurer 1996). 
Also, the application of CBR can be found in several areas, but few systems are 
placed in the mechanical design domain, more specifically CADET and KRITIK 
(Fowler 1996; Maher and Gomez de Silva Garza 1997). The problem is that 
mechanical design is a complex area and the representation and use of cases requires a 
significant assistance of generalised knowledge and heuristics (NedeB and Jacob 
1997; Gao, Zeid et aL 1998). This means that Knowledge-Based Systems can still be a 
better approach and alternative for design problem solving in this area (Chapter 4; 
section 4.2.2). 
It is not the main goal of this research work to assess points in adopting the CBR 
approach, but the state that it is a well-known and important alternative approach. 
2.4.3.2.2. Knowledge-Based System 
While CBR focus on how to select, represent and organise actual cases, Knowledge- 
Based Systems (KBS) are focused on how to capture, represent and apply 
comprehensive knowledge models (analogies) to solve new design situations. 
(Santhanarn and Elam 1998) define KBS as a system which utilises AI methods and 
store knowledge of a specific problem or technique to provide decision support. 
(Blount, Kneebone et al. 1995) define KBS as computer systems which are 
programmed to include an internal representation of know-how about particular tasks. 
This know-how is used to solve problems, give advice and draw inferences. 
(Dixon 1995) provides a more general definition, where KBS is a special class of 
computer programs that claim to perform, or assist humans in performing, specific 
intellectual tasks. The author makes a differentiation of the KBS from other kind of 
programs, by the use of explicit knowledge (Figure 2-4). This provides certain 
flexibility in terms of changing the knowledge without entering or modifying the 
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computer code that expresses the problem-solving algorithm. Therefore, besides being 
more difficult and complex to develop than domain specific applications, KBS once 
developed are more general and can be applied to wider range of products. 
Input 
Problem .4 
Knowledge 
Solving 
Algorithm 
------- jfKno=; wlcdgc 
C2 Base 2 
Output 
Figure 2-4 - General structure of a KBS (Dixon 1995) 
KBS is also defined as KBE (Knowledge Based Engineering systems) when applied 
to the engineering area. (Anderson 1994) discusses the application of KBE systems in 
concurrent engineering environments, focusing on its relation with product models. 
(Chapman and Pinfold 1999) define KBE as an engineering method that represents a 
merging of object-oriented programming, artificial intelligence techniques and 
computer aided design technologies, giving benefits to custornised or variant design 
automation solutions. The ultimate goal of the KBE system should be to capture the 
best design practices and engineering expertise, i. e. product and process model 
representation, into a corporate knowledge base. The authors report the use of the 
KBE tool applied to structural body description in automotive design. 
The application of KBS requires the capture, representation and validation of such 
knowledge (Kiritsis 1995) (Caillaud and Noyes 1996). Even though different 
commercial methodologies for KBS development, e. g. KADS, STAGES, GEMINI, 
are available, they do not provide enough detail to be applied into product design 
process (Blount, Kneebone et A 1995). Blount et al. address also four main types of 
knowledge used within the whole design process, named: entity attribute, topological 
connection, function entity and manufacturing attribute. The mapping between such 
models identify key areas in which knowledge engineering might be concentrated in 
the first stage of system development. 
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(Sainter, Oldham et A 1998) state that there is a need for a standard product 
knowledge representation language to provide the ability to exchange product 
knowledge as well as product data. This enables reuse and sharing of product 
knowledge between different knowledge based systems. 
(Deneux and Wang 2000) state that in addition to a product model and a design 
process model, computer assisted design requires also a knowledge model, which is a 
necessary link between product and process models. Three types of classical 
approaches for knowledge modelling in design are addressed, namely, symbolic 
representation, e. g. IF-THEN; connectionist representation, e. g. neural; and 
representation of imprecise knowledge, e. g. fuzzy. The authors propose a hybrid 
model to represent expert knowledge and to support the decision making process in 
redesign, based on a fuzzy representation of design constraints. 
(Harrington and Soltan 1995) suggest that one of the critical issues about KBS is 
when the knowledge starts to become wider, larger and more complex, for example 
within a Concurrent Engineering environment, where different expertise systems a 
placed together. The development of KBS as separate entities has additional 
advantages besides reducing the complexity of development and maintenance. 
However to cope with this approach, conflicts negotiation method or strategies must 
take place (Popplewell and Harding 1996). 
The research performed in this work has been based on a KBS approach, however the 
modelling of the knowledge has been defined within an information based approach. 
The reuse of these pieces of knowledge has been defined as an important issue, as 
well as the simplicity of the model created to represent this knowledge. This issues 
are highlighted in the contribution of this research in Chapter 4. 
2.4.4. Product Architecture 
A product can be seen in both functional and physical terms. The functional elements 
of a product are the individual operations and transformations that contribute to the 
overall performance of the product. The physical elements are parts, components and 
subassemblies that can implement the product functions. This visualisation is 
achieved through the definition of a product architecture, which is a fundamental 
requirement to provide the necessary functionality and variance in a product family. 
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(Ulrich and Eppinger 1995) define product architecture as a scheme by which the 
functional elements of a product are arranged into chunks and by which these chunks 
interact with each other. This architecture can be modular or integral, depending the 
way that the product has been defined. In the modular architecture the relationships 
between chunks are well-defined and each chunk implements one or few functions. 
Products with this architecture usually correspond to the aspect of variety. The 
integral architecture corresponds more to the aspect of performance and usually the 
one chunk can implement several functions. The interactions between parts of product 
are not well defined. 
(McKay, Erens et al. 1996) presents some definitions related to the product variety, 
where the product family identifies the commonality and differences between the 
individual products that form a product range. A variant of a product family is an 
individual product that conforms to the product family, since it has all features that 
are common to the family, and parameters. Finally, product range is defined as a set 
of variants of a single product family. In their work, (McKay, Erens et al. 1996) use of 
product modelling techniques to describe families of products without redundant data. 
To avoid misinterpretation of the concept developed in this research it is appropriate 
to highlight the difference between the product range definition provided by 
(McKay, Erens et al. 1996), and the Product Range Model definition in this research. 
The Product Range Model is a separated information model from the product model, 
which stores the range of ways of designing a product range, based on its 
functionality, rather than a product model that stores a set of variants of a single 
product family. The limitations of the product model information structures to support 
design reuse are discussed in Chapter 4. 
(Erens and Verhulst 1997) define product family as a product with identical/standard 
interfaces, i. e. interfaces between the product's components, for all variants in each 
product architecture domain. Three product architecture domains, namely functional, 
technological realisation and physical realisation, are defined. 
(De Lit, Danloy et al. 2000) define product family as a group of products based on a 
specific design concept or derived from a standard/parent product. The authors 
present a product structure model for product families, which is able to deal with 
partial information of the product at early design stages. 
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(Tseng and Jiao 1997) present a variant approach to support product definition, where 
new products are evolved from existing products. Four domains are defined: 
customer, functional, Physical and process. An approach based on recognising 
functional requirement patterns from past design efforts and developing product 
specification for a new design is proposed. 
The importance of functions in defining a product architecture has been also recently 
recognised for major standards such as STEP (Mannisto, Peltonen et al. 1998; 
Mohrmann 1999), where the concept of Product Class is used to represent products 
with similar characteristics. 
(Erens and Verhulst 1997) address how product's architecture support the 
development of a product family. Product's architecture is defined as the composition 
of a product from a number of component products, where this architecture is 
responsible for describing the components, together with their interfaces and 
operators. The modularity and integration, based on product variety and performance, 
respectively, are addressed as main aspects in defining the product architecture. The 
product's architecture is defined in three domains, defining the required function, 
technological realisation and physical realisation, and their relationships. The 
relationships between functions (functional domain) and solution principles 
(technological model) are addressed through four main steps: (I) decomposition, (II) 
allocation, (III) composition and (IV) validation. 
ftinctional model technology model 
14 
allocation 1 
Figure 2-5 - Four elementary design steps (Erens and Verhulst 1997) 
(Allen and Carlson-Skalak 1998) present a method for defining product's architecture, 
which is composed by three main steps, namely, identify product modules, identify 
function structure and finally identify system function structure. 
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The use of product architecture defines an important line of research, which makes 
also use of the product modelling principles for its applications. 
Besides the advantages provided in the definition of a product architecture, the 
information structures, discussed above, are limited in terms of supporting design 
reuse (Costa and Young ). This is because they can only support variants of existing 
designs. However, the understanding and definition of product architecture, more 
specifically related to the associations between functions and physical solutions, is an 
important issue in the definition of the Product Range Model information structure. 
2.4.5. Functional Design 
Functional design is a fundamental concept to the design process, which allows the 
representation of the product in terms of functional intents, rather then purely 
geometry. (Chittaro and Kumar 1998) identify different approaches to represent 
function and how functional reasoning can be applied to engineering. 
Functional representation has been recognised as an essential aspect for developing 
future "intelligent" computer aided conceptual design tools (Al Hamando and Kumura 
1994; Beng, Britton et al. 1998). This functional representation provides computer 
tools with the link between design functions and structure (physical) embodiments 
used to realise the functions. Such link can offer some benefits such as, support to the 
initial stages of the design (Chakrabarti and Tang 1996), store and capture of design 
rationale (Chandrasekaran, Goel et al. 1993; Tseng and Jiao 1997) or support product 
structure and design management (Tichkiewitch 1996; Gorti, Gupta et al. 1998; 
Snooke and Price 1998). 
Two basic approaches are used to enable the transformation from functional 
requirement to geometry structures within a design problem (Al Hamando and 
Kumura. 1994): 
e Top-down approach, which starts with functions and look at the resulting shape 
=; ý requires =; ý S), and 
Bottom-up approach, which starts with known shape elements and asks for 
underlying functions (s =; ý provides =; ý 
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Due to the nature of the function, techniques are necessary to decompose complex 
functions into more simple functions that can be manageable as design tasks and 
implemented by a design solution, allowing parallel development of different 
subsystems of the same product. Two approaches are traditionally adopted for 
functional decomposition (Ringstad 1997). These are: 
* Function/means tree: where functions and solutions are shown in a hierarchical 
structure. Solutions to previous functions give rise to new functions and so on. 
Functions are expressed by verb/noun pairs and means realise functions including 
solution principles; 
Main Funedon 
I Design Solution I 
Sub-function I Sub-function 2 Sub-funcuon 3 
I 
Design Solution I 
- r--- ýSub-functlon L1 - y/'Sub-funedon 1.2 '7 
Figure 2-6 - Function/means decomposition 
Axiomatic approach: where functions and solutions are mapped in terms of 
functional requirements (FR) and Design Solutions (DS) (Suh 1995); 
Design 
Functional Solutions 
Requirement 
22 
3 
131 
Functional Physical 
space space 
Figure 2-7 - Mapping between functional requirements and design solutions 
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The importance of functions in the representation of the product architecture has been 
addressed in the section 2.4.4. As a result functions are included in the representations 
of the product model information (McKay, Erens et aL 1996; Mannisto, Peltonen et aL 
1998). 
(Henderson 1993) explores the relationships among functionality, features, and 
dimensions and tolerances within a product model. A framework is defined, where a 
product model is divided into a physical realm model and meta-physical model. The 
first one holds physically based models, e. g. geometry, topology, material 
specification, dimensions, tolerances and features. The second one represents meta- 
knowledge of physical design, such as the reasons for entity existence in physical 
model, e. g. needs, functions, physical principles, instances, relations, constraints, 
design intentions. Into the last model, the concept of PDU (Product Definition Unit) is 
addressed, which holds attributes such as types, characteristics, relations and 
constraints with other PDU, and links with physical entities. The main link between 
both models is defined through the features. 
(Baxter, Juster et A 1994) address some limitations related to traditional product 
functional modelling approaches in computational applications to support the redesign 
process. A data model, which allows the representation of the functions of each 
feature, component and assembly in the product, is presented. Both, functional and 
structural hierarchies are represented in the functional data model. 
Design reuse is where functions gain great power in that, associated with product 
constrains and other requirements, they can be used to identify more precisely 
potential design solutions (Hashemian and Gu 1997). This can be achieved by the 
application of different computational/mathematical approaches, such as constraints 
management (Forster, Fothergill et A 1997), fuzzy representation of design 
constraints (Deneux and Wang 2000), constraint-based approach (Bowen 1997; 
Chung, Hwang et A 2000) or graph-theoretic methods (Feng, Huang et A 1996; 
Beng, Britton et A 1998). However, these approaches are usually focused on the 
design process rather than information based. 
This research work does not intent to explore the concepts behind functional theory, 
which can be a quite extensive subject, but state its importance in providing guidance 
in design reuse within the Product Range Model. 
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2.5. Injection Moulding Software Tools 
2.5.1. Injection Mould Design 
Four main activities can be identified during the cycle of injection moulded parts 
development, which are plastic component design, injection mould design, 
manufacture of the injection mould and manufacture of the plastic component 
(injection moulding process). Each activity has particular importance during this 
cycle, however because of its cost, time limitation and complexity, the injection 
mould is considered as a vital element, receiving particular attention on its design 
process. This research has defined injection mould design as its area of application. 
Injection mould can be defined as an arrangement, in one assembly, of one or more 
number of hollow cavity spaces (impressions) built to the shape of the desired 
product, with the purpose of producing, usually, a large number of plastic parts or 
products (Rees 1995). The injection mould is mounted in an injection machine, which 
perform the following process steps: close the mould, inject the plastic into the cavity 
spaces, cool the mould, open the mould and eject the plastic component (Malloy 
1994; Strong 1996). Such steps represent some of the main functions that must be 
coped with during the injection mould design (Catic and Raos 1989; Menges and 
Mohren 1993; Sebastian 1993). 
Representations of the conventional design flow process for injection mould can be 
found in (Menges and Mohren 1993; Belofsky 1995; Rees 1995), highlighting how 
interactive and complex this process can be. These interactions can be related to 
external and internal aspects of the injection mould design. Some of the external 
aspects are requirements of the customer, injected plastic component, injection 
moulding machine, capabilities of machining processes. Some of the internal aspects 
are number of cavities, type of mould or injection mould systems definition (Figure 
2-8). As a result, knowledge, experience and judgement in injection mould design are 
usually built only by years of experience, making difficult to establish a "defined" 
design methodology in this area, and therefore resulting in the lack of experienced 
people. 
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Figure 2-8 - Injection moulding information exchanges 
These issues associated with the availability of new tools (software and hardware) has 
put injection mould design as a challenging area for exploration of the concepts of 
software support systerns based on the concept of concurrent design. However, 
because of the diversity of information involved, researches conducted in this area 
have been focused on several different subjects. 
The following sections provide a clarification on injection mould design support 
system researches, identifying some aspects of interest for this thesis. 
2.5.2. Classification of Injection Mould Design Support Systems 
Traditionally, two main kinds of approaches have been applied and investigated to 
support injection mould design (Al-Ashaab and Young 1995; Chin and Wong 1996): 
Mathematical simulation analysis approach, which represents the injection 
moulding mathematically and assists the design process by simulation analysis, 
and 
0 Artificial intelligence based approach or computer advise systems, which use 
knowledge-based and expert systems approach. 
The first approach can be categorized broadly in three fields of work, material flow, 
solid mechanics and heat transfer problem solving. Several software packages are 
commercially available (MoldFlow, C-Flow, etc. ), which usually can perform plastic 
flow analysis, cooling analysis, shrinkage analysis, warpage analysis and/or stress 
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analysis (Yeung and Lau 1997). A geometrical model, usually in a format of FEM 
mesh, is used to analysis and simulation based on different conditions initially defined 
by the user. This allows detection and solution of some problems, before the effective 
manufacture of the injection mould. 
However, besides being a powerful approach, it requires the construction of a 
mathematical model for its application. This demands, besides a minimum knowledge 
about the finite element theory and analysis, definition of process conditions and 
certain assumptions, which usually are not available at the early design stage. For 
example, the user needs to know where and how to locate the gates, cooling, etc., 
" in 
order to avoid the creation of a false model (Onalir, Kaftanoglu et al. 1997). Also, 
these tools appear as independent and specific applications within an injection mould 
design environment focusing on the design analysis rather than integrated design 
decision support. 
Artificial Intelligence based approaches, on the other hand, focus on the capture of 
information and knowledge used during the design process. In this approach heuristics 
can be used to create rules to support the designers to compose their design. One of 
the great advantages of this approach is the fact of the designer does not need to be an 
expertise. The system can help him/her in the basic ideas in the very beginning of the 
design process. However, this approach demands formal procedures to capture, store 
and share this information in the right time for the designer. This is one of the main 
challengers of researches in this area. Computational techniques such as knowledge- 
based systems, expert systems, rule-based expert systems, case-based reasoning 
systems, information modeling are usually applied in this type of approach. 
The research presented in this thesis is focused on this second type of approach, more 
specifically related to the modelling of information to support design reuse in 
injection mould design. 
2.5.3. A Framework for Injection Mould Design Research Activities 
A framework classifying works developed around injection mould design, into 
artificial intelligence based approach, is shown in Figure 2-9. This framework tries to 
make a differentiation among main researches conducted in this area, where three 
main kind of research fields can be identified, namely specific support systems, 
integrated support systems and information based support systems. 
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2.5.4. Speciric Support Systems 
Specific support systerns represent works that support specific phases of the injection 
mould design process. Basically works in this area can be classified as supporting 
initial design decisions and main injection mould systems design. 
2.5.4.1. Initial Design Decisions Support 
Initial design decisions are characterised as the first phase in injection mould design 
process. Cost estimation of mould (Raviwongse and Allada 1997) (C11111 and Pun 
1994; Chin(l) and Wong 1996), best layout of mould impressions (Hu, Thevalingam 
et al. 1998) and definition of the optimal parting lines (Weinstein and Manoochehri 
1996; Hul 1997; Serrar and Gabriele 1997; Weinstein and Manoochehri 1997; Zhang, 
Lee et al. 1997) are some of the main issues in this area. 
The evaluation of the mouldability of plastic components is also one of the main 
inputs to injection mould design, however this issue is usually considered in the area 
of plastic component design (Dighe, Jakiela et al. 1993). Plastic component 
information i. e. geometry, material, dimensions, quantity, etc., is one of the main 
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specification of injection mould design. Initiatives exploring the design of plastic 
components for injection moulding can be found in (Pratt, Sivakemar et A 1993; 
Zhang, Nee et A 1994; Borg and MacCallum 1995; Wood and Ulman 1996). 
2.5.4.2. Main Injection Mould Systems Design Support 
The design of specific systems of the injection mould can be considered as the second 
phase in the design process. The injection mould systems are related to the main 
phases of the injection moulding process and the main functions of the injection 
mould, such as feeding, cooling, and ejecting the component from the mould (Mok, 
Chin et A 1994). The application of AI-based systems has been identified mainly in 
the area of feed systems. 
(Wang, Lee et A 1996) propose an algorithm for optimising the ejector system design 
in plastic injection moulds. A CAD system based on heuristic knowledge and analysis 
to support the ejector system design is proposed. A simplified heuristic and 
quantitative analysis for determining the ejector force and size is suggested where the 
balance among the ejector forces is a critical factor. Basically, ejector pin, sleeve and 
plate are used as major ejection techniques. Geometric information is extracted from 
3D moulding part including type of moulding feature, surface pattern and edge style. 
(Ong, Prombanpong et aL 1995) presents a knowledge-based and object-oriented 
approach for the design of the feed system for plastic injection moulds, called 
CADFEED (Computer Aided Design of Feeding System). This system allows the 
calculation of type, location and size of gating system. Different criteria such as, 
aesthetic, symmetry, geometry, mould configuration, material are used to determinate 
the potential candidates for gates, which can be managed by the designer. 
(Irani, Kim et aL 1995) presents a system named AMSD (Automated Mold Design 
System) to support the design of gate and runner systems. A CAE tool is integrated 
with an iterative redesign (new design analysed, evaluated and redesigned, if 
necessary) and knowledge stored in a features representation of the part. Eighteen 
performance parameters are used to evaluate the gate, while four are used to the 
runner. 
Such approaches can provide significant support to injection mould design. However, 
they are focused on specific systems of injection mould, and hence do not take into 
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consideration more general aspects of the design, such as the evaluation of different 
decisions about other injection mould systems and their interactions. 
2.5.5. Integrated Support Systems 
The integrated support systems propose more comprehensive and general 
environments/architectures for supporting injection moulding design, where 
philosophies such as Concurrent Engineering take a significant important as guidance 
basis. The Integrated Molding System (IMS), developed at CIMP (Cornell Injection 
Molding Program), can be considered as an example of such systems (Wang 1997), 
where a suggestion of implementation of the CE concept within the injection 
moulding area is presented. However, it is mainly concerned with the application of 
simulation analysis tools approach. 
(Lee, Li et al. 1997) present a knowledge-based injection mould design system - 
IMOLD (Figure 2-10). Data involved during the design process is divided in non- 
geometrical, (transferred by database) and geometrical (transferred by Parasolid 
neutral file). The authors state that there are two main kinds of parts in one set of 
mould. The first one is product dependent, where shape and size are decided directly 
by the product. They are designed by interactive design, such as core and cavities, 
inserts and sliders heads. The second one is standard parts, where the part shape is the 
same for any product, only size is product dependent. They are retrieved from a 3D 
(three-dimensional) standard part library and determinate by inference of knowledge 
base. Design knowledge is represented by an object-oriented method and stored in a 
form of product model. The structure of a product model used is presented and is 
composed basically by object interface, attributes, rules, method and relationship. The 
aspect of object relationships is mainly addressed between geometry and the 
knowledge stored in each object is significantly rigid, once it is not shown how 
changes or improvements on such knowledge can be made. 
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Figure 2-10 - IMOLD system architecture (Lee, Li et al. 1997) 
(Kruth and Willems 1994) present a prototype intelligent support system for the 
design of injection moulds, developed in the PROMISES project, and composed by 
three main tools integrated, CAD/CAM system, expert system and a relational 
database system (Figure 2-11). The system has the following modules, product 
definition, cavity layout, slide design, inject design, cooling design, ejection design, 
mould type, plate selection, ancillary components and cost calculations. 
The geometrical information from CAD representation and technological information 
are stored in an object-oriented, feature based mould model. There are three kinds of 
classes of objects namely, (sub) assemblies, components and features (Willems, 
Lecluse et aL 1996). 
One of the key points about this work is how each module has access to a centralised 
model, called Mould Model that is responsible for managing all decisions and 
information made during the design process, such as geometrical, technological and 
functional information. Thus, the Mould Model takes each decision made into 
consideration for further phases of the design process. 
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Figure 2-11 - Integration of CAD/CAM, database and expert system tools (based on 
(Kruth and Willems 1994)) 
(Chin and Wong 1995; Chin and Wong 1996, Chin and Wong 1999) present a 
knowledge-based system named, EIMPPLAN (Expert Injection Molding Part 
Planning System). Four main modules compose the system, named: Expert Plastic 
Material Selection Module (ESMATL); Expert Mold Design Module (ESMOLD); 
Expert Mold-Making Process Planning Module and Expert Molding Production 
Planning Module (Figure 2-12). The first two modules, part of the EIMPPLAN- 1, are 
responsible for determining the most appropriate material based on input provided, 
and determining the rnaýjor injection mould design features according to the part 
design requirements and plastic material characteristics, respectively. The other two 
modules are responsible for generating the mould-fabrication process plan, the 
moulding part-production plans, and the time and cost estimations. 
In the ESMOLD, feature-based design is used as a way to connect product design to 
mould design. Also, libraries of part design feature primitives, such as parting line, 
mould cavity geometry, mould core geometry and undercut classification, assist the 
user in defining the part design features. Finally, the result, major injection mould 
features, are classified into cavity number and layout, mould construction type, 
undercut release mechanism, ejector system, type of gate, cooling systern, cavity/core 
finish and mould insert material. 
The work highlights how the plastic component interacts with the iRjection mould 
design through feature-based design. 
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Figure 2-12 - The EIMPPLAM Framework (based on (Chin and Wong 1996)) 
(Lee, Chen et al. 1997) focus the concurrence of the iRjection mould design process, 
where the relationships and interactions among the injection mould activities and 
tasks analysis is the main focus. A system framework involving user interface, 
knowledge-based mould facility (pre-moulding process, moulding layout, feed system 
design, cooling system design and venting design), supporting facility (i. e. knowledge 
bases, databases and libraries) and supporting tools (software analysis and CAD 
systems) is proposed (Figure 2-13). At the supporting facility, the knowledge bases 
include modules for mouldability assessment, undercut detection, moulding features 
design, and detail moulding design. The databases store information about moulding 
materials and moulding machine capabilities. The libraries hold information on mould 
base, moulding features and cooling features. To support the construction of the 
system a mould model, a knowledge model and a data model were developed. 
One key point addressed by their work is the need for coping with interactions 
between different systems of the mould. However, no solution for this issue is 
proposed. 
(Mok, Chin et al. 1994) presents a system called KBMOLD, where the functional 
design viewpoint of injection moulds is addressed. Four main functional systems are 
considered in the injection mould design, named: feed system, eject system, cooling 
system and mould construction. Plastic part information and mould specifications are 
the main input of the system that generates a code. This code is used, in turn, to search 
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for previous designs in a search database, and to select main methods of achieving 
each function in an analysis by function. These methods will allow the designer to 
choose hardware alternatives, which will be stored in a Knowledge Base with the final 
dimensions. 
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Figure 2-13 - System framework for concurrent mold development (based on 
(Lee, Chen et A 1997)) 
(NedeB and Jacob 1997) present a system that aids the designer to choose working 
principles for injection mould functions, based on prior experiences with them. The 
system is composed of a decision support system (DSS) for the designing engineer 
and a system for fault diagnosis on the shop floor. Quality control loops connecting 
design and shop floor supports fault detection related to the injection mould process 
on the shop floor (Figure 2-14). 
Both works presented in (NedeB and Jacob 1997) and (Mok, Chin et al. 1994) reuse 
design information based on actual past experience, i. e. based on a Case-Based 
Reasoning approach. However the interactions between different design decisions are 
still an issue, which is pointed out but not solved. Chapter 4 highlights this as one of 
the motivation issues where this research makes contribution. 
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2.5.6. Information Based Support System 
Information based support system researches are characterised as works that have the 
main goal to provide information structures to support the injection mould design 
phases. Two main kind of information structures can be identified in this respect, 
product information and manufacturing information. 
Most of researches presented in sections 2.5.4 and 2.5.5 address and make use of 
information models, more specifically product models. However, usually such models 
do not represent the main focus of the research, being defined in a restricted context. 
(Shaharoun, Razak et til. 1997) address the application of a product model to support 
product description, however it is applied to plastic product description. 
(Al-Ashaab 1994; M-Ashaab and Young 1995) address how the capabilities of the 
injection moulding process can be represented in a manufacturing model to support 
injection mould design. This manufacturing model captures Information about 
mouldability features, mould elements and injection moulding machine elements, and 
can be used in the design stage to support design for mouldability (plastic product), 
design of the mould and selection of injection machine. The plastic component is 
considered as the main product Figure 2-15. For representation, EXPRESS language 
and EXPRESS-G were used (Al-Ashaab and Young 1997). 
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Figure 2-15 - Manufacturing model used by DFIM application (Al-Ashaab and Young 
1995) 
(Lee 1996; Lee and Young 1998) presents a system to enable concurrent design for 
injection moulding components (Figure 2-16). Design for manufacture information 
supports the injection moulding design process concurrently based on the design fol, 
function process. The functions of product are analysed in terms of mouldabilities that 
in turn are analysed in terms of mould design aspects (core and cavity and mould 
elements systems), allowing a feedback to designer. Translation mechanisms to deal 
with different information have been addressed. The concept of Product Range Model 
is proposed to capture functional and manufacturing information about plastic 
components, however its nature has been not explored. Chapter 4 highlights Lee's 
work identifying points in which the research presented in this thesis makes further 
advances. 
PRODUCT RANGE 
Inierfi 
PRODUCT NIODEI, 
1, itic(i. n, losigti « 
(1,1a 
&, ig. d. u 
USER 
INJECTION MOULDING 
STRATEGIST 
r--------- 
As-m-m 
Cavity/Core 
Assessnicni 
Mould Sy, [, I,, 
Elenients A. ýwssment 
MANUFAc, rURINC. 
MODEL 
, uý dal"I'l) 1"""' 
con. stra 1, 
cavily/core pT(wess 
consiraints 
mould System elements 
prtýcss cmmraints 
Figure 2-16 - Relation between functions and mouldability features (Lee 1996) 
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(Webb, Gerdes et A 1995) describe a database system that minimises data 
communality and software incompatibility problems in integrated injection moulding 
design and manufacturing environment. The system provides a common storage for 
all relevant information of the shop (plant) and allows applications use and shares this 
information. Four different kinds of database are identified: shop resources (machine, 
tool and human), part description library (feature templates, feature rules and material 
database), moldbase description library (component templates and assembly 
templates), and manufacturing procedures library (feature-manufacture procedures 
and procedure-reduction rules). 
The use of injection mould standard components, as information to support the design 
process has also been investigated by some of the researches addressed in section 
2.5.5. 
(Willems, Lecluse et A 1996; Kruth, Willems et aL 1997) state the importance of 
associating functionality to the injection mould components, allowing these 
components to become available for CAD systems as high level objects. However, 
such association is applied to standard components, rather than general design 
solutions. 
2.6. Summary 
This chapter has provided a survey on the three main areas involved with this work. 
Information models are an important element in CAE systems to provide a reliable 
source of information to support the product life cycle activities. The representation of 
information models is achieved by the consistent definition of an information 
structure, i. e. information data model, which must be taken into consideration for the 
development of data model driven applications. Although the concept of the 
information model is usually associated with the product model, additional 
information model can be defined to support life cycle activities, e. g. manufacturing 
model. 
The reuse of information in design requires in addition to the product information the 
knowledge associated with how this information can be used. The capture and 
representation of functional and physical models support both the definition of 
product architecture in the case of product families, as well as the reuse of previous 
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design solutions. While product architecture is mainly related to product model 
information structure to support composition of design variants, design reuse systems 
are focused on indexing and retrieving of previous design solutions. 
Works on injection mould design support apply reuse mainly related to the heuristic 
knowledge, where specific knowledge bases are created for each particular injection 
mould system. While this approach can provide a better result for advanced phases of 
design, it is also limited in terms of evaluating initial interactions between different 
injection mould design decisions. Information models have been used in injection 
mould design, however not for supporting design reuse. 
These three main issues are critically reviewed in chapter 4 where the contribution of 
the work in the context of the problem area that this research is highlighted. 
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I Computer Aided Engineering System Architecture - The 
Research Environment 
3.1. Introduction 
This chapter sets the research environment and identifies MOSES concepts that have 
been used as a basis for this research. A description of the tools and methodology 
used to evaluate the concepts of the research work are also provided, enabling a clear 
understanding of the ideas presented in the further chapters of this thesis. 
3.2. Research Environment 
3.2.1. General Description 
Figure 3-1 summarises the environment used to support this research work and the 
development of an experimental information system, where: 
* MOSES (Model Oriented Simultaneous Engineering System) system was adopted 
as CAE system architecture; 
RM-ODP (Reference Model for Open Distributed Processing) was applied as a 
background reference model to describe the different levels of this information 
system, and 
* UML (Unified Modelling Language) as notation, i. e. description language, was 
applied to represent the different views of the information system. 
MOSES Architecture RM-ODP UML Representation 
Infionnation Produc( Manufacturing -Use Cases Diagrams Level Model Model : Class Diagrams (Categories) 
Sequence Diagrams (Categories) 
NFýý -Class Diagrams (Objects) 
Integration COMPUTATIONAL *State and 
Transition Diagrams 
Environment 
ENGINEERING 4 -Sequence Diagrams (Objects) 
-Activities Diagrams 
ECHNOLOGIC 
Applications Design Applications Manufacturing Ap 
Level 
Figure 3-1 - General research environment 
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To support the computational implementation in this research, the ObjectStore@ 
database and Visual C++(D programming environment were employed. While the 
ObjectStore@ database was used to realise and represent the information structures, 
the Visual C++Q was selected to realise the functionality of the experimental system 
developed. In addition of being the best accessible/available tools, they have been 
chosen due to their capabilities in integrated working within the object-oriented 
approach. The Rational Rose tool was used to support the diagrammatic 
representation of the information structures developed, i. e. static view, as well as the 
system functionality, i. e. dynamic view. 
These tools are addressed in the following sub-sections. 
3.2.2. MOSES system architecture 
As addressed in Chapter 2, section 2.3.4.1, three main elements are identified in the 
MOSES system, namely information data models, integration environment, and 
software applications, or data model driven applications (Young, Canciglieri-Jnr et aL 
1998). This research is focused mainly on the first element, e. g. information data 
models, to support design information reuse. 
Two main information models have been traditionally investigated by researches 
around MOSES, named Product Model and Manufacturing Model (Ellis, Molina et A 
1995). AI-Ashaab (Al-Ashaab 1994) and Lee (Lee 1996) have investigated previously 
the concepts of both, Manufacturing Model and Product Model respectively, applied 
to the injection moulding area. While the Product Model concept has been used as a 
repository for storing and retrieving information about the injection moulded 
component, the Manufacturing Model has dealt with resources, processes and 
strategies of material removal and injection moulding processes. However, such 
information models have been used with no major considerations about supporting the 
injection mould design through the reuse of previous information and knowledge. 
The introduction of the Product Range Model into MOSES architecture requires, in 
addition to defining its functionality, considerations about its relationships with other 
information models and software applications. This research has defined the product 
model and a design for function application as the main elements that will relate to the 
Product Range Model (Figure 3-2). 
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Application 
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Figure 3-2 - PRM In MOSES CAE Architecture 
Thus, to guide the concepts involved with the introduction of the Product Range 
Model, the main functionality of the software applications that will share this 
information model must be captured. Such functionality will support the definition of 
the Product Range Model data representation, i. e. Product Range Data Model. 
The next sections bring an explanation about the tools used to support the design and 
implementation process of the Product Range Model concept, where an obýject 
oriented software application named IMSS (Injection Mould Support System) has 
been developed (Chapter 9). 
3.2.3. RM-ODP (Reference Model for Open Distributed Process) 
RM-ODP (Reference Model of Open Distributed Processing) was created to produce 
a reference model for describing open distributed systems and it is now accepted as a 
defticto standard (Blair, Coulson et al. 1996). It is divided into five viewpoints (Figure 
3-3), which are described in detail in ISO/1EC 10746-1, and sumi-narised as follow: 
Enterprise viewpoint: describes the information systern in terms of what it is 
required to do. This section of the model captures the business and 
administrative requirements and policies that justify and orientate the design 
of the system; 
11. Information viewpoint: describes the information system in terms of 
information structure, information flow and information manipulation 
constraints; 
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Ill. Computational viewpoint: describes tile information systern in terms of 
operation and computational characteristics of the process that change the 
information, 
IV. Engineering viewpoint: describes the information systern in terms of the 
engineering resources necessary to support the distributed nature of the 
processing, and 
V. Technological viewpoint: describes the information system in terms of 
realised components from which it is built. 
Figure 3-3 - Viewpoints of RM-ODP 
The RM-ODP provides a standardised way of designing and comparing an 
information systern, which is the reason why it has been used In this research work. 
However, due to the nature of this research, the application of the RM-ODP has 
mainly focused on the Information Viewpoint, which is related to the 1 1011 
structure representation and description. 
3.2.4. UML (Unified Modelling Language) 
3.2.4.1. UML Diagrams 
The notation provided by the UML (Unified Modelling Language) has been selected 
to support the representation of the Product Range Model information system. This 
choice was made because the range of diagrams available to represent both static and 
dynamic behaviour of the system, through the several viewpoints of system analysis, 
design and implementation phases. 
UML (Unified Modelling Language) is a standard language to support the design and 
modelling of multiple perspectives of information systems. Recently, it has become Z-- 
recognised and accepted as a potential notation standard by the OMG (Object 
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Management Group) (Booch, Rumbaugh et aL 1999). Such notation defines a set of 
basic diagrams that provide multiple perspectives (structural/static and 
behavioural/dynamic) of the system (object-oriented) under analysis or development, 
allowing a real world representation of the system in development. UML diagrams 
include Use Case Diagrams, Class Diagrams, Interaction (Sequence and 
Collaboration) Diagrams, Activities Diagrams, State and Transition Diagrams, 
Deployment Diagrams, etc.. 
Table 3-1 provides a brief explanation of the UML diagrams used in this research. A 
detailed explanation of these diagrams is provided in Appendix-A. 
3.2.4.2. A process to support UML notation 
In addition to the UML notation, a process that allows the migration through the 
different phases of system development (e. g. functionality, analysis, design, 
implementation, etc. ) is necessary. To fulfil this requirement, the process proposed by 
(Texel and Williams 1997) has been applied in this research, where Use Cases drive 
the subsequent phases of development of an object oriented system. This approach 
has the advantage that the entire process of creating and defining the object is driven 
by specific pieces of system functionality becoming more focused and modular. 
One difference in the use of this approach is related to the way of capturing the main 
system functionality, what has been done by traditionally modelling functions and 
activities through IDEF's diagrams (Colquhoun, Baines et A 1993; Al-Ashaab 1994; 
Lee 1996; Kusiak, Letsche et al. 1997). In the author's opinion these tools have a 
significant potential when there is a need for capturing actual company's processes 
("as-is"), which need some sort of re-evaluation ("should-be"). IDEFO diagrams put 
a significant effort in initial stage of analysis and design activities, focusing on the 
final user activities rather than the system functionality. Also, when applying OOT 
(object Oriented Technology), where the main issue is to identify and design objects 
correctly, IDEFO diagrams tend to analyse objects by their location rather than by 
their functionality. 
Therefore, for the analysis and design of the Product Range Model application, 
emphasis was put on capturing the software application functionality through the use 
of Use Cases. Appendix-A. presents a description of the process applied and Appendix 
B shows an example of this process application in the experimental system context. 
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3.3. Computational Tools 
3.3.1. ObjectStore Database 
ObjectStore is a pure object-oriented database tool (Object Design 1998) and was 
used to implement the information model schemas of the Product Model and Product 
Range Model. Besides the ObjectStore database application itself, two other tools, 
named ObjectStore Database Designer and ObjectStore Inspector, have been used to 
support the computational implementation process. 
The ObjectStore Database Designer uses compatible UML class diagrams as input to 
generate the actual C++ code for each class in the database schema. The classes 
generated define the information structure (persistent data) of the information models 
mentioned above, i. e. product model and Product Range Model. 
The ObjectStore Inspector is a tool that allows visualisation of both, object's data and 
relationships, in the database file after it has been populated. 
A brief explanation of the process of designing, generating and inspecting the 
database, using the ObjectStore tools, is included in Appendix A. 
3.3.2. Visual C++ 
The functionality of the software application has been realised by using Microsoft 
Visual C++@, as a computational programming environment. This tool allows the 
development and implementation of visual interfaces between the user and the 
information models stored in the database. The tool uses an object-oriented approach 
and is based on Windows MFC (Microsoft Foundation Classes) (Pappas and Murray 
1111997). 
3.3.3. Rational Rose 98 Enterprise Edition 
Rational Rose is a tool that supports the object-oriented modelling of software 
systems. Besides Booch and OMT (Object Modelling Technique) notations, Rational 
Rose supports the modelling of UML diagrams through different views (static or 
dynamic) of the system in different levels of refinement, such as Use Case, Logical, 
Component, Process and Deployment views (Quatrani 1998). In this research this 
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software has been used to support the design and representation of the Product Range 
Model and product model information structure, and the dynamic behaviour of the 
software application developed. 
3.4. Industrial Collaborator 
In order to ensure that the research and exploration undertaken are relevant and 
realistic in terms of today's manufacturing requirements, part of the information about 
injection mould design has been collected from an industrial collaborator, named 
Moss Plastic Parts Ltd. (Kidlington), part of BunzI plc group. Among some of the 
typical plastic components produced by the company are: general protection caps and 
plugs, fittings for tubular products, packaging closures and containers, etc.. The 
design of injection moulds, as well their manufacture is realised at the plant, which 
has been visited. 
-57- 
Chapter 4 
4. Product Range Model Concept For Injection Mould Design 
4.1. Introduction 
This chapter defines the problem area of this research and provides an outline of the 
subsequent chapters, which report on how these problems have been addressed. Two 
main sub-sections in this chapter identify issues related to computational support for 
injection mould design; the need for a new information model to support design 
information reuse, and the nature of such an information model, i. e. Product Range 
Model. 
In addition to presenting the justification of this research, this chapter establishes the 
main research issues relating to development of the main structure of the Product 
Range Model, which are presented in Chapters 5,6 and 7. 
4.2. Computational support for injection mould design 
4.2.1. General Issues 
Significant advances have been made in the area of commercial CAD systems which 
support injection mould design. However such systems are mainly concerned with 
geometric modelling aspects of the product, and tend to be limited in providing 
support for decisions that go beyond geometric information. When dealing with 
information reuse such systems seldom offer any help except recover product 
information through some means of particular codification or specific identifier, e. g. 
ID number. 
As previously discussed in the literature survey (Chapter2; section 2.5) computational 
support tools for injection mould design are based on mathematical simulation and Al 
based approaches. 
From this survey, a number of Al related issues, which need to be addressed to 
improve computational support in injection mould design, have been identified. These 
are: 
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I. The need for a multidisciplinary approach involving information and decisions 
in upstream activities, e. g. plastic component design, and in downstream 
activities, e. g. mould manufacture and injection moulding process; 
H. Different domains of expertise which can demand and result in different types 
of knowledge representation; 
In. Highly empirical design process, requiring expertise and knowledge to be 
accumulated over the years before information can be effectively reused; 
IV. The interactivity and dependence between different functions and 
consequently injection mould solutions, which achieve such functions must be 
captured; 
V. The high complexity of the plastic component geometry associated with 
higher accuracy and shorter delivery time makes the definition of a set of rules 
very difficult. 
In order to provide an integrated and complete solution to support injection mould 
design, the major problems listed above must be resolved. However, due to the 
recognised importance of information structures, as a core element supporting 
software applications in major concurrent engineering environments (Krause, Kimura 
et aL 1993), this thesis has focused on issues mainly related to subjects III and IV, i. e. 
design reuse and the interactivity between different injection mould functions based 
on information models. 
Thus, a key element in this research is the consistent modelling of an information 
structure, which allows storage of design information for future reuse. Such a 
structure must fit into a major CAE system architecture in order to provide useful 
support for a concurrent engineering environment. Hence, in addition to the main 
information associated with the injection mould functions and their respective design 
solutions, details of its relationships with other design information, can be stored 
allowing an intelligent process of information reuse. This is in line with (Fowler 1995; 
Gorti, Gupta et A 1998) in that data representation related to product and design 
process is an important issue which requires consideration in the development of 
future information systems. Thus, the provision of information support forms the 
basis of this research approach to facilitate reuse in injection mould design. 
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4.2.2. Information modelling to support injection mould design reuse 
As previously described in section 2.3, Chapter 2, two main approaches have been 
applied to supporting design reuse, namely Cased-Based Reasoning (CBR) and 
Knowledge-Based Systems (KBS). 
Even though CBR is well accepted as a feasible approach for supporting design reuse 
in many design areas (Watson and Perera 1997), injection mould design is 
characterised as a very interactive and complex process and deals with a large range 
of information. As result, cases can vary significantly from design to design, 
demanding additional knowledge for the adaptation process, as shown in (NedeB and 
Jacob 1997). Additionally, CBR has traditionally focused on retrieving/adapting 
previous cases rather than looking at the information structure required to support 
reuse in a concurrent engineering environment. 
KBS approach, on the other hand, reduces the manipulation of information to specific 
situations/objects, and is therefore more compatible with the definition of information 
structures (Gorti, Gupta et aL 1998). It allows capture, and therefore gives a better 
representation of the injection mould design information and knowledge in terms of 
specific sets of elements, which the designer deals with at each design stage (Lee, Li et 
al. 1997). This feature, when looked at using an information modelling approach, can 
make better use of the power of object oriented technology, e. g. object oriented 
databases (Kung, Du et al. 1999). This research examined this approach and focused 
on information structures to capture design information and knowledge, which 
support design reuse. 
From section 2.3, Chapter 2, the use of information models to support design and 
manufacturing activities, through specific computational applications, has been 
identified as a major element in future CAE systems (Jo, Parsaei et al. 1993; 
Krause, Kimura et al. 1993). Similarly, the reuse of information has attracted 
significant attention from the research community because of the advantages that it 
can provide to support design activities (Sivaloganathan and Shahin 1999). This thesis 
has explored the nature of the Product Range Model and shows how such an 
information model can provide good design support, particularly for information 
reuse in the cases of product ranges. 
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Also, from section 2.3, product model research has been focused on identifying better 
structures for representing information for a specific product in development 
(McKay, Bloor et aL 1996; Anderl 1997) and more recently on providing a 
representation for product ranges (McKay, Erens et aL 1996). The International 
Organization for Standardization (ISO) initiatives like AP 214 (Mohrmann 1999) are 
also starting to improve representations for product ranges. However such efforts have 
been focused on product functional/structural model representations to support design 
reuse. Although offering a more consistent source of information for each product, 
such information structures provide only a variant data model for a range of products 
and are, therefore, limited in terms of the support they provide for design reuse. The 
work in this thesis goes beyond such structures and suggests a separated information 
structure to more actively provide design support. 
To provide design reuse support, an information model must accommodate general 
pieces of information that compose the knowledge acquired over a period of time for 
product ranges. This means that both ways of reusing information and ways in which 
such information is evaluated, before being offered to the designer, must be captured. 
Attention must be paid in the differentiation between the meaning of the terms data, 
information and knowledge (Harding 1996). While data is related simply to words 
and number, the meaning of which has not been defined; information is structured 
data that has some meaning; and knowledge is information with added value that 
relates to how it may be used or applied. 
Section 2.4.5 has identified that product functions can be applied to drive the design 
process providing, intelligent information retrieval, or reuse, for high-level design 
support (Al Hamando and Kumura 1994; Beng, Britton et A 1998). However, when 
applied with this meaning, the inclusion of functions in a product model can make the 
structure of such an information model relatively complex (Henderson 1993; 
Baxterjuster et A 1994), interfering with the main purpose of this information 
model. 
To support this intelligent information retrieval, design decisions interactions should 
also be captured. However, once again, such an approach can make the product model 
structure more complex than necessary (LeiTaura et A 1996). Constraints 
management and propagation can be used to guide this process (Fothergill, Arana et 
A 1996), which results in the approach becoming process driven, rather than 
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information driven, despite the additional support provided by necessary information 
structuring (Ullman 2000). Also, these approaches are usually focused on the 
constraints of the geometric aspects, which play a role in more detailed design stages 
(Chung, Hwang et al. 2000). 
In injection mould design support, the above scenarios are still true, as reviewed in 
section 2.5 of Chapter 2. To support injection mould design reuse intelligently, there 
is a need to capture the relationships between product elements and their functionality 
(Sebastian 1993; Kruth, Willems et aL 1997). However, such a relationship is still 
general since only valid information should be provided to the designer. The 
particular attributes and reasons for the choice, or not, of each design solution should 
also captured (Lee, Li et aL 1997). The problem of such an approach is that it is design 
process based rather than information based, and is focused on if-than rules created 
inside of the object methods, which becomes limited in terms of flexibility for 
changing or adding new rules. Furthermore, the need to consider interactions between 
different injection mould system solutions is an issue not properly addressed by most 
of researchers (Lee, Chen et A 1997). 
An approach to deal with interactions in injection mould design has been to create a 
set of rules inside an expert model (Kruth and Willems 1994). However, besides 
being based on a relational database, what can present some obstructions when 
applied to concurrent design, this approach can become very complex in terms of 
building the expert model, as more experience is added to the system. 
With respect to the problems and limitations previously exposed, this thesis argues 
that the Product Range Model can provide good support for design decisions through 
the intelligent reuse of information. 
4.2.3. The nature of a Product Range Model 
(Lee 1996) addressed the concept of a Product Range Model as a means of providing 
a link between design for function and design for manufacturing applications (Chapter 
2; section 2.5.6). His work is limited to the relationships between product functions 
and product geometry solutions. However, Lee did not explore the nature of the 
Product Range Model, or its components, pointing it out as an issue requiring further 
investigation. This was therefore defined as a critical point for this research. 
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In the Product Range Model defined by Lee, product ranges are composed by initial 
product definition data, which represent the sequential dependency between the 
product range functions; functional requirement data, which supports the evaluation 
of a form feature; and form-function relations data, which supports the relationships 
between a particular product range function and form features. However, Lee's 
Product Range Model structure has significant limitations. These are: the relationships 
captured are limited to functions and form; the knowledge required to evaluate the 
application of each form feature is captured by "if-then" rules through hard code, 
which makes the Product Range Model structure rigid for further changes and limited 
in the reuse of this knowledge and information; the Product Range Model has not 
being tested within an integrated design environment as a separated information 
model from the Product Model. The work reported in this thesis provides an advance 
in these issues exploring other types of relationships rather than function-form, in 
addition to a more flexible information structure to represent the Product Range 
Model and to support design reuse. 
Even though the Product Range Model maintains a strong dependency on the product 
model, the former has a different functionality to the latter. The product model aims to 
capture the most appropriate hierarchical information structure to represent the 
product and share such information with different life-cycle software applications. On 
the other hand, the Product Range Model aims to support the initial phases of design 
activity, where general decisions are taken, through the reuse of information, dealing 
therefore with more abstract levels of understanding design decisions, i. e. concepts of 
the solutions adopted in the injection mould design (Costa and Young ). Thus, the 
information inside the Product Range Model is based on the experience and 
knowledge acquired for a particular kind of product range. 
In this respect, this research has proposes the hypothesis that design reuse can be 
supported by the computational representation of product ranges information and 
knowledge within an integrated design environment and that this computational 
representation should be structured in terms of functions, design solutions, 
interactions and knowledge links. 
This research has defined the use of sharable information structures as approach for 
supporting this integration and, hence the work reported in this thesis has explored the 
nature of an information model, termed Product Range Model. The Product Range 
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Model must provide to the designer, based on functional enquiry, sets of valid design 
solution options, which can be chosen and stored in the Product Model. Therefore, in 
addition to the definition of an information structure to represent this information 
model, its relationship with the Product Model must also considered. 
This has been done by defining an information structure able to capture not only the 
relationships between functions and design solutions related to a particular product 
range, but also the knowledge related to the application of these design solutions in 
specific design situations. 
To pursue issues related to the definition of the Product Range Model, the following 
questions have been addressed by this work: 
* How to represent the relationships between functions and design solutions for an 
injection mould tool? 
* How each design solution can capture the required knowledge of past experience 
to support injection mould design reuse in an information based approach? 
* How information stored in each design solution can be checked against the 
content of other information models, i. e. product model? 
These issues are briefly discussed in section 4.3 and will be answered in chapters 6,7 
and 8 of this thesis, respectively, where a detailed exposition of each topic is 
provided. 
4.3. Product Range Models supporting information reuse in injection 
mould design 
4.3.1. Injection Mould Product Range 
The injection mould design characterises one of the main phases of the injection 
moulding cycle and during its design different kinds of interactions take place, such as 
interactions with the plastic component, the injection machine and the injection mould 
internal specifications (Chin and Wong 1996). The description of injection moulds as 
a product range, including its functions, design solutions, and interactions are 
addressed in Chapter 5. 
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Figure 4-1 depicts the Product Range Model within the context of MOSES 
architecture, focusing on its relationships with other information models and software 
applications. Injection moulds are highlighted as a kind of product range. The 
relationship between the product range functions and design solutions is pointed out 
as the rnam content ofthe Product Range Model. 
However, in order to offer useful information, in addition to relationships between 
functions and design solutions, the Product Range Model has been expanded to also 
capture the reasons that make a design solution eligible, or not, for a specific design 
situation, represented in Figure 4-1 by iiýjection mould design criteria. These criteria 
are related to the different design conditions that must be respected for the eligibility 
of each design solution and, in order to perform an assessment of such criteria, the 
interactions between the Product Range Model and product model information must 
be considered. 
Figure 4-1 - Product Range Model context into MOSES architecture 
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This research has identified three kinds of relationships within the Product Range 
Model, namely: (I) between injection mould functions and injection mould design 
solutions, (11) between injection mould design solutions and product information, and 
(III) between information models structures. In order to support these relationships 
and clarify the questions addressed by this research, the issues addressed in the 
following sections must be resolved in the Product Range Model. 
4.3.2. Function and Design Solutions Relationships - 
This relationship allows an association between specific functions required from the 
injection mould and all possible solutions that could potentially be applied to achieve 
such functions to be made. For instance, to eject a plastic component a set of possible 
ejection techniques is available (e. g. pins, stripper, etc. ). Each solution, in turn, can be 
applied to one or more function. Using the same example, an ejection pin, can be used 
to either eject the plastic product, the runner or eventually the gate. 
The relationship between product range functions and design solutions is not complex 
in itself, even though a good understanding about the product structure is required for 
its clear definition. Such relationship have been well addressed in the form of 
functional and physical models (Baxterjuster et A 1994; Erens and Verhulst 1997). 
However, as previously mentioned, such relationships are usually applied from the 
perspective of a product architecture representation. They provide support in terms of 
checking the composition of product variants, based on basic specifications. This 
research agrees with the need for such representation, but in order to provide a more 
active way to support design reuse in product range cases, the relationship between 
functions and design solutions must be captured outside the product model. 
Thus, both, functions and design solutions are considered part of the major structure 
of the Product Range Model, which, in turn, is a separate information model, 
providing therefore more flexibility and individuality for the information models. 
The injection mould functions and design solutions information structure and 
relationship in the Product Range Model are discussed in chapter 6. 
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4.3.3. Design Solutions and Product Information Relationships 
Even though the relationship between functions and design solutions is an important 
piece of information to guide the designer to potential design solutions, it is not 
enough to point out which of them can be applied in a specific design situation. 
As pointed out in section 4.3.1, each design solution should be assessed against 
different design criteria to provide the designer with useful information, or valid 
design solutions options (Figure 4-2). 
In this respect, two kinds of information, which interact with each design solution, 
have been identified for the injection mould design process. The first one is related 
with initial product specifications, such as the plastic component characteristics 
(geometry, material, annual rate, etc. ), and injection mould basic definitions (type of 
mould, number of impressions, etc. ). The second one is related with the choices made 
by the designer, to achieve specific functions of the injection mould, during the design 
process. In Figure 4-2 these choices are represented by "chosen design solutions". 
Whilst the first type of information relates to more rigid decisions, the second can be 
considered as more flexible decisions, since they may be changed to achieve a well 
balanced final design to fulfil the multiple functions required from the injection 
mould. Hence, for each function specified, and as a result of the check interaction 
process, a set of acceptable, and non-acceptable, design solutions can be offered to the 
designer, to assist his/her decision. As decisions about design solutions are taken, 
more information is considered for further design solution interactions. 
in this research, interaction elements have been defined to capture the way that each 
design solution criteria is evaluated against the product information. Thus each 
interaction is considered as a particular element, which holds information enabling 
evaluation of whether a design solution is considered eligible or not under a specific 
design situation. The nature of these interactions is addressed in chapter 7. 
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4.3.4. Information Model Relationships 
The Product Range Model has been defined, in this research, as an separated 
information model. Thus, to allow the assessment of the Product Range Model design 
solutions criteria, other aspects have to be considered regarding the relationship 
between both information models, e. g. Product Range Model and product model. In 
this respect, two additional elements need to be considered to enable the "Check 
Interactions" process (Figure 4-3). 
The first element is related to the representation of the heuristic knowledge behind 
each design solution in relation to the product information, both product specifications 
and chosen design solutions. This element represents the knowledge and experience 
acquired though time by the design team. 
The second element is related to the representation of the knowledge of product data 
structure, and in this research, this element has been termed as a Knowledge Link. In 
contrast to the first element, this element must have an "understanding" of other 
information model structures, and hence capture and represent the knowledge behind 
the product hierarchical tree, or Product Data Model, to provide the path to retrieve 
the right pieces of information from the product model. For instance, the number of 
impression of the injection mould, or a specific property of the product's plastic 
material that this injection mould is going to produce. 
Besides supporting the information data model relationships, the knowledge link 
elements provide the knowledge stored in the Product Range Model a good portability 
against further changes in the structure of the Product Data Model. 
The Knowledge Link element is explained in chapter 8. 
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5. Representing Injection Moulds as a Product Range 
5.1. Introduction 
This chapter investigates the representation of the injection mould as a class of 
product range and explores the related elements and design aspects. The general 
structure, functionality and corresponding design solutions for injection moulds are 
briefly described in section 5.2. The interactions that take place during the design 
process for injection moulds are first explored in section 5.3. This chapter also 
identifies the general relationships that must be captured by the Product Range Model, 
and establishes a basis for the relationships to be presented in detail in Chapters 6 and 
7. 
5.2. Injection Mould Product Range 
General Injection Mould Structure 
The injection mould is a tool used in the injection moulding process, which produces 
the plastic component from molten plastic. There exist a wide variety of concepts in 
injection mould design and mould configurations, e. g. two plate, three plate moulds, 
etc.. Even though there are unique aspects to be considered in each particular design 
case, generic areas of functionality and a general configuration for injection moulds 
can be identified. 
(Menges and Mohren 1993) provided basic classifications for the main structures of 
injection moulds based on the quantity of plates and ejection techniques. A general 
configuration of an injection mould is depicted in Figure 5-1, which identifies some of 
the main elements. 
The main aspects that classify the general configuration of injection mould tools may 
be: 
0 The number of moulding impression, which defines how many plastic 
components are produced by each injection cycle; 
0 The mould configuration, which defines the number of main mould plates, e. g. 2- 
Plates or 3-Plates; 
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The type of runner, which may define the existence, or absence, and type of the 
runner system, e. g. cold runner or hot runner system (runnerless), and 
The ejection technique, which defines the requirement for, or absence, of 
additional plates for the efficient ejection of the plastic component, i. e. such as 
stripper plate, sliders or lifters. 
&. "I 
41 
. 11 4ý 
.0 R 11 - 11 C 
Figure 5-1 - Injection mould tool general description 
In addition to consideration for the main plates, injection moulding tools encompass 
specific systems, such as feeding, cooling, ejection systems, which are closely 
associated with the steps, which constitute the injection moulding process cycle. 
These steps, in turn, define the main functions of the injection mould. 
In this respect, injection moulds can be characterised as a class (kind) of product 
range, where a set of functions and means to achieve these functions can be defined. 
This is shown in Table 5-1 below. 
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Injection Mould Function Injection Mould Systems 
Produce the shape. size, and surface texture of the moulded 
component; 
Impression (cavity and core) 
Facilitate the escape of trapped air and gas; Venting system 
Provide the flow of material from the machine nozzle to the 
moulding impressions; 
Feeding System 
Eject the moulded article from the impression; Ejection system 
Control the temperature of the mould to chill plastic to rigid state Cooling system 
Hold impressions (cavity and core) in fixed and correct position Mould base (plates) and Alignment 
system 
Fulfll requirements for producing economically and product 
functionality 
Impression system and mould 
configuration 
Table 5-1 - General injection mould functions and systems 
5.2.2. Injection Mould Functions 
The injection mould functions have been identified in (Menges and Mohren 1993; 
Rees 1995; Rosato and Rosato 1995) and can be associated with some of the main 
systems of the injection mould, as depicted in Table 5-1. 
However, the relationships presented above are of a general or abstract nature, since 
some of these functions can be further decomposed into more elementary sub- 
functions, to form a functional tree for the injection mould product range. For 
example, the feed mould function can be further decomposed into three main sub- 
function, e. g. provide means of entry into mould interior (achieved by the sprue 
system), convey molten material from sprue to impressions (achieved by the runner 
system) and finally the control of material flow into the impression (achieved by the 
gate system) (Rosato and Rosato 1995). A similar kind of decomposition can be 
carried out for the cooling, ejection or venting functions. As a result of the functional 
decomposition, the sets of possible ways to achieve the lower level of functions 
become more restricted. 
In this respect, this research has explored these functions to provide a more detailed 
definition for the injection mould product range functionality (Figure 5-2). This 
functional structure can capture a more precise meaning for the intended functional 
requirement of injection mould design, and has been taken as a basis for the definition 
of the functional structure in the injection mould Product Range Model. 
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Ej. ecLPrOduct_Base 
Eject Plastic Product ---=: Eject_producLWall 
Eject Feature EjecLBoss EjecLRib 
EjecLGate 
Eject Feeding Eject_Runner 
b Eject-Sprue 
Feed Mould 
Feed Impression 
Distribute Feeding 
Cool-Core 
Cool Impression 
Cool-Cavity 
Cool Runner 
CooLCore_Plate 
Cool Plate Cool-Cavity-Plate 
Cool Feature 
Vent Runner 
Vent_lmpression 
Vent_Feature 
Break_ýVacuum 
Figure 5-2 -A decomposition of injection mould functions 
It is important to note that the decomposition, shown in Figure 5-2, captures a general 
representation of the injection mould product range functions, and that it is not 
necessary for all moulds to encompass all these functions. Rather, the configuration of 
the functions depends on the main specification and decisions made during a 
particular design of an injection mould. In a similar way, the resulting functional 
structure depends, on the experience and understanding of individual companies. 
The following section presents the solutions, which are commonly applied in the 
design of injection moulds. 
5.2.3. Injection Mould Design Solutions 
There are a large number of mould design solutions, and this reflects the diversity in 
approaches for satisfying the functional requirements of injection moulds. The 
literature contains vast amounts of material about this subject, and this is usually 
structured in terms of the main systems of the injection mould (Pye 1989; Cracknell 
and Dyson 1993; Menges and Mohren 1993; Rees 1995). Even though differences can 
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be perceived in terms of the varied terminology used, these design solutions reflect 
the knowledge acquired, in specific areas, to the injection mould product range. 
In this thesis five main systems of injection mould were of interest and have been 
studied more closely, namely feeding system, cooling system, ejection system, 
venting system and impression distribution. The design solutions related to these 
systems have been extracted mainly from the literature addressed above and also from 
the industrial collaborator. 
5.2.3.1. Solutions for Feeding System 
The feeding system is responsible for conducting the molten material from the nozzle 
of the injection machine to each mould impression. The feed system is composed of 
three sub-systems, namely the sprue, runner and gate systems. The sprue is the 
"interface" between the injection moulding machine nozzle and the mould. Even 
though the sprue is a key element of the injection mould, there are few variations in 
terms of design which are significant. For this reason, only the runner and gate 
systems have been addressed in this research. 
Runner system 
The runner system is responsible for conducting the material from the sprue to the 
gate. The runner should be designed to encourage equal pressure transmission to each 
mould impression, utilise the shortest possible flow route to each impression, be 
ejected with ease from the mould, and be of the lowest possible shot weight while 
functioning adequately. Two kinds of runner systems have been addressed by tire 
literature, these are the cold and hot runner systems. 
The hot runner enables the extension of the conditions present at the machine nozzle 
to the gate, and usually comes as a separate module to the mould, which is called a 
hot manifold. The use of this technology results in less scrap from the injection 
moulding process, but is more costly to implement and the cost factor must be 
considered. The hot runner is usually bought as a standard element, where the main 
design aspects to be considered are: the number of impressions, the distribution and 
distances between the hot nozzles and the processed plastic material. 
In the case of cold runner systems, two other aspects need to be considered, namely 
the shape of the cross section and the layout of the runner. While the cross section of 
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the runner is designed to provide the best flow of material through the mould, the 
layout should offer the shortest, or best, path between the machine nozzle and the 
gate. The typical shapes for the cross sections are full round (circular), semi-circular, 
trapezoidal, modified trapezoidal, rectangular and cross types. The choice for their 
usage depends on the type of plastic material, temperatures, layout chosen and other 
mould configurations. The runner layout Is strongly dependent upon the number of 
impression defined and can be T-shape, S-shape, H-shape, circular, etc.. A general 
configuration of the runner system is depicted in Figure 5-3. 
Runner System 
Hot Runner Cold Runner 
Cross Section 
Layout 
Circular 
Circular Trapezoidal Modified 
Semi Hexagonal 
Trapezoidal Circular 
V L y 
"S" Type Opposite "IT' . X" ., Y" Unbalanced 
Rectangular Rectangular Rectangular Rectangular 
Figure 5-3 - Runner system design options 
5.2.3.1.2 Gate S-vstem 
The gate is a channel, or orifice, that controls the way in which the polymer flows 
from the runner into the mould impression. The gate has a small cross-sectional area 
than the runner. The gates are designed to enable quickly freezing of the molten 
polymer, to allow simple or automatic degating, to provide small witness marks, to 
provide better control of the filling of multi-impression and to pack the impression 
with material in excess of that required to compensate for shrinkage. 
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Depending on the design specifications and configuration of the injection mould the 
gate used can be: sprue, edge, rectangular, overlap, fan, tab, diaphragm, ring, spoke, 
flash, submarine, winkle or pin point types (Figure 5-4). 
Gate System 
IFIFIFIF 
Sprue Rectangular Ring Submarine Pinpoint 
Figure 5-4 - Gate system design options 
5.2.3.2. Solutions for Ejection System 
0*. 
The main function of the ejection system is to extract, automatically, or otherwise, the 
moulded component from the injection mould. Three sub-systems compose the 
ejection system, namely: ejection grid, ejection plate assembly and ejection 
techniques (Pye 1989). 
The ejector grid, named "ejection house" in Figure 5-1, is the part of mould, which 
supports the mould plate and provides a space into which the ejector plate assembly 
can be fitted and operated. The ejector plate assembly is the part of mould, where the 
ejector element is attached, and consists of an ejector plate, a retaining plate, one or 
more ejector rods, and is complemented by the guiding and supporting ejector plate 
assembly, return systems and stop pins. 
The ejection technique is the part of mould that makes the actual ejection (contact) of 
the plastic component, and for this reason is the focus of this research. The ejection 
technique can be met by different configurations such as normal pins, stepped pins, 
D-Shaped pins, sleeve pins, blade ejectors, valve ejectors, air ejection, stripper 
ejection and pullers. Figure 5-5 presents a classification for the design options for 
ejection techniques. 
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ection System 
I Sprue Pulýerj Air Pins] Stripper I 
Ring Bar 
.. Zll Type Reverse Mushroom 
Normal Stepped D-Shaped Sleeve Valve 
Figure 5-5 - Ejection system design option 
5.2.3.3. Solutions for Cooling System 
The main function of the cooling system is to control the temperatures in the mould to 
allow both good conditions for the hot material flow inside the mould and ejection of 
the plastic component in a rigid state. The application of fluids, mainly water, through 
the holes or channels characterises the most common techniques used. However, other 
material conduction techniques are also used, for instance, head-rods. 
Depending on the characteristics of the plastic component, the design specifications 
and main functionality of the injection mould, different options of cooling system can 
be used, such as passing channels ("U", Rectangular, "T' types circuits), concentric 
channels, angle hole, baffles, stepped layouts, etc.. Figure 5-6 shows a general 
representation of these options. 
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BA1, ýywm 
Figure 5-6 - Cooling system design options 
5.2.3.4. Solutions for Venting System 
The venting systern plays two principal roles in the injection moulding cycle. It is 
responsible, firstly, for permitting the escape of air entrapped inside the impression to 
escape, resulting in the faster and complete filling of the impression thereby avoiding 
gas marks on the moulded product. Secondly, it must allow the influx of air to break 
the vacuum, to facilitate easier ejection of the plastic component. 
A good venting system design must establish a balance between two conflicting 
objectives; firstly, the venting system must provide the least resistance to escaping air 
through the use of the largest escape channels possible. The design must, however, 
not permit the breach of plastic material, under pressure during the injection cycle, 
into the escape channel. Depending on the length and layout, venting may also be 
necessary to permit a faster flow of material inside of the runner channels. 
The configurations for venting design solutions consist, typically, of a combination of 
parting line venting, vent pins and venting inserts (Figure 5-7). 
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: aAw*j Vent channel 
P/L 
Figure 5-7 - Venting system design options 
5.2.3.5. Impression Distribution Design Solutions 
The impression distribution system is responsible for the layout of the impressions in 
the mould, and aims to provide a better balance of forces inside the mould with 
maximum productivity, e. g. number of components per cycle. The design options are 
highly dependent on the number of impressions defined. This work is not concerned 
with the aspects related with the number of impression calculations. More information 
about such aspects can be found in (Menges and Mohren 1993; Rosato and Rosato 
1995). 
The configurations for impression distribution can be divided basically in circular, 
rectangular and in line (Figure 5-8). In the case of this research, these kinds of design 
solutions have been identified based on the experience of the industrial collaborator 
mentioned in Chapter 3. 
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Impression Distribution 
o0 10 
olo 1 
iiiIiii 
One Impression Circular In Line Matrix 
Figure 5-8 - Impression distribution system design options 
5.2.4. Standard Mould Design Solutions 
The use of standard components is largely practised in injection mould design and 
manufacturing. Companies such as Hasco@, D-M-ED, Isotrix(D, offer a wide range of 
injection mould elements including for example, plates, ejectors elements, cooling 
elements, and hot runners systems, which can be ordered using their identification 
codes. (Culley and Theobald 1997; Culley 1999) has addressed the importance of 
standard components as essential ingredients for all engineering systems and 
(Kruth, Willems et A 1997) has focused on this issue in injection mould design area. 
Thus, the availability of information relating to standard components is a significant 
aspect in the provision of support to the injection mould design process and, can be 
seen as one typical way in which information can be readily reused. However, it is 
important to realise that information about standard components represent only a 
limited part of the design solutions, and standard components can only be selected 
after a particular type of solution has been chosen. In turn, a particular design solution 
must be based on design criteria and knowledge. 
This work provides support to the designer by offering a combination of valid design 
solution concepts, which, in turn, will be associated, when possible, to relating 
standard solutions. 
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5.2.5. A General Relationship between Injection Mould Functions and 
Design Solutions 
In order to provide the most appropriate design support, in terms of capturing 
injection mould design information, a formal relationship must be established 
between functions and alternative design solutions. This relationship must be able to 
represent and identify possible design solutions, which can be applied to achieve a 
specific function. The reverse must be also true, where it must be possible to identify 
what functions can be achieved by a particular design solution. For instance, to fulfil 
the function: Eject Plastic Component, different ejection techniques can be used, such 
as eject pins, eject valves, stripper plates, air, etc.. On the other hand, the eject pins 
design solution is not exclusively used for the above function, but can also be used for 
Eject Feature or Eject Feeding functions (Figure 5-9). These relationships are not new 
and are present in the mind of injection mould designers. However, they will form the 
basis of the Product Range Model, providing a formal representation of these pieces 
ofinformation and knowledge. 
Ejection Functions Ejection Design Solutions 
ers 
Figure 5-9 - Ejection functions and design solutions relationships 
In this case, functions and design solutions are part of the information, which is 
captured and used to support the injection mould design reuse process. For example, 
"eject plastic component" is one function, which is common for most injection 
moulds. Similarly "ejection pins" can be a design solution normally considered when 
evaluating ways of eject the plastic component from the mould. 
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While functions and design solutions themselves are considered information, the 
relationship between them captures part of the knowledge associated with their use 
and application. For example, the relationship between the function "eject plastic 
component" and a set of ejection design solutions represents when such set of design 
solutions should be considered. Similarly, "ejection pins" and "pullers" are related to 
the function "eject feeding". Although these pieces of information and knowledge 
together can narrow the set of design solution to achieve a specific injection mould 
function, they are not enough to provide valid options to the designer. Another 
information and knowledge need to be considered and are discussed in section 5.3. 
In addition to the relationship between functions and design solutions, another 
association, between functions, is highlighted in Figure 5-9, where a parent function 
can be decomposed into one or more sub-functions, resulting in a hierarchical 
functional tree. 
Figure 5-10 shows a general representation of the above relationships based on the 
notation of UML class diagram. It demonstrates how the functions and design 
solutions have been modelled in the Product Range Model. The relationship between 
functions and design solutions is characterised as many to many (M:: N), and the 
relationship between functions is characterised as one to many (1:: N). More details 
relating to this association in the Product Range Model are described in Chapter 6. 
FUNCTIONS 
composed-by 
1 .. * I .. * 
DESIGN-SOLUTIONS 
Figure 5-10 - General functions and design solutions relationship 
5.3. Injection Mould Design Interactions 
5.3.1. General Interaction Aspects 
The process of injection mould design is highly iterative and complex and is 
influenced by the characteristics and specifications of the plastic component, the 
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specifications of the injection mould, and capabilities of the manufacturing resources 
which produce the mould and the plastic component (Chin and Wong 1996). 
In general, injection mould design can be divided into two distinct levels of decision 
making, named initial design decisions and specific system decisions (Costa and 
Young 1998). During initial design, the general configuration of the mould is decided, 
e. g. number of cavities, 2 or 3 plates, cold or hot runner, etc. Decisions related to 
which specific technique is used for each injection mould system are made at the 
second level. 
Two classes of interactions with the injection mould system solutions can also be 
identified at the two levels of design decisions mentioned previously. The first one is 
related to how the initial design specifications and requirements can constrain the set 
of options for possible design solutions, whilst the second is related to how design 
choices made for each injection mould system can interact with further design 
decisions (Figure 5-11 ) 
Initial Design Decisions 
Decisim A CED Decision X 
Interaction 
Decision 13 
Interaction A 
Ejection System 
0, 
floWntial S01111imis Solutions Cooling, ývNtem 
Solutions 
Potential Solutwqý 
Not im, l Sinper valve D-Shapcd Blades Pins Hate Pins 
Si"I'lvd [Clic'd 
Lavolit Channe 
11,11"11C) ""IC111 
1ýjecfion Function Decision 
C 
Ch. iiinds 
I 
Cooling Function 
Interactions between function decisions 
Figure 5-11 - Particular interaction types in the injection mould design process (Costa 
and Young 1998) 
The recognition of these interactions in the Injection mould design is not new and 
have been addressed by the traditional literature in this area (Menges and Mohren 
1993-, Rees 1995). Recent work has highlighted the importance of exploring such 
subject (Lee, Chen et al. 1997). Chapter 4 has discussed some of these works. This 
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research explores the capture of these interactions into an object-oriented approach 
and provides an information structure to represent them. 
As in the case of injection mould functions and design solutions, the injection mould 
interactions have been extracted in part from the injection mould literature addressed 
above and from the industrial collaborator. These interactions play a critical role in 
the definition of knowledge related to the application of each injection mould design 
solution, complementing the relationship between functions and design solutions and 
supporting the offer of valid design solutions into particular design situations. 
In this work these interactions are mainly related to number of impressions, type of 
runner system, distribution of the impressions in the mould plate, type of ejection 
system, mould configuration, type of degating, type of gates, type of runner layout 
and type of runner cross section area. 
Figure 5-12 shows the initial design specification of the injection mould and the 
plastic component, and their interactions with each other. For instance, the area of the 
plastic component is a significant factor in the determination of the number of 
impressions in the mould, while the choice of the feeding point location (in the 
parting line or top) can be decisive for the mould configuration, e. g. 2 or 3 plates. 
In addition to the specifications for the plastic component, there can also be 
interactions arising from the initial specification of the injection mould. For example, 
the choice of a hot runner, as well the decisions relating to the injection mould 
machine and number of impressions, have a direct influence on the mould 
configuration. 
However, these interactions are highly dependent upon each other and relatively 
apparent. Furthermore, with the growing tendency of global manufacture and use of 
external sub-contractors in the area of injection moulding, these kinds of decisions are 
increasingly being made during initial stages of the injection mould design, and hence 
used as an important input for driving the first type of interactions identified in Figure 
5-11. 
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Injection Mould Specifications 
C. 
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- Lightfindirect Interaction 
Figure 5-12 - Interactions between initial decisions for plastic component and 
injection mould design 
5.3.2. Interactions between Initial Design Decisions and Injection Mould 
System Solutions 
Based on the initial design specifications of the injection mould some assumptions 
can be rnade about different options of injection mould system solutions. Ideally, the 
initial design specifications will be clear enough to allow certain assumptions to be 
made about the requirements of the injection mould system solutions. In some 
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circumstances, further clarification will be needed and questions will be raised about 
the different possible options. 
Figure 5-13 shows the interactions between the initial design specifications and 
injection mould design system solutions. For instance, depending on the method of 
degating required (autornatic or manual), type of the runner (cold or [lot), mould 
configuration (2 or 3 plates) and feeding point, the resulting types of' gate solutions 
can be significantly narrowed to a few or possibly one choice. 
Injection Mould System Solutions 
InJection Mould 
Specifications 
C (Initial Decisions) 
Nomber of Impression 
Degating Type 
Type ot'Runner 
Injection Machine 
Motfld Configuration 
Feeding-Point 
Pýtrloig Line (P/1. ) 
v- 
ýtlollg 111111ra(floll 
Lighillildin't I 111tellm tioll 
Figure 5-13 - Interactions between initial design decisions and injection mould 
systern solutions 
Hence, if these interactions are well captured, the initial phases of the injection mould 
design can be significantly improved by providing the designer with solutions, which 
can actually fulfil the specifications. A major emphasis of this research, therefore, 
involves the identification and capture of the interactions between product 
specifications and design solutions. 
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5.3.3. Interactions between IRjection Mould System Solutions 
The injection mould design, as most other design processes, is not a sequential 
straightforward process; as solutions are chosen, new forms of interactions take place. 
These forms of interactions are defined in this work as between design solutions for 
different parts of the mould system, and a general representation of the interactions 
between injection rnould systems is depicted in Figure 5-14. For example, depending 
on the distribution of mould impressions chosen for the mould plate, different types of 
runner layout can be chosen, and depending on the type of' ejection system selected 
some kinds of cooling solutions can be ruled out. 
Injection Mould System Solutions 
Injection Mould "e", 
Systems ýs Co C (Design Decisions) 
Impression Distribution 
Runner System 
Gate System 
Ejection System 
Cooling System 
Willing System 
ýtrollg Interaction 
Lightfindirect Interaction 
Figure 5-14 - Interactions between injection mould system solutions 
The interactions presented previously can be related to different design aspects such 
as geometric or conceptual aspects. For instance, the decision relating to the ejection 
of the plastic component by a stripper ejection technique, prohibits the use of circular 
or hexagonal cross section of the runner system which would cause problems during 
the ejection of the runner system (Figure 5-15(a)). In this case the problem is not 
geometric, but based on the other aspects such as from previous experience and 
mechanical aspects. These have been defined as the more significant interactions for 
this work. 
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Other interactions can be identified, for example, in the choice of cooling the core 
internally, or of ejecting the plastic component by its internal part (Figure 5-15(b)). In 
this case the interactions are mainly related with geometric aspects. 
Cal, 
P/L (Parting Line) 
Runner croNs section 
dillerent 
Circular or Hexagonal 
41'1ý 
infel tit tioll 
Stripper Ejection 
or 
3-Plate Mould 
(a) - Interaction between ejection solution and runner solutions 
External Cooling Internal Cooling 
(Annular Channels) (Plug System) 
v Plale 
P/L(Parting Line) 
Core 
(b) - Interaction between ejection solution and cooling solutions 
Figure 5-15 - Interactions between design solutions 
Additional kinds of interactions can also be identified, such as manufacturing aspects, 
which can be considered during the design solutions, where choices or particular 
interactions that can be captured for situations and experiences relating to individual 
companies. For instance, the availability or not of tools or machines to produce a 
cooling channel or a specific cross section geometry for the runner system. 
This work recognise the existence of these different types of interactions, however 
special attention has been focused on the conceptual ones. 
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5.3.4. A General Relationship between Design Solutions and Product 
Information 
As addressed in section 5.3.1, the sets of interactions previously discussed support the 
definition of the design criteria that define the application of injection mould design 
solutions, in a design situation. Thus, these interactions play a critical role in that they 
represent the knowledge and experience, which a company acquires through time. An 
important aspect is the capture of these interactions, or knowledge, which is made 
available for reuse. In this respect, one of the main issues, addressed in Chapter 4, is 
how to capture this knowledge, or design criteria in the Product Range Model. 
This work has defined that each design solution has an association with a set of 
interactions, which together will determine its design criteria. These interactions are 
checked, against product design information, to determine the suitability of a design 
solution, during the design process. 
As shown in the example in Figure 5-16, a particular type of design solution, e. g. 
Submarine Gate, must meet some design criteria, which is represented by the 
interactions with mould configuration, feeding point and ejection technique chosen, in 
order to become a suitable design solution. In this example each interaction captures 
not only specific information, e. g. number of impression, but also the way in which 
this information is used, i. e. knowledge. For example the number of impression, 
retrieved from the Product Model, must be equal or greater than 2 impressions. 
However, the interactions that represent these design criteria are not exclusively used 
by this design solution, but they can be also used to evaluate other kinds of gates 
solutions, or even other kinds of design solutions, such runner, cooling or ejection 
systems. 
As a result, the relationship between design solutions and the interactions that 
represent their design criteria, is defined as bi-directional and M:: N type, where a 
design solution can have one or more interaction to be evaluated, and one interaction 
can be used by one or more design solutions. This kind of relationship takes into 
account that a design criterion can be used by one or more design solution, thus 
avoiding duplication of knowledge. 
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Figure 5-16 - Example of gate solutions and design criteria association 
The design criteria are represented in this research by the interactions and the general 
relationship between design solutions and interactions are depicted in Figure 5-17. 
The nature of the interactions in the Product Range Model will be explored in detail in 
Chapter 7. 
DESIGN-SOLUTIONS has INTERACTIONS 
Figure 5-17 - General design solutions and interactions relationship 
5.4. Summary 
This chapter has explored the characteristics of injection moulds as a type of product 
range, and the basic Information necessary for the definition of the Product Range 
Model. The general relationships between injection mould functions and design 
solutions, and between design solutions and their interactions were identified. While 
the first type of' relationship provides an association between each function and all 
possible ways to achieve it, the second relationship captures the knowledge behind the 
design criteria in order to evaluate each design solution. Two kinds of interactions 
were focused on, i. e. between design solutions and product specifications and between 
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the design solutions themselves. The information explored in this section provides a 
basis for understanding the issues addressed in chapters 6 and 7, where the Product 
Range Model information structure is discussed. 
The information structure of the Product Range Model is now discussed in the 
following chapters. 
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6. Modelling Function and Design Solution Sets in the 
Product Range Model 
6.1. Introduction 
This chapter describes the information modelling performed to capture the function 
and design solution structure representations in the Product Range Model. The 
representation of the basic functional and design solutions structures are described in 
sections 6.2 and 6.3 respectively. Section 6.4 addresses complementary information 
for supporting the design decision process by expanding those structures, presented in 
the previous sections. 
The information structure presented in this chapter has been built on the injection 
mould product range characteristics discussed in the Chapter 5 and makes the 
foundation for the critical issues investigated in this research, addressed in the 
Chapters 7 and 8. 
6.2. Functional Structure 
Based on the injection mould functions, discussed in Chapter 5, a UML class diagram 
representation of the basic functional structure in the Product Range Model is 
presented in Figure 6-1, where the internal relationship between functions themselves 
and their attributes are highlighted. This representation is depicted in terms of the 
Function class. As addressed in the previous chapter, the function elements also have 
an external association with the set of feasible design solutions. This association is 
discussed in section 6.4. 
The internal relationship allows each function to be decomposed into other functions 
(sub-functions) hence defining a functional hierarchy structure. The Sub-Functions 
definition is supported by the Function. Level attribute, which identifies the particular 
function's level in the tree, and by the Function. Root, which defines its hierarchy, or 
parent function. This approach provides significant flexibility within the structure 
definition, in addition to using the power of object recursivity. 
Each function also has a name (Function. Name), a unique identifier (Function-jD) 
and a type (Function-Type) attribute. While the first two of these attributes support 
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the identification aspects, the latter provides a way of classifying such functions into 
different systems, or structures, of the product. For instance, in the case of the 
injection mould, different systems, such as ejection, cooling and feeding systems are 
required for different basic injection mould functions, e. g. eject, cool or feed the 
mould. 
Function 
MFunctiorLID: int 
PbFunction-Name: char 
PbFunction-Type type 
, MFunction-Le%el Int 
; %FunctiorLRoot: Function 
MiSub_Functions : Function 
decompoSed_in 
Figure 6-1 - PRM basic functional structure 
Figure 6-2 depicts the UML class diagram for the representation of instances of the 
Function class. The Ejection Function elements are used as an example to illustrate 
the major relationships and attributes captured by the functional structure. All 
elements inherit from the Function class, shown in the previous figure, and therefore 
inherit all its attributes and relationships. 
Each element represents an actual function with its own attributes and relationships, 
such as its specific identification, type, level and associations with root and sub- 
functions. 
While this example has focused on Ejection Function types, e. g. Functionffype = 1, 
instanciations can also be represented for the different types of functions addressed in 
Chapter 5, such feeding, cooling, venting, etc.. 
Figure 6-2 shows also the relationships between function elements in the hierarchical 
tree by the attributes Function. Root, Subý_Functions and Function. Level. For 
example, Eject. Base function has EjecLImpression as a parent function, which in 
turn has Ejection-Function as parent function and EjecLWall as sub-function. 
Thus, the functional hierarchical structure defined in this work allows the capture of 
two important aspects already discussed in Chapter 5. These are refinement in 
meaning of the functions as they are decomposed in sub-functions thus providing a 
precise guidance to the designer in his/her functional choices, and, as a consequence 
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of this, a more restricted set of possible design solutions associated with each zn 
function. 
Eject-Impression : Function 
a: char = Elect Impression 
int = 01 
irg =1 
Fumbon = Election Function 
Funcbon = Eject-Wall; Eject-Base 
Eject-Wall: Function 
*Function ID : int = 05 
kFunction Narm: char =Eject by Wall 
OFunction-TWe: ml = 01 
kFunclion-Le%el: int =2 
ffol'unction Root: Function= Eject-Irnpression 
*Sub Functions: Functlon 
Ejecbon-Function : Funclon 
irt = 01 
ne: char = Elecbon-Fmcbon 
a: irt = 01 
A tnt =0 
it Fundon = NJI 
s Functon = Eject-Featum ElecLInVression; EjecLFeedng 
Eject-Feature : Functon Eject-Feeding : Function 
eVuncbon-ID: int - 02 JbFuncbon-ID: int = 04 
vunction Narna: char = pect Feature kFunction Nwne. char -- Elect Feecling 
kFunction TWe: int = 01 Functon TWe: int = 01 
Function Le%" : int =I 1ý )Funcbon Le%el int -I 
Function Root: Function = Ejection-Function I&Function-Rool: 
Function - Ejection-Function 
M%-OSub-Functions: Function CbSub 
- 
Functions Function = EjecLR 
. ....... .... 
17 ur er 
-Base: 
Fundon 
rl = C6 
"*: char by Base 
e: nt 01 
el nt 2 
)d: Furulcn = EjecLhipresson 
ns Furution 
Eject-Runner : Function 
kFuncim ID M= 07 
kFunclon- Name: chat 
kRincion Tpe: rif = 01 
Qýýncllon Level: rit =2 
dýýncion-Rocf: Fumilm 
Qý9jb-Fuiclcns: Furdion 
Figure 6-2 - Instanciation example of Ejection Functions 
6.3. Design Solutions Structure 
The design solutions, discussed in Chapter 5, represent physical principles that can be 
applied to achieve particular functions of the product range. Also, as stated in Chapter 
5, the injection mould product range has been traditionally divided into different main 
systems, which group different sets of related design solutions. 
In this way, the structure of information defined for capturing the design solutions, 
within the Product Range Model, Is specific to inJection moulds rather than generic as 
in the one used to represent functions. The elements of the design solutions are 
identified by their sub-classes, such as Ejection-DS, Gate-DS, Iqyout_Rrinner_DS, 
etc. (Figure 6-3). Like the functions, each design solution has attributes related to its 
identification, e. g. DS-Name and DS-ID. 
This structure provides a good representation of the injection mould product 
architecture in terms of main systems and, consequently, their associations with the 
main injection mould functions. 
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As addressed in chapter 5, the use of commercial standard components is a common 
practice in injection mould design and manufacture, so an alternative option to 
manufacturing the mould is buying the component. However, besides the standard 
components, knowledge about ways of manufacturing specific design solutions are 
also known by each particular company and hence, can be considerated as an 
important piece of information in supporting the designer in his/her decisions, for 
instance, evaluation of the costs of a specific design decision. 
In this respect, a general class termed Manufacturing-Options has been defined as 
part of the design solutions information structure, and hence each design solution can 
have a relationship with the Manufacturing-Options class, through the attribute 
named Manufacturing-Options-Coll. 
The class Manufacturing-Options, in turn, has been expanded in 
Standard_Solutions or ManqfacturedýSolutions class types. While the first one 
captures information of the commercial standard element, the second captures the 
knowledge for manufacturing specific design solutions. 
The standard solutions have received particular interest in this work, since they can 
represent actual instances of their design solutions. Thus, each standard element, 
besides the attributes that identify its properties, such as code (StanILCode) and 
supplier (Supplier), has also an association with the Design-, solution class through 
the attribute Design-Solution_Std, defined in the Manufacturing-Option class. 
Figure 6-4 depicts the UML representation of design solution instances. Two objects, 
derived from two different classes, Ejection-DS and Gate_DS, are represented and 
because both are types of Design-. $olutions class, they inherit all its attributes. Both 
instances have their particular identification attributes (D$-Name and DSJD). 
The design solution element NonnaLEjection-Pins has an association with different 
manufacturing options, more specifically with different StandardýSoluflons objects, 
(Z401. and Typ(e) ME-). This relationship is supported by the attribute 
Manufacturing-Option-Coll in the design solution element. Each standard component 
has its own attributes related with their identification, e. g. code, name and suppliers 
(HASCO and D-M-E). 
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Design-Solutions has 0-*ý Manufacturing 
-Options 
Standard Solutions 
Ejection-DS Gate-DS 
Ejection-CIS : Normal Ejection-Pins Gate DS : Submadne Gate 
dbDS N. M. -har =Normal Ejection Pins ldýýDS Name: char Submarine Gate - :c 6-, II_ID: inl = 01 Q>DS ID: int = 25 
1ý>Manulactunng_Option-Coll : Manufacturing-Options = Z40/..; Typje) A/E- Q>10anufacturing-Option-Coll :M anufacturing- Ophons= Null 
has has 
Standard-Soluýo ns: Z40L I StandardSolutions : Typ(e) A/E.. 
dýM an ufact-Opo on Type: int =1 (commercial Standard) CbManufact -Option, 
Type : int =I (Commercial Standard) 
dbDesign Solution-Std : Design -Solutions= 
Norma Ejecti on. Pins ! )Dosgn Solution Sid : Design Solutions= Normal Election Pins 
&ýStancob me: char= pection Norma I Pin *ýStand Name : char = Election Normal Pin 
4ýSuppli er - char - HASCO 
! Z)Supplier: char = D-M-E 
dbStanCOode : char = Z40/.. 
Q>Stand-Code : char = Typ(e) AIE- 
Figure 6-4 - Instanclation example of design solutions 
6.4. Function and Design Solution Sets Supporting Design 
This section develops complementary Information related to the application of' 
function and design solution sets, into the Product Range Model, to support the design 
decision activities. Thus, besides the relationships between functions and design 
solutions, the aspects related to ways of offering valid information to the designer and 
the additional attributes necessary to support such aspects need to be focused. 
The information structures explored so far, in the previous sub-sections, have been 
mainly concerned with the modelling of the injection mould individual functions and 
design solutions structures into the Product Range Model. 
However, in order to support the design decision process, the Product Range Model 
must provide useful information about valid design solutions to be used by the 
designer. This information is a result of the designer's enquiring about a specific 
function and the interactions of each possible design solution with both the product 
specifications and design solutions already chosen. 
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Thus, to support the Product Range Model functionality previously stated, the 
definition of a formal association between functions and design solutions is required. 
Chapter 5 has already defined this relationship as bi-directional and M:: N type, where 
each function can have a set of possible design solutions to achieve it, and cacti design 
solution, in turn, can be a potential solution for several different functions. This 
relationship is shown in Figure 6-5, and is supported by the attributes 
Design-Solution-Coll in the Function class and Function-Coll in the 
Design 
-Solutions class. 
Function 
dbFunction-ID : int 
*Function 
- 
Name: char 
dbFunction-Type : type 
*Des ign-S ol utions-Coll : Design-Solutions 
4Z>Function-Level int 
(Z>Function-Root Function 
fbSub-Functions Function 
Design-Solutions 
eZ>DS name : char = initval 
+Possible Desýn Solutions 
(ZOS-0 : int 
dt>Functioncoll : Function 
1 
decomposed-in , 
Figure 6-5 - General association between functions and design solutions 
Whilst this relationship provides the designer with different ways of' achieving a 
particular function, it is still not enough to support him/her with valid information for 
each particular new product designed. 
In this respect, three main issues must be considered in the representation of the 
function and design solutions into the Product Range Model, these are: 
* What makes a design solution valid or non-valid for the design application'? 
a How to represent these different design solution states'? 
0 How to associate the design solution states to a particular function enquiry'? 
The first issue is related with how a particular design solution can meet its design 
criteria throughout the interactions with the product and design information. This is 
the critical issue addressed by this work and is explored in Chapter 7. 
However, regardless of the approach taken to solve the first issue, based on the result 
of the information about design decisions and their interactions, each design solution 
can assume different states for its application in the product design, as depicted in 
Figure 6-6. 
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Figure 6-6 shows the basic interface between the designer and the Product Range 
Model, and how the results of the functional enquiry and design solution interaction 
checking process are presented to him/her. In the example, the set of possible design 
solutions to achieve the function Eject Product, after the interaction checking process, 
has been transformed into two sub-sets of design solutions, named accepted and 
rejected design solutions. A cross identifies the rejected design solutions. Also, based 
on this result, the designer can still select, from the accepted design solutions sub-set, 
the one(s) that will make part of the final product design, in this case, exemplified by 
the Ejection Pins solution. 
Thus, two different states of the design solutions have been defined in this research, 
namely accepted and rejected. Also, for the accepted state, a design solution can still 
assume an additional state, identified as selected, which is the result of the end user 
action, e. g. designer's selection. 
The relationship between the design solutions and the product model, depicted in 
Figure 6-6, to support the design decisions is explored in Chapter 7. 
Figure 6-7 shows a UML State Transition Diagram to represent these different states 
and why such states are changed. For supporting the state definition, the attribute 
DS--$tate has been added in the Design_, Solutions class (Figure 6-8). This provides 
the answer to the second issue addressed in the beginning of this section. 
AFunction. chec 'Y design-solutions 
reject[ Interactions(l or rnore) == reproved Jec 
Change to Rejected Design Solution 
accept[ Interactions == Approved I/ reset AApplication. ReseL-PRM 
Change to Accepted-Design-Solution 
Accepted_Design-Solufion 
select 
Selected-Design-Solution 
reseLstatus AApplication. Reset-PRM () 
reseLstatusAApplicafion. ReseLPRM () 
Figure 6-7 - Design solution states 
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Finally, as a result of the previously described process, each function will have all 
association not only with the set of all possible design solutions that can fulfil It, but 
also with two ternporary sub-sets of design solutions. 
While the set of all possible design solutions is represented by the 
Design-Solutions-Coll attribute in the Functioit class, the other two sub-sets are 
supported by the introduction of the attributes A ccepted-Design-Soluti oils and 
Reject-Design-Solutions. Similarly, a third set of design solutions is dcflned for the 
case of selected design solutions chosen by the designer, and is represented by the 
Selected-Design-Solution attribute (Figure 6-8). This provides the answer to the third 
issue addressed in the beginning of this section. 
These attributes can provide the designer with a more complete set of information 
about his/her functional enquiry, and therefore offer hirn/her good support in terms of' 
design information, which is one of the main objectives ofthe Product Range Model. 
+Pos sib le-Des ign-So ILA ions 
Function 
-unction -to : int +Accepted DS -unction -Name : char - 
Design 
-Sol uti ons --f- Type: type dt)DS name: char= injtv at )est(jfi Solutions-Coll: Design-Solutions 12i; iDS to : int 3elected. Design_Solutions Design-Solutions (! ý>DS Status int * kccopted-Design-Solutions Design Solutions 
l +Reject DS 
0" 'QýFunclion, Coll : Function 
utions lejected- Design-Solutions Design- So - Q>Manuf acluring -Option Coll Wnuf acturing Options unction Level int 
-unction- Root Function 
3ub Funch ons Function +Selected 
decomposed in 
Figure 6-8 - Expanded functions and design solutions associations 
More details about how this structure supports the design process is presented in the 
Chapter 9, in the experimental system development. 
6.5. Summary 
This chapter has defined the general information structure to capture the product 
range functions and design solutions in the Product Range Model, and to support the 
design decision process. This information structure forms the foundation of this work 
and is used to explore the critical issues of this research namely, the design solutions 
interactions with product information, which are addressed the next chapter of this 
thesis. 
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7. Modelling Design Solution Interactions in the Product 
Range Model 
7.1. Introduction 
This chapter addresses one of the key issues of this thesis, which is the capture and 
representation of information and knowledge to support the design solution 
interactions with other product design information. The definition of elements termed 
Interactions is presented alongside the information structure used to represent them 
within the Product Range Model. Section 7.2 explores the general aspects related to 
the definition of the interaction elements, whilst section 7.3 presents a classification of 
the types of interactions defined in this work, as well as the information structure used 
to represent them. Section 7.4 explores the application of the interactions to support 
the design decisions, and this is followed by the explanation of the way in which the 
interaction elements are tested, in section 7.5. 
The interaction information structure, presented in this chapter, complements the 
relationships between functions and design solutions, presented in Chapter 6, 
providing information about the valid design solutions that can be applied to satisfy 
specific design conditions. 
The structure identified in this chapter, along with the information structures 
presented in chapters 6 and 8, defines also the general information structure of the 
Product Range Model, which is used in the definition of the experimental system 
developed in chapter 9. 
7.2. Design Solutions and Product Information Interactions 
7.2.1. General Requirements 
The discussion carried out in Chapter 4 identified two issues, related to the 
relationship between the product range design solutions and product information, 
needing closer examination in the definition of the Product Range Model. These are, 
firstly how to represent the heuristic knowledge that capture interactions between 
product range design solutions and product information, and secondly how to 
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represent the relationship between the Product Range Model and product model to 
support the evaluation of these interactions (Figure 4-3). This section is mainly 
focused on the first issue; the second issue is addressed in the next chapter. 
Chapter 5 has highlighted two main types of interactions during the process of 
selecting design solutions to achieve injection mould functions, namely interactions 
with product specifications and interactions with other previously made design 
solution decisions. This work has identified that these interactions are associated with 
different kinds of injection moulding information, such as number of impressions, 
mould configuration, type of feed system, properties of the plastic component, 
techniques chosen for ejection system, runner system, gate systern, and cooling 
system. Figure 5-16 presented an example of sorne of these interactions. 
Together these interactions capture the heuristic knowledge necessary to represent the 
design criteria applied to each product range design solution. Formal ways of' 
capturing this in the Product Range Model are necessary. 
7.2.2. Interactions Elements - Definition 
This research has provided a contribution in the definition of a set of elements called 
Interactions that capture the design information and knowledge, which represent the 
design criteria for application of each design solution. These elements are responsible 
for determining the validity of the design solution with which they are associated in 
particular design cases. 
To support these elements and their relationships this work has defined an information 
structure, which is depicted in Figure 7-1 using a general UML representation of the 
Interactions class and its relationship with the Design-Solutions class. 
Design-Solutions 
-name : 
char Interactons 
ID: int 
Status : int + Interactions- Set 
dZ>Interaction 
- 
ID : int 
*Interaction Name : char , cticn_CoII : Function iZ>[Design-Solution Root : Design_Solutionsý ýracbon_Collection : Interactions 
nufactuhng_Option-Coll : Manu fact uri ng-0 ption s %test-interactiono 
44check interactionso 
Figure 7-1 - Interactions general relationships with Design Solutions 
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Thus, the information and knowledge required for the evaluation of each interaction 
element and the determination of the validity of each design solutions are captured 
together in the combination of the attributes and the behaviour of both classes. 
As in the case of the functions and design solutions definitions, to avoid duplication 
of elements, each interaction element has been defined as unique, and hence has its 
own identifiers, i. e. Interaction_jD and Interaction-Name. The attributes 
Interaction-Collection in the Design. Solutions class and Design-Solution-Root in 
the Interactions class support the many to many bi-directional relationship between 
the design solution and interactions elements. This allows each design solution to 
have one or more interaction elements defining its validity and also enables the same 
interaction element to be used in the definition of the design criteria of one or more 
design solution. 
However, in addition to the identification attributes and relationships with design 
solutions, there are also issues that need to be considered in the modelling and 
representation of the interaction elements. Some of these issues are related to what 
kind of information and knowledge should be stored in the interaction elements; how 
to test this information and knowledge; how these elements can be arranged together 
to provide better representation of the design criteria; and where to retrieve the value 
to be compared. These issues are addressed in the subsequent sections of this chapter. 
7.3. Representing Knowledge in the Interactions Elements 
7.3.1. General Aspects 
The information modelled in each interaction element captures part of the knowledge 
that defines the design criteria for application of each specific design solution. Thus, 
the interaction elements must represent the validity of particular conditions that 
determine whether, or not, the application of a specific design solution is appropriate. 
In this respect, the design criteria are represented as a set of interaction elements, 
arranged in a way, which must capture its truthfulness. Thus, the interaction elements, 
which form this set, must all be true. This means to apply Boolean "&" truth tests to 
all the constituents of the set in order to determine the validity of the design solution 
with which they are associated. 
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This work has adopted an object-oriented approach for the modelling of the Product 
Range Model information structure. In the case of the interaction elements, this 
approach provides several benefits as it allows the capture of complex conditions 
within a simple structure, enabling conditions to be extracted quickly and efficiently. 
This approach also allows the reusability of the interaction elements since each 
interaction object could be associated with several different design solutions, hence 
avoiding duplication. This is addressed as one important contribution of this research, 
which is related to the flexibility and reusability of the knowledge captured in the 
Product Range Model. 
To provide a better representation of the design criteria through the interaction 
elements, two general types of interactions have been defined, named Simple and 
Composite interactions. While the former captures individual conditions, the latter 
captures combinations of different individual conditions. 
7.3.2. Simple Interactions 
7.3.2.1. General Definition 
The simple interactions represent the elementary knowledge, or conditions, that 
capture part of the design criteria for application of a particular design solution. This 
kind of interaction can be related to a particular value of an attribute associated with 
the product characteristics, or with the existence, or absence, of a particular 
characteristic itself. The product characteristics define the representation of particular 
properties of a product, such as specifications, geometry, dimensions, material, etc.. In 
this respect, the simple interactions require some kind of link mechanism, which 
enables retrieval of this product information, stored in the product model, in order to 
check their own conditions. 
This research has provided also a contribution in defining the relationships between 
information models, i. e. Product Range Model and Product Model. This has been 
done through another element, termed Knowledge-Links, which is responsible for 
storing knowledge about the location of specific product information. This element 
retrieves the correct information from the product model and provides it to the simple 
interaction, where the comparison process is performed. The Knowledge-Links hence 
maintain a relationship with the simple interaction elements, which is shown in Figure 
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7-2. The Knowledge-Links elements are presented in Chapter 8, where (lie 
relationships between Product Range Model and product model are discussed. 
Two kinds of simple interactions have been defined in this work, narnely numerical 
and existence interactions. While the first is related to the comparison of numbers, tile 
latter is related to the verification ofcxistence of' a specific product characteristic. 
Figure 7-2 shows the UML class diagram representation f7or these kinds of' 
interactions. Both, Numerical-Interaction and Existence-Interaction classes Inherit 
t'rorn Simple-Interaction, which, in turn, is a kind of' Interactions. The attribute 
Inieraction-Type has been added in the class Interactions to support the 
differentiation between types of interactions. 
The Comparator attribute, presented in the Simple-Interactim class, represents the 
mathematical relational operators, e. g. equal (=), greater than (>), not equal (#), etc., 
which support the type of comparison to be performed. 
Interactions 
*Interaction-ID : int 
(Z>hteraction-Name: char 
tZ>Desýn-Solution-Root : Designs olutions 
%test interactiono 
Simple-Interaction 
nparator : int 
J.. j 
ý Knowledge-Link 
owledge-Link : Knowledge-Link 1... 
N urnerica 11 nteract ion Existence_lnteraction 
Figure 7-2 - Types of simple interactions 
7.3.2.2. Numerical Interactions 
The numerical interaction elements capture the comparisons between two numerical 
values, i. e. between a rýfýrence value, stored in the interaction element (Figure 7-3), 
and the value retrieved from the product model. For example, in "Number of 
impressions == 4", the reference value stored in the interaction is 4, and it will be 
compared with the actual number of impressions stored in the product model. 
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In order to allow a compatible comparison between values, the type of parameters that 
are being compared also need to be considered, e. g. integer, double, float, etc. In the 
above example, the parameter is an integer type. This is supported through the 
attribute Typeý-qf-Attribute- 
Two types of numerical comparison have been identified in this kind of interaction. 
The first one is related to a quantified number, i. e. numbers that define a quantity or a 
dimension. For example, number of impressions, length, width, etc.. The second one 
is related to product properties, represented in the enumeration format, for example 
Moul, ý. Con -Plate Mould; "2" - 
figuration ( "0" = no configuration defined; "I" =2 
3-Plate Mould). 
Although the comparison process in both cases is numeric, the results can be 
significantly different. In the second type of numerical comparison, the zero (0) 
condition must be interpreted differently, since it can mean that a particular 
characteristic has not been specified. Thus, an additional attribute must support the 
differentiation between these two types of numerical interactions. 
Figure 7-3 shows the UML class diagram of an example of an element of 
Numerical-Interaction class, throughout the numerical interaction named 
Numberý_qf impressions-=-4. As an object of such a class, it inherits all the attributes 
of the parent classes. The first two attributes provide identification for this interaction, 
while Interaction-Type attribute allows the recognition of the type of interaction. In 
this example, either design solutions elements, Rectangular X-Layout and Matrix 
Impression Distribution, make use of this interaction, which requires that the number 
of impressions specified for the injection mould in design, be equal to 4 
(Reference-Value). Finally, the number of impressions value is provided by a 
Knowledge-Link element named Numberý_ofjmpression defined in attribute 
pKnowlegdeLink. 
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Interactions i Numerical Interaction dýlnteraction-ID : int Simple-Interaction 
*Interaction Name : char *Comparator : int 
a, )Type of Attribute : int 
i*Reference Value : int ItOesign-Solution-Root : Design-Solutions i! ý>PKnowleclge-Link : Knowledge-Link 6ý)Numencal Type : int 
-0 
Instance 
Numerical-Interaction Number-of-Impressions-=-4 
*Interaction ID : int = 10 
it>Interaction-Name : char = Impression == 4 
tVýDesign-Solution-Root : Des ign-Sol ut ions = Rectangular X-Layout; Matrix Impression Distribution 
tZ>Interaction-Type int =1 (Numerical) 
&V, Comparator : int 1 (==) 
*pKnowledgeLink Knowledge-Link = Number-of-Impression 
iý>TypeofAttribute int 1 (Integer) 
*Reference-Value int 4 
ý*Numerical-Type: int =0 (quantified-number) 
Figure 7-3 - Example of a numerical interaction element instance 
7.3.2.3. Existence Interactions 
The existence interaction focuses on aspects related to the existence, or absence, of a 
particular characteristic in the product. As previously mentioned, a characteristic 
defines the representation of specific properties of a product, such a specific type 
geornetry, type of ejection solution already defined; etc.. 
In the case of design solutions, this kind of interaction supports testing for 
equivalence or other types of comparison between particular elernents and existing 
solutions which have previously been chosen by the designer. For example, kinds of 
ejection solution previously chosen by the designer might be compared to check the 
applicability of other kinds of design solution, e. g. cooling solutions. 
In the case of existence interactions the attributes Eleinent-Tyl)e, Element-ID and 
Element-Nanie define the characteristics of the element that is to be compared (Figure 
7-4). While the Eletnent-ID attribute defines precisely the element to be compared, 
the Element-Type attribute defines in which group of elements this comparison 
should be performed, e. g. ejection solutions, cooling solutions, etc. The 
Element-Name identifies the particular object class that is being compared into the 
element group defined in the Elenient-Type, e. g. ejection stripper plates in the 
ejection solutions. 
Figure 7-4 shows an UML class diagram of an example of an existence interaction 
element, Besides the common attributes already explained for the numerical 
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interactions, different values are depicted, such as Intertiction-TvI)e and different 
kinds of design solutions may be associated, using the Design-Solution-Root 
attribute. 
The following example shows the three particular attrihutes of the 
Existetice-Ititeractiott class. Eleinent_Natne (Matrix DistrIbLItIOII) and Element-11) 
(55) identify the particular element that is being compared, and the Element-Type 
represents the type of elements which must be searched, In tills case, 
Impression-Distribution design solutions. 
Interactions Si mple-Interaction 
Existence 
-Interactic, In dt)lnteraction-ID : int 
ýtComparator 
: int 
ýZ>Element Name : char 
iý>Interaction_Name : char (Z>pKnowledge-Link : Knowledge-Link 
tZ>Element ID : int 
dbDesign-Solution-Root : Design_Solutionsý 4Z>Element Type : char 1 
'0 I hislance 
--------------------- 
A' 
Existe nce-Inte ract ion : Distribution-=-Matrix 
1ý)lnteraction - 
ID: int 20 
tInteraction 
- 
Name char = Impression Distribution = Matrix Distribution 
(ý>Interactionjype : int =2 (Existence) 
i! Z>Interaction 
- 
Status : int 0 
(Z>Design-Solution-Root Design-Solutions =Rectangular XLayout; Rectangular H-Layout; Hot-Runner-HRSQ4 
i! Z>Comparator : int 1 (==) 
dýpKnowleclget_ink Knowledge-Link = Design-Solut ions 
(bElement-Name char= Matrix Distribution 
*Element-ID : int = 55 
&oEfement-Type : char= Impress ion-Dst 6 bution 
........ ... 
Figure 7-4 - Example of an existence interaction element 
7.3.3. Composite Interactions 
7.3.3.1. General Definition 
The previous section has explored the aspects of each interaction under the 
assumption that they are unitary. However, the capture of the heuristic knowledge for 
representing the appropriate design criteria of each injection mould design solution, 
can require more than a set of simple rules and therefore different ways of combining 
simple rules are necessary. 
This research has defined two Boolean conditions to support these combinations, 
namely AND and OR interaction types. Both, AND-biteractions and 
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OR-hiteractions classes, are defined as types of Composite-Interactions class, 
which in turn is also a kind ot'Interactions class (Figure 7-5). 
The relationships between the Composite-Interactiotis class and Interactioils class 
are highlighted in Figure 7-5, and is supported by both, the inheritance association, 
i. e. composite interaction is a kind of interaction, and the aggregation association, 
represented by the attribute Interactions-Set. Thus, two or more interactions, elther 
simple or even composite can be part of the composite interactions. 
Interactions 
dý>Interacbon 
- 
ID : int 2.. n 
tZ>Interaction 
- 
Name : char 
4ZOesign-Solution-Root : Design-Sol ut ions + Interact ions-Set 
Iltestinte ractiono 
has 
Figure 7-5 - Composite Interactions representation 
Both types of composite interactions, i. e. AND-Iitteractiotis and OR-Interactions 
have the same kind of attributes, however the difference between thern is related to 
the way that such interactions are evaluated, i. e. their own behavior. 
7.3.3.2. OR-Interaction 
The elements of the OR-Interaction type form a set of interactions within the "OR" 
Boolean condition. This means that if any of its interactions is true, i. e. approved, the 
whole composite interaction becomes approved as well. 
An example of this kind of interaction is depicted in Figure 7-6 through the UML 
class/instance diagrams. One of the requirements that define the validity of the 
M, -itrix-Iiiipression_Distribution and H-Rutiner-Utibalanced-Lei. N, olit design solutions 
is that the number of impression be equal to 4 or 6 or 8. This is represented by the 
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interaction element Impression = 4,6,8, which is composed by another three 
interactions. The association between the composite interaction and its interaction 
elements is captured by the Interaction-Set attribute. 
in this example, the interactions that compose the Impressimi = 4,0,8 interaction, are 
the same type, i. e. nurnerical type, and compare the sarne type OfattribUtC, Le. 111111ibcr 
of Impressions. However, the value of Rýference-Value attribute to be comparcd by 
each of these interactions is different. 
In teractions -Set 
2.. nI Interactions 
has 
Composite Interaction Simple Interaction 
ORInteraction Numerical-Interaction 
Instance, 
l, 
" 
Instanc 
Or-Interaction Impression 4,6,8 1 
1 %Int-d- ID V 55001 
IrXerachm 
_Ný 
: char= Irrpr%s, w == 46m8 
: rdwac:: m Two int =4 (Conimile . OR) 
ntwac m Stalm . id =01 
I*D-gn_So1ubw Root: Dmign-Solut- Matrik Inip-sim0istribubcn; H, R- UnbW-d_LýyW 
ýIaanjype "4=4IOR) 
has has has 
Numedcal Interaction Ampression=4 Numerical-Interaction Impression 61 Numer ical Interaction Impression 8 
dbIM. -bon to nt r 31 ID -D 
nt . 32 
k1fileractim to int = 33 
r nv"sion == 4 
Jýnnbrac: 
m N. 
ý 
ch. fn':, w: ctim_Ný: ch- InA--= 8 
,: 
w, actlw_Ný chs zI 
ý_T,,, ni =1 IN -n-1) 
Inbracicn-TV-0 bonType M=I (N-rical) 
Interýcb 
_S 
"' "_0 
tinbract. 
-Sbts 
: ro =0 Inter-b-Stm- . ., 
d .0 
113-9(ý_Sdubw 
Root: D-gn-Solut- D-gLSkjI. 
_R-1 
D.., gn_Sdd. ns D-gn_So1LAjw. RW Dmign-Soltit- NULL 
t 
CbCcrnparator: IT#= 1 (==) dbCorq. "t-'1 = I(==) ObCorrperator. ird =I (==) 
dbpKnowedgeLink: KnoWedgejjnk= Nurnbw_of_Imprmsw dbfKnoModgeLnk KncWtdqe_Unk. Nurnba-d-Impr-s- '&)O(mWedgetink KnoWedge-Ur*. Nuntwofirnprasion 
ebTwe-of-Attribute Int -I (Irdeger) 
ObTpe-of-AttribLie 
. int .I (Integer) 
1 Q)Type of-AttribtAe offt .I (Integer) 
dbRWw-ce_VaI- nt =4 
Q)RW--_VW.: nt -6 CbR. fer-eVal. n1=8 
r ýN--I ObNý-ITW-m nI =0[, CbNý C. -LTp.: i rt .0 _Typ. nt .0 
Figure 7-6 - Example of a OR-hiteraction type element 
Thus, if during the comparison process with the actual number of impression 
specified in the product model, any of these simple interactions is approved, the 
composite interaction Impression = 4,6 or 8 becomes also approved. As a result, the 
design solutions Matrix-Iitipression-Distributioti and H-Runner-Layout can be 
offered to the designer as valid options, if other interactions associated with them are 
also approved. 
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7.3.3.3. AND-Interaction 
The elements of the AND-lideraction type form a set of interactions within the 
"AND" Boolean condition. This means that the whole set of interactions needs to be 
true, i. e. approved, fOr the approval of the composite interaction. To explain this kind 
of interaction, a similar example to the one used in above has been chosen (Figure 
7-7). 
Based on a company's knowledge and experience, one of the design criteria for 
applying In-Line-Iinpressioti-Distribution design solution is to have the number of 
impression between 2 and 8. This is represented by the Impi-ession >=2 & <=S 
composite interaction element, which is composed by another two numerical 
interactions elements, named Impression>=2 and Impression<= 8. The attributes 
depicted are the same as shown in the previous example (Figure 7-6), except by tile 
difference in the values of sorne of thern. 
2.. n1 ý Interactions 
+Interacticns-Sat 
has 
Simple-Interaction Composite-interaction 
Numerical Interaction 
,, 
* AND-interaction ý, - 0\ 
Instance 
And-interaction Impression >=2 & <=8 hist(Inces 
dbinteracton ID: int = 52001 dbinteraction, Name: char = Impression -2 && 8 QýJryteracbon, TWe: int -3 (composite AND) ebInteraction-Status : int =0 dbDesign-Solution-Root: Design-Solutions, = In-Liria-impression-DistribtAion elýBol ean Type :i nt =3 (AN D) Q>Interactions-Sel: Interactions Impression 2; Impression 8 
has has 
Numerical-interaction Impression >= 2 Numerical-Interaction Impression <- 8 
11. ýInteraotionjD -irt=37 Z)Interaction ID: int 36 dý1nteracbonJlame: chw= Impression- 8 *Interacton Name: char = Impression -2 
(ý)Interacbonjype: int =1 (Numerical) 
Q)Interactionjýps: int =I (Nurverical) 
dbinteraction Status : int =0 
*Interacbon Status : int =0 
dbDesign Solubon-RoDt: Design Solutons = NULL 
14bDesign Sdution-Root: Design-Scluitions= N ULL 
ObCormarator : int =3 1-) 
9t)Comparator : int= 5(-) 
jZ)pKnoW9dgeUnk: Knowledge Unk= Nurnber of Impression 
kO<noMec1g9Ljnk: KnoWedge Link Number. of Impression 
1%Type_of Attribute : int =1 (integer) 
*Type of Attribute: int =1 (InfBger) 
Q>Reference Value: int =2 
tRef Erence Value: inf =8 
dblslumeriCad Type: int =01 
dbNumarical Type: int =0 
Figure 7-7 - Example of AND interaction element 
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In contrast to the previous example, both numerical interaction elements, rather than 
only one, need to be approved before the composite interaction Impression >=2 & 
<=8 can be approved. 
7.4. Interactions Sets Supporting Design Solution Decisions 
7.4.1. Requirements to Support the Design Solution Decisions 
As highlighted in section 7.3.1, each design solution must have its associated set of 
interaction elements approved before it can be offered to the designer as a valid 
design solution option. This means that each interaction, in this set, needs to be tested 
against its internal condition, and only based on the results of the interaction testing 
process will a design solution be considered accepted, or not, for its application. Thus, 
in addition to the knowledge captured in the interaction behaviour, further information 
is necessary to support the interaction testing process, as well as to provide the 
interpretation of the results of this process. 
This section develops complementary information related to the application of 
interactions to support the design decision activities, and the representation of this 
information. 
7.4.2. Interactions States 
Figure 7-8 expands the representation presented in Figure 6-6 (Chapter 6) by 
highlighting an example of the interactions associated with injection mould design 
solutions. Two gate design solutions, Submarine Gate and Pinpoint Gate, are 
highlighted as well as their sets of interactions. Besides having particular interactions, 
e. g. Mould Configuration, these design solutions have also common interactions 
- ype 
Cold or Number-Impressions > =2. This example elements, such as Runner T 
also highlights the power of the approach taken in providing the reusability of the 
interaction by different design solutions. 
After each interaction condition has been tested against the product model 
information, three main states can be assumed. Figure 7-8 highlights only two of these 
states, which are represented by the "tick" and 'Y' boxes and mean approved and 
reproved interactions states, respectively. 
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For instance, the Submarine Gate design solution has had all of its interaction states 
approved, and hence this design solution assumes the state of an accepted design 
solution. On the other hand, the Pinpoint Gate design solution has had two of its 
interaction states reproved, i. e. Feeding-Point == Top and MouldýConflguration == 
3-Plates, and therefore it assumes the state of a rejected design solution in this design 
situation. 
A third interaction state named non-evaluated, can also be assumed by an interaction 
after being tested. This situation occurs when specific information is required but does 
not yet exist to be retrieved from the product model, and as consequence no 
comparison can be performed by the interaction element. For instance, in the example 
shown in Figure 7-8 one of the interaction elements is related to the type of ejection 
system chosen, i. e. Ejection-Type ## Stripper. In this case, if the designer had not yet 
decided on the type of ejection system this interaction can not be evaluated, and 
therefore it can not be either considered approved or reproved. 
In terms of the final evaluation of the design solution, the non-evaluated interaction 
state is treated as an approved interaction, i. e. it allows the design solution to be 
offered to the designer as an accepted design solution, since no reproved interactions 
have been identified. However, in this situation the designer should be aware of the 
conditions, or decision, that have to be made if he/she chooses the design solution 
associated with this interaction state. In this respect the non-evaluated interactions are 
also an important element to support the design decisions and, therefore, they should 
be available to the designer during the design. 
Figure 7-9 depicts a UML State Transition diagram representing the interaction states 
named ReprovecL-Interaction, Approved-Interaction and Non. Evaluatedjnteraction. 
An additional state named Neutraljnteraction identifies the initial state of all 
interactions before being tested. 
The first two interaction states, ReprovecL-Interaction and Approvect-Interaction, are 
results of the interaction testing process against product information retrieved from 
the product model. On the other hand, the third interaction state, 
Non_Evaluatedjnteraction, is a result of the absence of the value associated with a 
product information, which does not allow the checking process to be performed. The 
interpretation of these results is discussed in the next section. The interaction states 
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are supported by the attribute named Interaction_Status in the Interactions class 
(Figure 7- 10). 
I 
ADesign_SolLtions. test-interaction 
I 
reprove[ Comparision - 
Result Neutral approve[ Comparison_Result mm Interaction I 
=Not Respected 
Change to _ 
entfy: WsUnWrwflon 
Not Evaluated Change to 
Reprov d Interaction Non_Evaluted teraction 
approvel Comparlson-Result 
Respected I/ Change to 
Approved Interaction 
I 
V 
Reprovedjnter 
V 
Approved_Intera Non_Evaluted_lnteraction 
eseLstatus. Application. Rese 
-PRM 
() 
Figure 7-9 - UML State and Transition diagram for Interaction states 
7.4.3. Interaction States Associated with Design Solutions 
As highlighted in Chapter 6, each design solution can assume either of two different 
states namely AcceptedýDesign_Solution and Rejected_Design-Solution, depending 
on the interaction testing process results achieved for each interaction associated with 
the design solution. However, the designer can only appreciate a specific design 
solution state if the reasons, of "why" such a state has been achieved, are presented to 
him/her. 
In this respect, after the interaction testing process, each design solution should hold 
different collections of interactions based on their states. This can provide the 
designer with additional information about the reasons why particular design solutions 
have been accepted, rejected or even not completely evaluated. This requirement is 
supported by the inclusion of the relationships Approve, ý-Interactions and 
Reprovedjnteractions in the Design-Solutions class (Figure 7-10). 
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Design-Solutions 
CODSname: char 
fZ>DS_ID: int 
I! Z>DS-Status : int 
dbFunction-Coll : Function 
Q>Interaction_ Collection Interactions 
6bApprmed-Interact ions Interactions 
CbReproved-interact ions : Interactions 
dý>Manufacturing-option-Coll : Manufacturing-Options 
Anteractions-Set 
Interactions 
M>Interaction-ID : ini 
+Appro ved kite racti ons; ýebinteraction Name char 'q>lnleraclion__Type ý int **Interaclion-Status : inl 
'Q>Design-Solution 
-Root : 
Design-Solut ions 
+Repro ved- kite racti ons 
Figure 7- 10 - Expanded design solutions and interactions associations 
7.5. Interaction Testing Process 
7.5.1. General Interaction Testing Process 
The process of testing an interaction element consists of checking the validity of its 
condition. In the case of the simple interaction elements this process is (toile by 
cornparing the reference value, or element, against the actual information retrieved 
from the product model or Product Range Model. In the case of the composite 
interactions this process is done by checking the set of interactions against the 
Boolean condition specified, i. e. AND or OR. 
FigUre 7-11 shows the UML Sequence Diagram for describing this general interaction 
testing process, where the states conditions and results for Interactiom class are 
highlighted. 
I. For each interaction 
associated with a particular 
Design-Solution, test the first 
interaction; 
2. Compare the interaction 
condition; 
Design Solution Interactions 
N 
1: test-interaction 
2: cornpare-condition 
3-5. If the result of the 
comparison respect the 3: if [Interaction == Reproved) Interaction Status =1 
condition defined in the 
interaction, change Interaction < 
_Status 
for Approved 
Interaction; If the result of the 
comparison does not respect 
4: if [Interaction Approved) Interaction Status 2 
the condition defined in the < 
interaction, change Interaction 
_Status 
for Reproved 
interactions; If the condition can 5: it [interaction not evaluate) Interaction Status 3 
not be tested, change the 1. < 
InteractionStatus to Not I 
Evaluated. 6: return-Interaction-Status 
< 
6. Return the Interaction-Status 
for the Design Solution; 
- Repeat the test interaction 
process until the last interaction. 
Figure 7-11 - General interaction testing process - UML Sequence Diagram 
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In the figure above, each design solution applies the interaction testing process, 
represented by the method tesLinteractiono, to each interaction element associated 
with it. Although this method is part of the behaviour of the interaction element it is 
called by the design solution object, and consists of the comparison of the interaction 
internal condition and the determination of its state, which will be returned to the 
design solution. 
7.5.2. Simple Interactions Testing Process 
The testing interaction process for simple interactions consists of comparing the value 
retrieved from the product model, or Product Range Model, with the reference value, 
held by the simple interaction element. This comparison depends on the mathematical 
logical operator defined in the interaction. For instance, in the case of two interactions 
where the first one requires that the number of impressions must be greater than 4 
(Number-of Impresion > 4) and the second one requires that the number of 
impressions must be equal 4 (Numberý_oLImpression = 4), the reference value is the 
same, but the process of comparison is different. 
In the case of numerical interactions, the mathematical logical operators are defined 
as equal (==), greater than (>), smaller than (<), greater than or equal (>=), smaller 
than or equal (<=), and not equal (! =). For the case of existence interactions, these 
operators are reduced to equal (==) and not equal (! =), since only the existence of an 
element is being compared. 
Figure 7-12 expands the representation depicted in Figure 7-11 for the simple 
interaction cases, where the retrieval of an actual value from the product model, 
realised by the Knowledge Link element, is highlighted. 
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ý1- For each Simple-Interactioi 
associated vvith a particular 
Design_Solution, test the first 
I Desion 
Retrieve from the Product Model 
i actual %slue for the attribute or 
, ment that is being compared; 
Retum the actual value retdewd 
the Simple_lntemction; 
Compare the Interaction 
5-7.1 the result of the comparison 
respect the condition defined In the 
Interaction, change Interaction_ 
Status for Approved-Interaction; I 
the result of the comparison does 
not respect the condition defined In 
the Interaction, change Interaction 
_Status 
for Reproved-Interactions; 
I the condition can not be tested, 
change the Interaction-Slatus to 
Not_Evaluated. 
8. Return the Interaction_Status for 
the Design Solution; 
- Repeat the test interaction 
irocess until the last Interaction. 
5: If [interaction ReprovecQ Weraction-Status I 
F--'ýý' 
6: H [interaction Appro%44 Interaction-Status 2 
7,. 0 [interaction -a not_e%sluatel Interactlw_Status -3 
fi: raturn-Interaction-Status 
u 
Figure 7-12 - Simple interaction testing process - UML Sequence Diagram 
7.5.3. Composite Interactions Testing Process 
7.5.3.1. General Testing Process 
The composite interactions are composed by two or more interaction elements, which 
can be either simple or composite. At a general level, the testing process for this kind 
of interactions is mainly concerned with the analysis of the testing process results of 
each associated interaction (Figure 7-13). Thus, in order to be considered approved, 
the results found must be in agreement with the Boolean condition of the composite 
interaction, i. e. OR or AND interaction types. 
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1. For each CompositeInteraction 
associated Wth a particular Design_ 
Solution, test the Arst Interaction; 
2. For each Interaction associated 
Wth the Composite_lnteraction, test 
first Interaction; 
3. Return the InteractiorLStatus to 
the Compositejnteraction 
- Repeat the test interaction process 
until the last Interaction; 
4. Compare the Interaction condition; 
5-7.0 the result of the comparison 
respect the condition defined In the 
interaction, change Interaction_ 
Status for ApproNed_hiteraction; If 
the result of the comparison does not 
respect the condition defined In the 
Interaction, change Interaction_ 
Status for Reprowd-Interactions; If 
the condition can not be tested, 
change the Interaction_Status to Not 
_E%eluated. 
S. Return the Interaction_Status for 
the Design Solution; 
- Repeat the test Interaction process 
teractIons 
P_ 
__Tpare_condition 
5: If (interaction Repm%ed] Interaction_Status wI 
6: If [interaction Approv4 lnterac. -. _S ..... .. 
not I. -e%eluatel Int i-3 
I 
ý: returil_lnteractiorLStatus 
Lf- 
Figure 7-13 - Composite interaction testing process - UML Sequence Diagram 
7.5.3.2. OR. Interaction Testing Process 
The composite OR. Interaction type is considered approved as soon as any of its 
associated interactions are approved. However, while an approved interaction state is 
not found, the testing process must be performed on the remaining interactions 
associated with the OR. Interaction element. If all of its interactions have their states 
reproved, the composite OR. Interaction will also be reproved. 
Figure 7-14 depicts a graphical representation, based on the UML Activity Diagram, 
of the OR. Interaction testing process. 
1: tesLintemctlon 
2: tesLinteractlon( 
3: retuffLInteraction_Stal 
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rrhere are more Interactionsl /' 
I, 0 Select Intemcdon 
[No more 
Test Interaction 
[Approved] 
Change Status to Reproved )( Change Status to Approved 
Finish Test Interaction 
Figure 7-14 - OR. Interaction testing process - UML Activity Diagram 
7.5.3.3. ANP-Interaction Testing Process 
In contrast to the OR. Interaction, the AND interaction type will be approved only if 
all of its interactions have their states approved. However, this type of interaction will 
be reproved as soon as any of its interactions is reproved. Figure 7-15 depicts a 
graphical representation of the ANDLInteraction testing process, based on the UML 
Activity Diagram. 
[There are more Interactionsl 
0 Select Interaction 
[No more Interactions] 
Test Interaction 
[Approved] 
[Reproved] 
Change Status to Approved )( Change Status to Reproved 
Finish Test Interaction 
Figure 7-15 - AND-Interaction testing process - Activity Diagram 
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7.5.3.4. Composite Interaction Testing Process Sequence 
As previously mentioned, the composite interaction can be composed by either, 
simple or composite interactions. Composite interactions can be composed by other 
composite interactions, which in turn can be composed by other composite 
interactions, and so on. 
To optimise the process of interaction testing in the case of composite interactions, the 
simple interactions are tested first. This allows eventual reproved conditions of the 
simple interactions to be detected before entering in the recursivity of composite 
interactions, and consequently saves processing the sequence. 
This is valid for either, OR or AND interactions types. In the OR_Interaction type, as 
soon as an approved status is found the whole interaction is considered approved, with 
no need for further testing. In the case of AND_Interaction type, the opposite process 
applies, and as soon as a reproved status is found the whole interaction is considered 
reproved, with no need for further testing. Figure 7-16 depicts a UML Activity 
Diagram of this process described for the ANDLInteraction type. 
Starts 
Select Composite Intemction )( Select Simple Intemction 
[There are more 
Composite Interactions] 
rrhere are more ---, T, - 
Simple Interactions] Test Interaction 
more [Approved] 
[No more Interactions] 
Change StatuS to Approved 
I [Reproved] 
Change Status to Reproved 
Finish Test Interaction 
J 
Finishes 
Figure 7-16 - ANDLInteraction testing process sequence- Activity Diagram 
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However, one of the limitations of this testing process sequence is that it does not 
provide the designer with a more complete perspective of the reasons why a particular 
design solution has been rejected, e. g. has only one of the interactions been reproved 
or all of them have been reproved? Such information might eventually motivate the 
designer to change some product specifications in order to use alternative design 
solutions. Also, considering one of the major functions of the Product Range Model, 
which is to provide the designer with valid information, the application of such a 
testing process sequence should be balanced. 
7.5.4. Evolution of the Interactions conditions 
So far the interaction testing process results have been considered mainly under two 
possible interaction states namely, approved and reproved. For simple interaction 
elements the reason for these two states is straightforward, i. e. the condition held by 
the interaction has, or has not, been found. However, for the composite interaction, 
the determination of the final status of the interaction will depend on the state of each 
interaction which forms part of it. 
In Figure 7-17 the final status of the OR type interaction, namely Numbe)jMpression 
OR Impression. Layout, can only be known based on the states of the interactions, 
which are part of it, i. e. NumbeijMpression =5 and Impression-Distribution == 
Circular. Thus, irrespective of the level of recursivity that one composite interaction 
can have, its final status will be approved or reproved. 
Simple Interaction 
Injection Mould Product Model 
Cold 
Vý 
6 7 
Circular 
--"-C"ýý-. "<00--ýlmipmssion-D)istribution 
C ular)4ý 
Composite Interaction (OR) 
0- Approved Interaction 
nx 
- Reproved Interaction 
Figure 7-17 - Interactions States propagation 
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However, as previously discussed, in the case of non-evaluated interactions, the 
interaction element is not considered reproved, and the design solution associated 
with it can be offered as a valid design solution with pending I riteracti oils to be 
resolved. Considering the simplest case, a simple interaction can have its state as non- 
evaluated, and hence the design solution associated with it, will be, eventually, 
considered accepted ifthe other interactions have been approved (Figure 7-18). In this 
case the simple interaction, Runner-Type== Cohl is directly Interfering in tile design 
solution status and consequently is easy to identify tile reason for tile non -evil Ill atc(I 
state. 
Injection Mould Product Model 
Submarine Gate 
Accepted Design Solution 
with pending interactions 
............................................................ 
So of I nteractions for 
ýs uhniarine-Gale 
0- 
Aliproved hiteraction 
nx 
- Reproved Interaction 
m- Non-Evaltialed Interaction 
M.. Id PI. I. 
N1.1.1 
M: hl 1., p-4 
G-Iýg sy. t- 
Ir"d- Mmid-Sysim 
I %A N K. 1- 
Figure 7-18 - Non-Evaluated Interaction status 
Similarly, for the case of composite interactions, the non-evalLiated interactions are 
only considered if they are the only outstanding criteria delaying the full approval of 
the interaction (Figure 7-19). For the AND_Interaction type, if none of the 
interactions that compose it have been reproved, the non-evaluated interaction can be 
treated as approved, changing the final state of the AND-Interaction type to non- 
evaluated as well. For the OR-Interaction type, if none of the interactions that 
compose it have been approved, the non-evaluated interaction can be treated also as 
approved, changing the status of the OR interaction to non-evaluated as well. 
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<: ýi-I:: ýýý 1-30 
Product Model 
Figure 7-19 - Non-Evaluated Interaction states propagation 
The importance of the non-evaluated interaction propagation is in the provision of' 
information related to pending aspects of the design decision that must be dealt with, 
in the case of choosing a not completely evaluated design SOILItiOn. This process call 
be particularly helpful in the initial stages of the design, where the gcIleral 
specification of the injection mould may not be precise. 
7.5.5. Reassessing Interactions of DS already Chosen 
One of the functions of the Product Range Model is deal with temporary design 
solutions selected by the designer. While these temporary design solutions are not 
stored in the product model, they are the "responsibility" of the Product Range Model 
and hence must be constantly monitored against their interactions. For instance, if the 
product information relating to the specifications or any other design decisions has 
been changed, a new reassessment should be made in other to check the validity 
condition ot'such design solutions. 
This situation can be extrapolated to design solutions that have been chosen through 
the Product Range Model and stored in the product model. However, in this case, 
such functionality is more related with the software application that will make use of 
this information, than to the Product Range Model itself. 
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7.6. Summary 
This chapter has explored how the knowledge that defines the validity of each 
injection mould design solutions can be modelled through the element termed 
Interactions. This has been defined as one of the main contribution of this research. A 
definition and classification of these interactions has been provided, as well as how 
they can support the design decision process. Although the types of interactions 
defined in this work are not novel, the power of the approach presented is in how 
these interactions have been modelled as individual objects. The need for a 
mechanism that can retrieve information from the product model has been stated and 
will be discussed in the next chapter. 
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8. Product Model and Product Range Model Relationships 
8.1. Introduction 
This chapter explores the information relationships between the Product Range Model 
and Product Model, which are required to support the design decision making process 
addressed in this work, defining another area of contribution of this research. Two 
kinds of relationships have been identified between these information models and are 
presented in section 8.2. Section 8.3 presents a brief description of an injection 
moulding Product Model defined for this work. Section 8.4 discusses issues related to 
how product information supports the interaction testing process, through the 
Knowledge Link elements, as well as the information structure to represent them. 
Finally, section 8.5 highlights the need for information compatibility between both 
information models to enable design results from the Product Range Model to be 
captured in the Product Model. 
This chapter completes the discussion of ideas developed in this thesis and together 
with chapters 6 and 7 defines the Product Range Model information structure, which 
is used as part of the experimental system developed in chapter 9. 
8.2. General Relationships between Product Range and Product 
Information 
Figure 8-1 highlights the two kinds of relationships, identified in this work, between 
the Product Range Model and Product Model. 
The first one is related to how pieces of product information can be retrieved from the 
Product Model to support the comparison performed during the interaction testing 
process of simple interaction elements, and is identified as another important point of 
contribution of this research. 
The second kind of relationship is related to how the design information selected from 
the Product Range Model, i. e. design solutions, can be stored in the Product Model 
and hence become part of the product information. 
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The relationships addressed above are significantly dependent on the Product Model 
information structure as the Product Model is responsible for both, the capture of' 
inl'Ormation related to a product life cycle and making this inl'ori-nation available For 
sharing by different applications that require it. 
jLodel Product Model njection Mould Product Rank7e Information Supporting lite 
. .... --- 
. 
..... 
Interactions Testing Process 
No 
De, ign solution, 
1, unctions Set Pote ti ial I es n 
So tio N 
Funcliol's 
-- ---------------- 
Information Transferring between 
Information Models 
Figure 8-1 - Type of relationships between information models 
The next section presents a general description of the Product Model defined in this 
research work, and the relationships are discussed in sections 8.4 and 8.5 of this 
chapter. 
8.3. The Product Model Structure 
8.3.1. General Aspects 
This work has focused on the information structure required to represent the Product 
Range Model elements. However, in order to explore the extent to which the concepts 
behind the Product Range Model can be applied, the definition of a minimum 
information structure for the Product Model was required. Thus, an explicit injection 
moulding Product Model structure, composed of injection mould and plastic 
CoMponent types of product, has been defined. 
Figure 8-2 depicts a basic representation of the injection moulding Product Model 
defined, where the association between injection mould product and plastic 
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component product is highlighted. This association has been defined as one to one hi- 
directional, which means that each iRjection mould product can have only one plastic 
component associated with it, and vice-versa. 
Product 
Plastic-Component associated-with Injection-Mould 
Figure 8-2 - General Injection Moulding Product Model 
8.3.2. Injection Moulding Product Model Information Structure 
8.3.2.1. Product Specification Structure 
The product specification represents the initial decisions that are made about the 
injection moulding products and have been discussed in Chapter 5. For example 
information about feeding point location, parting line location and prQJected area are 
some of the plastic component specifications, whilst the number of impressions, type 
of degating, type of runner and mould plate configuration are some of the injection 
mould specifications. 
Figure 8-3 expands Figure 8-2 highlighting some of the attributes that represent the 
specifications related to the injection moulding products. These pieces of inforniatiOn 
drive a significant part of the design solutions interaction elements identified in this 
work, as addressed in Chapter 5. 
Product 
ebProduct 
-name : Char ilý>Product-ID : int 
Ck>Product qu entity : in t 
Plastic-Component Injection-Mould 
5Component-Volunle : double = int%el 
CýNumlberof- Impression int =1 
VOIDegating Type: int ýComponent_Projected-Area: double = initial 
ýComponent Thickness-Rangg : double = initval 
- 
associated-with Q>P last ic-Com p-Removal int 
ýProduction_Annual_Rate : double= initxel 
i 
dbType-oi-Runner: int 
(ý>Esfimate Shot-Weight float 
nt ýFeecling-Point : 
ýComponent-Shot 
-Weight : 
float 
I! bMachine Code : char 
! bIvIould Configuration : int bFeeding Location-Type: int Q>Die Set : int ýP L Location : int - kImpression-Type : int 
Figure 8-3 - Injection moulding product specifications 
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8.3.2.2. Design Solutions Structure 
The design decisions information structure captures the decisions made by the 
designer about the injection mould, and in this work these decisions have been mainly 
related to the design solutions. These design solutions are represented in the Product 
Model by the class termed Solutions-Techniques, and are associated with the classes 
Injection. Mould, MoulcL-Plate, Injection-Moulit-System and Techniqueý-Functions 
(Figure 8-4). 
Five sub-types of Solutions-Techniques class, which represent the design solutions 
associated with the main injection mould system explored in this work, have been 
defined, namely, Cooling-Solutions, Ejection_Solutions, Runneiý_. Solutions, 
Gateý_Solutions and Impression-LayouLSolutions. 
A more detailed representation of the Product Model information structure, defined in 
this work, is depicted in Appendix C. 
Figure 8-4 - Injection mould design decisions structure 
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8.4. Knowledge-Links to enable Information Model Relationships 
8.4.1. General Aspects 
The capture of the knowledge that represents the design criteria for application of 
each design solution, within a design situation, was highlighted in Chapter 7, where 
the definition of interaction elements was discussed. 
Particularly in the case of simple interactions, the testing process is performed against 
the actual product information, which must be retrieved from the Product Model. The 
information required can be the value of a specific attribute, in the case of numerical 
interaction, or the verification of the existence of a particular element, in the case of 
the existence interaction. Thus, for the retrieval of any information from the Product 
Model, it is necessary to know, besides its inforination structure, the specific instance 
that holds the required information. 
For example, if the information about type of mould configuration is required, it is 
necessary to know also from which injection mould instance such information must 
be retrieved, as more than one injection mould instance is likely to be associated with 
the class Injection-Mould. 
To enable this information retrieving process and, hence to support the interaction 
testing process another element constituent of the Product Range Model, termed 
Knowledge Link, has been defined in this work. 
8.4.2. Knowledge-Link Elements Definition 
The Knowledge-Link elements store the infori-nation and knowledge about specific 
pieces of the product data model, providing the means to retrieve the value of the 
correct information for comparison by the simple interaction elements. These 
elements define a contribution of this research in identifying the relationships between 
the Product Range Model and the Product Model. 
The creation of the Knowledge-Link elements provides an interface between the 
interaction elements, in the Product Range Model, and the Product Model, which 
provides independence and flexibility between both information models. This is 
because the inforrnation stored in the interaction elements becomes more independent 
of the Product Model information structure. 
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The Knowledge Link elements also provide reusability of these product data model 
paths, since different interaction elements, which compare information related to the 
same class attribute, can make use of the same defined Knowledge Link element. 
The association between simple interactions and the Knowledge Link element was 
introduced in Chapter 7. This association has been defined as a many to one type, 
where each simple interaction is associated with only one Knowledge-Link element, 
but each Knowledge-Link element can be used by one or more simple interaction 
elements (Figure 8-5). For example, when dealing with the number of impressions, 
different interaction elements can be defined for capturing parts of the different design 
criteria from different design solutions. However all of them will require the same 
information from the Product Model, i. e. number of impression, in order to perform 
the final comparison, and hence they will make use of the same Knowledge-Link 
element. 
Interactions 
Simple-Interaction 
1 ... 
has 
--ý Knowledp-Unk I.. 
Figure 8-5 - Relationship between Simple Interaction and Knowledge-Link 
8.4.3. Retrieving Product Information from Product Model 
8.4.3.1. Information Retrieval 
As addressed in the previous section, the aim of the Knowledge Link is to provide the 
means to return the correct information value, from the Product Model, to the simple 
interaction elements. This information can be related to a specific number, for the 
case of the numerical interactions, or could be the result of the search for the specific 
element, in the case of existence interactions. 
Figure 8-6 shows an example of both the situations mentioned above. In the numerical 
interaction case, a number is retrieved from a particular attribute of an object within 
the Product Model, e. g. Number of Impression, from a particular Injection Mould 
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ob lect. This number is returned to the interaction element, where the final comparison 
is performed. 
In contrast, in the existence interaction case, the existence of the object in the Product 
Model is verified, by the comparison of all objects related to a specific class frorn 
which the object is derived. In this casc, the attribute is represented by tile 
identification of the object. The returned result is the existence, or absence, of such 
object, which will be compared by the interaction element. 
Produ ct Model Product Range Model 
Inleebon-Mould 
has ?A 
le Interactions Sim Knowledge-Links -j, 
tbt4lmbo, .1 "plosOm int I Mould Plate 
p kTyp. I_R-., .. I 
Whafis the number? 
4bxlýd. Caa1gmhm tat 1_1 
Numeri-I 111h, lcqlgý Link:: ass-ated wth 
Nurnher Inipr sions 4 Nun" iber ofjmprvssloný, has 
I.. * Solutm Toclques 
has 1, q. cbm) Mould Sy5t has 
ObTachn: q,. Type ini 
;D Int tims lyp, "t dbTa, h(1, q- Nan, * char Existence Interactiom: K IbIMS N- 0- 'll- 11-11 
Cate ## Subrnarine Typeof Gathe haa. I 
Cooling Solubons I Runner Solubons 
Eje , cion 
i 
Solutions -f Gat. Solutions 
es the obiect exist? 
----------- ---- 
Figure 8-6 - Retrieving information from the Product Model 
As a result, two elements are necessary for retrieving the product information in the 
Knowledge-Link definition, and these are related to the location of the class of object 
searched and the specific attribute required. 
8.4.3.2. Information Location 
To perform the information retrieving process presented above, the correct object 
needs to be located. The process of locating specific information about a particular 
object within an object-oriented information structure can be very complex, as there 
are different kinds of relationships between classes objects, i. e. Inheritance, 
aggregation, association. 
In the case of numerical interaction, as presented in the above example (Figure 8-6), 
the process of locating the information was straightforward, since the attribute 
Number of' Impression is part of the root class of the product data model, i. e. 
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hi. jection-MOuld. However, for the existence interaction example, the product 
hierarchy structure has to be followed in order to find the right object (Figure 8-7). 
Product Range Mo 
Cel 
............. 
Simple Interactions Knowledge-Links 
............. 
... 
Knowledge-Link Path 
Existeyiee Inicractiow: Knowledge 
Gate ## Submarine Typeof- Gate 
Product Model 
M. M PW. 
tms 
1 Soklbori TwIviams 
has .4...... ýy ..... tI db4ms I., e: b T. ID I ' 
N= 
4bT. N,,. " N- I., t9 MS ýh. 
I 
........... 
C*6ý. V. q ý- G-ý 
dl>F 
Cooling 
-Soittions 
Rumr Solum'. 
Eiectoý Sok'Anns G. t. SoltAlons 
Figure 8-7 - Information structure path in Knowledge-Links 
In the case above, the process of locating information consists of identifying the 
sequence of objects that may provide the correct information. For instance, to retrieve 
any information from the injection mould object, the specific injection mould that is 
being designed must be selected. Also, to retrieve any dimensional information frorn 
the plastic component, in addition to the actual plastic component in design, the 
specific geometric characteristic associated with such a dimension is required. As 
result, a "data model path" to locate and achieve the information required by an 
interaction element must also be considered in the definition of the Knowlcdge-Link 
element. 
This work has defined this "data model path" as part of the Knowledge-Link 
information, through a sequence of class names. Besides detailed information about 
the product data model classes, such an approach demands a strong understanding of 
the knowledge related to how these objects are searched, and this is also included in 
the behaviour of the class Knowledge-Link. For example, the associations, 
aggregation and inheritance relationships between the Product Model objects requires 
different ways of searching for the information. These ways, in turn, are significantly 
dependent of the technology chosen for the computational implementation, e. g. 
relational database, object-oriented database, or alternative file structure, and even the 
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supplier of the technology used, resulting in a great variation in its implementation 
from case to case. 
8.4.3.3. Knowledge-Link Information Structure 
Figure 8-8 expands the diagram depicted in Figure 8-5 highlighting the attributes 
defined for the Knowledge-Link element. The attribute Knoivletýiýe_ffl provides tile 
individuality of each Knowledge Link element and the Data-Meinher-NaInt, dcfines 
which attribute holds the value of the information that must be retrieved from the 
object. The attribute Main-Class defines the class that holds all data structure related 
with the information required. For example, in this work two main kind 01' Products 
have been used, the injection mould and the plastic component, which hold all 
information associated with thern. The attributes Sub-Class. vx define the path 
sequence for locating the required class. The experimental implementation tested 
these concepts using five (5) class levels as shown in Figure 8-8. 
Interactions 
wledge-Link 
edge- ID : int 
of-. Attdbute : int 
has CoData-Mernber-Name: char 
Simple-Interaction ýýMain_Class : char 
J.. 1 tt>SUb_C1ass_01 char ýZ>Sub_Class_02 char 
tý>Sub_Class 
- 
03 char 
dbSub-Class 
- 
04 char 
(*Sub-Class-05 char 
Figure 8-8 - Knowledge-Link class attributes 
Figure 8-9 depicts a general representation, based on the UML Activity diagram, of 
the general process of locating and retrieving the attribute value through the LI 
Knowledge Link element. The process starts with the selection of the main class, e. g. 
injection mould or plastic component, and is followed by the selection of the sub- 
classes. As the last valid sub-class is identified the value of the data mernber variable 
is retrieved and returned to the interaction elernent. 
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Select Main Class 
Select Next Sub-Class 
[There are more Sub-Classes] 
[No more Sub-Classes] 
Get Value ftom Data_Member_Name 
Retum value to Interacdon 
Figure 8-9 - General Knowledge-Link information retrieve process 
Figure 8-10 and Figure 8-11 depict examples of how Knowledge-Link advances 
through the Product Model information structure. In Figure 8-10 only one class has 
been defined in the Knowledge-Link element, i. e. Injection-Mould. Thus, the value of 
the attribute defined in the Data-Member_Name, i. e. Numberý_oLImpression is 
retrieved from this class, and returned to the interaction element. 
In Figure 8-11, in addition to the main class, another class has been defined, named 
Solution$_Techniques. However, Solutions-Techniques is a parent class in the 
Product Model information structure defined (Figure 8-4), and hence the specific type 
of class object that is required to be compared is provided by the information of the 
existence interaction element, which in this case is related to the Gateý_Solutions. Only 
after achieving this last class, i. e. Gato-Solutions, can the value of the attribute 
defined in the Data. Membeirý_Name, i. e. TechniquejD, be retrieved and returned to 
the interaction element in the case of numerical interaction, or compared, in the case 
of existence interaction. 
These simple examples illustrate how complex the knowledge necessary to represent 
the behaviour of the Knowledge Link elements can be. 
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> injection 
- 
Mould :: End-Cap-Mould 
&OProducl Name = End Cap Mould tZ>Producl-lD= IOG23401 
Q>r4umber-of-lrnpression= 4 
tType of-Flunner =I (cold) 
*Mould-conigurabon 1 (2-Plates) 
owledge-Link:: Number-Impressio 
owledge-ID = 10 
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ain-Class =In Mould 
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b-Class-02 = Null 
b Class 03 = Null 
b Class 04 = Null 
b Class 05 =Null 
Gate-Solutions :: Submarine-Gate 
dbTec hniq ue -Type= 
2 (Gate) 
(! ý)Tec hniq ue- 1) = 43 
4ýJechniq ue-Name =S ubmaO ne G at e 
Figure 8- 10 - Example of Number of Impression Knowledge-Link 
owledqe-Link:: Gate-Type I 
WedgelD = 15 
e ofAttribute =1 (i 
a-Member-Name = 
n_Ciass = lnjeýon 
i)-(, iass--uj =aoiutlons 
b-Class_02 = Null 
b-Class-03 = Null 
b-Class-04 = Null 
b-Class-05 = Null 
D, , 
Injection_Mould :: End-Cap-Mould 
(Z>Product. Name = End Cap Mould 
tbProduci-ID = 10023401 
dtýNurnberotlrnpression =4 
(! bType-of-Fkjnner =1 (cold) 
iCoMould-Conigurabon= 1 (2-Plates) 
z111-1- .... `, \ 
ques 
Gate-Solutions :: Submarine-Gate 
(Zjechnique Type= 2 (Gate) 
CoTechnique-ID = 43 
ObTechnique-Name =S ubmaOne Gate 
Figure 8- 11 - Example Type of Gate Knowledge-Link 
8.5. Requirements for Storing Design Decision Information in the 
Product Model 
8.5.1. General Aspects 
Based on a functional enquiry, the Product Range Model offers valid information 
options to the designer, who will make the final choices. Thus, the information chosen 
will be part of the Product Model and for this reason, sorne level of compatibility, 
between the Product Range Model and Product Model, is required to enable this 
information transferring process. 
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For example, if an ejection pins design solution has been selected by the designer, 
from the Product Range Model, as a final decision about how to eject the plastic 
component, the information related to such a design solution should be stored in a 
compatible class in the Product Model. This will allow any additional enquiries about 
this design solution to be properly retrieved from the Product Model in addition to 
complementary information that may need to be developed about ejection pins, in the 
subsequent phases of the design. 
This research has focused on the general/conceptual definition of the design solutions 
in the Product Range Model and for this reason the compatibility with the Product 
Model solution techniques has looked at the level of class identification attributes. 
Thus, each design solution defined in the Product Range Model keeps the link with its 
respective solution techniques class structure in the Product Model, enabling the 
initial information to be stored in the right place in the Product Model whenever it is 
chosen. This link is kept through the name of the Solution-Techniques class in the 
product data model. In this research the design solution name and identification, along 
with the association with the function, have been identified as the compatible 
information in both information models. 
8.5.2. Product Data Information Relationships 
Figure 8-12 depicts a general representation of the Product Range Model and Product 
Model information structures, highlighting the required compatibility between the 
Design Solutions and Functions in the Product Range Model and the Solution 
Techniques and Technique Functions in the Product Model. 
In the Product Range Model the design solutions instances are derived from the same 
class, e. g. Ejection. DS. However, in the Product Model these instances can be 
derived from different classes, e. g. Ejection-Pins, Stripper-Plates, Ejection-Valves, 
etc. (Figure 8-13). 
To support this relationship, each design solution defined in the Product Range Model 
has an additional attribute that defines where such design solutions must be created in 
the Product Model, if they are chosen. This attribute has been defined as 
pM-Class. Name 
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8.6. Summary 
This chapter has identified the need for structured information model relationships, 
between the Product Range Model and the Product Model, to support design 
decisions. Two different types of relationships have been identified, which are 
concerned with both the interaction testing processes and the transfer of information 
from the Product Range Model and Product Model. Knowledge-Link elements and 
the relationship between Product Range Model design solutions and Product Model 
classes have been proposed to overcome these issues. Such relationships are closely 
related to the data management field, identifying a potential area for further 
developments for application of additional information models, such as the case of the 
Product Range Model. 
-141- 
Chapter 9 
9. Experimental System Implementation 
9.1. Introduction 
This chapter describes the experiments conducted to explore the representation of the 
Product Range Model and to demonstrate the extent to which it can provide support to 
the design process by offering valid design information. Section 9.2 presents the 
objectives and scope of the experimental software system developed as well as a 
description of the general aspects considered for its design and implementation. 
Section 9.3 presents the exploitation of the Product Range Model structure, where the 
associations between injection functions, design solutions, interactions and 
knowledge-Links are demonstrated. Section 9.4 focuses on a functional design 
application to support the design process and make use of the Product Range Model, 
and is followed by the summary of the chapter. 
9.2. Design and Implementation of the Experimental System 
9.2.1. Objectives and Scope 
The experiments conducted during this work have been focused on the exploration 
and definition of the Product Range Model structure, and how this information model 
can provide support for the design decision process. 
The main objectives of the experimental system are listed as: 
To explore the information structure defined to the Product Range Model, 
which is composed by the functions, design solutions, Interactions and 
Knowledge-Links class elements; 
H. ) To explore the relationships between the class elements, addressed in the 
objective I. ), in the Product Range Model; 
III. ) To explore how the Product Range Model, in combination with the product 
model, can provide support for design decisions, through a computational 
application. 
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How objectives I) and II) are realised is described in section 9.3, where an injection 
mould Product Range Model is demonstrated with some examples of actual 
information. The realisation of the objective III) is described in section 9.4, where a 
software application to support functional design has been developed. While the 
realisation of the first two objectives are related to static aspects of the Product Range 
Model, the last one is related to the dynamic aspects of the Product Range Model, i. e. 
how interactions are evaluated and valid design solutions are offered to the designer. 
To test the ideas proposed in this work a set of information and knowledge related to 
injection mould product design has been defined for implementation purposes. 
Because of the practicalities of the implementation a basic set of functions and their 
associated design solutions was selected, which were related to the main systems of 
the injection mould, as well as a set of interactions that take place between the design 
solutions defined and the product information. This information has been captured 
mainly from technical literature and from the industrial collaborator, and 
demonstrates the concepts of the research comprehensively. 
9.2.2. Experimental System Environment and Description 
Chapter 3 has presented the tools applied to support the design and implementation of 
the experimental system. Following the MOSES approach, two main elements were 
pursued in the implementation, namely the information structure, which has been 
realised by the ObjectStore database, and the software applications, which have been 
realised by the programming environment Visual C++. 
The design of the system has been supported by the use of UML notation and was 
initiated by the definition of the main functionality of the system. This definition has 
been used throughout the concept of Use Cases. Based on the Use Cases defined and 
the general description of their scenarios, the main categories of the system have been 
identified, i. e. functions, design solutions, Interactions and Knowledge-Links. These 
categories are part of a major category called Product Range Model and have been 
used for the development and detailing of the information structure achieved, which 
has been presented in Chapter 7 and Chapter 8. General relationships have been 
constructed between both Use Cases and categories guiding the dynamic aspects of 
the system, i. e. the behaviour of each object. 
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Appeiidix B presents the Requirement Traceability Matrix developed in the initial 
phases of' analysis and design of the experimental system and describes tile 
development process applied, using a Use Case as an example. Appelldix C shows the 
UML class representation for the experimental system developed. 
Two main groups of functions related with the Product Range Model have been 
identified in the experimental system development (Figure 9-1). 'File first one, named 
PRM Application Inteýface, is concern with aspects related to the population and 
management of the Product Range Model. The second one, named DFF Applicatioil 
or Injection Mould Support System is related to how the information stored in tile 
Product Range Model can effectively support the design process and relate to the 
product model. Such functions have guided the general structure of' the experimental 
system, depicted in Figure 9-1. 
--------------------------------------- 
//- 
1% 
\ 
--------------------------- 
: -ýýuct Kange iviouej 
Fwwi-v 
F117R7MApplication 
Interf. 1ce 
----------------------- --- 
- 
------------------------ --- --------- -- 
DFF Application 
(IMSS - Injection Mould Support System) 
Figure 9-1 - Experimental development general structure 
For the development of the experimental system the main functionality of the PRM 
has been captured in terms of it providing design support through valid information. 
Thus, the choice of which injection mould functions to check for potential dcsign 
solutions was left to the user. No restriction has been put in relation to the design 
process sequence. This approach provides more flexibility in terms of enquiring the 
Product Range Model, being independent of an injection mould formal design 
sequence process. 
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9.2.3. Visualisation of the Results 
The visualisation of the results has been realised in two ways: I) by the output 
dialogues of the experimental system application developed, and II) by the Object 
Inspector interface, which allows visualising the data stored in the ObjectStore 
database structure (Appendix A). 
9.2.4. Injection Mould Information 
The definition of the information stored in the Injection Mould Product Range Model 
has been based initially on the general bibliography in the area (Pye 1989; Menges 
and Mohren 1993; Rees 1995; Rosato and Rosato 1995). This provided an initial set 
of information to explore some of the basic concepts of the Product Range Model. 
Part of this information has been discussed in chapter 5. In order to ground this set of 
information upon some more practical aspects, discussions about real case studies 
have been made with the industrial collaborator, i. e. Moss Plastic Parts. These 
discussions provided a more realistic "flavour" for the definition of the experimental 
system, as well as, the capture of a more focused set of information. 
Thus, from the set of information initially collected, a more restricted set of injection 
mould design solutions has been defined in conjunction with the industrial 
collaborator engineers. This set of information represents some of the most common 
design solutions applied in the company, as well as part of the knowledge required to 
their application. 
This information and knowledge have been used in this research work to support the 
experiments in two ways. First providing actual information to be stored in the 
Product Range Model, and hence evaluating how the information structure defined 
can capture design information and knowledge. This is explored in section 9.3, and 
the results are presented in the Appendix D. Second, once this information and 
knowledge are stored in the Product Range Model, they can be used to evaluate how 
the Product Range Model can provide support to design reuse. This is explored in 
section 9.4, through the combined use of the Product Range Model e Product Model 
developed. 
A significant part of the collected information was focused on the main specification 
of the mould and how it influences the impression distribution and feeding system 
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design. This was because such design solutions are common for all moulds and less 
dependent on the detailed aspects related to the plastic component geometry. Thus, as 
a result, the set of interactions used in the experimental system has been mainly based 
on these kinds of design solutions. 
Different plastic components have been used as basis to the discussions with the 
industrial collaborator to gather information about injection mould functions, design 
solutions and interaction elements. From these, two components have been focused on 
for the experimental implementation (Figure 9-2), due to their properties and 
influences on the mould configuration, which allowed to explore different injection 
mould functions, design solution results and consequently interaction elements. 
44.7 mm Pardng Line 
- -a- 1.5 mm 
03.2 rnm 
4sm W* 
40.7 mm 
120 
2mm 
Shaft Protector 
Parfing Une 
1.6 mm 
033.6 mm 1.6 mm 
17 
24.8 mm 
Rod Protector 
Figure 9-2 - Plastic components used for exploring Product Range Model information 
One of the main outputs of the process of defining/selling a plastic component 
product, is a specification sheet of the mould, named "Feasibility Review Sheet", 
which is used as specifications to the design of the mould. This sheet has been used to 
capture the initial specification of the mould. A representation of the significant 
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information captured within this is depicted in Figure 9-3. These pieces of 
information are complemented in the initial stages of design with other information, 
not previewed in the feasibility sheet, such as mould configuration and parting line, 
for example. This information has been defined, therefore, as the main initial 
interactions modelled in the experimental system. 
Start date .................... 
Due date ................... 
End date ................... 
FEASIBILITY REVIEW SHEET 
GENERAL DATA 
Enquiry number Originator 
Mould number Run Location 
I Plant II Plant 2 Plant 3 
WOT number Annual Volume 
Description Existing part or similar available ? 
Dimensions Tolerances 
Drawing supplied ? Drawing number & Issue 
MATERIAL 
Type Specification 
Material colour (s) Material I masterbatch code 
Grade Volume 
TECHNICAL INFORMATION 
PROTOTYPE OR PRODUCI`10N 
Number of cavities Machine design constraints 
EsL shot weight Sprue picker 
Est. cycle time Machine type 
Critical areas 
Ancillary equipment 
Manifold YES NO Mould base ES NO 
Controller YES NO Tool temp LES NO 
Feed point location Spec. hopper YES NO 
Feed system Hot Runner 
Cavity ID position Clamp force required 
Load details Surface finish 
Load bearing Logo required Material Recyclable 
Est. product Life In use temperatures 
COMMENTS 
PROTOTYPE OR PRODUCI`10N 
Number of cavities Machine design constraints 
EsL shot weight Sprue picker 
Est. cycle time Machine type 
Critical areas 
Ancillary equipment 
Manifold YES NO Mould base ES NO 
Controller YES NO Tool temp LES NO 
Feed point location Spec. hopper YES NO 
Feed system Hot Runner 
Cavity ID position Clamp force required 
Load details Surface finish 
Load bearing Logo required Material Recyclable 
Est. product Life In use temperatures 
COMMENTS 
Figure 9-3 - Feasibility Review Sheet 
Originator 
Run Location I Plant II Plant 2 
Annual Volume 
Existing part or similar available ? 
Tolerances 
Drawing number & Issue 
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9.3. Product Range Model Structure 
9.3.1. General Description of the Experiment 
This experiment aims to confirm that the information structure defined to the Product 
Range Model can support the representation information and knowledge through 
injection mould functions, design solutions, interaction elements and knowledge link 
elements, i. e. objectives I) defined in section 9.2.1. 
In addition to these representations, this experiment explores also the relationships 
between injection mould functions and sub-functions; functions and design solutions; 
design solutions and interactions elements; composite and simple interaction 
elements; and simple interactions and knowledge link elements, i. e. objectives II) 
defined in section 9.2.1. 
The relationships that support the reusability of the interaction elements by design 
solutions and composite interactions in different scenarios, and the reusability of the 
knowledge link elements by different interaction elements is also explored. 
As addressed in section 9.2.4, the information used in this experiment has been 
collected from technical literature, discussed in chapter 5, and complemented by 
discussions with the industrial collaborator. 
The results of this experiment are presented in the Appendix D, which contains the 
information stored in the Product Range Model in terms of function, design solutions, 
interactions and knowledge links, as well as the relationships between them. 
9.3.2. Injection Mould Functions 
Chapter 6 has addressed the information structure required to capture injection mould 
functions in the Product Range Model. This sub-section explores how instances of 
injection mould functions can be stored in such an information structure. Feed 
Function class is used as an example to explore how the structure has been realised. 
Figure 9-4 shows a window of the injection mould functions instances stored in the 
Product Range Model. The functions on the left represent the five main root functions 
of the injection mould explored in this work. Moving from the left to right, the 
functions are decomposed in more specific sub-function, which in turn are also 
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clecomposed in other sub-functions. The Function-Level spccifies the level of' the 
functional decomposition. Each function is an olýject and hcncc holds its own 
information. 
ý 10 7g VSil 0 ', M 
oll. Win Template. funch i&I -1 it. A Cl 0 
Eject Function 0 Eject Impression 1 Eject Impression - by Wall 
Eject Impression - by Base 
Eject Feeding 1 Eject Sprue 2 
Eject Runner 2 
Eject Gate 2 
Eject Feature 1 Eject Boss 2 
-------------- ----------------------- 
EjQCLPýb ----------------- 2- 
Feed Function 0 Feed Impression 1 1 
Distribute Feeding I Distribute Runner Layout 
Control Runner Flow 2 
Ited Mould 
---- 
1 
--------- - - -- "ro I ý'u n-d 'to n-------- 0 Cool 5,1Je --------- -----1 `CO-O-1C-av`1tY-P 18 te -- 27 
Cool Core P181e 2 
Cool Impression 1 Cool Cavity 2 
Cool Core 2 
Coll Middle 2 
Cool Runner 1 
Cool Election 1 
Cool Feature 1 
Cool Bosfter 1 
Vent Fundion 0 Vent Impression 
Distribute Impression 0 Distribute Impressions 
Figure 9-4 - Functional structure instances (ObjectStore Inspector) 
Figure 9-5 details the contents of the previous figure, highlighting the Feed-Function 
instance and its related sub-functions. Thus, the Feed-Function is decomposed III 
three sub-functions named Feed-Impression, Feed-Mould and Distribute-Feeding. 
This latter sub-function is still decornposed in two other sub-functions called 
Distribute-Runner-Layout and Con trol-Runner-Flow. 
Zý: 
F-4; 0'ý: / 
F unct ion 
Feed Iniprcssion, 1 
Subjunc 
Function 
Function 
G> 
Distribute Runner Layout, 2 
Feed Function, 0 tion-C 
Fu ction Function C. 0 
Distributne Feeding, I ; 
Iulctioll-cou 
Sub Function CoU Function 
A Runner Flo 2 Contl 
Function 
Fccd Mould, 1 
Figure 9-5 - Feed Function instanciation functional tree (ObjectStore Inspector) 
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Figure 9-6 shows the properties, attributes and relationships, of a specific Sub- 
function instance, i. e. Distribute Feeding. The following attributes (*), and their 
values, are presented: Function-ID, Function-Steitus, Function-Natne, 
Function-Level and Function-TyPe. The three main relationships with this sub- 
function instance are highlighted. The first two relationships are related with tile sub- 
functions collection (Sub- Function-Coll) and the parent function (Function-Root). 
The latter one is related with all possible design solutions that call be applied to I'LlIfil 
this function (Design-Solutions-Coll). 
kuri: i1 I 
oU Subjunction-CoU 
uit Function-ID 
N 
os-Cotechon<Design_Solutions*>* Rejected_Design-Solutions 
Function osjelFunctionjunctionRoot Function-Root 
int Fatiction-Status 
M 
Function os_rel_Funcbon_Design_Solutions_CoU Design_Solutions_Cofl 
os-CoEection<Design_Solu6ons*>* Selected_Design_Solutions 
char* Funcdon_Name M 
int Fmictionjevel 
os_CoUection<Design_Solutions*>* Accepted_Desip_Solutions 
int Function_Type 
L ortirol Hume, i 1.. 2, [1 
Relationships 
Feed Function 0. [Feed 
A" 
Iq 
Layout Runnei-IDS Rectangulai H Layout, 11 
Layout_Rume(_DS Rectangulai Jnbalýced H Layout 11 
c, oss_Section_Runnei_DS Tiapezoidal Sectim Fixed Plat 
Layout_R-ei_DS Hot Runnim Maioilold HRSQ4, [I 
P-istfW-Je-e;;; ýj 
. 
PI 
71-1 
Iq 
Figure 9-6 - Sub-Function instance Distribute Feeding (ObjectStore Inspector) 
Figure 9-7 shows a representation of the relationship between the function previously 
described, i. e. Distribute Feeding and some of the design solutions associated with it. 
Because this is the parent function of two other sub-functions, namely 
Distribute-Runner-Layout and Control-Runner-Flow (Figure 9-5), it encompasses 
all design solutions associated with both sub-functions. However, each of these later 
sub-functions will maintain an association with its particular sub-sets of these design 
'solutions, i. e. Cross-Section-Runner-DS and Layout-Runner-DS (represented in the 
top of each design solution instance in Figure 9-7). 
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cou 
re) , 
Cross Section Rtumcr DS 
Layout_Rxinncr-DS 
H ot Rumier MaM'old - HRSQ4 
Layout 
- 
Runncr DS 
InLinc Unbaianced -I -Layout 
I Layout_Runncr- DS 
Iio utions-Coll I 
Dcsign_ lutions Col Cross-Section_Runncr_DS 
Dcsign_Sýlutions_Col 
, 
Circular Scction 
Coll I 
Cross-Sccfion_Runncr-DS 
Scný-Circtdar Section - Movcl Plate 
LayoutRunner 
- 
DS 
Circiday Y-Layout 
Layout-Runncr-DS 
Rectangular Unbalanced - 11-Layout 
Figure 9-7 - Design solutions associated with Distribute Feeding function 
(ObjectStore Inspector) 
9.3.3. Injection Mould Design Solutions 
The design solutions class structure has been designed based on the main systerns of 
the injection mould, i. e. ejection, cooling, feeding, venting and impression discussed 
in Chapter 5 and Chapter 6. 
Figure 9-8 shows sets of ejection and runner layout design solutions instances. 
Template eiecti-E 7a (2 
e 
D-Sh5ped Ejector Pin 
Sleeve Ejector Pin 
Valve Ejector Pin 
Stripper Bar 
Stripper Ring 
Stripper Plate 
Reverse Sprue Puller - bellow P/L 
Z-Type Sprue Puller - bellow P/L 
Ashroom Sprue Puller - above P/L 
, (3 , va -ýA, ýM 
lWin Template LayoL. 7j Tj (a 
II Desiqn Solution Name I DS ID I 
1 1 Feclanqular Unbalanced - H-Layout 39 
2 2 Circular Spoke Layout 30 
3 3 Circular Y-Layout 31 
4 Rectangular S-1-myout 33 
4 5 InLine Unbalanced - T-Layout 35 5 6 Rectangular H-Layout 36 
9 7 Rectangular X-Layout 37 
10 8 Rectangular Y-Layout 38 
11 9 Hot Runner Manifold - HR2 53 
12 10 Hot Runner Manifold - HRST4 54 
13 11 Hot Runner Manifold - HRS04 56 
14 Hot Runner Manif old - HR4M 57 
Figure 9-8 - Ejection and Runner Layout Design solution instances (01ýjectStore 
Inspector) 
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Figure 9-9 shows the attributes and relationships of a design solution instance, nained 
Rectangular-Y_Layout. This design solution was chosen to maintain the 
"compatibility" with the function instances explored in the previous sub-section. Thc 
following design solution attributes are depicted DS-Name, DS-ID, PM-Class-Namv 
and DS-Stalus. Besides the relationship with the standard Solutions, in this case 
NULL, the design solutions keep other relationships with the injection niould 
functions, represented by Function_Cofl, and with the interaction elements, 
represented by Interaction-Collection. The relationships with approved and reproved 
interactions, i. e. Approved-Interactions and Reproved-Interactions, are used as 
elements to support the decision process during the design process and store sets of 
approved and reproved interactions, respectively. These relationships are discussed in 
section 9.4. 
D ýSN a mi 
ýeýDQS ID -F-C 77[- -Dý 
instance: "Layout-Runnai-DS: Rectangulai Y-Lalpout. 38" 
Desip_Solut=5 os_rel_Design_Solu6ons_lnteractions_Cot Interactions-CoU 
char* DS-Name 
int DS-lD 
char* PM-Class-Name 
o s-Collectiion< Interactions *>* Reprove d-Interactions 
o s-CoBe ction< Interactions*>* Interaction_Collection 
(oneway relation with Interactions) 
o s_C ollection< Function*>* SelectedJunction 
int Assoc_Function_Type 
os_Conection<Manufacturing_Ophon*>* Maituf Option_Coll 
os_CoUection<Interactions*>* Approve d_Interartions 
Design-Sc)lutionsi. os-rCI_Design_Solutions_Standard-CoU Standard-COU 
int DS-Stattis 
Desio Solufions:: os_ýrel_Design_Soluhons_Funcfion_CoU FunctionColl 
NumericalJOeraction Impiessions -bb 
Nu. eucal-Wefaction Rmner type - cold, 16 
Matrix, 45, [Rectangular H Layout 
6,5 
I- Relationships 
Distitbute Feechng, 1, [DistrWe Rtj,., e; [ aý.,,, o 
Distfibute Runnei Layou, 2, [) 
Figure 9-9 - Rectangular Y Layout design solution instance (ObjectStore Inspector) 
Figure 9-10 depicts an explicit representation of interactions and functions 
relationships with this particular design solution. Particularly for the relationship with 
functions, it can be noted that the two functions associated with this design solution, 
i. e. Distribute-Feeding and Distribute-Runner-Layout, are parent and sub-function 
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respectively, showing how different levels of' functions decomposition can he 
associated with the same design solution. 
&3 61 Q&W 4j 
Distributionn- Matrix, 45, [Rectangular fl-Layout, 
Numerical interaction 
Interactions unner type - colcL 16 
-iactions CoU Layout Runner DS 
_ _ 
Reclarqgular Y-Layout . ction. 
CoU Nurnerical-Interaction 
in pt 'on Coll I' 
Impressions 6,5 
Func on Coll 
ý 
,.. 
FunGtion ........................................... 
Distribute [Distribute Runner Layout, 2, 
Function 
Distribute Runner Layout. 2 
I., ........................................... 
Figure 9- 10 - Rectangular Y-Liyout design solution associated with Its functions and 
interactions (ObjectStore Inspector) 
Figure 9-11 expands the ejection design solutions, highlighting then- association with 
examples of commercial standard solutions available. Besides the name of, the 
commercial standard solutions, are also shown their code, supplier and main 
dimensions. Figure 9-12 shows the navigation tree to an ejection design solution 
instance, named Normal E ection-Pins, where two kind of cornmercial standard 
solutions are available in different dimensions. 
ýe- hl >! 0Z 
0' 
'40/2 2 2 200 
240/S 5 100 
Z 40/12 12 80 
Z4011 2 16 100 
Ejector Pin - Comical Head HASCO 742/26 26 100 
Z42/3 3 100 
Z4M 5 65 100 
Elector Pin - Cylindrical Head Typ(e)A)E D-M-E Typ(e), VE-2 2 200 
Typ(e) AýE-3 3 200 
d Ejector Pin Stepped/Shouldered Elector Pin - Cylind rical Hand Z441/ HASCO Z44110 8 08 100 
'441/1 Z 1 200 
244111 8 18 100 
Sispped/Shouldered - Cylindrical Heed Typ(e) QEC D-M-E Typ(e) CJEC- 08 08 160 
Typ(e) CIEC- 25 25 200 
ed Elector Pin 
Ejector Pin Sleeve Elector Pin Z4511 HASCO Z451/1 25 1 25 110 
Z45114 4 VS 
7451/125 125 300 
Sleeve Elector Pin Typ(e) SIS D-M-E Typ(e) S/S -2 2 ISO 
Typ(e) S/S -52 52 150 
lector Pin 
Bar 
R, ng 
Plate 
e Sprue Puller - be Sprue Puller Z53/ HASCO Z53/4 4 46 
Z53/6 6 46 
Z5318 8 46 
Sprue Puller - bellý PA- 
om Sprue Puller - above PA- 
Figure 9-11 - Ejection standard design solutions (ObjectStore Inspector) 
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Ei 1 Standard Dunensione 
EAO/1 6,1 6,200 
Dimensions Standard-DimensLOIll 
Standard Solution Z40/2 2,2 2,200 Dimensions 
LPI 
re 
I 
Z4 0/ 
., 
HI ASCO 
I --; ensions 
'tandard CA 
§Dmiensions 
Standard-Dimensions 
Ejection_DS , an, Z40/5.5,100 
Normal Ejector Pin 
Standard-Dimensions 
Z40M, 12,80 
Standard_Diniensions 
Standard Solution Typ(e) A/E- 2.2,200 Dimensions IIý. 
I--ý-- 1-1.1 
ve 
- 
Typ (e) AI /E.. D-M, -E 
Standard Dimensions' 
Typ(c) AfF-3,3,200 
Figure 9-12 - Ejection pins standard solutions instances (ObjectStorc Inspcoor) 
9.3.4. Injection Mould Interaction Elements 
The interaction elements define the knowledge required to represent the design 
criteria of each design solution. Figure 9-13 shows part of the interactions instances 
defined in the experimental system. The interactions are represented by their name, 
Inter(iction-Nanw, ID, Interaction-ID and type, Interaction-Type, and are mainly 
associated with the design solutions. Depending on the type of the interactions, i. e. 
numerical, existence, OR or AND interactions types, additional attributes and 
relationships are defined. Each interaction instance has been defined in this work as 
an individual object, and hence can be used by one or more design solutions and/or 
also be part of another interaction, i. e. composite interaction. 
Figure 9-14 depicts an example of an interaction instance Impression = 1, which is 
associated with two design solution, One Impression Layout and Sprue Gate, and with 
the composite interactions, named Mould Configuration = 2-P && Impression =/ 
and Impression =I && Feeding-Point == PIL. These relationships are highlighted 
in Figure 9-15. 
Specifically in the case shown in Figure 9-14, because such an interaction is a simple 
interaction type, the relationship with the Know ledge-Li n k-, narned 
- 
J' Impression is also presented. Number q 
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<none> i; 
-7j 
a M: 1 ý "', 5 Uo' A --*-* E3 4 LN / El C 
Interaction Name 
- - 
Intera i ID I Interaction Ty pe-F 
1 1 m Pressions =I _1 1 
2 (Impressions 3,5, or >=7) 51000 4 
3 Impressions 3 2 1 
4 Impressions 5 3 1 
5 Impressions >= 7 4 1 
6 Runner = Circular 51001 4 
7 Runner Layout = Circular-Spoke 46 2 
8 Runner Layout = Circular-T 47 2 
9 (Impressions = 3,5, or >=7) OR (Runner Circular) 51002 4 
10 Runner Layout = Circular 6 2 
11 Type-of-Runner# Hot 11 1 
12 Impressions =6 5 1 
13 Impressions >=2 && <=8 52000 3 
14 Impressions >= 2 7 1 
15 Impressions <= 8 8 1 
16 Impressions = 4,13 or 8 55000 4 
17 Runner== In Line 52001 4 
18 Runner Layout Circular-T 39 2 
19 Runner Layout S-Type 41 2 
20 Runner Layout T-Unbalanced 42 2 
21 Runner Layout HR2 43 2 
22 Runner Layout HR4ST 44 2 
23 Impressions =4 10 1 
24 Runner Layout #S Type 21 2 
25 Impressions =8 12 1 
26 Runner# Circular 55001 4 
Figure 9-13 - Injection mould general interactions (ObjectStore Inspector) 
int Interaction-ID 
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Figure 9-14 - Interaction instance Impression =I (ObjectStore Inspector) 
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Figure 9-15 - Example of interaction relationships with design solutions and 
composite interactions (OýjectStore Inspector) 
9.3.4.1. Simple Interactions 
Figure 9-16 depicts some of the simple interactions instances stored in tile Product 
Range Model. A total of 77 simple interactions have been included in tile 
experimental system, being 26 existence interaction type and 51 numerical interaction 
type (Appetidix D- Figure D8 and Figure D 9). Besides the Interaclion-Naint, and 
Interaction-Tvpe, the attribute Comparator and the relationship with the Knowledge 
Link Data-Member-Name are also displayed. As already explained in Chapter 7, the 
Comparator attribute holds the code of the mathematical relational operators for tile 
comparison process, e. g. I means equal; 3 means larger or equal; 6 means tiot equal, 
etc.. The Knowledge-Link stores the data model address from where the information 
value to be compared with the simple interaction is retrieved. 
7 7n e> , none> 
7a 40 "N 7, 'X A +*7:: ' EEI 4, L\ /00 --) a 
impressions =8 1 1 Number-of_lmpression 
impressions -2 1 1 Number-of-Impression 
Runner Layout# Circular-T 2 6 Technique 
- 
ID 
Mould Configuration = 2-P 1 1 Mould-Configuration 
impressions -6 1 5 Number-of-Impression 
Runner type = cold 1 1 Type-of-Runner 
Ejection neq. Stripper Plate 2 6 Technique-ID 
Ejection. neq. Stripper Bar 2 6 Technique_ID 
Runner Layout #S Type 2 6 Technique-ID 
P/L = Base 1 1 P-L-Position 
P/L ** Base 1 6 P-L-Position 
Distribution = Circular 2 1 Technique-iD 
Impressions <- 7 1 5 Number-ol-Impression 
impressions = 10 1 1 Number - of-Impression (-, eneral Shape = Non Rotational 1 1 Gener6l - 
Shape 
LenghVvvidth Ratio -35 1 3 L-W-Ratio 
Distribution - InLine 2 1 Technique-ID 
Figure 9-16 - Numerical interaction instances (ObjectStore Inspector) 
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Figure 9-17 shows all instance of a numerical interaction related to the mould 
configuration, i. e. Mould-Cotýfiguration = 2-P. Besides being part of' all AND 
composite interaction type, this interaction element is also used by different design 
solutions, which require this mould configuration, in addition with other interactions, 
for their validity. An additional attribute for numerical interaction instances is also 
displayed. The Re *rence Value for this type mould configuration (enumeration , 
fe 
- 
type), i. e. 2-Plates, is "I", which must be compared with the actual value rc(l-lcved 
frorn the product model, through the Knowledge-Link instance named 
Mould-Coilligurtition. 
,,, t Intpraction_Type 
irýteracuons. os_ret_lnterac6ons-Coniposite_lnterac6on_Cot Composite_InteractionColl 
r 
int Interaction ID 
ý. 
ferenc---* 
........ 
e-vullue 
. 
... ...... ' - ` ' 
char* I n t e 
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1qaction-Madd, 1 01 
Interactions ios-rel-interactions-Design_Solution_Root-CoU Design_Solution-Roat-Cou 
C11C. 1. 
Lýy. A R-e, 
_DS 
Dc. l. Spoke Lý, -l JLI,, t,, bLAe ý eed,, V 
LaymA_Rý_DS Rectangulaf S LaWj JE)istrWe Feeding 
int InteractionDummy Iq 
int Comparator [q 
int Interaction_Status Iq 
int TypeofAttribute 
F] 
F-c-ý--ý; j Hýo I 
Figure 9-17 - Numerical interaction instance Mould_Coi? figjjj-atjojj = 2-P 
(ObjectStore Inspector) 
Figure 9-18 depicts an instance of an existence interaction related to the type of 
runner layout. The main difference of this example in relation to the previous figure is 
related with the attributes Element-Type and Elenient-Nanie, which refer to an object 
that is being compared, rather than to a number. 
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uit Interaction1l) 
InteractLons os-rel-Interactions-Composite-Interacfion_CoU Composite_lnteraction_Cou 
uit Type_oCAttribute 
char* Interaction_14ame RL*wm L 
int Element ID 
IT31 
Interactions os_rcl_lnttractions_Design_Solufion_Root_CoU Design_Solution_Root-Cou 0. " S-fm- R-, DS C-1a, Sýt- F- 
F- 
C40ss- S e, wn D', H -U, -1 111 Ni".. J. 
char* Element Type Runm L&, oA N 
int Interactien Dummy 
int Comparator 6 
char* Element-Name I 
IRwm Lv)w 
Simple_ Inter achons. os-rel_Simple_lnteractions_pKnovAedgeLaik pKnowledgeLink 
ý, O 
int Interaction-Status Iq 
int Intemction_Type 
In 
Figure 9-18 - Existence interaction instance Runner-Layout ## S-Type (ObJectStore 
Inspector) 
9.3.4.2. Composite Interactions 
Figure 9-19 depicts a set of composite interactions defined in the Product Range 
Model. Two types of composite interactions have been defined in the work namely 
AND and OR types. Such differentiation is provided by the attribute 
Interaction-Type. Either design solutions or another composite interaction can use the 
cornposite interactions. A total of 44 composite interactions have been included in tile 
Product Range Model, being 20 OR composite interaction and 22 AND composite 
interaction type (Appendix D- Figure D 10 and Figure D 11). 
Figure 9-20 shows an instance of an OR composite interaction type, named 
Impressions = 4,6 or 8. Different to the simple interactions, these kinds of 
interactions do not have specific comparison attributes or relationship with the 
Knowledge-Links. The main characteristics of this kind of interaction are the type of 
Boolean comparison that they perform and the association to a set of interactions that 
are part of it. In the example depicted, the composite interaction is part of the design 
criteria that define the eligibility of an impression distribution type of design solution 
and is composed by three simple interactions (Interactions_Set), narnely Impressions 
= 4, Impressions =6 and Impressions = 8. These relationships are highlighted in 
Figure 9-21. 
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-M- none> Ta (a ::. i "N A ;ý 63 Im LN / Cl 0 
1 (Impressions = J, 5, or Y 11111) 4 
2 Runner - Circular Y 11111 4 
3 (Impressions = 3,5, or OR (Rurinpr Circular) 51002 4 
4 Impressions >-2 && <=8 52000 3 
5 Runner -- In_Line 52001 4 
6 Impressions - 4,6 or 8 55000 4 
7 Runner* Circular 55001 4 
8 Ejection I Sttriper 40000 4 
9 Mould-Config = 2-P && Impression= 1 23000 3 
10 Impressions >=3 && <= 7 30000 3 
11 Impressions - 6,8 or 10 31000 4 
12 Box Type Component&& LenghVWidth Ratio >=3.5 33000 3 
13 Impressions =4 or 8 36000 4 
14 Impressions -2 && <= 8 35000 3 
15 Mould Config = 3-P && Impressions -2 23001 3 
16 (2-P && 1 Impression) OR (3-P && Impressions>=2) 23002 4 
117 Runner Half Section == Movel Plate 15000 4 
11' 1 Impression =1 && Feeding Point == P/L 12000 3 
19 1 
1 
(Impression =1 && Feeding Point == P/L) OR Impression >=2 12001 4 
2 0 Runner Half Section == Fixed Plate 14000 4 
Figure 9-19 - Composite interaction instances (ObjectStore Inspector) 
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char* lntpmction_Naine 
int Bolean_Type 
Interactions: os_rel_lnteractions_Composite-Interacýon_CoU C ompo site_ Interaction_Coll 
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Figure 9-20 - Composite interaction instance Impressions = 4,6 or 8 (ObjectStore 
Inspector) 
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FigUre 9-2 1- Example of the composite interactions reiationships with other 
interactions and design solutions (ObjectStore Inspector) 
Figure 9-22 shows another type of composite interaction, in this case an AND 
composite interaction type, which is composed by two interactions shown In the 
attribute Interactions-Set. In this example, the interaction is not associated with ally 
design solution, but is only associated with other composite interaction, which is 
shown by the attribute Composite-Interaction-Coll. Figure 9-23 shows tile 
relationships previously addressed. 
interaction-Type 
11 
Interaction ID Vm] -11W 
Interaction_Status [q 
Interaction-Durnmy [q 
ti . ractions os-rel lnteracfions_Design-Solution-Root-CoU 
Design-Solu on-Root-Coll 
ir- Interaction_Name 
llmpimsm -1U Feedog 
Bolean_Type 
m 
Composite_lnteraction_CoU Composite_lnteraction_Coll I UH_Int&acbonIIm[xessm -I&& Feeding I oiril -- PA ILI II mpiessim 
Compositc_lnteracfions_lnteractions-Set Interactioris_Set NýIicaLlnteractson Imptessions -1ý1 1 
Nwierical-Interaction Feed Point - P/L. 29 
Figure 9-22 - Composite interaction instance Impressions =/ && Feeding-Point == 
PIL (ObjectStore Inspector) 
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Figure 9-23 - Example of the composite interactions relationships with other 
interactions (ObjectStore Inspector) 
The representation of the interactions either composite or simple, described 
previously, shows how a particular interaction instance can be applied to different 
situations, i. e. different design solutions and/or other interact ions. This highlights tile 
potential of the approach taken together with the power of object oriented technology, 
in terms of reusing the knowledge already defined. However, to allow this, sonle sort 
of functionality must be provided by the application responsible for the management 
of this base of interactions. 
Figure 9-24 shows a sequence of dialogues illustrating the process of adding a new 
interaction to a particular design solution. Particularly In this example, the option for 
using an interaction already created is made, however if no interaction satisfies tile 
piece of knowledge required, a new interaction can be created. This same process can 
be used also for adding a new interaction into a composite interaction. 
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Figure 9-24 - Inserting an interaction already defined 
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9.3.5. Knowledge-Links 
The Knowledge-Links is the last element in the Product Range Model StRICILII-C. It 
provides simple interactions with the actual information extractcd frorn the product 
model. 
Figure 9-25 shows some of the Knowledge-Link instances stored in the Product 
Range Model. Each Knowledge-Link has an unique ID (Knowletige-ID), which is 
responsible for its identification. The Main-Class determines the top class defined in 
the product model, in this case which product holds the infOrination that Is requested, 
i. e. injection mould or plastic component. The Sub-Class-01 is tile following class 
defined in the product data model and related with the Main-Class. Finally tile 
Data-Member-Name captures the data mernber of the final object that holds tile 
information required. 
in the example depicted in Figure 9-25, most of the Data-Member-Nalne are 
attributes of the injection mould and plastic component, and represent mainly tile 
product specification. 
<non-, > 
...... 10 05 HN; M7, A EEJ 11 LN / 13 0 
Main Class Sub Class 01 Data Member Name Knowledqe ID 
I liniection Mould Number-of-Impression 1 
2 Injection-Mould Mould-Configuration 2 
3 Injection-Mould Degatingjype 3 
4 Injection-Mould Estimate 
J 
Shot 
- 
Weight 4 
5 Injection-Mould Type-of-Runner 5 
6 Plastic 
- 
Component Component-Volume 6 
7 Plastiq-Component Component-Projected-Area. 7 
8 Plastic 
- 
Component Feeding-Point 8 
9 Plastic_Component Component-Shot-Weight 10 
10 Plastic-Component General-Shape 11 
11 Injection_Mould Solutions-Technique Technique-ID 12 
12 Injection-Mould Type-of-Mould 14 
13 Pldstic-Component Generic-Geometry Geometry-Type 15 
14 Plastic 
- 
Component Generic-Geometry L-W-Ratio 13 
15 
4a 
Plastic_Component P-L-Position 16 
Figure 9-25 - Knowledge-Link instances (ObjectStore Inspector) 
Figure 9-26 depicts an instance of the Know ledge-Li nks, named 
Number-qf Impression. Besides the attributes previously explained, it is focused on 
the association with several simple interactions, in this case, numerical interactions. 
This relationship is highlighted in Figure 9-27. 
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Figure 9-26 - Knowledge-Link instance Number-q1' Impression (ObjectStore 
Inspector) 
(rr-Eir Ntuncrical Interaction 
JED bnprcssions = 10.32 
Nurnencal Interaction 
-plc Intcractigns-T, eý=' 
finprcssions. 5,3 
Knowledge IL ink Interactions 
lQtcractions C. Nunicncal_lntcracfion Injection Motdd, Ntunber of Impression, 1 
((7*- 9" 
f-sifiole Impressions >= 3,26 
_Wcractions 
C 4ýO 
Intcracfions-Coll I 
r(rF Ntunctical Intcraction 
hnpressions = 2,35 
((rF Niunctical-Intcracdon 
0i Impressions = 1,1 
Figure 9-27 - Knowledge-Link relationships with Simple Interactions (ObjectStore 
Inspector) 
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9.4. Product Range Model Supporting Functional Design Through the 
Reuse of Information and Knowledge 
9.4.1. General description of the experiment 
This experiment aims to explore how the Product Range Model, together with the 
Product Model, can support designer decisions, i. e. objective III) defined in section 
9.2.1. This is realised through the reuse of previous information and knowledge stored 
in the Product Range Model, i. e. functions, design solutions, interactions and 
knowledge links. This information is presented in Appendix D. 
An Injection Mould DFF application explores how the user can interface with the 
Product Model to define the basic specification of the injection mould and how he/she 
can evaluate design solution results from his/her functional enquiry to the Product 
Range Model (section 9.4.2). 
This experiment explores how the number of valid design solution options can vary 
based on the level of specification of the injection mould, and how interaction 
elements can support the designer by justifying the reasons for design solution states 
(section 9.4.3). It also explores how non-evaluated interactions can support the 
designer highlighting open specifications, which must be resolved through the choices 
made. In addition to product specifications, it also explores, in section 9.4.4, how 
design solutions can interact each other through interaction elements. The knowledge 
link elements are explored through the results of the interaction evaluation process. 
This experimental system also explores how the Product Range Model can store 
temporary design solutions, providing support in terms of which interactions are still 
pending for a set of temporary design solutions chosen; and how the Product Range 
Model can evaluate these design solutions against additional modifications in the 
product specifications (section 9.4.5). 
The relationship between the two information models, i. e. Product Model and Product 
Range Model, is also explored by storing final design solutions in the Product Model 
(section 9-4.6). 
Finally, the behaviour of composite interactions is explored through the interaction 
states propagation in section 9.4.7. 
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9.4.2. An Injection Mould DFF application - Basic Dialogues 
To start the injection mould design process an injection mould must be selected as 
well as the Product Range Model that will support its design. 
Figure 9-28 depicts a set of screens where a particular injection mould is selected and 
the basic specifications related to this injection mould and its related plastic 
component are displayed. Changes in the product model information are mainly made 
through these dialogues. 
Figure 9-29 shows the general windows environment of the experimental system. A 
modeless dialogue Design SpeciflicationslDecisions, which stays permanently open 
during the design section of a particular injection mould, is displayed in the right side 
of the screen. This dialogue shows a) the information about basic specifications of the 
injection mould; b) the temporary design solutions selected, which are stored in the 
Product Range Model; c) the design solution already decided and stored in the 
product model, and d) the pending interactions, in the case of selected design solution 
that could not have all its interactions evaluated. An arrow, in Figure 9-29, shows a 
popup menu option where the functional design can be started. 
The dialogue responsible for offering the functional enquiry to the user is depicted in 
Figure 9-30. The five main functions explored in this work are presented in the left 
side of the dialogue and represent the parent functions of the 5 main systems of the 
injection mould. Depending on the function chosen different levels of decomposition 
may need to be selected. In this example the functions and sub-functions related with 
Feeding Function are highlighted. 
Based on the choice of a specific function, a view of all design solutions that can 
possibly fulfil such a function is provided by the option "VIEW Design Solutions 
Associated" (Figure 9-3 1). This option is valid for any function selected and is a result 
of the general relationship between functions and design solutions defined in the 
Product Range Model. 
This shows how previous information and knowledge related to injection mould 
functions and design solutions (chapter 6), and stored in the Product Range Model can 
be retrieved. However, in this case, with no consideration about a specific design 
situation. The next section explores the reuse of this information based on the 
previous knowledge related to its application within a design situation. 
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Figure 9-28 - Initial selection and specification of the injection mould product 
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Figure 9-31 - Design solutions associated with Distribute Runner Lavout function 
9.4.3. Design solutions interactions with initial product specifications 
This experiment explores how previous knowledge related to design criteria for 
application of each design solutions, within a design situation, can be reused to 
support design decisions. In this experiment this knowledge has been focused Oil tile 
injection mould initial specifications such as mould configuration, type of rurincr, 
number of impressions, properties of the plastic component. These, as identified in 
chapter 5, have a significant influence on which set of design solutions can achieve a 
particular injection mould function and hence be offered to the designer. 
Figure 9-32 shows two different design solutions results (a and b) for the same 
functional enquiry depicted in Figure 9-30, i. e. Distribute Runner Layout. This 
functional enquiry is performed through the Search Design Solutions act ion button 
shown in Figure 9-30. The differences between both results are consequence of 
distinct injection mould specifications provided. 
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Chapter 6 has addressed that each design solution can assume three different states 
after having its design criteria evaluated, namely accepted, rejected and non- 
evaluated. The dialogues depicted in Figure 9-32 show two main list boxes, namely 
Accepted Design Solutions and Rejected Design Solutions. The non-evaluated design 
solution status is also shown in the Accepted Design Solutions list box however, the 
double asterisk sign differentiates this status. 
The choice for the type of runner layout system is mainly dependent on the number of 
impressions, mould configuration, runner type and the impression distribution layout. 
In this example, purposely, two situations were performed. 
In the first one (Figure 9-32-a) only the number of impressions has been specified 
resulting in antagonist/contradictory choices of runner layouts. For example, in the 
case of Hot Runner Manifold - HRSQ4 and Rectangular H-Layout layout types. The 
first one can only be applied in the case of hot runner mould type and the second only 
in cold runner situations. The same situation occurs between circular, in line or 
rectangular layout types, which is mainly dependent on the type of impression 
distribution in the mould. As a result of this lack of specifications, all Accepted 
Design Solutions have not been completely evaluated, and no helpful information is 
provided to the designer. This is depicted in Figure 9-33 and Figure 9-34, where some 
interactions related to two particular design solutions, i. e. "Rectangular H-Layout" 
and "Hot Runner Manifold - HRST4", are shown after the evaluation process as "Not 
Evaluated". These interactions, part of the conditions required to the application of 
these design solutions (Appendix D- Figure D 12) could not be evaluated since no 
additional specification of the injection mould has been provided, but number of 
impressions. 
On the other hand, the number of impressions is the determinant reason for rejecting 
the other design solutions that fulfilled initially the function specified (Figure 
9-35(a)). In this figure is also depicted the same design solution instance through the 
Object Inspector tool, highlighting the approved and reproved interactions temporarily 
associated with this design solutions stored in the Product Range Model (Figure 
9-35(b)). 
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In the second situation (Figure 9-32-b) in addition to the number of impressions, the 
injection mould specifications 2-Plates mould configuration and Cold runner type 
have been added. As consequence a more restricted set of Accepted Design Solutions 
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is displayed as result. For example, all Hot Runner Manifold solutions types have 
become rejected as result of the cold runner type, once one of the conditions 
associated with the reuse of these kinds of design is the runner system be hot type 
(Appendix D- Figure D 12). 
Besides, of the two additional specifications, three different types of cold runner 
layout i. e., circular, in-line and rectangular (two configurations) have been considered 
accepted, but not completely evaluated. The reason is because no previous decision 
has been made about the type of impression distributions, as shown in Figure 9-36(a). 
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Figure 9-36 - Interaction dependent of other design solution 
Thus, the Not-Evaluated interaction is not related to the product specifications any 
more, but to other design decisions that should, or might, be made. Therefore, if a 
decision about the type of' impression distribution in the mould plates has been made 
previously, the set of accepted design solutions shown in Figure 9-36(a) would be 
reduced to a more restricted set of accepted design solutions. Figure 9-36(b) shows 
how the interactions associated with this design solution instance are kept in the 
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Product Range Model database during this process of checking the design solutions 
validity. The interaction states are highlighted. 
As previously stated, the Not Evaluated interactions do not reject a particular design 
solution for its reuse and hence this design solution can be selected by the designer as 
a design choice. Figure 9-37 shows that one of the previous accepted design solution 
displayed in Figure 9-32, i. e. InLine Unbalanced T-Layout, has been selected 
temporarily. After the confirmation of the user, such a design solution appears as a 
temporary decision in the modeless dialogue Design Specýfications/Decisions (Figure 
9-38). However, because one of its interactions has been considered not evaluated, i. e. 
Distribution = InLine, (Figure 9-36), this interaction appears as a pending interaction, 
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Figure 9-37 - Selecting a temporary design solution 
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9.4.4. Interactions with Design Solutions Decisions 
The initial product specifications can provide a more restrict set of design solutions 
that fulfil the injection mould functions. However, as depicted in Figure 9-38, the 
choice for the first design solutions can result in pending interactions related with 
other design Solutions. This experiment expands the one presented in section before, 
exploring how interactions with other design solutions can also provide concurrent 
support to design choices. This is also demonstrated through the reuse of previous 
information and knowledge stored in the interaction elements. 
Figure 9-39 depicts that in order to resolve the pending interactions associated with 
the choice of the runner layout made in Figure 9-37, the distribution of the 
impressions in the mould plate must also be decided. In this case, when such function 
is enquired, the only possible design solution option offered as accepted is the InLine 
Impression Distribution. After the selection and confirmation of this second design 
solution, the pending interaction has been resolved and now the choices made do not 
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present any pending situation (Figure 9-40). However, as new design Solutions tire 
chosen to resolve pending interactions, other new pending interactions can emitually 
appear. 
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In the experimental system developed, the modeless dialogue Design 
SpecificationslDecisions, has been created to provide a constant "status" of' the 
general design decisions process of both the design solutions selected and the pending 
interactions. For this reason, because of the limitations of this dialogue, it does not 
make any distinction between which design solution is actually holding the pending 
interactions. Thus, to provide a clear view of the design decisions status in relation to 
the ternporarily design solutions selected, the menu option View Design Solullolls has 
been added. This option calls a new dialogue that besides offering a view of which 
design solutions have been temporarily selected during the design section, shows 
which of them are particularly associated with the unresolved interactions (Figure 
9-41). 
PRMApphuitimis Injectv., riMoulti SIIPýQOSý'SteM VIeWUe$tgnSIIM ObjeciStole fielf) 
641 RI 
Design Sokstiorw Tow"saidy Selected - Injection Mould ID: 91755 Camel 
L 
Q1 7ý1, 
TemporariyAccepetad Design Solution, 
Function FeedImpression > DesignSolution 
Function Control Runner Flow ý Design Solution Circular Se, r,, lý e, oliq 
Function Distribute Runner Layout > Design Solution Rectangular H Laý)out 
Function DitrIbure Impressions > DesignSOILition Matrix Impression Distribution 
Temp(mmily Rejected Design Sokitions 
Function F- Design So4utjons I 
View UnResolved Inteiactions 
I 
Fle-SW Design Piocess 
I 
PiDduct Basic Spachcations 
N-Anbet Wqxesson 
F4 
M. Ad C. Nw. l. 
t; cifed Degating Type 
F, S Med 
Runnet Type Cold 
Feeckv Po" Not Specilied 
Ptastic Comp Shape RNational 
Temposary Function / Chosen Design Solutiom 
I'mclion Feed Impession 
Design Sol -Tunnel/Submaimne Gate 
.......................................................... 
F-lion - Contiol Runner Fkm 
De so gn S ol Cmc ul aiSe chon 
I'M Function/Chosen Design Solutions 
Pending Intefactions 
D egaing Type = A, eý F eg, it. ng 
E lection neq S t,, ppe, B a, 
Election neq Swppef Plate 
Election neq ShippeiRing 
Feed Point - PA 
Figure 9-41 - View design status - temporarily design solutions 
Figure 9-42 and Figure 9-43 highlight the unresolved interactions associated with 
particular design solutions chosen during the design section namely 
Tunnel/Submarine Gate and Circular Runner Section. In this example, the interaction 
related to the kind of ejection technique to be used, i. e. Ejection different Stripper, is a 
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corm-non restriction for both design solutions temporarily selected and shall be 
avoided. It is important to state that at this level this interaction is being analysed 
based on the "conflicts" between design decisions chosen so far. Evcn(Ually, tile 
stripper ejection solution could be rejected due to the geometric aspects of the plastic 
component. However, if not, and if this is apparently the best way of' ejection the 
plastic component, than other options of design solutions should be found for the 
feeding impression and control runner flow functions, through the option of' re- 
starting the design process. 
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Figure 9-43 - Unresolved interactions associated with Circular Runnet- Section 
9.4.5. Changing the Product Specification during the Design Process 
During the process of choosing design solutions to fulfil the injection mould functions 
new specifications of the injection mould product can be added in order to provide a 
better satisfaction of the pending interactions. Eventually a key specification can be 
changed, and hence a new evaluation of the set of solutions selected is required. 
In the experimental system developed, while the Product Range Model is active in a 
design section, any change in the product model, through the specification dialogues, 
will result in a re-evaluation of the design solutions chosen. 
Figure 9-44 highlights the results of changing the mould configuration from 2-Plates 
to 3-Plates under the conditions depicted in Figure 9-41. The design solutions 
TunnellSubmarine Gate and Circular Runner Section have changed their state to 
rejected once both design solutions are only applied to 2-Plates mould configuration. 
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Figure 9-44 - Result of mould configuration changing from 2-Plates to 3-Plates 
9.4.6. Storing Final Design Solutions in the Product Model 
At any stage of the design process, the temporary design solutions can be stored in tile 
product model, where it will be developed in more detailed design aspects. The user 
can select which design solutions will be stored in the product model (Figure 9-45). 
As a general rule, a design solution can only be stored directly In the product mode it' 
it does not have any unresolved pending interaction. Otherwise, a message is sent to 
the user asking for his/her confirmation, as shown in Figure 9-46. 
Figure 9-47 shows the changes in the modeless dialogue, where the design solutions 
selected to be stored in the product model have moved from the temporary Function / 
Design Solutions to the PM Function / Design Solutions list boxes. 
Figure 9-48 shows the result of this design section so far related with the injection 
mould feeding system. Such a result is shown through the injection mould 
specifications, particularly in the button Mould SYstems. 
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Figure 9-46 - Confirmation for storing not completely evaluated design solutions in 
the product model 
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9.4.7. Composite Interactions Behaviour 
Composite interactions are used to provide a better representation of' pieces of' 
knowledge, which can not be captured by simple interactions individually. This 
experiment aims to explored the process of evaluation of' composite interactions 
through the propagation of the simple interactions states. Appeitdix D, Figure 1) 13, 
presents a list of composite interactions used in this research, as well as the 
interactions associated with them. 
Figure 9-49 highlights a composite interaction associated to the Matrix Impl-ession 
Distribution. This interaction is related to the number of impressions and for its 
approval the number of impressions in the mould must be equal 4,6 or 8. Ill the 
example depicted in Figure 9-49 this interaction has been approved and tile reason for 
that in shown in Figure 9-50, i. e. Impressiott = 4. Due to the nature of' this type of' 
interaction, i. e. OR, the approval of only one of its elements is required for tile 
approval of the whole interaction, in this case, Impression = 4. 
The experimental system has been designed to allow composite interactions to be 
open and hence, its interaction elements can be analysed individually. 
I 
Accepted Design SoltAwns 
I. P,. Ss, w D'st"b's-, ("I 
Cancel 
Rejected Design SokAions 
App-, d Intalad'o"s 
d, 'l, d I 
--; Zractions 
Rep;. ýý 
[iress1ons -4 boi 8 
-I 
F Fý5-- 
Cancel 
Basic Specficalons 
Impassion 
F4 
ýordiguraton 
gTý, po F--, s P 
T ype Cold 
Uý 
Not Specgýd 
hve lRowmal 
Devign Solk-kons 
Design SoMwis 
Open Irterac 
Figure 9-49 - OR Composite interaction associated with Matrix Impression 
Distribution 
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Figure 9-50 - Composite interaction - Type OR with three elements 
A different kind of composite interaction is shown in Figure 9-5 1. In this case, tile 
interaction, again related to the number of impressions of the mould, is associated to 
the InLine Impression Distribution, and it is an AND composite type. The number of 
impression must be between 2 and 8 for its approval. As in the previous example, this 
interaction has been approved and the reason is show in Figure 9-52, where all 
interaction elements have been approved; which is the condition required for AND 
type of interaction. 
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In these two examples discussed above the composite interactions were composed by 
simple interactions, which are lately checked against the product information. 
However, there are situations where a set of simple interaction is not enough to 
represent the piece of design criteria required, and the composite interaction can be 
composed of other composite interactions. This is exemplified in Figure 9-53, where 
besides the number of impressions, the type of runner layout is also a decisive aspect 
in the choice of Circular Impression Distribution. Thus, either situation call define the 
acceptance of such a design solution. In this case the number of impressions is 
associated with odd numbers, i. e. 3,5 and 7, and the circular distribution of' the 
impression reflects in a more effective way of balancing the mould forces. Oil the 
order hand, such situation can not be the only decisive factor, once the circular 
distribution can be eventually preferred even in the cases of different number of 
impressions. Hence, another decisive factor is related to the runner layout type to be 
chosen. Therefore, one of these two interaction elements must be approved for the 
acceptance of this design solution. 
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Figure 9-54 shows that for the situation explored so far, i. e. number of i nipress] oils 
equals 4, the composite interaction related with number of impressions has been 
reproved and the reason is depicted in Figure 9-55. However, because the intcractioll 
related with type of runner layout could not be evaluated (Figure 9-56), for tile reason 
no runner layout has been defined so far, the whole interaction has been considered 
not evaluated. 
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9.5. Evaluation of the Results 
This chapter has explained the experiments conducted in this research to explore the 
information structure developed for the Product Range Model and how such an 
information model can provide valid information to support design decisions. 
The experiments realised in section 9.3 demonstrated how the structure defined to the 
Product Range Model, in terms of functions, design solutions, interactions and 
knowledge-links, can capture and store injection mould product range information 
and knowledge. The result of this experiment is represented in the Appendix D. 
The experiments realised in section 9.4 demonstrated how the Product Range Model, 
together with a Product Model, can support the design decisions, through the reuse of 
information related to injection mould functions, design solutions, interactions and 
knowledge links. 
An experimental injection mould DFF software application (section 9.4.2) has 
explored the use of the Product Range Model to support the injection mould design. 
This has demonstrated how information and knowledge captured in the Product 
Range Model (presented in Appendix D) can be reused to support design choices 
through the offer of valid design solutions to the designer. The results provided by the 
experimental system, in terms of accepted and rejected design solutions, were 
expected based on the interactions stored in the Product Range Model and associated 
with each design solution checked. 
The importance of the interactions elements has been highlighted in section 9.4.3, 
9.4.4 and 9.4.7, not only guiding the designer through his/her decisions during the 
process of choosing design solutions, but also in how these interactions can be applied 
and reused to represent the knowledge associated to the application of different design 
solutions. 
Finally, the required compatibility between information structures of the Product 
Range Model and the Product Model has been explored in section 9.4.6, where 
temporary design solutions in the Product Range Model have been stored in the 
Product Model. 
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10. Discussion, Conclusions and Further Work 
10.1. Introduction 
The research reported has explored the nature of Product Range Model, within an 
integrated CAE environment, and presented how such an information model can 
support reuse of information in product range design. The Injection Mould Product 
Range Model structure composed by Functions, Design Solutions, Interactions 
elements and Knowledge-Link elements has been investigated and an experimental 
system developed to verify the results 
This chapter presents a discussion of the approach taken in this research, followed by 
conclusions reached and recommendations for further work. Section 10.2. presents a 
discussion of the major issues explored in this thesis. Conclusions and further work 
are presented in sections 10.2 and 10.3, respectively. 
10.2. Discussion 
This research has shown how an information structure can be defined to support 
design reuse. The Product Range Model, which is separated from the product model, 
supports the design process providing the designer with valid ways of fulfilling a 
specific product function. The representation of Interaction elements and Knowledge 
Link elements have been defined to capture, respectively, knowledge associated with 
design criteria related to each design solution, and the relationship between the 
Product Range Model and the product model. This work provides a novel contribution 
to the design reuse research within its context of integrated information systems. 
The approach taken differs from the traditional information model approaches to 
support product range definitions, where the reuse is mainly focused on the 
representation of the most appropriate product architecture defined in the product 
model (Baxterjuster et al. 1994; McKay, Erens et al. 1996; Gorti, Gupta et al. 1998). 
These approaches can provide support for composing variants of existing designs 
based on sets of product specifications. The author of this thesis agrees with the need 
for a clear definition and understanding of such a product architecture definition when 
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dealing with product ranges. However, these models alone are insufficient to capture 
information and knowledge that support design reuse decisions. 
The approach taken in this research excludes the inclusion of knowledge in the 
product model. In the author's view the product model is a central repository for 
information related to the product life cycle, and hence the inclusion of knowledge in 
such an information model can significantly increase its complexity (Lei, Taura et A 
1996). Therefore, additional product range information and knowledge, which 
supports design reuse, must be modelled in a separate information&knowledge model, 
i. e. Product Range Model. 
The relationship between the Product Range Model and product model has been an 
important part of this research. The Product Range Model should not be defined 
completely independently of the product model because of the close relationships 
between aspects of their information content. Two kinds of relationships between the 
Product Range Model and product model have been identified in this work. The first 
relationship is related to the need for product information to support the design 
solutions evaluation within the Product Range Model, and has been achieved through 
the definition of Knowledge Link elements. The second relationship is related to the 
need for information structure compatibility between design solutions within the 
product Range Model and the solutions techniques in the product model. This has 
been achieved by the definition of compatible attributes in both classes. Although this 
research has explored the application of the Product Range Model to support design 
decisions through the reuse of information in product ranges, these two relationships 
will be significant for any other information&knowledge models used to support 
different product life-cycle functions, e. g. manufacturing. This is because these 
models will require information from the product model to support decisions and will 
provide information that must be stored in the product model. 
This work has explored the concept of a Product Range Model at the conceptual level 
of design decisions. However, to provide the designer with more comprehensive 
information decisions, the Product Range Model could be extended to include other 
information related to design solutions, such as geometric, cost and manufacturing 
information. This will require the capture of additional kinds of Interaction elements 
related to this design solution information, as well as an extension of the design 
solutions information structure compatibility between the two information models. 
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This research has defined the compatibility between information structures of design 
solutions in the Product Range Model and solutions techniques in the product model 
through a restricted set of attributes, which are related to the identification of such 
design solutions. However, further work will be required to explore this compatibility 
related to other design solution information, e. g. geometric information and standard 
components. 
How to resolve the interactions between different injection mould design solutions at 
the beginning of the design process has been recognised as an issue to be resolved 
(]Lee, Chen et aL 1997). The research explored in this thesis has made a contribution to 
tackling this issue. The knowledge behind each design solution has been captured 
through a set of independent objects, named Interaction elements. This provides an 
advantage in that these Interaction elements can be simplistically defined and then 
reused (Booch 1994; Wainwright, ]Leung et aL 1996) in different design criteria 
scenarios. This structure also meets the requirement of KBS definition provided in 
(Dixon 1995), where pieces of knowledge can be changed without hard code 
programming. However, the approach taken is limited to the initial interactions that 
take place in the design of an injection mould and it is recognised that knowledge 
about other specific aspects of the injection mould design solutions are required for 
further design phases (Lee, Li et al. 1997). This may require an extension of the 
Product Range Model information structure to represent other kinds of Interaction 
elements, e. g. mathematical comparisons. 
The relationship between functions and design solutions provide a general association 
between injection mould functions and possible ways of achieving it. This 
relationship enables that one function be achieved by one or more design solutions 
and that one design solution can be used to fulfil one or more functions. This allows 
the reusability of the same design solution concept for different design functions. One 
example of this are ejection pins, which can be used to eject the plastic component in 
different ways, eject gate and eject runner system. However, in this case, there will be 
relationships between the design criteria associated with the design solution and the 
function, which is achieved through such a design solution. For example, the design 
criteria for applying ejection pins for ejecting the plastic component, the gate or the 
runner may be significantly different. Therefore, the information structure of 
Interactions elements can be further expanded to also capture this kind of relationship. 
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The Interaction elements, defined in this research, provide information that can be 
used to explain the reasons for particular design solution states, i. e. accepted, rejected 
and not-evaluated. In the case of not-evaluated design solutions, the designer can 
select conflicting solutions due to the variety of conditions available in the pending 
interactions. Using a simple example, if no type of runner has been defined, the 
choice of a type of gate can be associated with the requirement of a hot runner system, 
while the impression distribution can be associated with the requirement of a cold 
runner configuration. This research has not highlighted the potential conflicts between 
pending interactions, requiring therefore, further investigation in how these pending 
interactions can be managed to avoid conflicting design solution choices. 
The experimental system developed has been shown to be adequate for exploring the 
research ideas discussed in this thesis. It has demonstrated how the Product Range 
Model can support a functional enquiry, by offering valid design solutions options 
based on the use of Interaction elements and Knowledge Link elements. The 
application of the UML notation alongside Use Cases has provided effective support 
for the design and representation of the experimental system developed. 
particularly for the design and implementation of the Knowledge Link elements it has 
been found that in addition to attributes that define the data model path, there is a 
significant part of knowledge required to use these attributes to retrieve the right 
information from the product model. This is because of the close dependence of 
Knowledge Link elements on the internal relationships between classes within the 
product model information structure. While this has not been a problem in the 
implementation of the experimental system, there is a need to investigate more 
appropriate ways of implementing the knowledge required, if major commercial 
systems are developed. 
The information and knowledge within the Injection Mould Product Range Model can 
be significantly dependent on the plastic component characteristics. There are 
functions that are common for all moulds, e. g. feed mould. On the other hand, there 
are also functions that can be specific for ranges of plastic components, e. g. eject by 
the walls in walled types of products. This research has investigated the Injection 
Mould Product Range Model based on a specific kind of plastic component, which 
has resulted in a limited set of functions and design solutions, as well as, reduced 
amount of knowledge modelled through the Interactions elements and Knowledge 
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Link elements. This is advantageous since it enables information and knowledge 
related to a kind of product range to be divided into more focused sets of Interaction 
elements, allowing a better and simpler definition of this information and knowledge 
(Harrington and Soltan 1995). However, as different Injectiori Mould Product Range 
Models are defined for different ranges of plastic component, e. g. rotational and non- 
rotational components, the reusability of common information, such as Interactions 
elements and Knowledge Link elements, should be investigated. 
This research used injection moulds as a type of product range to explore the nature of 
Product Range Models. The information structure achieved is relatively generic since 
most of product ranges can be structured in main functional main systems, which can 
be design by using different types of design solutions. The author of this thesis has 
discussed the product range of generators designed and manufactured by Alsthom 
Electric Machines Ltd. These would appear to fit within a similar Product Range 
Model structure, in terms of functions, design solutions, interactions and knowledge 
links. However, there is the need to investigate how applicable the concept of this 
information model is to other kinds of product ranges. Also, there is a need to 
investigate how a Product Range Model could be extended to support other kinds of 
design, such as original or routine designs. 
10.3. Conclusions 
I. ) It has been shown, in chapter 9; section 9.4.3, that a Product Range Model, 
operating in an information support environment, can support design reuse. 
The structure of the Product Range Model has been defined in terms of 
Functions, Design Solutions, Interaction elements and Knowledge Link 
elements, and has been discussed in chapters 6,7 and 8; 
II. ) it has been shown, using injection mould as a kind of product range (chapter 
5), that an effective Product Range Model structure must represent not only 
information related to functions and design solutions, but also the knowledge 
associated with the application of these solutions. This knowledge, captured 
through the Interactions elements, ensures intelligent reuse of design solutions, 
as demonstrated in section 9.4; 
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Ill. ) The definition of the Interaction element structure provides an effective means 
of representing design criteria associated with the reuse of each design 
solution. This structure, discussed in chapter 7, allows complex conditions to 
be captured quickly and efficiently, and enables simultaneous reuse of 
Interaction elements in multiple design criteria alternatives, hence avoiding 
duplication of information; 
IV. ) It has been shown, in chapter 8, that while the structure of a Product Range 
Model can be separate from the product model structure, there are two 
significant interdependencies between their structures. Firstly, the Product 
Range Model requires knowledge about the product data model to retrieve 
product information and hence enable design reuse evaluation. Secondly, 
information structure compatibility is essential between design solutions 
options within the Product Range Model, and design solutions selected within 
the product model; 
V. ) The Knowledge Link elements provide an effective linking mechanism 
between the Product Range Model and the product model (section 8.4). This 
enables the retrieval of product information to support design reuse evaluation, 
and provides a flexible means of dealing with this kind of interdependency 
between both information model structures. This has been demonstrated 
through the experiments in chapter 9, where two separated information 
structure were actually used; 
VI. ) The use of the UML notation and Use Cases has proved to be an effective 
support in the design of the experimental system. Use Cases allow the capture 
of the Product Range Model and design for function application functionality. 
UML provides a consistent notation for the representation of the different 
phases of the design and development of the experimental system; 
VIEQ An experimental system has been implemented using the object-oriented 
database ObjectStore@ and the Visual C++ programming environment. This 
system has been explored using real cases from the industrial collaborator to 
successfully demonstrate the feasibility of the Product Range Model concept 
to support design reuse. 
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10.4. Recommendation for Further Work 
This research has defined an information structure to represent a Product 
Range Model and has identified how such an information&knowledge model 
can support design reuse. The implementation of an Injection Mould Product 
Range Model has also been demonstrated. However, there is a need to 
investigate the applicability of the Product Range Model in other kind of 
product ranges which may be either injection moulding and non injection 
moulding related; 
Design solutions have been explored as concepts, which has required 
information structure compatibility with the product model at a general level. 
There is a need for further work to explore design solutions as physical 
entities, geometrically represented. This will require the definition of a more 
detailed level of information structure compatibility between the two 
information models, as well as the addition of geometric interactions; 
III. ) It has been shown that the Product Range Model can support the association of 
design solutions with manufacturing options, i. e. standard components. 
However, no investigation has been done into how this association can 
effectively provide support for design decisions. There is a need for further 
work in exploring how information about manufacturing options can provide 
additional support for offering valid design options; 
IV. ) in this research, the modelling of manufacturing options has been realised 
within the Product Range Model. However, considering an architecture for a 
more integrated CAE environment, there is the need to investigate where these 
manufacturing options components should be stored: Product Range Model, 
Manufacturing Model or other separated information model?; 
V. ) The generalised representation of functions in the Product Range Model has 
been sufficient to capture the major Product Range Model relationships. 
However, where specific functions, which relate to particular product 
attributes, are required, there is a need to define these relationships. For 
instance, when enquiring for a "eject feature-Boss" function, there is a need to 
specify which "Boss" in the product is aimed; 
-197- 
Chapter 10 
VI. ) There is a need to investigate relationships between pending interactions 
defined in the research, to avoid conflicting choices of temporary design 
solutions; 
VIEQ This research has explored the design solutions based mainly on two possible 
situations, i. e. accepted or rejected. However, in order to provide more 
intelligent reuse to the designer, fuzzy aspects could be considered within 
Interactions elements, hence providing a level of acceptance in which the 
design solution can be applied for a specific design condition; 
VIIEL) As new information can be associated with design solutions within the Product 
Range Model, there is a need to investigate how the interaction information 
structure can be expanded to represent additional kinds of interactions, such as 
mathematical comparisons. There is also the need to explore other kinds of 
design solution interactions, such as related to costs and manufacturing; 
IX. ) This work has explored the Knowledge-Link mechanisms in an explicit 
definition of the product information model. However, further work is 
required to explore how the Knowledge Link elements are developed in more 
general information model structures. 
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Appendix A- Tools and Method Used in the Research 
A-1. Introduction 
This appendix provides a description of the notation, tools and method used to support 
the representation of the information and the development of the experimental system 
realised in this research. Section A-2 describes the UML (Unified Modelling 
Language) notation and diagrams, which has been used to represent information 
structures developed and the results of the experimental system analysis and design. 
Section A-3 describes the Use Case driven process applied, and section A-4 provides 
a general description of the programming environment and the database utilised in 
this work. 
Complementary information about UML notation and process used in this research 
can be found in (Texel and Williams 1997; Booch, Rumbaugh et A 1999; Jacobson, 
Booch et A 1999). 
A-2. UML (Unified Modelling Language) Notation and Diagrams 
A-2.1. Use Cases Representation 
Use Cases represent the high-level functionality of the system in development, 
describing "what the system should do". Although the Use Cases try to capture what 
users want from the system, they do not specify how the system should do it, what is 
left to the system design phases. 
Each Use Case itself does not contain much information, and hence its description 
must be complemented by Use Case scenarios, which are composed of the flow of 
events such as details about user actions, software actions and reactions, constraints, 
needs for graphical interface, relationships with other Use Cases, etc.. The Use Case 
description defines ideally what the Use Case should do to achieve their functionality, 
and provide helpful information when specifying the properties (attributes and 
methods) of the classes needed to perform such Use Case. 
Three elements can be identified in each Use Case textual format: 
Actor: represents an external stimulus to the software system. (Texel and Williams 
1997) expand this definition to internal stimulus as well, 
c3 Action: represents a capability requested of the software, and 
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u Subject: represents the item acted upon by an Action requested of the software. 
As result of Use Cases identification, a Use Case diagram can be modelled 
representing the relationships between Actors and their Actions, represented by Use 
Cases. Generalisation and association represent the types of relationships used in this 
diagram. 
Figure AI shows a simple Use Case diagram where an actor, represented by the 
designer, and four Use Cases, which represent main functions of a particular product 
design system, can be identified. The designer is responsible for starting the Use 
Cases "StarLDesign-Process" and "Desigii-by-jFunction". Two ways of starting the 
design process, named "Create-New-Product" and "SelecLExisting-Product" can be 
identified, and maintain a relationship of the generalisation type with the 
I'S tart-j)esign-Process" Use Case. The Use Case "Check-Design-Solutions" is 
related, through an association relationship, with the Use Case 
"Design-by-Function". 
Create-New-Product 
5Start-Design-Process 
Designer Select_Existing_Product 
<<uses>> 
Design-by-Function Check_Design_Solutions 
Figure AI- UML Use Case Diagram 
A-2.2. Classes Representation 
A-2.2.1. Packages or Categories Diagrams 
One of the main transitions using UML notation is from Use Cases to the 
representation of the system in terms of objects. Packages, or Categories, represent 
main parts of the system, which Use Cases interact with. These elements define a 
group of classes with common functionality, providing support to a modular design 
and implementation of the system. 
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Class diagrams are used to model the initial phases of system analysis and design, 
representing the high level associations between system packages, or categories. In 
this representation only dependency relationship is used, which indicates that one 
category depends upon, or requires the resources from, other category. 
Figure A2 depicts the class diagram applied to packages representation. This diagram 
allows an initial view of the system in terms of main parts that need to be developed. 
in this example "Functions" and "Design Solutions" are main categories, which can 
contain different levels of class diagrams. Also, "Functions" category references 
"Design Solutions" category showing that there will be relationships between the 
classes of these two categories. "Input" category represents all objects related to the 
user's input to the system, while "Display" category is responsible for displaying the 
results of the particular user enquires. 
1 -7 
<<Category>> <<Category>> 
Input <<calls>>- Functions 
<<references>> 
<<Category>> <<Category>> 
Display <- <<display>>- - Design-Solutions 
Figure A2- Class Category Diagram 
A-2.2.2. Class Diagrams 
Classes describe a set of objects that share the same attributes, methods, relationships 
and semantics. The Class diagrams represent the internal structure of objects, which 
can be described by its name, attributes and methods (Figure A 3), and relationships 
with other objects, which are described through the inheritance, association or 
aggregation types of relationships. 
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Class Name 
Injection Mould 
6bInjection-Mould ID: long 
ýý>Plastic-Procluctll) : long ass Attributes (! ý)N um ber-ourn press ion : int =1 
Cl, 
*Type-of-Mould = 2-Plate 
O#get-Injection-mould-IDO 
O*calculate-num ber-im press ions() Class Methods 
Figure A3- Class representation 
Figure A4 depicts a Class diagram for two kinds of products, narned Injection Mould 
and Plastic Component, where three rnam kinds ofassociations are highlighted: 
1. Inheritance: both products are specialisation of Product class and hence inlicrit 
main attributes and behaviour frorn such class, such as product narne and 
number. Product class, on the other hand, is a generalisation of' Injection 
Mould and Plastic Component classes; 
11. Association: the relationship between Injection Mould and Plastic Componcrit 
classes is called association and represents a general relationship between 
them. Thus, either classes can reach each other, however keeping their 
individuality; 
Ill. Aggregation: the relationship between Injection Mould and Mould Plate 
classes is called aggregation, where one class is "made up ot" another class. 
Thus Injection mould ("whole") has Mould Plate ("part"), and can be, or not, 
responsible for the creation of its "part". 
Product 
i5t>Product-Name : char 
(t>Product-Number int 
is-a is-a 
Plastic-Component Injection-Mould Mould Plate 
IZ>Projected-Area : float i*Type-of-Mould : char Q>Lenght 
dýVolume : float relates to iZ>Number-of-impres s ion: iW has (Z>Width 
O#getinjectiontemperatureo 'F#get-number-impressiono 
2.. 3 tý>Height 
Figure A4- UML Class Diagram 
Association and aggregation relationships have significant consequences in terms of 
hard coding of the program in a particular language (e. g. C++). For example, whilst a 
I ... 
I relationship requires only a reference to an object, aI... n relationship requires 
implementation of storage classes which is considerably more complex (management 
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of pointer or reference list, etc. ). Therefore, there is a corresponding demand to use 
proper criteria for selection and applications of UML class diagram. 
A-2.3. Sequence of Actions Representation 
Sequence diagrams model the dynamic aspects of the system. They capture and 
represent the interactions required between objects, through their methods, 
emphasising the time ordering of messages. 
These diagrams represent mainly the behavioural aspects of objects, showing what 
methods (functionality) are required to satisfy a specific Use Case. These diagrams 
can be also applied to model the initial phases of the system analysis, using 
categories, as objects, and Use Cases, as methods, providing a dynamic high level 
representation of the system for a good discussion and initial understanding of the 
system. 
Figure A5 shows an example of a general representation UML Sequence Diagram, 
where categories are arranged along X-axis and methods (Use Cases), ordered in a 
numerical sequence, are arranged along Y-axis. Thus, in order to check which design 
solutions can be eligible for attending a specific function, a Use Case named 
&scheck_ývalid_design_solution" is performed by the "Function" category. Similarly, 
the "Design-Solutions" category performs another Use Case, named 
46check-interactions", which is responsible for evaluating all possible interactions that 
such design solutions can have. 
1. Designer selects a 
specific function 
botton: 
2. Each Design 
Solution is 
evaluated to check 
its elegibility; 
3. Foreach Design 
Solution, each 
Interaction is 
checked; 
F -SyI-Qm-- 7 DeAtin qnInti F-ihwm-dLOft--31 
I jliý-- JI-II- 
I: specific function selected 
Y 
2: chock_valid-de, 4gn-solutionso 
> 
3: check_Interactions 
>U 
Figure A5- UML Sequence Diagram 
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A-2.4. Activity Representation 
The Activity diagrams model the sequential steps (activities) in a computational 
process, and are also related with the representation of the dynamic aspects of the 
system. 
Each activity results in some action that, in turn results in changes in state of the 
system or return of a value. Actions can encompass calling another operation, sending 
a signal, creating an object, or some pure computational expression. Thus, activity 
diagrams are typically applied to model either a system workflow (between object) or 
an operation (computational steps to be performed by a specific method). 
Figure A6 depicts a general example of activity diagram. Different activities 
performed by the system are shown in a sequential route of action. Simple arrows 
represent transitions from one activity state to another. The diamond boxes are 
defined as sequential branches and different actions are taken depending on the results 
expected. For instance, if a design solution, after checked, is considered accepted, it 
must be stored in a collection of accepted design solutions. Otherwise, it is considered 
rejected and hence stored in a collection of rejected design solutions. Forks and joins 
(thick horizontal bars) represent the splitting and synchronisation of concurrent flows, 
respectively. For instance, in Figure A 6, independent of the test design solution 
result, a next design solution must be selected for the checking process. 
A-2.5. State Transition Representation 
State Transition diagrams represent the internal behaviour of a class during its 
lifetime, showing the sequence life cycle phases of its instances, and the events that 
cause such instances to change from one state to another. In order to comply with 
different states and transitions, a class must have some attribute that sets its state. 
States are defined as situations during the life of an object in which it satisfies some 
condition, performs some activity, or waits for some event. For instance, in Figure A 
7, the state of a specific design solution can be neutral, accepted, rejected or selected. 
Transition is a relationship between two object states indicating that based on certain 
actions and satisfaction of specific conditions, an object state can be changed to a 
second state. In the example of Figure A 7, to change from a neutral condition to a 
rejected state, a design solution must be checked (action) by a particular method, e. g. 
&6check. design-solution( )" and have its result as "reject". 
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Get Function Type 
Assembly Design Solution Collection 
Test Design Solutions 
Store Accepted Design Solution) ( Store Rejecled Design 
Select next Design Solutions 
(else] 
Display Design Solutions) 
Figure A6- UML Activity diagram 
AFunction. chock-design-solutions 
V1 
n_Solution I-reject[ Interactions(l or more) == reproved 
Change to Rejected Design Solution 
accept[ Interactions == Approved I/ reset AApplication. Reset-PRM 
Change to Aocep! ecl-Design-Solution I 
Accepted_Design-Soluton reseLstatusAApplication. ReseLPRM () 
select AFunction. selecLdesign_solutiono 
Selected_DesigrLSolution reset-status "Application. ReseLP RM () 
Figure A7- UML State and transition diagram 
A-3. Use Case Driven Process 
This research has followed a formal methodology, proposed by (Texel and Williams 
1997), to guide the analysis, design and implementation of the experimental system. 
The process chosen supports the evolution of the UML notation representation 
-222- 
AppenArA 
throughout all phases of a system development. However, for the main proposal of 
this research only some of the initial phases of this process has been applied, and are 
described bellow. 
Based on a textual description of what is expected from the system, made by 
professionals who will be involved with the use and development of the system, 
functional requirements ("shall statements") are identified. The functional 
requirements represent what a system should do (actions performed by the system) in 
the perspective of the final user, and are placed in a Requirement Traceability Matrix 
(RTM). Each functional requirement is addressed as a potential Use Case (Figure A 
8), which is composed textually by actor, actions and subject (section A-2.1). 
The Use Cases, in turn, are complemented by its description, which is composed by a 
scenario (sequence of actions, constraints, relationships with other Use Cases, etc. ) 
and a graphical interfaces if necessary. This description provides an important source 
of information to support the subsequent phases of analysing and designing the 
software classes. Other additional pieces of information are assigned also to each Use 
Case such as type of requirements for its implementation (software, hardware, etc. ) 
and, mainly, the system categories, which will define main modules of the system in 
development. 
Requirements Capturing Use Cases Identification 
Description and agreement of 
what the system should do 
Capture 'shall" statements 
from DC 'on 
SuWow* 
Identify software 
3, p 
Ador - AcOm - "Use Cases" 
$oftware s1.11 present.. , 
hgdhd hjhidh djd9 Ctor 
Establish Projete 
L 
Sw 'Categories" hjglh Wed igfghth 
jgfh gfhlgf hg fgh 11ý UCO1 -, xzxxWnrm, xnm,, 
Category INPUT 
IF 
lext luse Casel 
ReqUremervtTrac"Wity Matrix 
(RTM) 
Figure A 8- Use Cases identification process 
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Once Use Cases and Categories have been identified and agreed upon users and 
developers, static and dynamic views of the system can be produccd inct-cmentally, 
supported by Use Case scenarios and graphical interface descriptions. 
Figure A9 depicts the two following phases of the overall process, narned systern 
analysis and software analysis and design. 
During the system analysis phase, the static and dynamic views of the systern ire 
produced through Class and Sequence diagrarns at the category level. Class diagrans 
provide a validation of the categories and identification of' the responsibility and 
associations of each category (static view). Sequence diagrams allow also a validation 
of the category responsibility besides their interactions to implement each Use Case 
(dynamic view). 
A refinement of the system categories is realised, during the software analysis 1111ase, 
focusing what classes are required into each category (static view) and the interactions 
between these classes to realise each Use Case (dynarnic view). This refinement is 
further extended to identify the internal properties of each class and their 
dependencies with other classes (static view), and interactions between these classes 
in terms of specific methods and attributes (dynamic view). 
System Analysis 
Static View 
Establish Projetc 
yj 
-j 
Class Diagram 
(System Categories) 
Dynamic View 
Developing Category 
Interaction Diagrams 
USE CASE X, 
Sequence Diagram 
(Category Interaction Diagrams) 
Software Analysis and Design 
Static View 
I 
Dynamic View 
Developing Category 
Class Diagrams 
Identifying AttribUtes and 
Methods for an existing or 
new class 
Class Diagram 
(Software Classes) 
117- USE QA$ k =: Fý= - 
Sequencev Diagram 
(Classes interaction Diagrams) 
State and Transition 
Diagrams 
Activities Diagrams 
Figure A9- Categories, objects and i-elationships identification process 
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At this phase, the class structure description suffers significant influence of the 
programming language chosen for implementation. State Transition and Activity 
diagrams also support this phase. 
once finished the object-oriented analysis and design of the system, most of 
information is now available for the computational implementation. 
A-4. ObjectStoreNisual ++ Implementation Process 
A-4.1. ObjectStore Database Designer 
As described in Chapter 3, the experimental system has been developed using Visual 
C++ as programming environment for capturing the main interfaces of the system and 
the ObjectStore as a database for capture the persistent information of the information 
models developed. 
Thus, the class structures, defined for representing the information data models, have 
been used as input in the ObjectStore Database Designer, where attributes, methods 
and dependencies are assigned to each class (Figure A 10). One particularity of the 
ObjectStore diagram when compared with the UML Class diagrams is the fact how 
the dependencies, association and aggregations, are built. For example, the UML 
aggregation "has" relationship is now represented as "collections" or "pointers" in 
ObjectStore diagram. 
A-4.2. Visual C++ Programming Environment 
Based on the class diagram designed in the ObjectStore Database Designer, the 
database schema file is generated for hard code generation, which is performed by 
ObjectStore in the Visual C++ environment. 
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Figure A 10 - An Example of a ObjectStore Schema Design 
Two main visual C++ Projects are generated inside a major Visual C++ Workspace 
(Figure AIU. The first project (PRMOI files) is related with all ObjectStore classes 
and database schema, which define the persistent data, while the second one 
(PRM01_MFC) is related with MFC, which contains the application classes, and all 
classes related with User interfaces. Each class, in turn, is composed by two files, i. e. 
header (. h)and source code (. cpp) files. 
Figure A 12 depicts a header file for a Function class, while Figure A 13 depicts the 
source code file for the sarne class. 
A-4.3. ObjectStore Inspector 
Finally, after the database has been populated, ObjectStore Inspector allows object 
attributes be inspected for each specific class. Figure A 14 shows an example of the 
basic window of the ObjectStore Inspector, where Function objects are displayed by 
their specific attributes, e. g. Function-Name and Function-Type. 
Three panes are displayed in Figure A 14: (a) the list of database roots; (b) a tree 
schema representation and (c) the list of instances under consideration. 
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Each object in the list of instances can be open and hence its data contents (Figure A 
15) and when an instance association with other instances is shown, it is possible 
navigate through the related instances. The results of the navigation process call also 
be displayed and saved (Figure A 16). Such resources have been used to show part of' 
the results achieved by the impicnientation ofthe experinicrital system in this work. 
PRM01 - Mimosoft Devellopeir Studio - [NA ... 
%PRM01 MFC%IMSS App. h] 
Eile Edit Viek. %, Insert Project Build Tools Window Help 
1PRM01_MFC d JWin32 Debug 
CA ICWzdDialog 
Entife Contents d4 
IMSS_App. h. interface for- the I14, ss- 
%A/orkspace'F`Rlvl01': 2 project(s) 
E7z-* PRM01 files 
"I Source Files 
#if ! defined(AFX IMSS APP H 0897EOll 
0897EOI1 5AC6 #define AFX IMSS APP H 
"I Header Files _ _ _ _ - - 
I Resource Files #if 
- 
MSC-VER >= 1000 
Extemal Dependencies "j #praqyft, =k once 
.. ..... ..... . ............ 
- ........ . .................. .. 
#endif týjl 
+I Source Files 
+I Header Files class Injectlon Moulding Ifachine, 
+ 1 Resource Files _ _ class Manufacturing_Model; 
- PRM01 class Product Model- 
+I External Dependencies class 
Injecti0n_Mouid, 
class Plastic - 
Componentl 
class Function, 
class Design - 
Solutions- 
class EjectiOn_Ring_StLpper_DS, 
class Material, 
D" Rý--ult fll, -T K" 
Figure AII- Visual C++ Programming Environment (Workspace 'PRMOI') 
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//ObjectStore Database Class(es) created by ObjectStore Component Wizard 
#ifndef 
-Function_ #define 
-Function- 
class Design_Solutions; # Related Class 
class OS-ýDB3XT-CLASS Function fl Class Definition 
public: 
Function(int bAddToRoot = 0); 
Function(int 
-Function-type, os-Collection<Design_Solutions 
*> * 
_Design_Sol_Collection, 
osý_Collection<Desigrý-Solutions *> * -Accepted_Design_Solutions, os, _Collection<Design_Solutions *> * 
-ýRejected-Design_Solutions, osý-Collection<Design_Solutions 
*> * 
_Selected_DesigrLSolutions, 
char *. Yunctionname, int bAddToRoot = 0); 
static void UpdateExtents(Function* pFunction, int add, os, _database* pdb = 
NULL); 
virtual -Functiono; 
static os. -typespec* get-os. -typespeco; 
# Attributes 
public: 
void seLFunction-type(int value) I Functiontype = value; ); 
int Functiontype; 
void set-Design-Sol-Collection(os. -Collection<Design_Solutions 
*> * value)( 
DesigiLSol-Collection = value; ); 
os, _Collection<Design-Solutions 
*> * Design_Sol_Collection; 
void seLAccepted-DesigiLSolutions(osý_Collection<Design_Solutions *> value)( 
Accepted-DesigiLSolutions = value; ); 
os, _Collection<DesigiLSolutions 
*> * Accepted_Design. Solutions; 
void seLRejected-Design. Solutions(osý_Collection<DesigrLSolutions *> value)( 
Rejected-Design-Solutions = value; ); 
os_Collection<Design. Solutions *> * Rejected-DesigrLSolutions; 
void seLSelected-Design. Solutions(os, _Collection<Design-Solutions 
*> * value)( 
Selected-Design-Solutions = value; ); 
os_Collection<Design-Solutions *> * Selected-Design-Solutions; 
void set-Yunction-ýname(char *value); 
char * FunctiorLname; 
H Operations 
public: 
virtual int check-design-solutions(int 
void set_design_solution(int ); 
void SendDatabase (os, _database* 
DB_passed); 
os-database* DB; 
#Additional Attributes (added manually) 
int Functiork-Status; 
os-Collection<Design. Solutions *> check_design. solutions(int Function. ID); 
#endif 
Figure A 12 - ObjectStore Header file (Function. h) 
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//ObjectStore Database Class(es) created by ObjectStore Component Wizard 
#include "stdafx. h" 
#include "Function. h" 
#include "DesigrLSolutions. h" 
#ifdef 
-DEBUG #define new DEBUQ-NEW 
#undef THIS-FILE 
static char THIS-FILE[] = --FILEý--; #endif 
Function 
#Default Constructor- No parameters (generated by ObjectStore Wizard) 
Function:: Function(int bAddToRoot /*=O*/) 
Function-type = 0; 
Design-Sol-Collection = 0; 
Accepted-Design-Solutions 0; 
Rejected-Design-Solutions 0; 
Selected-Design-Solutions 0; 
Function-name = 0; 
if(bAddToRoot) 
UpdateExtents(this, TRUE); 
Constructor - Class parameters (generated by ObjectStore Wizard) 
Function:: Function(int _Function_type, os_Collection<Desigii-Solutions 
*> 
_Design-SoLCollection, os. -Collection<Design-Solutions 
*> * 
_Accepted_Design_Solutions, 
os_Collection<DesigrLSolutions *> * _Rejected_Design-Solutions, osý_Collection<Design_Solutions *> * -Selected-Design-Solutions, char 
* Junction-name, int bAddToRoot /*=O*/) 
I 
Function-type = Junction-type; 
set3unction_name(_Function_name); 
iftbAddToRoot) 
UpdateExtents(this, TRUE); 
Function to store object in the Database (generated by ObjectStore Wizard) 
void Function:: UpdateExtents( Function* pFunction, int add, os_database* pdb /*= NULL*/) 
if (! pFunction && ! pdb) 
return; 
TIX_HANDLE(eff-objectstore) 
os-database *db; 
if (pFunction && objectstore:: is-persistent(pFunction)) 
db = os-database:: of(pFunction); 
else 
db = pdb; 
char root-namefl = "Function"; 
os_database-root *db-root_Function db->find_root(rooLname); 
os_Collection<Function*> *db_root_q_Function; 
if (! db-rooLFunction)( 
db-rooLFunction = db->createý_root(root_ýname); 
db-rooLc-Function = &os-Collection<Function*>:: create(db); 
db_rooLFunction->seLvalue(diý_rooL_c_Funcfion); 
else 
db_rooLc-Function = (osý_Collection<Function*> *) db. -root_Function- >get-yalueo; 
if (pFunction && 
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objectstore:: isý-persistent(pFunction)) 
if (add) 
db_root_c_Function->insert(pFunction); 
else 
dbý-rooLc-Function->remove(pFunction); 
TIX-EXCEPTION 
TIX-ENELHANDLE 
I 
#Destructor (generated by ObjectStore Wizard) 
Function:: -Functiono 
if(Design. SoLCollection)i 
delete Design_Sol_Collection; 
if(Accepted-DesigiLSolutions)l 
delete Accepted_Design_Solutions; 
if(Rejected-Design-Solutions)f 
delete Rejected-Design-Solutions; 
if(Selected_Design. Solutions) ( 
delete Selected-Design_Solutions; 
if(Functionname) f 
delete Function_name; 
UpdateExtents(this, FALSE); 
fl Function to input the Function Name attribute in the Database 
void Function:: seLFunction_name(char *value) 
if(! value) 
return; 
int len = strlen(value); 
if(! Ien) 
return; 
iffunction-name) 
delete Functioq_name; 
Function-name = new (osý-LayouLService:: GetDataSegment(this), os-typespec:: get_charo, 
len+l) char[len+11; 
strncpy(Function_name, value, len); 
H Function to Get the Database Name (added manually) 
void Function:: SendDatabase (os, _database* 
DB-passed) 
DB = DB_passed; 
H Function definition generated by ObjectStore, but not implemented yet 
void Function:: check_design-solutions(int Function-type) 
int ret; 
HTODO: Add your code here 
return ret; 
H Function to Find Accepted Design Solutions (added manually) 
osSollection<Design. Solutions *> *Function:: check_design_solutions(int Function_ID) 
int temp = Function. ID; 
os_Collection <Design-Solutions*>* AllýDS; 
Design_SoLCollection = &osý_Collection<DesigrLSolutions*>:: create(DB); 
Accepted-DesigrLSolutions &os-Collection<Design_Solutions*>:: create(DB); 
Rejected-Design. Solutions &osý_Collection<Design_Solutions*>:: create(DB); 
AILDS = &os-Collection<Design_Solutions*>:: create(DB); H This is a temp variable 
osjatabase-root* ptDS-root = DB->findLroot("Design Solutions"). 
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if (! ptDS_yoot) 
ptDS_root = DB->create-root ("Design_Solutions"); 
ptDS_root->seLvalue (AII_DS); 
else 
I 
AILDS = (osý-Collection<Design-Solutions*>*) ptDS_root->geLvalueo; 
const os-colLquery &valid-DS = osý-coll-query:: create("Design-Solutions*", 
"Function-type == *(int*)func; -ID", 
DB); // this->Function-type 
os3ound-query DS_ýRange (valid_DS, (osjeyword_arg('TuncjD,,, &temp))); 
Design_SoLCollection = &(AII_DS->query(DS-ýRange)); 
if (Design-SoLCollection->emptyo) 
return Accepted-Design_Solutions; 
os-Cursor <Design-Solutions*> DS_Check (*Design_Sol-Collection); 
for (Design_Solutions* DS = (Design_Solutions*) DS_Check. firsto; 
(Desigq_Solutions*) DS_Check. moreo; 
DS = (Design-Solutions*) DS_Check. nexto) 
DS->SendDatabase(DB); 
DS->send-InjectionMould-ptr(plnjectionMould); 
if (DS->check_interactionso) 
Accepted_Design_Solutions->insert(DS); 
else 
RejectedýDesign-Solutions->insert(DS); 
os_coILquery:: destroy(valid_DS); 
return Accepted-Design-Solutions; 
fl Function definition generated by ObjectStore, but not implemented yet 
void Function:: seLdesign_solution(int Function_type) 
//TODO: Add your code here 
#Function to define types of collection references (generated by Objectstore Wizard) 
void Function-force-vfts (void*)[ 
os-Array<Function*> pos. Amay-Function; 
os_Bag<Function*> posý-Bag_Function; 
osý_Collection<Function*> pos_Collection_Function; 
os, -List<Function*> pos-LisLFunction; 
os, _Set<Function*> pos, _SeLFunction; 
Figure A 13 - ObjectStore Source Code file (Function. cpp) 
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APPENDIX B- An Example of the Analysis and Design 
Process of the Experimental System 
B-1. Initial System Description - Analysis Phase 
B-1.1. Requirements Traceability Matrix 
The Requirement Traceability Matrix (RTM) captures the key sentences of a system 
description, which identifies functions that the system should perform. These 
sentences are refined to avoid duplication, and re-written to provide a better 
representation of each function required for the system. The Use Cases and Packages 
are extracted from these final sentences. 
The RTM is used also for identifying other information related to the Use Cases 
development, such as the means that they will be implemented; in which phase of the 
system development, which team will be responsible, etc.. However, this has not been 
defined as a main issue to be explored in this research. 
Table BI shows some of the Use Cases initially defined during the phase of system 
analysis, where is highlighted the Entry 5, which is used as an example to show the 
development of the process applied. 
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AppendLr B 
Use Case Scenarios 
Use Case scenarios describe the aspects related to each Use Case, such as a general 
description; pre and post-conditions; actions and reactions required by the software 
and user; graphical interfaces needed; relationships with other Use Cases. This 
information is critical for the further development of the system classes, mainly 
related to their behaviour aspects. Table B2 presents an example of a Use Case 
scenario related to the Use Case 5 (UC5) of the RTM depicted in Table B 2. 
Overview: 
This Use Case evaluates, for each selected Function, the sets of valid Accepted and 
Rejected Design Solutions. 
Preconditions: 
0A Function Design must be chosen; 
Scenario: 
Action Software Reaction 
1. Check all possible Design Solutions 1. Create a Collection of Design 
to attend the Function specified Solutions that are associated to the 
Function selected 
2. For each Design Solution check the 2. Interaction status checked - UC6 
Interactions; and UC13 
3.1f all interaction status are Approved, 3. Design Solution Status is Accepted; 
the Design Solution Status is Accepted, 
4. If one or more interaction status are 4. Design Solution Status is Rejected; 
Reproved, the Design Solution Status 
is Rejected; 
5. The Reproved Interactions are kept 5. Create a Collection of Reproved 
for each Rejected Design Solution Interactions for each Rejected Design 
I Solution 
Scenario Notes: 
This scenario doesn't have the interference of the operator. For each specific Design 
Solution the scenario must be repeated. The "Rejected Design Solutions" keep the 
interactions that have been not respected to show the User. 
Post Conditions: 
0A set of Design Solutions is available to be selected by the User; 
Required GUI (Graphical User interface): None 
Exceptions: None 
Table B2- Scenario for UC5: IMSSý-Check-ValidDesignSolutions 
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B-2. General System Diagrammatic Representation - Analysis and 
Design Phase 
B-2.1. Use Cases Representation 
The Use Cases diagram represents the functionality of the system in development. In 
the example shown bellow, some of the Use Cases identified in the RTM are 
represented in the Use Case diagram, as well as their relationships with other Use 
Cases and actors. 
For the experimental system developed in this research two main functionality has 
been identified in relation to the Product Range Model. The first one is related to how 
this information model can support the design process and is represented in Figure B 
1. The second one, not addressed in major details in this research, is related to the 
management aspects of the Product Range Model, such as storing new instances, 
changing the existent ones, and is depicted in Figure B2 
C) C: ) Select Injection-Mould Createý_Ne%k-lnjection- 
Id 
Start-Design-Process Reset_PRM 
S: e; 
2ýýion 
Check-Interactions- Check_lnteractions_ 
DeZs; er 
vvitlý_PIVI with_PRM 
ier 
)--<include>>-----> <include>--->(: 
D 
Check_Valid_DesigrL_ Check. Product_ GeLDesign_lnfbrmation 
Solutions Interactions 
4_, -----U11spIay-Deslgn- 
> ýPl 
u 
IMSS Dis D D es 
Sol tio s- RMIt 
Display-interactions 
tore-PIVI 
Store_Design_Solution 
Store-Temporadly 
Figure BI- Use Case diagram for design support PRM functionality 
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Change. 
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Figure B2- Use Case diagram for PRM managing functionality 
B-2.2. Packages/Categories Representation 
The representation of the system in terms of packages aims to identify the 
relationships between the main groups of objects, which share common functionality 
within the system. The packages are also identified from the RTM through an analysis 
of the textual description of each Use Case. 
Figure B3 describes the experimental system in terms of its main packages, where the 
Functions, Design Solutions and Interactions packages are highlighted. Although such 
packages are part of the PRM, a PRM_CAT package is also depicted. However, in 
this case, the meaning of this PRM. _CAT 
is related to the database itself, i. e. 
information repository. The PM-CAT represents the product information structure 
and basically relates to the PRM_CAT and to the Interaction-CAT. The 
Display-CAT represents the graphical interface objects that support the interface of 
the user with the system. 
The definition of packages is not compulsory in the development of the system. There 
will be cases where such definition is not required and the definition of a class can 
achieve the required system function. 
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Figure B3- Class diagram for experimental system main packages 
B-2.3. Sequence Diagrams - Use Cases and Packages 
So far, the diagrammatic representations provided have been related to the static 
aspects of the system. The Sequence diagrams capture the dynamic behaviour of the 
system through the relationships between system packages and the Use Cases. For 
each Use Case identified in the RTM, at least one Sequence diagram should be 
realised identifying its relationships with the system packages. Figure B4 depicts the 
representation of the Use Case IMSS_ChecAý_ValidDesignSolutions, as well as its 
relationships with the Function_CAT; DesigrLSolutions, _CAT, and 
Use Cases 06 and 
13 (Table B 1). 
Fk-&dml I -aw RM, fign- CAI LIAM 
L-S-2-d! -! Xj I 
1, Userchoose a6 
UC3: User-Choose-FunctionDesign Function; 
2. The IMSS seamh 
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3. For each deign, y 
is Interectlon are UCI 3: IMSS_Chock-Dedgn_SoluflandniemcfAcme 
ested agand the 
product specifications 
and other design 
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UC05. - WSS_Check_VAIIdDv9IgnSOIuffOnS 
Figure B4- Sequence diagram for Packages and Use Cases relationships 
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B-3. System Classes Diagrammatic Representation - Design Phase 
B-3.1. System Classes Representation 
Each package defined for the system needs to be expanded in terms of the class 
structures that will represent the system in development. Class diagrams provide a 
static representation of the system in terms of its classes, their relationships and 
attributes. 
For example, for the Design Solutions package different kinds of design solutions are 
identified in the injection mould design, such as related to cooling system, ejection 
system, feeding system, etc. Each of these design solutions will have particular 
characteristics, which justify the definition of these kinds of classes. This is valid for 
every package identified in the system. 
Figure B5 depicts a class diagram representation for types of injection mould design 
solutions focused on this research. Each of these design solutions can also be 
expanded in other sub-classes that provide a more defined classification of their 
representation 
Design_Solutions 
Ejection-DS Cooling-DS 
Venting- ýsl Runner_DS Imp ression_Distribution_DS 
Crossý_Section_DS] FLayout_DS 
Figure B5- Design Solutions class representation 
Figure B6 expands the ejection design solution, highlighting different kinds of 
ejection pins. A good example of the identification process of the classes within a 
package, is demonstrated in Chapter 7, where an information structure is defined for 
representing the interaction elements. 
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Figure B6- Ejection Design Solutions Class Representation 
B-3.2. System Class Behaviour Representation 
To complement the description above, the relationships between classes objects can 
be captured through the Sequence diagrams. This diagram allows the representation of 
dynamic aspects of the system, and at this stage, the relationships are expanded in 
terms of the classes methods, rather than Use Cases. Figure B7 highlights the 
relationships between the classes Functions and Design Solutions to implement the 
UC5: IMSS_Checký-ValidDesignSolutions. 
1: UC3: User-Choose-FunebonDesign 
2, ope2, DB-Triknsacflono 
: qua 
-DS_colledon(Functon_ID),, 
l 
U 
4: checlý-Design-Solutlon () ý. 
I 
J S: UC06&UC131 
6: relurn-DS_Stalus () 
-I I 
7: If IDS-Status - Accepted] store 
r -pwd_DS_CoIlecIion 
8- If IDS Status - Rejected] store Pejected_DS_Colleclion 
1 9: destroy_DS-oollecgon 
U 
10: closa_DB-Transacdon 
U 
Figure B7- Sequence diagrams for class relationships 
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APPENDIX C- UIVIL Representation of the Experimental 
System Classes 
C-1. Product Range Model Information Structures Representations 
Figure C I- Product Range Model general information structure 
Figure C2- Product Range Model - Interactions information structure 
Figure C3- Product Range Model - Design Solutions information structure 
C-2. Product Model Information Structure Representation 
Figure C4- Injection mould and plastic component product association 
Figure C5- Plastic component general geometry description 
Figure C6- Plastic product geometric features 
Figure C7- Injection mould plates and injection mould systems 
Figure C8 Injection mould design solutions in the product model 
Figure C9- Ejection design solutions 
Figure C 10 - Runner design solutions 
Figure C 11 - Gate design solutions 
Figure C 12 - Impression layout design solutions 
Figure C 13 - Cooling design solutions 
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APPENDIX D- Information Stored in the Product Range Model 
Figure DI- Injection mould functions 
Figure D2- Runner layout design solutions 
Figure D3- Runner cross section design solutions 
Figure D4- Impression distribution design solutions 
Figure D5- Gates design solutions 
Figure D6- Ejection design solutions 
Figure D7- Functions and design solutions association 
Figure D8- Numerical interactions 
Figure D9- Existence interactions 
Figure D 10 - Composite "OR" interactions 
Figure DII- Composite "AND" interactions 
Figure D 12 - Interactions associated to design solutions 
Figure D 13 - Interactions associated with composite interactions 
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Function riame I Function Name Function name 
1 Eject Function JEject Impression Eject Impression - by Wall 
2 Eject Impression - by Base 
3 Eject Feeding Eject Sprue 
4 Eject Runner 
5 Eject Gate 
6 Eject Feature Eject Boss 
7 Eject Rib 
8 Feed Function Feed Impression 
9 Distribute Feeding Distribute Runner Layout 
10 Control Runner Flow 
11 Feed Mould 
12 Cool Function Cool Plate Cool Cavity Plate 
13 Cool Core Plate 
14 Cool Impression Cool Cavity 
15 Cool Core 
16 Cool Runner 
17 Cool Ejection 
118 8 Cool Feature ] 
19 19 
1 
Cool BosIter 
2 O Vent Function Vent Impression 
21 1 Distribute Impression Distribute Impressions 
Figure DI- Injection niould functions 
Layout-Rumter_DS: 14 Items 
1 Pot Runner Manifold - HR2 53 
2 Circular Spoke Layout 30 
3 Circular Y-Layout 31 
4 Rectangular S-Layout 33 
5 InLine Unbalanced - T-Layout 35 
6 Re ctan guI ar H-Layo ut 36 
7 Re ctan guI ar X-Layo ut 37 
8 Rectangular Y-Layout 38 
9 Rectangular Unbalanced - H-Layout 39 
10 Hot Runner Manifold - HRST4 54 
11 Hot Runner Manifold - HRS04 56 
12 Hot Runner Manifold - HR4M 57 
13 Hot Runner Manifold - HR6 58 
14 Hot Runner Manifold - HR6M 59 
Figure D2- Runner layout design solutions 
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Cr)Dss-Secfiom-Rumter_DS: 4 Itents 
DS Name DS-ID 
I Circular Section 40 
2 Hexagonal Section 44 
3 Modified Trapezoidal Section - Movel Plate 42 
4 Modified Trapezoidal Section - Fixed Plate 46 
Figure D3- Runner cross section design SOILItIO11S 
_Distnlution_DS: 
4 Items 
One Impression Layout 
2 Circular Impression Distribution 51 
3 In Line Impression Distribution 5. ) 
4 Matrix Impression Distribution 55 
Figure D4- Impression distribution design solutions 
_DS: 
6 Items 
I DS Name 
I ISt3rue Gate 
2 Rectangular Gate 
3 Diaphragm Gate 
4 Tunnel/Submarine Gate 
5 Pin Point Gate 
6 ]Hot Point Gate 
7 
Figure D5- Gates design solutions 
_DS: 
11 
21 
23 
25 
27 
28 
II DS Name I DS ID I 
1 Normal Eiector Pin 
2 D-Shaped Ejector Pin 
3- Sleeve Ejector Pin 
4 
_Stripper 
Ring 
5 Stripper Plate 
6 Reverse Sprue Puller - bellow P/L 
7 Z-Type Sprue Puller - bellow P/L 
8 Mushroom Sprue Puller -above P/L 
9 Normal Ejector Pin - Runner Puller 
10 Reverse Runner Puller -bellow P/L 
II 
dMushroom 
Runner Puller - above P/L 
Figure D6- Ejection design solutions 
1 
3 
10 
11 
12 
13 
14 
15 
16 
17 
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e 
I Feed Impression Sprue Gate 
2 Rectangular Gate 
3 Diaphragm Gate 
4 Tunnel/Submarine Gate 
5 Pin Point Gate 
6 Hot Point Gate 
7 Eject Rib Normal Ejector Pin 
8 Distribute Impressions One Impression Layout 
9 Circular Impression Distribution 
10 In Line Impression Distribution 
11 Matrix Impression Distribution 
12 Eject Impression - by Wall Normal Ejector Pin 
13 D-Shaped Ejector Pin 
14 Sleeve Ejector Pin 
15 Stripper Ring 
16- Stripper Plate 
17 Eject Impression - by Base Normal Ejector Pin 
18 Eject Sprue Reverse Sprue Puller - bellow P/L 
19 Z-Type Sprue Puller - bellow P/L 
20 Mushroom Sprue Puller - above P/L 
21 Eject Runner Normal Ejector Pin - Runner Puller 
22 Reverse Runner Puller - bellow P/L 
23 Mushroom Runner Puller - above P/L 
24 Eject Gate Normal Ejector Pin - Runner Puller 
25 Reverse Runner Puller -bellow P/L 
26 Mushroom Runner Puller -above P/L 
27 Distribute Runner Layout Circular Spoke Layout 
28 Circular Y-Layout 
29 Rectangular S-Layout 
30 InLine Unbalanced - T-Layout 
31 Re ctan guI ar H-Layo ut 
32 Re ctan guI ar X-Layo ut 
33 Re ctan guI ar Y-Layo ut 
34 Rectangular Unbalanced - H-Layout 
35 Hot Runner Manifold - HR2 
36 Hot Runner Manifold - HRST4 
37 Hot Runner Manifold - HRS04 
38 Hot Runner Manifold - HR4M 
39 Hot Runner Manifold - HRG 
40 Hot Runner Manifold - HR6M 
41 Control Runner Flow Circular Section 
42 Modified Trapezoidal Section - Movel Plate 
43 Hexagonal Section 
44 Modified Trapezoidal Section - Fixed Plate 
A r, 
Figure D7- Functions and design solutions association 
-258- 
Appendix 1) 
Interaction N 'IteractionjYpe InteractionlD 
1 Impressions ýI 
2 Impressions =3 
3 Impressions =5 3 
4 Impressions >= 7 4 
-5 
Impressions =6 5 
6 Type-of Runner#Hot 11 
7 Impressions >= 3 26 
8 Max. Diem <= 90 70 
9 Impressions <= 5 71 
10 Max. Diem <= 50 72 
11 Impressions <= 7 27 
12 Max. Diem <= 40 73 
13 Impressions >= 2 7 
14 Impressions <= 8 8 
15 Impressions =4 10 
16 Impressions =2 35 
17 Impressions <= 3 74 
18 Max. Diem <= 60 75 
19 Impressions <= 41 76 
20 General Shape = Non Rotational 22 
21 Impressions <= 6 15 
22 Max. Diem <= 20 77 
_23 
Impressions = 10 32 
_24 
Max. Diem <= 10 78 
25 LenghýWidth Ratio >= 3.5 23 
26 Impressions =8 12 
27 Mould Configuration = 2-P 1 14 
28 Runner pe = cold 1 16 
29 Material == PVC 1 83 
30 P/L = Base 1 48 
31 PjL ## Base 49 
32 Max. Diem > 60 90 
33 
34 
Impressions >= 6 
Feed Point = Top 
58 
24 
35 Degating Type = Manuel 28 
36 Feed Point = P/L 29 
37 Mould Configuration = 3-P 30 
38 Deqatinq Type = Auto-Degating 34 
General Shape = Tubular 31 
40 Impressions >= 1 33 
41 Runner Type = Hot 36 
_42 
Mould Type = Moss Standard 37 
43 Base Wall Thickness >= 2 80 
44 Base Wall Thickness >= 3 81 
45 Height/Radius Ratio (= 1.2 1 82 
46 Material ## PVC 1 84 
47 General Shape = Rotational 88 
40 Base Wall Thickness >= 1.5 85 
49 Base Diameter <= 20 86 
50 Base Diameter >= 61 95 
51 Impression >41 91 
Figure D8- Numerical interactions 
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ame 
2 Runner Layout = Circular-T 47 
3 Runner Layout = Circular 6 
4 Runner Layout = S-Type 41 
5 Runner Layout = T-Unbalanced 42 
6 Runner Layout = HR2 43 
7 Runner Layout = HR4ST 44 
8 Runner Layout# S Type 21 
9 Runner Layout# Circular-Spoke 38 
10 Runner Layout# Circular-T 39 
11 Ejection neq. Stripper Plate 17 
12 Ejection neq. Stripper Ring 20 
13 Distribution = Circular 25 
14 Cross Section ##Trapezoidal - Movel Plate 53 
15 Cross Section ##Trapezoidal Modified - Movel Plate 55 
16 Cross Section *# Semi-Circular - Movel Plate 56 
17 Distribution = InLine 40 
18 Distribution = Matrix 45 
19 Cross Section Trapezoidal - Movel Plate 50 
20 Cross Section Trapezoidal Modified - Movel Plate 51 
21 Cross Section Semi-Circular- Movel Plate 52 
22 Cross Section Trapezoidal - Fixed Plate 61 
23 Cross Section Trapezoidal Modified - Fixed Plate 59 
24 Cross Section Semi-Circular -Fixed Plate 60 
25 Ejection == Stripper Plate 54 
26 No Internal Cooling 87 
Figure D9- Existence interactions 
1 (Impressions = 3,5, or >=7) 51000 
2 Runner = Circular 51001 
3 (Impressions = 3,5, or >=7) OR (Runner = Circular) 51002 
4 (Number Impressions) OR (Max Diameter) 51003 
5 Runner == In-Line 52001 
6 (Number Impressions) OR (Max Diameter) 52003 
7 Impressions = 6,8 or 10 31000 
8 Impressions = 4,16 or 8 55000 
9 Runner# Circular 55001 
10 (Number Impressions) OR (Max Diameter) 55003 
11 PVC Material && Well Thickness 10000 
12 Ejection # Sttriper 40000 
13 Impressions =4 or 8 36000 
14 (2-P && 1 Impression) OR (3-P && Impressions>=2) 23002 
15 Runner Half Section == Movel Plate 15000 
16 (impression =1 && Feeding Point == P/L) OR Impression >=2 12001 
17 Runner Half Section == Fixed Plate 14000 
18 Ejection == Striper Plate OR Mould Config. =w 3-P 14001 
19 Runner Half Section ## Movel Plate 16000 
20 (Number Impressions) && (Max Diameter) 11000 
Figure D 10 - Composite "OR" interactions 
2 
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2 
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Impressions = -1 9& Max Diameter <- 00 V) 111011 i 
Impressions <= 5 Max Diametet <= 50 51005 J 
Impressions <= 7 Max Diameter <= 40 51006 3 
Impressions >=2 <=8 52000 3 
Impressions <= 6 Max Diameter <- 20 52007 3 
Impressions <= 8 && Max Diameter <= 10 52008 3 
Impressions =2 && Max Diameter <= 90 52004 3 
Impressions <= 3 Max Diameter <= 60 52005 3 
Impressions <= 4 Max Diameter <= 40 52006 3 
Box Type Component&& Lenght/Width Ratio >=3 5 33000 3 
Impressions <= 4 && Max Diameter <= 40 55006 3 
Impressions <= 6 && Max Diameter <= 60 55007 3 
Impressions <= 8 && Max Diameter <= 40 55008 3 
(Base Wall Thickness >= 3 && Height/Radius Ratio <= 1.2) 10001 3 
Impressions >=3 && <= 7 30000 3 
Impressions >4 && Max Diameter <= 60 11002 3 
Impressions >=2 && <= 8 35000 3 
Mould-Config 2-P && Impression- 1 23000 3 
Mould Config 3-P && Impressions >= 2 23001 3 
Impression =1 && Feeding Point == P/L 12000 3 
(Base Diameter >= 6 && <= 20) 40020 3 
Impressions <= 4 && Max Diameter > 60 11001 3 
11 
Figure DII- Composite "AND" interactions 
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Normal Ljector Pin Base Wall Thickness >- 2 no 
PVC Material && Well Thickness 10000 
D-Shaped Ejector Pin P/L - Base 48 
General Shape - Non Rotational 22 
Sleeve Ejector Pin General Shape - Rotational Be 
Base Wall Thickness >- 15 85 
(Base Diameter >- 6 8A (- 20) 40020 
P/L ## Base 49 
No Internal Cooling 87 
Stripper Plate P/L = Base 48 
(Number Impressions) && (Max Diameter) 11000 
Reverse Sprue Puller - bellow P/L Runner type = cold 16 
(Impression -1U. Feeding Point PIL) OR Impression )-2 12001 
Election neq Stripper Plate 17 
Z-Type Sprue Puller - bellow P/L Runner type - cold 16 
(Impression -1U. Feeding Point P/L) OR Impression >-2 12001 
Ejedion neq. Stripper Plate 17 
Mushroom Sprue Puller -above P/L Runner type - cold 16 
(impression -1 && Feeding Point PIL) OR Impression >-2 12001 
Runner Half Section -- Fixed Plate 14000 
Ejection -- Striper Plate OR Mould Config. -- 3-P 14001 
Normal Ejector Pin - Runner Puller Runner Half Section =- Movel Plate 15000 
Degating Type - Auto-Degating 34 
Reverse Runner Puller - bellow P/L Runner type = cold 16 
(Impression -1U. Feeding Point -- P/L) OR Impression >-2 12001 
Ejection neq Stripper Plate 17 
Runner Half Section #* Movel Plate 16000 
Mushroom Runner Puller -above P/L Runner type = cold 16 
(Impression -I && Feeding Point -- P/L) OR Impression >-2 12001 
Ejection== Striper Plate OR Mould Config - 3-P 14001 
Sprue Gate Impressions =1 1 
Mould Configuration - 2-P 14 
Runnertype - cold 16 
Feed Point = Top 24 
Degating Type - Manual 28 
Rectangular Gate Mould Configuration - 2-P 14 
Runner type - cold 16 
Feed Point = P/L 29 
Diaphragm Gate (2-P && 1 Impression) OR (3-P Impressions)-2) 23002 
Feed Point - Top 24 
Runner type = cold 16 
General Shape - Tubular 31 
Tunnel/Submarine Gate Impressions )- 1 33 
Runnertype = cold 16 
Mould Configuration = 2-P 14 
Feed Point - P/L 29 
Degmting Type - Auto-Degating 34 
Ejection # Sttriper 40000 
Pin Point Gate Runner type - cold 16 
Mould Configuration - 3-P 30 
Feed Point = Top 24 
Degating Type = Auto-Degating 34 
Hot Runner Manifold - HR2 Runner Type - Hot 36 
Impressions -2 35 
Hot Point Gate Runner Type - Hot 36 
Feed Point - Top 24 
Degating Type - Auto-Degating 34 
Circular Spoke Layout Distribution = Circular 25 
Mould Configuration - 2-P 14 
Runner type - cold 16 
Impressions )-3 && (- 7 30000 
Figure D 12 - Interactions associated to design solutions 
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Drcular Y-Layout Distribution - Circular 
Impressions - 6, B or 10 
Runner type - cold 
ýkectangular S-I-Dyout Impressions -2 
Mould Configuration - 2-P 
Runner type - cold 
Box Type Component && LenghVWidth Ratio )-3 5 
nLine Unbalanced - T-Layout Distribution - InLine 
Impressions >-2 && (-8 
Mould Configuration - 2-P 
Runner type - cold 
Rectangular H-Layout Distribution - Matrix 
Impressions -4 or 8 
Runner type - cold 
RectangularkLayout Distribution - Matrix 
Impressions -4 or 8 
Runner type - cold 
Rectangular Y-Layout Distribution - Matrix 
Impressions -6 
Runner type - cold 
Rectangular Unbalanced - H-Layout Distribution - Matrix 
Runner type - cold 
Mould Configuration - 2-P 
Impressions >- 6 
Hot Runner Manifold - HRST4 Impressions -4 
Runner Type - Hot 
Distribution - InLine 
Hot Runner Manifold - HRS04 Impressions -4 
Runner Type - Hot 
Distribution - Main)( 
Hot Runner Manifold - HR4M Impressions -4 
Runner Type - Hot 
Distribution = Matrix 
Mould Type - Moss Standard 
Hot Runner Manifold - HR13 Impressions -6 
Runner Type - Hot 
Distribution - Matrix 
Hot Runner Manifold - HR6M Impressions =6 
Runner Type - Hot 
Distribution - Matrix 
Mould Type - Moss Standard 
Circular Seclion Mould Configuration - 2-P 
Impressions <- 6 
Runner type - cold 
Runner Layout# S Type 
Ejection # Sttriper 
Hexagonal Section Impressions >- 2 
Runner type - cold 
Mould Configuration - 2-P 
Runner Linyoutif S Type 
Election * Stlnper 
Modified Trapezoidal Section - Movel Plate Impressions >- 2 
Runner type - cold 
P/L ** Base 
Modified Trapezoidal Section - Fixed Plate Impressions >= 2 
Runner type - cold 
Mould Configuration - 2-P 
P/L - Base 
One Impression Layout Impressions -1 
Circular Impression Distribution (Impressions - 3,5, or >-7) OR (Runner - Circular) 
Type-ot-Runner # Hot 
Impressions >- 3 
(Number Impressions) OR (Max Diameter) 
In Line Impression Distribution Impressions >-2 && (-8 
Runner -- In-Line 
(Number Impressions) OR (Max Diameter) 
Matrix Impression Distribution Impressions - 4,6 or 8 
Runner# Circular 
(Number Impressions) OR (Max Diameter) 
Figure D 12 - Interactions associated to design solutions (cont. ) 
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