The linear database model, in which semi-linear sets are the only geometric objects, has been identi ed as suitable for spatial database applications from both modeling expressiveness as query e ciency considerations. For querying linear databases, the language FO+linear has been proposed. In this paper, we examine the expressiveness of this language. First, we present a list of general queries expressible in FO + linear. In particular, we mention the dimension query, which in turn allows us to express several other interesting linear queries. Next, we show the non-expressibility of a whole class of linear queries that are related to sets not de nable in FO + linear, a result which demonstrates the need for more expressive linear query languages. In this paper, we show how F O + linear can be extended within FO + poly in a safe way. W h e t h e r any of the proposed extensions is complete for the linear queries de nable in FO + poly remains open. We d o s h o w, however, that it is undecidable whether an expression in FO + poly induces a linear query.
Introduction
A growing number of database applications require the ability to store and manipulate besides alpha-numerical data (e.g., strings, numbers, and dates) also geometric data. Typical examples of such applications are geographic information systems (GIS), geometric modeling systems (CAD), and temporal databases (see, e.g., 12, 36, 34] for an overview). The traditional relational database model cannot provide a natural representation of geometric data and an easy way to express geometric computation in the query language 16, 21, 31] . For that reason, there is an ongoing search for appropriate database models that can handle both alpha-numerical and geometric data. These database models are collectively known as spatial database models.
Existing spatial database models can be divided roughly into two categories: datatype-based models 3, 37, 17, 22, 23, 25, 24, 26] and constraint-based models 29, 27] .
Data-type-based models extend the relational database model with a xed set of spatial data types, typically points, lines, and polygons. As a consequence, geometrical gures are not treated as point-sets, but as nite compositions of points, lines, and polygons. Since the number of spatial data types is xed, these models are restricted to geometric data in an Euclidean space of some xed, generally low, dimension. Query languages for data-type-based languages are essentially relational algebra extended with a xed set of geometrical operators. In the implementations of these models, the data structures to represent the di erent d a t a t ypes are selected in such a w ay that the various geometrical operators can be computed as e cient a s possible using techniques from computational geometry. While this approach g u a rantees of course very good performance for several applications, the major drawback of data-type-based models is that there is no single set of data types and geometrical operators known to serve w ell all purposes.
The constraint-based approach w as rst proposed in the seminal work of Kuper, Kanellakis, and Revesz 29] . Constraint-based models allow users to de ne relational databases which m a y, besides alpha-numerical values, contain constraints formulated as rst-order logic formulae of a certain type (e.g., polynomial constraints, linear constraints, or dense order constraints). Such formulae are nite representations of geometrical gures consisting of all points (in an appropriate Euclidean space) satisfying the formulae. In contrast to the data-type-based approach, the constraint-based approach does not necessitate to put an a-priori bound on the dimension of the Euclidean space considered. A natural query language to accompany these database models is the relational calculus extended with the same class of constraints as used to represent the spatial data. The validity of this approach follows from the fact that, for several classes of constraints, rst-order logic restricted to these constraints is decidable. This property holds, for instance, for polynomial constraints (whence also for linear constraints), by the quanti er-elimination theorem of Tarski 38] , which states that a formula can be replaced by an equivalent, e ectively computable quanti er-free formula. In constraint-based models, both the representation and manipulation of the spatial data is inherently declarative. From a theoretical point of view, constraintbased models are preferable over data-type-based models, since the former allow t o study spatial databases and their properties in a less ad-hoc and more uniform way than the latter.
Although d ata m o dels introduced within the framework of polynomial and l i near constraints are at the moment proposed as good candidates to deal with spatial data, there are fundamental questions yet unsolved.
Various researchers have studied the expressive p o wer of the query languages based on linear and polynomial constraints 30, 19, 1, 35, 2, 40, 4, 41] , but insu cient insight has been obtained in the nature of the queries expressible in these languages. Only recently, results on the non-expressibility of the parity query and the connectivity query within polynomial and linear constraint query languages have appeared in the literature . 19, 30, 4] Furthermore, people started to investigate spatial aggregate functions (e.g., area and volume) and found out that these aggregate functions were unde nable in constraint query languages and that adding these functions to the query language created serious closure 1 problems. 10] From the implementational point of view, all attention is focused on linear-constraint databases, as general polynomial-constraint databases are not considered feasible. For linear-constraint databases, various implementation projects have recently been started with approaches ranging from restricting the linear constraints which can be used 7, 6, 8] to working with nite precision arithmetic 18].
For the reasons given above, we focus in this paper on the linear-constraint databases, and, more in particular, on the expressiveness of the corresponding query languages. Our contribution is threefold:
1. We identify a collection of general queries expressible in FO+ linear, rst-order logic extended with linear constraints. In particular, we show that the dimension query is expressible in FO + linear, which in turn yields the expressibility of several other important queries. 2. We present a general theorem stating that the non-expressibility i n F O + linear of certain sets of points can be lifted to the non-expressibility of closely related linear queries. As a consequence, we can show that several important linear queries, indispensable in most spatial database applications, cannot be computed in FO + linear. 3. To remedy the shortcomings of FO + linear, w e present a technique to extend FO+linear with geometrical operators. The new query languages thus obtained can be seen as a bridge between constraint-based query languages and datatype-based query languages. The paper is organized as follows. In Section 2, we review the polynomial and the linear database model, and de ne polynomial-and linear-constraint queries. In Section 3, we propose a list of practical, general-purpose queries which are expressible in FO + linear. In particular, we demonstrate the expressibility of the dimension query, which yields the expressibility of several other important linear queries, as is richly illustrated by examples. In Section 4, we argue that FO+linear is nevertheless not su ciently expressive to be regarded as a general-purpose query language for linear databases. Thereto, we establish a theorem that lifts the non-de nability o f certain p o int sets to the non-expressibility o f closely r e lated l i near queries. We g ive several examples of important linear queries which can be proven to be inexpressible in FO + linear using the above-mentioned theorem. To o vercome these problems, we provide a method in Section 5 to extend the query language FO + linear with linear geometric operators in a sound way. In Section 6, nally, w e conclude this paper by stating some problems that remain open.
2 Constraint-based database models
In this section, we p r o vide the necessary background of the polynomial and linear database models. We explain the notion query in the context of these databases models. We de ne two natural query languages, called FO + p o l y a n d F O + linear, for the polynomial and the linear database model, respectively. Since the linear database model is a sub-model of the polynomial database model, we start with the latter.
The polynomial database model
First, we de ne a real formula as a well-formed rst-order logic formula built from polynomial equations and inequalities, i.e., if p is a polynomial with real coe cients 2 over the variables x 1 : : : x n over the real numbers, then p(x 1 : : : x n ) 0 is a real formula, with 2 f = < > 6 =g if ' and are real formulae, then '^ , ' _ a n d :' are real formulae and if x is a real variable and ' is a real formula in which x occurs free, then (9x)'(x) is a real formula. Every real formula ' with n free variables, x 1 : : : x n , de nes a point s e t f(u 1 : : : u n ) 2 R n j '(u 1 : : : u n )g in n-dimensional Euclidean space R n in the standard manner. Point s e t s d e n e d b y real formulae are called semi-algebraic sets.
For convenience, we shall frequently use vector notation in real formulae. Atoms involving vector notation must be interpreted coordinate-wise. Thus, :(x =0) indicates thatx is not the origin of the coordinate system, whereasx 6 =0 denotes that none of the coordinates ofx equals 0. As usual, ' ) and ' , will be used as abbreviations for :' _ and ('^ ) _ (:': ), respectively.
In the polynomial database model, the only geometric data under consideration are semi-algebraic sets. By de nition semi-algebraic sets are nitely representable by means of real formulae. It must be noted that several real formulae can represent the same semi-algebraic set, as illustrated by the following example.
Example 2.1 The following two real f ormulae de ne the same area in the p lane: (9x 3 )(9x 4 )(x 2 3 + x 2 4 = 1 0 0 (x 3 ; x 1 ) 2 + ( x 4 ; x 2 ) 2 < 1) and x 2 1 + x 2 2 > 81^x 2 1 + x 2 2 < 121.
2
By the quanti er elimination theorem of Tarski 38] , it is always possible to represent a semi-algebraic set by a quanti er-free formula. The same theorem also guarantees decidability of the equivalence of two real formulae.
In essence, the polynomial database model is an extension of the relational data model, where a relation, besides columns that store values of some particular nonspatial data type, can have one extra spatial column of type semi-algebraic set. In contrast with the traditional data columns, there is a sharp distinction between what is stored in a spatial column ( nitely representable real formulae) and the meaning of the stored data (possibly in nite point-sets, which m a y e v en be unbounded). In the next two paragraphs, we g i v e the formal de nitions.
A polynomial database scheme, S, is a nite set of relation names. W e associate with each relation name, R, a t ype which is a pair of natural numbers, m n], where m denotes the number of non-spatial columns and n the dimension of the single spatial column of R. A database scheme has type m 1 n 1 : : : m k n k ] i f t h e s c heme consists of relation names, R 1 : : : R k , respectively of type m 1 n 1 ] : : : m k n k ]. A syntactic relation of type m n] is a nite set of tuples of the form (v 1 : : : v m '(x 1 : : : x n )), with v 1 : : : v m non-spatial values of some domain, D, a n d '(x 1 : : : x n ) a real formula with n free variables. As argued before, we m a y assume without loss of generality that this formula is quanti er-free. A syntactic database instance is a mapping, I, assigning to each relation name, R, o f a s c heme, S, a s y n tactic relation I(R) of the same type.
Given a syntactic relation, r, the semantic relation I(r) is de ned as In non-spatial database theory, a query is usually de ned as a mapping from databases to databases which ( i) is computable and (ii) satis es some regularity condition, usually referred to as genericity 9] .
In spatial models such as the polynomial database model, the picture is somewhat more complicated, since queries can be viewed both at the syntactic level and the semantic level. The rami cations of this duality w ere discussed at length by P aredaens, Van den Bussche, and Van Gucht 33] . Therefore, we shall only summarize their main conclusions here:
1. Given an input scheme S in and an output scheme S out , a query is a mapping of the polynomial spatial database instances of S in to the polynomial spatial database instances of S out , both at the syntactic and the semantic level.
2. At t h e syntactic level, a query must b e p a r tially recursive. 3. At the semantic level, a query must satisfy certain genericity conditions. We shall not elaborate on the nature of the above-mentioned genericity conditions as this issue is not within the scope of the present paper.
We associate with every query a type m 1 n 1 : : : m k n k ] ! m n] with m 1 n 1 : : : m k n k ] the type of the input database scheme and m n] the type of the output relation.
The most natural query language accompanying the polynomial data model is obtained by adding to the language of the real formulae the following:
1 Due to the existence of quanti er elimination algorithms for real formula, every FO + poly-query is e ectively computable, and yields a polynomial database as result. 29]
The linear database model
We next introduce the linear database model which is a restriction of the polynomial database model in which only linear polynomial constraints are allowed. Real formulae only containing linear polynomial equations or inequalities, i.e., P n i=1 a i x i + a 0, with 2 f = < > 6 =g, x 1 : : : x n real variables, and a 1 : : : a n areal coe cients 3 are called linear formulae. Point sets de ned by linear formulae are called semi-linear sets.
In 20], Gunther introduces polyhedral chains as a representation scheme for geometric data. A polyhedral chain in a Euclidean space (of arbitrary dimension) is de ned as a nite sum of cells each of which i s a n i t e i n tersection of half-spaces. As is well-known, half-spaces can be described in terms of linear inequalities. Furthermore, the Boolean operators occurring in linear formulae can be regarded as the set operations union, complement a n d i n tersection, and existential quanti cation can be interpreted as a geometrical projection. Therefore, it is easy to see that semi-linear sets and polyhedral chains de ne the same class of geometrical gures. Bounded semi-linear sets can be characterized as nite unions of open polytopes 4 . F rom this perspective, semi-linear sets cover all popular two-and three-dimensional spatial data types in existing models.
The linear data model is de ned in the same way as the polynomial data model above using linear formulae instead of real formulae.
Example 2.3
The example in Figure 1 shows a linear database representing geographical information about Belgium. 
3 Expressiveness o f F O + linear
In this section, we present a list of fundamental queries of topological or geometrical nature expressible in FO + linear. T o simplify our discussions, we assume that, in all the queries below, the input database consists of one relation name S of an arbitrary purely spatial type.
We start by observing that set operations such as union, intersection, di erence, complement, and projection can be expressed rather straightforwardly in FO+linear. In general, any xed a ne transformation of semi-linear sets can be expressed in FO + linear. computes the line through a pointp parallel to the line assumed to be stored in S. 2 Example 3.2 The FO + linear expression (8x)(9")(" 6 =0^S(x) ) : (9ỹ)(S(ỹ): (ỹ =x)^x ;" < y < x +")) decides whether S is discrete. 2
Since discrete semi-algebraic sets are necessarily nite 5], the same property h o l d s a fortiori for semi-linear sets. Conversely, a nite semi-linear set is necessarily discrete. Hence the expression in Example 3.2 can also be used to decide whether S is nite.
It is however possible to decide niteness of semi-linear sets without having to rely on the above property of semi-algebraic sets. An arbitrary set in a Euclidean space is nite if it is both discrete and and bounded. Example 3.3 The FO + linear expression (9")(8x)(8ỹ)(S(x)^S(ỹ) ) ; " < y ;x < ") decides whether S is bounded. 2
The expressive p o wer of FO + linear unfolds completely, h o wever, when topological properties of geometrical objects are considered. The de nitions of topological interior, boundary, and closure can indeed be translated almost straightforwardly into linear calculus expressions, as shown in the following example.
Example 3.4 The FO + linear expression (9")(" 6 =0^(8ỹ)(x ;" < y < x +" ) S(ỹ))) computes the topological interior of S. Similarly, the FO + linear expression (8")(" 6 =0 ) (9ỹ)(S(ỹ)^x ;" < y < x +")) computes the topological closure of S. The topological boundary of S can be computed as the di erence of the topological closure and the topological interior.
2
We note that Egenhofer et al. showed in a series of papers 13, 14, 15] that a whole class of topological relationships in the two-dimensional plane, such a s disjoint, in, contained, overlap, touch, equal, a n d covered, can be de ned in terms of intersections between the boundary, i n terior, and complement of the geometrical objects. Furthermore, the regularization of a semi-linear set, de ned as the closure of its interior 5 , can be computed in FO + linear, w h i c h is of importance, since the regularized set operators turn out to be indispensable in most spatial database applications 28, 21] .
The We n o w s h o w t h a t i f d < n , at least one projection of S preserves the dimension. open within R n ; 1, because C is conve x a n d o p e n i n R n . L e t q s 
Lemma 3.9 The predicate empty(S), w i t h S is a semi-linear set of R n , and which evaluates to true if S is the empty relation, is de nable in FO + linear.
Proof. The FO + linear formula :(9x)S(x) de nes the predicate empty(S).
Lemma 3.10 The predicate maxdim(S), w i t h S is a semi-linear set of R n , and which evaluates to true if the dimension of S equals n, is de nable in FO + linear.
Proof. The FO + linear formula (9x)(9")(" 6 =0^(8ỹ)(x ;" < y < x +" ) S(ỹ))) 
Many i n teresting queries can be expressed in a natural way using the dimension predicate, and are therefore also expressible in FO + linear, as is illustrated by the following list of sample queries.
The Boolean query which d ecides whether a semi-linear set S is a line or a line segment, is expressible in FO + linear by the expression dim n (S 1)^(8x)(8ỹ)(S(x)^S(ỹ) ) S((x +ỹ)=2)): The Boolean query which decides whether a semi-linear set S consists only of lines and non-degenerated line segments is expressible in FO + linear by the expression dim(S 1): (9x)(9")(S(x)^(8ỹ)(:(ỹ =x)^x ;" < y < x +" ) : S(ỹ))): The query which yields the k-dimensional component 7 of a semi-linear gure S is expressible in FO + linear in a straightforward manner. The Boolean query which decides whether the semi-linear set S represents a k-dimensional, convex gure is expressible in FO + linear by the expression dim(S k)^(8x)(8ỹ)(S(x)^S(ỹ) ) (9z)(S(z)^2z =x +ỹ)): We are still far away from a precise insight i n to the nature of the queries expressible in FO + linear, however.
Limitations of FO + linear
Section 3 may h a ve c o n vinced the reader that FO + linear is a rich query language, suitable to accompany the linear database model. In this Section, we i n tend to moderate this positive perception of the query language FO + linear. De nition 4.2 Let P be a semi-algebraic s u bset of ( R n ) m , m n 1. Let k be such that 0 k m. Furthermore assume that P and k are such that, for each sequenceũ 1 : : : ũ k in R n , and for all sequences i 1 : : : i k such that fũ i 1 : : : ũ i k g = fũ 1 : : : ũ k g, the following permutation invariance property holds for allũ k+1 : : : ũ m in R n : (ũ 1 : : : ũ k ũ k+1 : : : ũ m ) 2 Observe that the invariance property assumed for P and k guarantees that Q P k is a well-de ned query expressible in FO + p o l y . Example 4.3 We g i v e some examples of sets P and corresponding queries Q P k which will be used further on in this section. can be u s e d t o compute the convex closure of m ; 1 points. The c o n vex hull, now, is the boundary of the convex closure with respect to the topology of its a ne support. The boundary of a convex closed semi-algebraic set S with respect to the topology of its a ne support can be computed using the following FO + linear expression: S(x)^(8")(" 6 =0 ) (9ỹ)(S(ỹ)^x;" < y < x+"^(9z)(z = 2 x;ỹ^: S(z)))): Moreover, the set P 2 satis es De nition 4.2 for k = m ; 1. The associated query Q P 2 m;1 of type 0 n ] ! 0 n ] can be interpreted as the linear query that associates with each semi-linear set S consisting of at most m ; 1 points the convex hull of S (which is also semi-linear), and with every other semi-linear set S the empty set. 3. Let P 3 be the set f(ũ 1 : : : ũ m ) 2 (R n ) m jũ m is on the a ne support 9 of fũ 1 : : : ũ m;1 gg for appropriately chosen values of n and m. The set P 3 is semi-algebraic, because it is expressed by the real formula is satis ed. Hence, P 4 is semi-algebraic. Moreover, it satis es De nition 4.2 for k = m ; 2. The associated query Q P 4 m;2 of type 0 n ] ! 0 2n] c a n be interpreted as the linear query that associates with each semi-linear set S consisting of at most m ; 2 p o i n ts pairs of points such that the latter belongs to the Voronoi cell of the former with respect to the points of S (this set of pairs is semi-linear), and with every other semi-linear set S the empty set.
We
1. The query Q P k is not expressible in FO + linear. 2. If Q is a linear query of type 0 n ] ! 0 n (m ; k)] such that, for every semilinear set S of R n , Q(S) = Q P k (S) if Q P k (S) is not empty, then Q is not expressible in FO + l i n e a r .
Proof. 1 . Assume, to the contrary, that the query Q P k is expressible in FO + linear.
Then there exists an FO + linear formula ' P k (R x k+1 : : : x m ), with R an appropriate predicate name, such that, for each semi-linear set S of R n , Q P k (S) = f(ũ k+1 : : : ũ m ) j ' P k (S ũ k+1 : : : ũ m )g. W e n o w argue that the predicate name R must e ectively occur in ' P k . I f t h i s w ere not the case, then the query associated with ' P k would be independent of the input, i.e., a constant function. This constant function must return the empty set, since Q P k by de nition returns the empty set on all inputs containing more than k points. However, Q P k cannot return the empty set on every input unless P is the empty set, which i s obviously de nable by a linear formula, contrary the hypothesis of the theorem. Thus R must occur in ' P k . Given the formula ' P k , w e construct a new formula' P k , as follows. Let x 1 : : : x k be variables that do not occur in ' P k . Now replace every literal of the form R(z) in ' P k by the formulaz =x 1 _ _ z =x k : Observe that the formula' P k is a linear formula with free variablesx 1 : : : x m . Our claim is that the formula' P k de nes the set P, a contradiction with the hypothesis of the theorem. To substantiate our claim, we consider an m-tuple (ũ 1 : : : ũ m ) 2 (R n ) m . F rom the de nition of Q P k and ' P k , w e h a ve (ũ 1 : : : ũ m ) 2 P , (ũ k+1 : : : ũ m ) 2 Q P k (fũ 1 : : : ũ k g) whence (ũ 1 : : : ũ m ) 2 P , ' P k (fũ 1 : : : ũ k g ũ k+1 : : : ũ m ): It follows from the construction of' P k from ' P k that (ũ 1 : : : ũ m ) 2 P ,' P k (ũ 1 : : : ũ m ):
2. Assume that Q is expressible in FO + l i near. Then there exists a formula ' Q (R x k+1 : : : x m ) that de nes Q, where R stands for the input predicate. Given ' Q , w e c a n construct the formula' Q : ' Q (R x k+1 : : : x m ) , (jRj k^' Q (R x k+1 : : : x m )) _ (jRj > k false):
It is obvious that this expression for' Q can be translated into proper FO+linear syntax. It now f o l l o ws from the properties of Q that the FO+linear-formula' Q expresses the query Q P k , which is impossible by the rst part of the theorem. 2
To a l l o w ourselves to apply Theorem 4.4, we rst establish that the semi-algebraic sets in Example 4.3 are not de nable by linear formulae for most values of m and n. Proposition 4.5 The sets P 1 , P 2 , P 3 , P 4 are not de nable by linear formulae if n 2 and m 3.
Proof.
1. We rst show t h a t P 1 is not de nable by a linear formula. Assume to the contrary that P 1 is de nable by a linear formula for some n 2 and some m 3. Then, clear, P 1 is also de nable by a linear formula for n = 2 a n d m = 3 . Let colinear(x 1 x 2 y 1 y 2 z 1 z 2 ) denote this formula. We n o w show that there exists a linear formula product(x y z), with x y z real variables, equivalent to the real formula z = xy, a n o b vious contradiction. From the geometric construction of the product shown in Figure 2 , it follows that a a a a a  a a a a a a a a a a a a a a a a a a a It is e a s ily seen that P 5 is a semi-algebraic s e t t h at satis es the conditions of D efinition 4.2 for k = 2 . Obviously, P 5 is not de nable by a linear formula, because an appropriate intersection of P 5 with a ne spaces yields a circle. Thus Q P 2 is not expressible in FO + linear, whence the linear query of type 0 n ] ! 0 n ] computing the singleton ( (S) 0 : : : 0 | {z } The 8 -fragment o f n umber theory is undecidable since Hilbert's 10th problem can be reduced to it. Now, encode a natural numbern by the one-dimensional semi-algebraic set enc(n) : = f0 : : : n g, and encode a vector of natural numbers (n 1 : : : n k ) b y enc(n 1 ) (enc(n 2 )+n 1 +2) : : : (enc(n k )+n 1 +2+ +n k;1 +2). The corresponding decoding is rst-order expressible. We t h e n r e d u c e a 8 2 Theorem 5.1 shows that a top-down approach to discover a useful linear subquery language is di cult. Observe that Theorem 5.1 does not rule out that one can isolate a subset of the FO + poly formulae which expresses precisely the FO + p o l y lin queries, in the same way that the undecidability of domain independence in the relational calculus is not in contradiction with the existence of a sub-language of the r e lational calculus which precisely expresses the domain-independent relational calculus queries. 39] In this section, we therefore take a bottom-up approach to discover restrictions of FO + poly lin that are strictly more expressive t h a n F O + linear. The basic idea is to extend FO + linear with certain linear operators, such as the colinearity or the convex-hull query, o r a n y of the other linear queries listed in Theorem 4.6.
However, we c a n not achieve our goal by adding the corresponding predicates to FO + linear. Indeed, from the proof of Proposition 4.5, it follows that, e.g., adding a predicate colinear(x ỹ z), which e v aluates to true if its arguments are colinear points, would yield a language equivalent t o F O+poly, as the product of real numbers would become de nable. Obviously, w e need a less liberal syntax to ensure that the extensions of FO + linear envisaged remain sound with respect to the FO + p o l y lin queries.
We n o w proceed with showing how F O + linear can e ectively be extended with linear operators in a sound way. The subtle point in the de nition of our extensions is that we disallow f r e e real variables in set terms.
An operator is de ned to be an FO + p o l y lin query. The signature of an operator is the signature of that query.
Let O be a set of operator names O typed with a signature, each o f w h i c h represents an operator op(O) of the same signature. 11 The query language FO+linear+O is then de ned as an extension of FO+linear, as follows. The syntactic restriction that set terms do not contain free real variables is essential for Theorem 5.2 to hold.
Without going into details, we m e n tion that it is possible to de ne an algebraic query language equivalent t o F O + linear + O by extending the linear algebra 40] with the operators represented by O. This equivalence result forms a theoretical justi cation for the approach G uting has taken with the development of the ROSEalgebra 22, 23, 25, 24, 26] , which is extending the relational algebra with a class of spatial operators.
We conclude this section by giving an example of an FO + linear + O query language in which w e can express the colinearity and convex hull queries described in Theorem 4.6. Thereto, let O be an in nite set of operator names segment n of signature 0 n ] ! 0 n ], n 0, and associate with each operator name segment n the operator op(segment n ) de ned by op(segment n )(S) = fx 2 R n j (9ỹ)(9z)(S(ỹ)^S(z)^x 2 6 Conclusions
In this paper we studied languages that de ne FO + p o l y lin queries. Amongst these languages, the most natural one is FO + linear. F or this language, we s h o wed that, on the one hand, several useful complex linear queries, such as the dimension query, can be expressed in it, but, on the other hand, that equally important linear queries, such as deciding colinearity or computing the convex hull, are not expressible. These latter results led us to the introduction of extensions of F O+linear with FO+poly lin -de nable operators. The crucial part of this construction was requiring that operators can only be applied to set terms without free real variables. From our exposition, it follows that lifting this restriction can destroy the soundness of the query language.
We conclude by m e n tioning the two most prominent open problems raised by t h i s paper:
1. Does there exist a syntactic restriction on FO + poly formulae that yields a sublanguage of FO + poly which is sound and complete for the FO + poly 
