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ÚVOD
V procesu studia vzniká zájem o praxi, kterou přinášejí právě cvičení v daných
předmětech. Vzhledem k tomu je nezbytné pružně reagovat na požadavky studentů
v ohledu obtížnosti a přínosnosti pro další vzdělávání.
Hlavním cílem této práce je přiblížit studentům problematiku cvičení a ulehčit
pochopení tématu v programovacím jazyku Java. K dané problematice existuje od-
borná literatura i učební texty, avšak dle mého názoru je nejlepší pochopit danou
problematiku na základě příkladů z reálného života, které jsou všeobecně známé.
Strukturu této práce tvoří tři části a to analytická, teoretická a praktická.
První kapitola mé práce je věnována anketě. Zkoncipoval jsem ji a rozeslal stu-
dentům naší fakulty, kteří absolvovali předmět Počítače a programování 2. Jejím
účelem bylo zjistit, s kterými tématy měli studenti největší těžkosti a co konkrétně
jim nebylo jasné. Na základě těchto informací jsem se zaměřil na témata: dědičnost,
pokročilé datové struktury a vlákna.
V další kapitole se zaměřuji na podrobné obeznámení se s problematikou jazyka
Java, na práci s dědičností, s vlákny a datovými strukturami. Tyto znalosti poskytují
základ pro mou práci a z nich vychází také analýza a praktická část.
Závěrečnou kapitolu tvoří praktická část, která obsahuje konkrétní návrhy cvi-
čení. Ta jsou vytvořena pro prostředí Eclipse v programovacím jazyku Java. Pro
grafické rozhraní aplikací je použit framework JavaFx.
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1 ANALÝZA POŽADAVKU NA CVIČENÍ
1.1 Dotazník a jeho zpracování
Nejdříve je třeba si ujasnit, co studenty nejvíce zatěžovalo v jejich pochopení funkce
objektového programování. Proto jsem se rozhodl vytvořit anketu formou webo-
vého formuláře, jehož cílem bylo konkretizovat témata cvičení, v kterých studenti
nedokázali uplatnit znalosti z přednášek.
Můj postup při vytváření dotazníku byl následnovný. Nejprve jsem vypsal všechna
témata cvičení a vytvořil hlasovací formulář, který jsem poté uveřejnil na webovém
portálu Typeform.com. V něm studenti zaškrtávali, která cvičení jim připadala nej-
problematičtější. Hlasování se zúčastnilo 40 studentů. Každý student mohl hlasovat
pro více témat cvičení.
Tab. 1.1: Analýza požadavků z webového dotazníku viz příloha B
Téma Studenti
Třídy a objekty 4
Dědičnost a rozhraní 13
Pokročilé datové typy (lineární seznam, množina, mapa) 20
Ladění programu - hledání chyb 8
Grafická uživatelská rozhraní 5
Vlákna 26
Neměl jsem problém s žádným cvičením 3
Z výsledku ankety jsem zvolil nejproblematičtější cvičení: dědičnost a rozhraní, po-
kročilé datové typy a vytvoření vlastní výukové aplikace na vlákna.
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2 STRUČNÝ ÚVOD DO JAZYKA JAVA
2.1 Třídy a objekty
2.1.1 Třída
Třída je základní složkou objektově orientovaného programování (OOP) a slouží
jako předloha pro vytváření objektu nebo více objektů. Třída jako taková neobsahuje
data, ta jsou uložena až v instanci třídy (objektu). Z jedné třídy může být vytvořeno
libovolné množství objektů. Chování objektu je definováno ve třídě pomocí atributů
a metod. Deklarace se provádí pomocí klíčového slova class, po kterém následuje
identifikátor, v našem případě třeba mojeTřída.
public class mojeTrida{ /*blok určuje tělo třídy a obsahuje atributy a
metody*/
public int mujAtribut; /*atribut třídy*/
/*nyní nadefinujeme konstruktor*/
public mojeTrida(){ /* konstruktor {blok kódu}*/
mujAtribut=5; /*přiřadíme libovolnou hodnotu*/
}





Konstruktor připomíná metodu, která je volána při vytvoření objektu. Požadav-
kem, aby metoda byla konstruktorem, je stejné pojmenování metody jako jméno
třídy. Tato metoda neobsahuje návratový typ. Nejčastější použití konstruktoru je
pro inicializaci proměnných. Třída může obsahovat více konstruktorů, ovšem za
podmínky, že budou obsahovat jiné parametry. Toto se nazývá přetěžování metody
(konstruktoru). Viz příloha C.1
public class mojeTrida{





V objektově orientovaném programovacím jazyku Java se vytvářejí ze tříd tzv. ob-
jekty. Objekt lze interpretovat jako reálnou věc, která obsahuje atributy a metody
(chování objektu). Například u objektu auto by se dalo považovat za atributy:
značka, barva, model a další. Objekt je nosičem dat a je instancí své třídy. Jeho
vytvoření je umožněno pomocí klíčového slova new. Klíčové slovo new vytvoří refe-
renci, která se uloží do proměnné (názevObjektu).
mojeTrida nazevObjektu = new mojeTrida();
2.1.4 Metoda
Metoda je speciální chování třídy. Pomocí metod řešíme algoritmy, které využívají
atributy (proměnné) třídy, a je nutno deklarovat metody uvnitř třídy. Metoda ob-
sahuje svůj typ a modifikátor. Modifikátory jsou následující:
• final – metoda bude konečná, nepřetížitelná
• static – statická metoda, je společná pro všechny objekty a mohou přistupovat
pouze k proměnným třídy
• abstract – abstraktní metoda
2.1.5 Přetížení metody
Metoda může být přetížena tím, že ji redefinujeme s novými parametry. Máme tedy
dvě stejnojmenné metody s různými parametry. Ty se musí lišit, jinak by pro pře-
kladač nebylo možné najít rozdíl mezi metodami.
2.1.6 Návratové hodnoty metod
Návratová hodnota je určená typem metody. Nejčastěji se používá návratový typ
void. Typ void nevrací žádnou hodnotu. Pro navrácení hodnoty se používá klíčové
slovo return. Příklad vytvoření objektu s návratovou hodnotou int:
int promenna = metoda();
// do proměnné se uloží výstupní hodnota metody (10)
public int metoda(){





Některé objekty v Javě lze spojit jakousi pomyslnou podobností. Proto je třeba si
dobře promyslet, které objekty jsou si podobné a kdy můžeme použít dědičnost. Dě-
dičnost je nástrojem znovupoužitelnosti. Abychom nemuseli mít dva stejné objekty
se stejnými atributy a metodami, použijeme třídu, která nabízí více společných atri-
butů pro dědičnost. Proto existuje jednoduché pravidlo „je“. Toto pravidlo se užije,
abychom vyjádřili vztah mezi těmito dvěma objekty. Například „je objekt A objek-
tem B?“. Pokud ano, pak lze z objektu A odvodit objekt B. V opačném případě
bychom neměli dědičnost použít.[1, str. 128]
Pro dědičnost používáme klíčové slovo extends. To se vepíše do hlavičky třídy
(potomka), která dědí vlastnosti od nadtřídy. Nadtřídě se také říká předek. Vytvo-
řená třída si převezme atributy a dědí metody z jiné třídy (předka) a dále je pak
upravuje. Jelikož uvažujeme o dědičnosti v rámci balíku (package), tak neuvažujeme
nutnost importu.
Obr. 2.1: Dědičnost třídy B ze třídy A





Překrývání metod je vlastností, která při dědění umožňuje získané metody modifiko-
vat. Proto můžeme použít původní metodu a buď jí přetížit (tedy znovu redefinovat
s jinými parametry), nebo jí můžeme pro tuto třídu upravit (resp. přepsat). K tomu
použijeme klíčové slovo „@OVERRIDE“, které vložíme před nově napsanou metodu




Vícevláknové aplikace mají výhodu v tom, že nečekají na sekvenční vykonávání
kódu. Každé vlákno vykonává svůj kód nezávisle na ostatních vláknech.
2.3.2 Vlákno
Vlákno můžeme pochopit jako běžící část programu. Zpracování kódu na bázi vláken
se děje souběžně (paralelně). To zajištuje v Javě třída Thread a rozhraní Runnable.
Každý program obsahuje minimálně jedno vlákno. Ve vícevláknové aplikaci vlákno
nabývá několika stavů. Ty jsou:
• Runnable – stav, ve kterém je vyvoláno vlákno (po spuštění .start())
• Running – stav, ve které se vlákno provádí
• Blocked – blokováno, z důvodu vykonávání jiného vlákna nad společnými pro-
středky
• Terminated – úkon vlákna došel do konce a bude zastaveno (bez možnosti
obnovení)
Nyní si představíme životní cyklus vlákna (threadu):
Obr. 2.2: Životní cyklus vlákna (threadu), který byl přejat a upraven ze [3]
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2.3.3 Priorita vlákna
Priorita vlákna určuje řízení postupnosti přístupu vlákna ke sdílenému zdroji. Pri-
orita nabývá hodnot od 1 do 10. Plánovač vždy spouští vlákno s nejvyšší prioritou.




Výchozí hodnotou (𝑁𝑂𝑅𝑀_𝑃𝑅𝐼𝑂𝑅𝐼𝑇𝑌 ) vykazuje hodnotu 5. Vlákno obsahuje
standardní getter zjištění stavu vlákna a setter, který jej získává a nebo upravuje.
2.3.4 Synchronizace
Vícevláknové zpracování probíhá asynchronně, což znamená, že vlákno probíhá ne-
závisle na ostatních vláknech. Jedním ze základů programování je integrita a konzis-
tence, tudíž vlastnost, že daná úloha proběhne vždy stejně a se stejnými výsledky.
V tuto chvíli je důležité definovat synchronizaci. Synchronizace je pomyslný zámek,
který vláknu omezí činnost nad daným synchronizovaným objektem. Vlákno, které
vstoupí do synchronizovaného objektu, ho zablokuje pro svojí činnost a zabrání
dalším vláknům volat synchronizaci nad stejným objektem. Ta jsou pozastavena
a vyčkávají do uvolnění objektu.
2.3.5 Příklad programu vlákna
Thread vlakno = new Thread(null,null,"jméno vlákna"){ // udáme pouze
jméno threadu (1. parametr je bezpečnostní skupina , 2. je počáteční
metoda ke spuštění )
@Override
public void run(){




Thread vlakno = new Thread("jméno vlákna") {
public void run(){








Kolekce neboli Collections je v Javě rozhraní, které umožňuje implementovat datové
struktury s prvky se stejnými typy. Patří mezi ně hlavně listy, množiny a fronty.
Výhody použití kolekcí jsou v ulehčení programování a neomezeném rozsahu počtu
ukládaných prvků.
2.4.2 Seznamy
Rozhraní seznamu (List) je součástí kolekcí a reprezentuje seznamy prvků o zada-
ném typu. Seznamy mají dvě základní implementace: Arraylist a LinkedList. Jejich
položky jsou indexovatelné (java indexuje pozice od nuly) a implementují základní
funkce:
• add(int index, typ prvek) – přidá do seznamu prvek o určitém typu na para-
metrovou pozici
• get(int index) – získá prvek na dané pozici v seznamu
• remove(int index) – odstraní prvek na dané pozici v seznamu
Hlavní rozdíl mezi seznamem a množinou je, že v dané struktuře (seznamu) se
mohou prvky opakovat.
2.4.3 Seznam (List) – ArrayList
Arraylist se chová podobně jako dynamické pole. Jeho velikost je tedy měnitelná. Při
deklaraci je třeba specifikovat datový typ objektů, který bude obsahovat. Umožňuje
vložení null prvků. Arraylist se nehodí pro operace s prvky, které jsou umístěny na
začátku nebo uvnitř seznamu.
2.4.4 Seznam (List) – LinkedList
LinkedList neboli spojový seznam je datová struktura, která je vytvořena z lineárně
svázaných prvků. Každý prvek obsahuje svoji datovou část a k ní připojenou refe-




Rozhraní množina (Set) je součástí kolekcí (Collections) a popisuje datovou struk-
turu, která může obsahovat skupinu prvků stejného typu a v libovolném počtu.
Množiny nemohou obsahovat stejné prvky – respektive při pokusu o vložení se me-
toda add() vrátí s hodnotou false. HashSet je základní implementace množiny a
neumožňuje uložení prvků setříděně (poslední přidaný prvek nemusí být vložen na
konec). Setříděnou alternativou je TreeSet.
2.4.6 HashSet
HashSet je množinou dat uložených pod neduplicitními hash kódy získanými vnitř-
ním generátorem GetHashCode(). Vlastností HashSetu je vyhledání prvku v časo-
vém intervalu log2(n). Při přidávání prvků se automaticky alokuje místo pro přida-
nou položku. Pořadí je náhodné. V případě pokusu o vložení duplicity se duplicita
nevloží a návratová hodnota metody add() je false. Do položek HashSetu nelze
přistupovat pomocí indexu (u HashMapy metoda get()). Průchod lze realizovat ite-
rátorem.
Příklad programu HashSetu:










// výpis bude [A, B, C]
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2.4.7 TreeSet
TreeSet provádí řazení podle parametru konstruktoru, který je volán. Možné způsoby
řazení:
• 𝑇𝑟𝑒𝑒𝑆𝑒𝑡( ) – konstruktor vytvoří TreeSet, kde bude řazení provedeno vze-
stupně podle přirozeného pořadí prvků. Pro toto řešení musí být implemento-
váno rozhraní comparable s metodou compareTo().
• 𝑇𝑟𝑒𝑒𝑆𝑒𝑡(𝐶𝑜𝑙𝑙𝑒𝑐𝑡𝑖𝑜𝑛 𝑐) – konstruktor vytvoří TreeSet, který bude obsahovat
řazení prvků kolekcí
• 𝑇𝑟𝑒𝑒𝑆𝑒𝑡(𝐶𝑜𝑚𝑝𝑎𝑟𝑎𝑡𝑜𝑟 𝑐𝑜𝑚𝑝) – konstruktor vytvoří TreeSet, který bude řadit
dle dané implementace rozhraní Comparator
• 𝑇𝑟𝑒𝑒𝑆𝑒𝑡(𝑆𝑜𝑟𝑡𝑒𝑑𝑆𝑒𝑡 𝑠) – konstruktor vytvoří TreeSet, který bude obsahovat
prvky z implementace rozhraní SortedSetu
Možné způsoby vytvoření TreeSetu s parametry:
// výchozí řazení
TreeSet<Clovek> tree = new TreeSet<Clovek>();
// řazení dle externího objektu
TreeSet<Clovek> tree2 = new TreeSet<Clovek>(new PorovnaniID());
//Externí třída potom může porovnávat takto
public class PorovnaniID implements Comparator<Clovek>{
@Override










Mapy jsou tvořeny dvojicí prvků. První prvek identifikuje klíč a jeho hodnotu. Dal-
ším prvkem je datový nosič (string, pole, objekt), prakticky cokoliv, co vyjadřuje
datový prvek. Klíče jsou unikátní a nemohou být stejné. Základní implementace jsou
HashMap a TreeMap. Rozdíl mezi nimi je pouze v třídění klíčů. HashMap vytváří
různé pořadí (netřídí), TreeMap třídí klíče podle zadaných parametrů.
2.4.9 HashMap
Na rozdíl od HashSetu je vyhledávání v mapě pomocí klíče rychlejší. Do položek
HashMapy lze přistupovat pomocí indexu–klíče (metodou get()). Průchod lze rea-
lizovat jak iterátorem, tak metodou get(). Pro iterační průchod je nejdříve nutno
získat seznam všech klíčů (metoda keySet()).
Příklad programu hashmapy:
HashMap<String, List<String>> hmap = new HashMap<String, List<String>>();
// naplníme listy podobnými položkami
List<String> valA = new ArrayList<String>();
valA.add("Auto");
valA.add("Amerika");
List<String> valB = new ArrayList<String>();
valB.add("Bobr");
valB.add("Buben");
















3 VÝSLEDKY STUDENTSKÉ PRÁCE
3.1 Cvičení Dědičnost
3.1.1 Motivace ke cvičení
Základem cvičení je, aby si student osvojil přejímání atributů mezi třídami, které
byly ve cvičení zadány. Postup je navržen tak, aby vedl studenta k dosažení cíleného
výsledku, který mu zobrazí společné atributy ze všech tříd a po kliknutí v aplikaci je
rozšíří o doplněné parametry (detaily). Po úspěšném vyřešení cvičení získá student
přehled nad jeho objekty.
Obr. 3.1: Vzhled aplikace pro dědičnost
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3.1.2 Zadání cvičení
V následujícím cvičení si procvičíme práci s objekty a základní dědičnost.
Třída Vozidlo je třída vyjadřující základní obsah každého vozidla.
• Nadeklarujte jako celočíselné proměnné pocetKol, pocetMist, nosnost, hmot-
nost. Dále jako řetězcové proměnné (String) znacka a SPZ.
• Vygenerujte třídě settery a gettery ve třídě Vozidlo.(Pravé tlačítko na kód→
Source → Generate Getters and Setters).
• Nyní nadeklarujte konstruktor třídy. Konstruktor Vozidlo bude přebírat para-
metr znacka.
• Přiřaďte přijatý parametr k proměnné znacka.
Třída VozidloAuto:
• Nadeklarujte jako celočíselnou proměnnou pocetDveri a jako řetězcovou mo-
del.
• Vygenerujte settery a gettery. Doplňte do definice třídy náležitou dědičnost ze
třídy Vozidlo (VozidloAuto dědí ze třídy Vozidlo).
• Nadeklarujte kontruktor třídy s parametry:
Znacka, model, SPZ, pocetdvere, pocetkol, pocetmist, nosnost, hmotnost.
• Doplňte konstruktor tak, aby pomocí klíčového slova super přejal konstruktor
děděné třídy (Vozidlo). Dále nastavte proměnné třídy VozidloAuto tak, aby
byly naplněny z parametrů konstruktoru.
Třída VozidloMoto:
• Nadeklarujte jako celočíselnou proměnnou dobyMotoru.
• Vygenerujte settery a gettery. Doplňte do definice třídy náležitou dědičnost ze
třídy Vozidlo (VozidloMoto dědí ze třídy Vozidlo).
• Nadeklarujte kontruktor třídy s parametry: znacka, SPZ, doby, pocetKol, po-
cetMist, nosnost, hmotnost.
• Doplňte konstruktor tak, aby pomocí klíčového slova super přejal konstruktor
děděné třídy (Vozidlo). Dále nastavte proměnné třídy VozidloMoto tak, aby
byly naplněny z parametrů konstruktoru.
Třída VozidloTruck:
• Nadeklarujte jako celočíselnou proměnnou pocetNaprav, nosnostPrives a jako
logickou (boolean) pripojenPrives (defaultně false).
• Vygenerujte settery a gettery. Doplňte do definice třídy náležitou dědičnost ze
třídy Vozidlo (VozidloAuto dědí ze třídy Vozidlo).
• Nadeklarujte kontruktor třídy s parametry: znacka, SPZ, napravy, (boolean)
jePrives, nosnostPrivesu, pocetKol, pocetMist, nosnost, hmotnost.
• Doplňte konstruktor tak, aby pomocí klíčového slova super přejal konstruktor
děděné třídy (Vozidlo). Dále nastavte proměnné třídy VozidloTruck tak, aby
17
byly naplněny z parametrů konstruktoru.
• Vytvořte metodu setNosnost(musí před třídou se objevit @OVERRIDE, což
znamená, že se přebírá původní metoda (z předka) a přepíše se). V případě,
že je připojen přívěs, se nosnost sečte s nosností přívěsu, v opačném případě
se bude nastavovat pouze nosnost.
Implementaci vlastních objektů pro třídy implementujte do souboru tes-
ting pod metodu initialize. Vytvořte objekt, který podle toho do jaké kategorii
spadá, přiřadíte pomocí vehiclesAuta.add(objekt).
(Totéž vytvořte pro motorky (vehiclesMoto) a nákladní auta (vehiclesTrucks))
Příklad:
VozidloAuto b = new VozidloAuto(”𝑚𝑖𝑡𝑠ℎ𝑢𝑏𝑖𝑠ℎ𝑖”, ”𝑐𝑎𝑟𝑖𝑠𝑚𝑎”, ”1𝑎00111”,
4, 4, 5, 700, 1200);
vehiclesAuta.add(b);
Obr. 3.2: Strukturovaný návrhový model
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3.1.3 Řešení cvičení
Pro správné vyřešení cvičení je třeba postupně procházet zadáním, které je psáno
stylem návodu. Pro vyjasnění u některých proměnných je vyjádřeno i to, v jakém
formátu je třeba proměnné nadeklarovat. Po vyřešení požadavků zadání, je třeba
vnitřní implementaci přes Arraylisty naplnit objekty. Tyto objekty se budou přenášet
do grafického rozhraní (dále budeme používat zkratku GUI).
3.1.4 Vzorové řešení
Třída Vozidlo:
• Nadeklarujte jako celočíselné proměnné pocetKol, pocetMist, nosnost, hmot-
nost. Dále jako řetězcové proměnné (String) znacka a SPZ.
• Vygenerujte třídě settery a gettery ve třidě Vozidlo. (Pravé tlačítko na kód→
Source → Generate Getters and Setters).
• Nyní nadeklarujte konstruktor třídy. Konstruktor Vozidlo bude přebírat para-
metr znacka.
• Přiřaďte přijatý parametr k proměnné znacka.
//do třídy Vozidlo vložíme následující kód
public class Vozidlo {
int pocetKol=0; //počet kol
int pocetMist=0; // počet sedadel
String znacka="";
String SPZ="";
int nosnost; // nastaví nosnost
int hmotnost; // nastaví nosnost
public Vozidlo(String znacka){
//v tuto chvili vime jen ze to je nejake vozidlo o nejake znacce
this.znacka=znacka; //značka se předá do objektu
} //nyní vygenerujeme settry a gettry pomocí eclipse ..
Třída VozidloAuto:
• Nadeklarujte jako celočíselnou proměnnou pocetDveri a jako řetězcovou mo-
del.
• Vygenerujte settery a gettery. Doplňte do definice třídy náležitou dědičnost ze
třídy Vozidlo (VozidloAuto dědí ze třídy Vozidlo).
• Nadeklarujte kontruktor třídy s parametry:
Znacka, model, SPZ, pocetdvere, pocetkol, pocetmist, nosnost, hmotnost.
• Doplňte konstruktor tak, aby pomocí klíčového slova super přejal konstruktor
děděné třídy (Vozidlo). Dále nastavte proměnné třídy VozidloAuto tak, aby
byly naplněny z parametrů konstruktoru.
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//do třídy VozidloAuto vložíme následující kód
public class VozidloAuto extends Vozidlo{
String model="";
int pocetDveri;
public VozidloAuto(String znacka,String Model,String SPZ,int
pocetDvere,int pocetKol,int pocetMist,int nosnost,int hmotnost){
super(znacka); // předá supertřídě značku
model =Model; // nastaví model
setPocetDveri(pocetDvere); // nastaví počet dveří
setSPZ(SPZ); // nastaví spz
setPocetKol(pocetKol); // nastaví počet kol
setHmotnost(hmotnost); // nastaví hmotnost
setNosnost(nosnost); // nastaví nosnost
setPocetMist(pocetMist); // nastaví počet míst
} //nyní vygenerujeme settry a gettry pomocí eclipse ..
Třída VozidloMoto:
• Nadeklarujte jako celočíselnou proměnnou dobyMotoru.
• Vygenerujte settery a gettery. Doplňte do definice třídy náležitou dědičnost ze
třídy Vozidlo (VozidloMoto dědí ze třídy Vozidlo).
• Nadeklarujte kontruktor třídy s parametry: znacka, SPZ, doby, pocetKol, po-
cetMist, nosnost, hmotnost.
• Doplňte konstruktor tak, aby pomocí klíčového slova super přejal konstruktor
děděné třídy (Vozidlo). Dále nastavte proměnné třídy VozidloMoto tak, aby
byly naplněny z parametrů konstruktoru.
//do třídy VozidloMoto vložíme následující kód
public class VozidloMoto extends Vozidlo{
int dobyMotoru;
public VozidloMoto(String znacka,String SPZ,int doby,int pocetKol,int








} //nyní vygenerujeme settry a gettry pomocí eclipse ..
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Třída VozidloTruck:
• Nadeklarujte jako celočíselnou proměnnou pocetNaprav, nosnostPrives a jako
logickou (boolean) pripojenPrives (defaultně false).
• Vygenerujte settery a gettery. Doplňte do definice třídy náležitou dědičnost ze
třídy Vozidlo (VozidloAuto dědí ze třídy Vozidlo).
• Nadeklarujte kontruktor třídy s parametry: znacka, SPZ, napravy, (boolean)
jePrives, nosnostPrivesu, pocetKol, pocetMist, nosnost, hmotnost.
• Doplňte konstruktor tak, aby pomocí klíčového slova super přejal konstruktor
děděné třídy (Vozidlo). Dále nastavte proměnné třídy VozidloTruck tak, aby
byly naplněny z parametrů konstruktoru.
• Vytvořte metodu setNosnost (musí před třídou se objevit @OVERRIDE, což
znamená, že se přebírá původní metoda (z předka) a přepíše se). V případě,
že je připojen přívěs, se nosnost sečte s nosností přívěsu, v opačném případě
se bude nastavovat pouze nosnost.
//do třídy VozidloTruck vložíme následující kód
public class VozidloTruck extends Vozidlo{
int pocetNaprav=0; // počet náprav
boolean pripojenPrives=false; // zda je připojen přívěs
int nosnostPrives; // a nosnost přívěsu
public VozidloTruck(String znacka,String SPZ,int napravy,boolean











} //nyní vygenerujeme settry a gettry pomocí eclipse ..
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3.2 Cvičení Vlákna
3.2.1 Motivace ke cvičení
Pro následující cvičení je předpřipravena aplikace demonstrující společné požadavky
na jeden synchronizovaný objekt (bankovní účet), ze kterého se vybírají finance.
Vlákna se ukončí ve chvíli, kdy na společném účtu není dostatek prostředků pro vý-
běr. Aplikace je navržena tak, aby studenti ze zdrojového kódu a z graficky vytvořené
aplikace dokázali pochopit, jak vlákna v daném prostředí pracují.
Obr. 3.3: Vzhled threadové aplikace po spuštění
3.2.2 Postup cvičení
Naimportujte projekt vlákna do prostředí Eclipse (File → import → Existing Pro-
jects into Workspace). Po spuštění aplikace se zobrazí GUI pro ovládání aplikace.
Seznamte se s ovládáním aplikace v další kapitole.
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3.2.3 Ovládání aplikace
Aplikace se ovládá tlačítkem „RUN ME!“, při kterém dojde ke spuštění vykonávání
operací vlákny. Aplikace zobrazuje aktuální stavy vláken, které pracují nad synchro-
nizovaným objektem. Zároveň je stavově vidět aktuální částka na účtě při daném
stavu vláken. Obnovování probíhá v řádech stovek milisekund, aby bylo možné vidět
změny stavů. Pro pozastavení aplikace se tlačítko po spuštění „RUN ME!“ přepne
na „PAUSE ME“. Po stisku se aplikace pozastaví do pár sekund. To je z důvodu
vyvolání procedury u všech probíhajícíh vláken (kromě GUI). Ve chvíli pozastavení
aplikace je tlačítko přejmenováno na „UNPAUSE ME“, které po stisknutí uvede
aplikaci do činnosti jako před pozastavením.
3.2.4 Kód vlákna
Aby student mohl analyzovat kód vlákna, bylo třeba jej řádně okomentovat. Vlákno
je zacyklené pro vykonávání násobného přístupu do kritické sekce. Ve chvíli, kdy se
vlákno nachází v uvedené části kódu, se vyvolá aktualizace GUI a vlákno je uspáno.
V této chvíli vlákno podrží uzamčenou sekci ve stavu odběru financí a pro studenta je
viditelné uzamčení pro ostatní vlákna. Pro pozastavení aplikace bylo nutné všechny
tři vlákna zacyklit v nevykonávací části. Kód vlákna je v příloze C.2.
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3.3 Democvičení Hashset
3.3.1 Motivace ke cvičení
V následujícím cvičení se studentovi demonstruje funkce a chování HashSetu. Apli-
kace zobrazuje seznam s klíči jako společná počáteční písmena a ta skrývají jednot-
livé značky automobilek. V dalším cvičení si student vyzkouší implementaci Hash-
Setu a TreeSetu včetně metody řazení položek v TreeSetu.
Obr. 3.4: Vzhled datové aplikace po hledání
3.3.2 Ovládání aplikace
V aplikaci jsou nahraná statická data, se kterými student může pracovat. Vyhledá-
vání probíha napsáním hledaného výrazu do okna nápisem „klíč na hledání“. Po
napsání výrazu stiskne tlačítko „Hledej“ a dojde k vyhledání výrazu. Vyhledávání
je case sensitive, a proto je nutné dodržovat velká a malá písmena při hledání klíče.
Při hledání jsou označovány písmena, kterými hledání prošlo, a inkrementálně na-




Prohlédněte si implementaci třídy Clovek. Třída Clovek definuje člověka s atributy
popisujícími jeho vlastnosti. CisloID jako jeho unikátní ID. Jméno pak popisuje
jméno člověka. Věk (jeho věk), povolání (povolání) a plat (výši jeho platu).
• Vytvořte ve třídě Main datové struktury Hashset a 2x TreeSet a naplňte je
testovacími daty třídy Clovek.
• Třídu Clovek upravte tak, aby implementovala rozhraní Comparable k objektu
Clovek a přes vygenerovanou metodu compareTo bude porovnávat objekty v
TreeSetu, který je seřadí dle jména.
• Vytvořte třídu PorovnaniID. Tato třída bude implementovat rozhraní Compa-
rator k objektu Clovek. V této třídě bude implementovaná generovaná metoda
compare.
Na porovnání podle ID si nastudujte, jakým způsobem je třeba deklarovat objekt
datové struktury TreeSet2, aby přijal objekt od třídy PorovnaniID a tím řadil dle
ID.
3.4.2 Postup cvičení
Naimportujte projekt HashSet do prostředí Eclipse (File→ import→ Existing Pro-
jects into Workspace). Prohlédněte si předimplementovanou třídu Clovek a naim-
plementujte cvičení dle zadání.
3.4.3 Vzorové řešení
• Vytvořte ve třídě Main datové struktury Hashset a 2x TreeSet a naplňte je
testovacími daty třídy Clovek.
HashSet<Clovek> hash = new HashSet<Clovek>();
TreeSet<Clovek> tree = new TreeSet<Clovek>(); //new Porovnani()
TreeSet<Clovek> tree2 = new TreeSet<Clovek>(new PorovnaniID());
//new PorovnaniID()






• Třídu Clovek upravte tak, aby implementovala rozhraní Comparable k objektu
Clovek a přes vygenerovanou metodu compareTo bude porovnávat objekty v
TreeSetu, který je seřadí dle jména.
//do hlavičky třídy je třeba doplnit rozhraní Comparable k objektu č
lověk
public class Clovek implements Comparable<Clovek>{
//vygenerovanou třídu compareTo implementujeme na porovnání ke jménu
@Override
public int compareTo(Clovek obj) {





• Vytvořte třídu PorovnaniID. Tato třída bude implementovat rozhraní Compa-
rator k objektu Clovek. V této třídě bude implementovaná generovaná metoda
compare.
public class PorovnaniID implements Comparator<Clovek>{
@Override








Na porovnání podle ID musíme deklarovat objekt datové struktury TreeSet2, aby
přijal objekt od třídy PorovnaniID a tím řadil dle ID.
TreeSet<Clovek> tree2 = new TreeSet<Clovek>(new PorovnaniID());
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4 ZÁVĚR
Úkolem bakalářské práce bylo vytvoření návrhu cvičení do předmětu Počítače a pro-
gramování 2.
Při výběru témat byly zohledněny potřeby a názory studentů, kteří byli cílovou
skupinou mé práce. Studenty zvolená nejproblematičtější témata cvičení byla po-
užita k vytvoření pomocných programů pro cvičení. V práci jsou konkretizovány i
minimální teoretické znalosti, které jsou pro úspěšné absolvování jednotlivých cvi-
čení potřebné.
Návrh cvičení pro dědičnost byl koncipován tak, aby umožnil studentovi bližší
pohled do dědičnosti a děděných parametrů. Pro lepší představivost byla jako třídy
dědičnosti použita vozidla. Následně bylo do aplikace přidáno uživatelské rozhraní,
aby po implementaci bylo jasné, jaký byl postup řešení a jak byla aplikace napro-
gramována.
Návrh demonstračního cvičení vláken byl způsob zobrazení funkce synchroni-
zace vláknového programování nad společnou datovou strukturou. V našem případě
bankovní účet, ze kterého byly vybírány finanční prostředky třemi subjekty.
V návrhu cvičení datových struktur byly dvě části: demonstrační a programo-
vací. Demonstrační cvičení zobrazuje způsob hledání v hashsetu. Programovací část
cvičení vyjadřuje způsob implementace HashSetu a TreeSetu s různými možnostmi
implementace řazení.
Prostřednictvím této práce jsem měl možnost blíže se obeznámit s danou pro-
blematikou, přenést svoje teoretické znalosti do praxe a vylepšit svoje programovací
dovednosti v jazyce Java. Věřím, že moje práce bude přínosem nejen pro mě, ale i
pro ostatní studenty. Tato práce nemá být jenom zdrojem teoretických znalostí, či
zdrojem možností, jak si ulehčit náročné studium daného předmětu, ale že zaujme
a bude inspirací pro samostudium témat v práci uvedených.
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SEZNAM SYMBOLŮ, VELIČIN A ZKRATEK
OOP Objektově orientované programování – Object-oriented programming
JVM Java virtual machine
GUI Grafické uživatelské rozhraní – Graphical user interface
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A INSTALACE JAVAFX DO PROSTŘEDÍ EC-
LIPSE
A.1 Instalace Eclipse
Stáhněte si Eclipse ze stránky projektu eclipse.org a nainstalujte.
A.2 Instalace JavaFx
Otevřete eclipse a pod nabídkou help zvolte „Install New Software“. V nabídce
poté klikněte na add a do Name zvolte název e(fx)clipse, do location vložte link:
http://download.eclipse.org/efxclipse/updates-released/2.0.0/site
Potvrďte.
Rozbalte položku e(fx)clipse – install a zvolte IDE pro vaši verzi eclipsu. Zvolte next.
Dojděte až na konec průvodce. Budete vyzváni k restartu. Po restartu je již JavaFx
plně k dispozici.
A.3 Instalace SceneBuilder (není ke cvičení vyža-
dován)
Stáhněte a nainstalujte SceneBuilder z odkazu:
http://gluonhq.com/open-source/scene-builder/
Po instalaci v eclipse nastavíte sceneBuilder pomocí nabídky Window Preferences
JavaFx nastavte v položce SceneBuilder executable cestu k instalaci SceneBuilderu.
Obr. A.1: Nastavení cesty k programu SceneBuilder
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Obr. B.1: Analýza požadavků na cvičení webového dotazníku
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C DOPLŇKOVÉ KÓDY K TEXTU
C.1 Přetížení konstruktoru
1 public class mojeTrida{
2 public int mujAtribut; //lokální atribut
3 public mojeTrida(){ // konstruktor typ1
4 mujAtribut=5; //přiřadíme libovolnou hodnotu
5 }
6 public mojeTrida(int mujPrichoziAtribut){ //konstruktor typ2




10 // vytvoření objektu
11 mojeTrida nazevObjektu = new mojeTrida();
12 // vytvoření objektu předáním argumentu k typu2
13 mojeTrida nazevObjektu = new mojeTrida(10);
Obr. C.1: Přetížení konstruktoru
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C.2 Vzor vlákna
1 wt3 = new Thread(null,null,"T1000"){ // udáme pouze jméno threadu
2 @Override
3 public void run()
4 {
5 try {
6 Thread.sleep(1000); //sleep pro prolinani threadu
7 showThreadStatus(Thread.currentThread(),3); // tisk do konzole thread
3 stav
8 } catch (InterruptedException e) { e.printStackTrace(); }
9 while(!konec){
10 while(suspended3) { // pozastavení vlákna
11 try { Thread.sleep(TimeConstant);
12 } catch (InterruptedException e) {
13 e.printStackTrace(); }
14 }
15 synchronized (b) {
16 if(b.getZustatek()==0)konec=true; //není li co
vybrat všem threadům nastavím konec
17 int temp = b.vyberCastku(1000); //výběr částky
18 Platform.runLater(new Runnable() {
19 //speciální metoda na vyvolání threadu hlavního vlákna k obnově GUI
20 @Override
21 public void run() {





27 // aby nebylo překlápění moc rychlé násobíme čas konstantou
definovanou uživatelem





Obr. C.2: Kód vlákna zmenšený o výpisy do konzole
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C.3 Řešení s testovacími daty HashSet a TreeSet
1 public static void main(String[] args) {
2 System.out.println("HashSet výpis");
3 HashSet<Clovek> hash = new HashSet<Clovek>();
4 hash.add( new Clovek(1,"pepa","udrzbar",22,30000));
5 hash.add( new Clovek(4,"pepak","udrzbar",23,30000));
6 hash.add( new Clovek(5,"franta","programátor",40,45000));
7 hash.add( new Clovek(2,"honza","sanitar",32,25000));
8 hash.add( new Clovek(3,"anatolij","sanitar",40,25000));
9 Iterator<Clovek> iterator = hash.iterator();
10 while (iterator.hasNext()) {
11 Clovek tmp= iterator.next();
12 System.out.println(tmp.getCisloID()+" "+tmp.getJmeno());
13 }
14 System.out.println("TREESET Řazený podle jména");
15 TreeSet<Clovek> tree = new TreeSet<Clovek>();
16 tree.add( new Clovek(1,"pepa","udrzbar",22,30000));
17 tree.add( new Clovek(4,"pepak","udrzbar",23,30000));
18 tree.add( new Clovek(5,"franta","programátor",40,45000));
19 tree.add( new Clovek(2,"honza","sanitar",32,25000));
20 tree.add( new Clovek(3,"anatolij","sanitar",40,25000));
21 Iterator<Clovek> iteratort = tree.iterator();
22 while (iteratort.hasNext()) {
23 Clovek tmp= iteratort.next();
24 System.out.println(tmp.getCisloID()+" "+tmp.getJmeno());
25 }
26 System.out.println("TREESET Řazený podle ID");
27 TreeSet<Clovek> tree2 = new TreeSet<Clovek>(new PorovnaniID());
28 tree2.add( new Clovek(1,"pepa","udrzbar",22,30000));
29 tree2.add( new Clovek(4,"pepak","udrzbar",23,30000));
30 tree2.add( new Clovek(5,"franta","programátor",40,45000));
31 tree2.add( new Clovek(2,"honza","sanitar",32,25000));
32 tree2.add( new Clovek(3,"anatolij","sanitar",40,25000));
33 Iterator<Clovek> iteratort2 = tree2.iterator();
34 while (iteratort2.hasNext()) {




Obr. C.3: Vzorové řešení cvičení Hashsetu – třída Main
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C.4 Obsah přiloženého CD
Obsahem přiloženého CD je dokument této práce a archivy k importu jednotlivých
cvičení.
Popis adresářů a souborů:
• / (kořenový adresář)
– xchalo13bp.pdf – Bakalářská práce text
• /cvičení – složka se zdrojovými kódy cvičení
– Cvičení dědičnost – BcCvDedicnost.zip
– Cvičení datové struktury – BcCvDataCv.zip
• /cvičenířešeno – složka s vyřešenými zdrojovými kódy cvičení
– Cvičení dědičnost – BcCvDedicnostRes.zip
– Cvičení datové struktury – BcCvDataCvres.zip
• /democvičení – složka s democvičeními
– Cvičení vlákna – BcCvThreads.zip
– Cvičení datové struktury – BcCvDataSet.zip
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