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Tema završnog rada je izrada ASP.NET MVC (engl. Model View Controller) web 
aplikaciju sa pristupom načina rada naziva „kôd prvi“ (engl. Code first) , sa svim 
provjerama te mogućnošću izrade baze podataka i relacija među tablicama na temelju 
modela.  
Rad se sastoji od tri glavna dijela. U prvome dijelu nabrajaju se računalni programi i 
tehnologije koje su korištene u izradi projekta. Svaki od njih je ukratko opisan te su 
prikazana neka područja upotrebe. Drugi dio rada opširno opisuje svaki korak izrade 
projekta, od početka, stvaranje modela, stvaranje tablice pa sve do dodavanja zadnjih 
funkcionalnosti aplikacije. Treći dio rada opisuje programsku dokumentaciju. 
U prvome dijelu su opisane tehnologije: (i) Visual Studio, program u kojem je 
aplikacija izrađena, (ii) ASP.NET MVC razvojno okruženje u kojemu je aplikacija 
napravljena, (iii) C# programski jezik koji se koristio za upravljanje, manipuliranje i 
provjeru podataka u aplikaciji, (iv)prezentacijski jezik za opisivanje izgleda web 
stranice HTML, (v) JavaScript biblioteka jQuery koja služi za dodavanja dodatnih 
funkcionalnosti aplikacije. 
U drugome dijelu je opisana izrada aplikacije, počevši sa stvaranjem prvog modela za 
izradu tablice te primjer tablice prema tomu modelu. Nakon toga se opisuje način i 
postupak za stvaranje cijele baze podataka prema stvorenim modelima te dodavanje 
provjere podataka na modele i ažuriranje strukture baze. Zatim se objašnjava kako 
korisnici mogu raditi sa bazom tj. načini na koje upisuju podatke u bazu, brišu podatke 
iz baze te kako ažurirati postojeće podatke te mehanizme koji se odvijaju tijekom rada 
aplikacije. Za svaku od akcija je priložen programski kôd pogleda i upravljača te se 
dijelovi kôda objašnjavaju i napominje se koji se podaci šalju među njima. Na kraju 
drugoga dijela je opis i postupak za sprječavanje upisa neželjenog, odnosno pogrešnog 
podatke u polje, te opis dodavanja vlastite metodu za prikaz podataka. 
Treći dio dokumentacije opisuje slučajeve korištenja tj. slučaje za koje se aplikacija 
može koristiti zajedno sa akterima, odnosno čimbenicima koji će djelovati na aplikaciju. 
U slučaju ovog rada to su osobe (gost, profesor, administrator). Također nalaze se 






Na kraju dokumentacije se nalazi popis svih slika koje se nalaze u radu te popis svih 
izvora. 
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1. UVOD 
 
Cilj ovog završnog rada je izrada Web aplikacije koja će omogućiti korisnicima 
lako stvaranja novih opisa kolegija te uređivanje postojećih. Aplikacija je izrađena 
prema nekoliko primjera dokumenata i tablica opisa kolegija sa Međimurskog 
Veleučilišta u Čakovcu.  
Sustav je zamišljen za profesore i nositelje kolegija. Dok će stvaranje kolegija 
biti dopušteno svim korisnicima, uređivanje ili brisanje postojećih je dozvoljeno samo 
ako je prijavljeni korisnik ujedno i nositelj kolegija kojeg želi uređivati ili je 
administrator. Korisnici si neće moći sami stvoriti korisnički račun, nego ga stvara 
administrator za svakog korisnika zasebno, na taj način je dozvoljeno ostalim 
korisnicima ili studentima pristup i pregled svih opisa kolegija bez mogućnosti da 
stvore lažni ili neželjeni opis kolegija. Administrator također ima mogućnost uređivanja 
i brisanja svih podataka vezanim uz kolegije, profesore, suradnike ili studijske 
programe. Osim mogućnosti dodavanja novih kolegija, aplikacija također nudi 
mogućnost dodavanja studijskih programa te njima odgovarajući broj semestra i 
dodavanje novih suradnika. Kod pregledavanja popisa kolegija korisniku se također uz 
svaki kolegi prikazuju i nositelji kolegija, studijski program kojemu pripada, njegova 
bodovna vrijednost te semestar. Uz popis svih kolegija također postoji i popis svih 
profesora, popis svih studijskih programa i popis svih suradnika te će imati mogućnost 
pregleda svih kolegija uz koji su vezani. Što se tiče ispravnosti podataka, aplikacija će 
vršiti provjeru podataka na korisnikovom računalu te za neke vrijednost na strani 
servera. Ispravnost podataka se izvršava na korisnikovom računalu, ako se provjerava 
da li je korisnik unio samo znakove u polje koje mu to dozvoljava dok se na 
poslužiteljskoj strani provjerava da li ti isti podaci već postoje u sustavu; npr. naziv 
kolegija, ima nositelja kolegija, naziv studijskog programa.  
U ovom radu je opisana svaka faza razvoja ove aplikacije, te programski kôd uz 
dodatno objašnjenje. S obzirom da je aplikacija izrađena prema pristupu „kôd prvo“, 
početne faze opisuju izradu modela te baze podataka, dok kasnije faze opisuju stvaranje 
dodatnih provjera, izrada dodatnih upravljača te ažuriranje baze podataka. 
 
 
Matija Kolenko                                                            Razvoj Web aplikacija za opis sadržaja kolegija 
 
Međimursko veleučilište u Čakovcu                                                                                                       7 
2. KORIŠTENE TEHNOLOGIJE 
 
U sljedećim odlomcima nabrojene su i objašnjenje sve tehnologije koje su korištene 
u izradi ovog projekta. 
 
2.1. Razvojna okolina Visual Studio 
 
Visual studio je komplet razvojnih alata za razvoj različitih aplikacija, od Web 
aplikacija pa do aplikacija za stolna računala i pametne uređaje. Podržava više 
programskih jezika, C#, C++ između ostalih koji koriste ugrađenu razvojnu okolinu 
(IDE – Intergrated Development Enviroment), koja omogućava laku izradu rješenja 
koja koriste više različitih programskih jezika.[1] 
 
2.2. Okvir za izradu Web aplikacija ASP.NET MVC 
 
Okvir za izradu Web aplikacija ASP.NET MVC prati uzorak model-pogled-
upravljač (engl. Model-View-Controller) koji oblikuje ASP.NET aplikaciju i interakciju 
njezinih komponenti. Korisnik komunicira sa takvom aplikacijom na načina da svaki 
put kad izvrši neku akciju aplikacija mijenja svoj podatkovni model te ga vraća 
korisniku. Model predstavlja neki objekt iz stvarnog svijeta, procese i pravila koji 
definiraju predmet, takozvana domena aplikacije. Pogled je korisničko sučelje preko 
kojeg korisnik komunicira sa aplikacijom, ono mu služi za prikaz podataka iz aplikacije 
te mu nudi mogućnost slanja podataka aplikaciji. Upravljač je programski dio aplikacije 
koji upravlja podacima, on šalje podatke za prikaz pogledu te sprema podatke poslane 
od pogleda u bazu [2]. 
 
2.3. Programski jezik C# 
 
Objektno orijentirani programski jezik koji služi izradu sigurnih aplikacija koje rade 
na .NET razvojnoj okolini. Podržava koncepte poput enkapsulacije (učahurivanje), 
nasljeđivanja i polimorfizma. Enkapsualcije je povezivanje važnih dijelova objekta u 
cjeline koje nisu vidljive korisniku, omogućava jednostavne promjene kod 
implementacije te sprječava unos nevažeće vrijednosti. Nasljeđivanje je svojstvo jedne 
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klase da može preuzeti svojstva druge, također uz to može imati dodatna svojstva te 
može prebrisati metode klase koju nasljeđuje. Sve metode i varijable se enkapsuliraju 




HTML je prezentacijski jezik, koristi se za opisivanje strukture i izgleda web 
dokumenata, stranica. Govori web pregledniku kako i na koji način da prikaže stranicu. 
Osnovna struktura se sastoji od zaglavlja (engl. Head) i tijela (engl. Body). U zaglavlju 
stranice se nalazi naslov stranice te se obično nalaze elementi koji opisuju html 
dokument ili za povezivanje sa vanjskim datotekama. Dok u tijelo stranice dolaze oni 




JQuery je jedna od najpoznatijih biblioteka JavaScript1-a koji omogućava 
programerima web stranica da na njih stave dodatnu funkcionalnost. Otvorenog je kôda 
te je lako za dodatni na stranicu. Nakon dodavanja na stranici je moguće pozvati bilo 
koju jQuery funkciju.[5] 
 
  
                                                          
1 JavaScript – programski jezik HTML-a i  Web-a. 
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3. RAZVOJ APLIKACIJE 
 
Prvi korak pri stvaranju aplikacije je stvaranje modela prema kojima će se kasnije 
stvoriti baze podatka, svaki model predstavlja jednu tablicu u bazi. Primjer 
programskog kôda za model studij. 
1. public class Studij { 
2.     public Studij(){ 
3.         this.kolegiji = new HashSet<Kolegij>(); 
4.     } 
5.     [Key] 
6.     public int id_studija { get; set; } 
7.     public string naziv_studija { get; set; } 
8.     public int trajanje_studija { get; set; } 
9.     public virtual ICollection<Kolegij> kolegiji { get; private set; }} 
 
U petoj liniji kôda se dodaje oznaka “[Key]” koja označava da sljedeća definirana 
varijabla (u šestoj liniji kôda) će biti primarni ključ nove tablice. Primarni ključ je 
jednoznačna vrijednost koja se ne može ponoviti unutar jedne tablice te ne može biti 
prazna vrijednost. S ovim modelom će se stvoriti tablica "Studijs" koja će služiti za upis 
novih studijskih programa u bazu. SQL kôd koji se stvara prethodno opisanim modelom 
te je ekvivalent ostvarenom modelu je: 
CREATE TABLE [dbo].[Studijs] ( 
    [id_studija] INT IDENTITY (1, 1) NOT NULL, 
    [naziv_studija]  NVARCHAR (MAX) NULL, 
    [trajanje_studija] INT  NULL, 
    CONSTRAINT [PK_dbo.Studijs] PRIMARY KEY CLUSTERED ([id_studija] ASC)); 
 
Kod stvaranja baze podataka, njezine tablice su u većini slučaja povezane vezom 
jedan na više (1:N), odnosno jedan element jedne tablice se referencija na jedan ili više 
elementa druge. Dok se element druge tablice referencira samo na jedan element prve 
tablice. Primjer programskog kôda za model „Tema” koji u sebi sadrži definiciju za 
takvu vezu. 
1. public class Tema{ 
2.     [Key] 
3.     public int id_teme { get; set; } 
4.     public string sadrzaj { get; set; } 
5.     public int id_grupeTema { get; set; } 
6.     [ForeignKey("id_grupeTema")] 
7.     public virtual GrupeTema grupaTema { get; set; }} 
 
U petoj liniji stvaramo novu varijablu koja će služiti kao vanjski ključ, tj. veza 
prema drugoj tablici. U liniji nakon, 6. liniji,  definiramo koja varijabla je vanjski ključ 
korištenjem atributa „ForeignKey“, dok u sljedećoj liniji kôda se referenciramo na 
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tablicu kojoj je taj vanjski ključ tablice Tema primarni ključ, a to je tablica naziva 
GrupeTema. Na taj se način povezuju tablice u bazi podataka. Dok tablica koja sadrži 
vanjski ključ treba u sebi sadržavati definiciju za vezu, tablica s kojom se povezuje ne 
treba. 
 
3.1. Stvaranje baze podataka na temelju modela 
 
Za stvaranje baze podataka treba proći kroz nekoliko koraka. Potrebno je izraditi 
novi model koji nasljeđuje razred  „DbContext”. U taj model se dodaju svi prethodno 
stvoreni modeli te oni svaki zasebno predstavljaju jednu tablicu nove baze. Programski 
kôd za „KolgijContext”. 
public class KolegijContext : DbContext{ 
    public DbSet<Profesor> Profesor { get; set; } 
    public DbSet<Studij> Studij { get; set; } 
    public DbSet<Vrsta_nastave> Vrsta_nastave { get; set; } 
    public DbSet<Se_izvodi> se_izvodi { get; set; } 
    public DbSet<Kolegij> Kolegij { get; set; } 
    public DbSet<Suradnici> Suradnici { get; set; } 
    public DbSet<Suraduje> Suraduje { get; set; } 
    public DbSet<Ishodi> Ishodi { get; set; } 
    public DbSet<GrupeTema> GrupeTema { get; set; } 
    public DbSet<Tema> Teme { get; set; } 
    public DbSet<Literatura> Literatura { get; set; }} 
 
Nakon definiranja modela za bazu podataka trebamo se povezati na poslužitelj 
na kojem će se stvoriti nova baza podataka. U Visual Studio na kartici „Server 
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Na novo otvorenom prozoru korisnik treba odabrati izvor podataka, poslužitelj 
na koji se želi spojiti, vrstu provjere podataka za povezivanje na poslužitelj te model 
prema kojem želi stvoriti bazu podataka. Za ovaj projekt kao izvor podataka (engl. Data 
Source) odabran je „Microsoft SQL Server”, poslužitelj koji se koristi je lokalni tj. na 
vlastitom računalu „.\SQLEXPRESS”. U ovom slučaju u polje za korisničko ime te 
zaporka se ne unosi ništa jer je vrsta provjere podataka postavljena na „Windows 
authentication”. Osim te provjere može se također koristiti i „SQL Server” provjera te 
ona zahtijeva korisničko ime i lozinku. Na kraju potrebno je odabrati model prema 
kojem će se stvoriti baza, u ovo slučaju je to ranije stvoreni „KolgijContext”. 
 
Slika 2: Stvaranje baze prema modelu, slika dva 
Izvor: autor 
Nakon ispune svih potrebnih podataka te potvrde, na kartici „Server Explorer” 
pojaviti će se nova veza na bazu. U toj vezi u njezinom pod izborniku „Tables” možemo 
vidjeti sve tablice koje su stvorile iz odabranog modela. Tablica „_MigrationHistory”, 
sadrži sve zapise o promijeni strukture baze. 
 
 
Matija Kolenko                                                            Razvoj Web aplikacija za opis sadržaja kolegija 
 
Međimursko veleučilište u Čakovcu                                                                                                       12 
 





Potvrđivanje (engl. Validation) je provjera točnosti podataka koje je korisnik upisao 
u polja za upis podataka. Provjerava se točnost tih podataka, tip podatka (broj,  znak) te 
je li koje polje koje je korisnik ostavio praznim potrebno ispuniti. Time se sprječavaju 
greške koje bi mogle nastati prilikom upisa podataka u bazu podataka. Ta vrsta 
provjeravanja točnosti podataka se vrši na korisnikovom računalu u procesu Web 
preglednika kojim je korisnik otvorio aplikaciju, na taj se način smanjuje opterećenost 
poslužitelja kod velikog broja korisnika. Sljedeći programski kôd prikazuje model 
"Studij" nakon dodavanja potvrđivanja podataka. 
1. public partial class Studij{ 
2. public int Id_studija { get; set; } 
3. [Display(Name = "Naziv studija")] 
4. [Required(AllowEmptyStrings = false, ErrorMessage = "Potrebno je upisati          
naziv studija.")] 
5. [RegularExpression(@"^ [a-zA-Z0-9 _\S čšžđć ČŠŽĐĆ]*$" , ErrorMessage =  
"Upisali ste nedozvoljeni znak u polje!")] 
6. public string Naziv_studija { get; set; } 
7. [Display(Name = "Trajanje studija  
(semestri)")][Required(AllowEmptyStrings = false, ErrorMessage =  
"Potrebno je upisati koliko semestra ima studij.")] 
8. public Nullable<int> Trajanje { get; set; } } 
 
U trećoj liniji kôda definiramo da sljedeća varijabla koje će se stvoriti kod ispisa 
njezinog imena neće ispisati svoj pravi naziv već novi naziv, u ovom slučaju to je 
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„Naziv studija”, atribut koji se pri tome koristi je „Display Name=“. Za referenciranja 
na varijablu u programskom kôdu i dalje se koristi originalni naziv. Četvrta linija kôda 
obvezuje korisnika da ispuni to polje, odnosno vraća grešku ako korisnik ostavi polje 
praznim. Poruku koja će se ispisati nije potrebno definirati, ali u ovom primjeru je to 
poruka koja glasi: „Potrebno je upisati naziv studija.”. Peta linija kôda ograničava 
korisniku vrstu podataka koje može unijeti (slova ili brojke) te je definirana poruka 
greške koja se javlja ako korisnik pokuša unijeti neki ne dozvoljeni znak u polje. Kod 
definiranja dozvoljenih znakova mogu se unijeti skupovi znakova (a-z, A-Z), ali s 
obzirom da ti nizovi sadrže sva slova engleske abecede potrebno je dodati ostala slova 
koja nisu obuhvaćena tim nizovima. Osim skupova znakova, znakovi se mogu dodati i 
zasebno. 
 
3.3. Ažuriranje strukture baze podataka 
 
Kod svake promjene strukture podataka u bilo kojemu od modela, potrebno je tu 
promjenu primijeniti i na bazi, odnosno na njezinim tablicama. Ta promjena se vrši u 
nekoliko koraka, prvo je potrebno omogućiti promjenu strukture za tu bazu. Za 
omogućavanje promjene potrebno je u Visual Studio-u na alatnoj traci odabrati „Tools” 
te u padajućem izborniku odabrati opciju „NuGet Package Manager” te „Package 
Manager Console”. 
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Na dnu prozora će se otvoriti manji prozor s nazivom „Package Manger Console”. 
U novo otvoreni prozor potrebno je upisati „Enable-Migrations” ako postoji samo jedan 
kontekst model u aplikaciji ili „Enable Migrations -ContextTypeName” te ime kontekst 
modela. Time se omogućuju promijene na bazi podataka, odnosno migracije s jednog 
oblika na drugi. Za dodavanje nove migracije potrebno je upisati „Add Migration” 
nakon čega se od korisnika zahtijeva da upiše naziv za novu migraciju. Programski kôd 
migracije nakon što je dodan kôd za validaciju 
1. public partial class Migracija_1 : DbMigration{ 
2.     public override void Up(){ 
3.         AlterColumn("dbo.Studijs", "trajanje_studija", c 
=>c.int(nullable: false)); 
4.        AlterColumn("dbo.Studijs", "Naziv_studija", c 
=>c.String(nullable: false)); 
5.     } 
6.     public override void Down(){ 
7.        AlterColumn("dbo.Studijs", "trajanje_studija", c => c.int()); 
8.       AlterColumn("dbo.Studijs", "Naziv_studija", c => c.String());}} 
 
U trećoj liniji se vidi promjena kojom to polje više ne može biti prazna vrijednost 
(engl. null). Ista promjena se vidi u liniji nakon ali za drugo polje. U migraciju se 
zapisuju sve promjene koje će se izvršiti na bazi tj. u tablici "Studijs". Nakon kreiranja 
migracije ona će se pojaviti u kartici "Solution Explorer" u datoteci "Migrations". Na 
kraju za ažuriranje baze treba upisati naredbu "Update-database" koja će ažurirati bazu 
da odgovara modelima. SQL kôd tablice "Studijs" nakon ažuriranja. 
CREATE TABLE [dbo].[Temas] ( 
    [id_teme]      INT            IDENTITY (1, 1) NOT NULL, 
    [sadrzaj]      NVARCHAR (MAX) NOT NULL, 
    [id_grupeTema] INT            NOT NULL, 
    CONSTRAINT [PK_dbo.Temas] PRIMARY KEY CLUSTERED ([id_teme] ASC), 
    CONSTRAINT [FK_dbo.Temas_dbo.GrupeTemas_id_grupeTema] FOREIGN KEY 
([id_grupeTema]) REFERENCES [dbo].[GrupeTemas] ([id_grupe]) ON DELETE 
CASCADE); 
 
3.4. ER dijagram 
 
ER – dijagram je vizualni prikaz svih entiteta (tablica) baze sa svim njihovim 
atributima (stupcima) i vezama (vanjskim ključevima). Slika 5 prikazuje ER dijagram 
baze podataka nakon ažuriranja. 
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Slika 5: ER dijagram baze podataka 
Izvor: autor 
 
3.5. Dohvaćanje podataka iz baze 
 
Način na koji se dohvaćaju podatci iz baze te način na koji se ti podaci prikazuju 
korisniku. Sljedeći kôd prikazuje upravljač za početnu stranicu. 
1. public ActionResult Indeks(){ 
2.     List<Kolegij> kolegiji = db.Kolegiji.ToList(); 
3.     kolegiji = return View(kolegiji);} 
 
 
U drugoj liniji stvaramo novu listu tipa “Kolegij” te u nju spremamo sve 
vrijednosti iz tablice Kolegij iz baze. Nakon toga se ta lista ispunjena sa podacima iz 
baze šalje pogledu za početnu stranicu. Kôd za pogled za početnu stranicu. 
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1. @using Opis_kolegija_Kolenko.Models 
2. @model IEnumerable<Kolegij> 
3. <h2>Pregled svih postojećih opisa kolegija</h2> 
4. @using (Html.BeginForm()) 
5. { 
6. @Html.AnitForgeryToker() 
7. <table class="table"> 
8.     <tr> 
9.         <th>Naziv kolegija</th> 
10.         <th>Nositelj kolegija</th> 
11.         <th>Semestar</th> 
12.         <th>Studij</th> 
13.         <th>Bodovna vrijednost</th> 
14.     </tr> 
15. @foreach(var a in Model){ 
16.     <tr> 
17.         <td>@a.naziv_kolegija</td> 
18.         <td>@a.Profesor_ime @a.Profesor.prezime 
,@a.Profesor.Akademska_titula</td> 
19.         <td>@a.Semestar.</td> 
20.         <td>@Studij.naziv_studija</td> 
21.         <td>@a.bodovna_vrijednost</td> 
22.     </tr>} 
23. </table>} 
 
Stvoreni je novi pogled koji može prihvatiti podatke tipa 
„IEnumeable<Kolegij>”  koje mu prosljeđuje upravljač. Dodana je tablica u sedmoj 
liniji koda koja se ispunjava proslijeđenim podacima koristeći naredbu „foreach” u 
petnaestoj liniji kôda. Od sedamnaeste do dvadeset druge linije stvaraju se nove ćelije 
tablice, a u svaku od njih se upisuje jedan od podataka vezanih uz kolegij. 
 
3.6. Dodavanje sortiranja 
 
Za lakši pregled podataka dodano je sortiranje na početnu stranicu koje se može 
vršiti po odabranom kriteriju. 
Kôd koji je dodan u upravljač i pogled za popis kolegija da se omogući korisnicima 
sortiranje liste kolegija po odabranom kriteriju. Sljedeći kôd prikazuje što je dodano na 
upravljač "Indeks". 
1.     public ActionResult Indeks(String Sorting_order){ 
2.     ViewBag.SortingName = String.isNullOrEmpty(Sorting_order)? 
"Naziv_Kolegija":""; 
3.     ViewBag.SortingSemestar= String.isNullOrEmpty(Sorting_order)? 
"Semestar" : ""; 
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4.     ViewBag.SortingStudij= String.isNullOrEmpty(Sorting_order)?"Studij": 
""; 
5.     ViewBag.SortingECTS= String.isNullOrEmpty(Sorting_order) ? "Bodovi": 
""; 
6.     Switch(Sorting_order){ 
7.         case "Naziv_Kolegija": 
8.         kolegiji = kolegiji.OrderBy(i=>i.naziv_ kolegija).ToList(); 
9.         break; 
10.         case "Studij": 
11.         kolegiji = kolegiji.OrderBy(i=>i.Studij.naziv_ 
studija).ToList(); 
12.         break; 
13.         case "Semestar": 
14.         kolegiji = kolegiji.OrderBy(i=>i.semestar) .ToList(); 
15.         break; 
16.         case "Bodovi": 
17.         kolegiji = kolegiji.OrderBy(i=>i.bodovna_ vrijednost).ToList(); 
18.         break;}} 
 
Naredbom „Switch” u sedmoj liniji kôda se provjerava kriterij za sortiranje koji je 
korisnik odabrao te se na temelju toga kriterija vrši sortiranje liste. Nakon što je lista 
sortirana ona se natrag prosljeđuje na pogled. Sljedeći kôd prikazuje kôd koji je dodan 
na pogled za početnu stranicu. 
<table> 
    <tr> 
        <th>@Html.ActionLink("Naziv kolegija", "Indeks", new {Sorting_order = 
ViewBag.SortingName})</th> 
        <th>@Html.ActionLink("Semestar", "Indeks", new {Sorting_order = 
ViewBag.SortingSemestar})</th> 
        <th>@Html.ActionLink("Studij", "Indeks", new {Sorting_order = 
ViewBag.SortingStudij})</th> 
        <th>@Html.ActionLink("Bodovna vrijednost", "Indeks", new 
{Sorting_order = ViewBag.SortingECTS})</th> 
    </tr> 
</table> 
 
Nazivi stupca su zamijenjeni poveznicama te ovisno o tome koju poveznicu korisnik 
odabere se proslijedi kriterij upravljaču koji korisniku vrača popis kolegija sortiran. 
 
3.7. Rad s bazom 
 
Rad sa bazom je način na koji korisnik komunicira s njom. Odnosno načina na koji 
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3.7.1. Dodavanje podataka 
 
Podaci se dodaju u bazu na način da korisnik ispuni formu za podatke ovisno o 
tome koji podatak želi dodati u bazu. Nakon ispunjavanja, korisnik šalje formu 
pritiskom na gumb prema bazi, ali prije upisa u bazu se vrši potvrđivanje podataka koje 
je prethodno definirano u modelima. Ako potvrđivanje ne vrati grešku izvršava se 
dodatna provjera podataka koja je definirana u upravljaču. Pod uvjetom da forma 
zadovoljava sve oblike provjere podatka ti podaci se zapisuju u bazu. Sljedeći dio 
programskog kôda prikazuje kôd upravljača za dodavanje novog studijskog programa, 
koji se izvrši kad korisnik otvori stranicu za dodavanje studijskog programa. 
    public ActionResult DodajStudijskiProgram(){ 
        Studij studij = new Studij(); 
        return View(studij);} 
 
Ovim kôdom se stvara novi objekt tipa „Studij” te se taj praznan objekt šalje na 
pogled za ispunu.  
div class="form-group"> 
@Html.LabelFor(model => model.naziv_studija, htmlAttributes: new { @class = 
"control-label col-md-2" }) 
<div class="col-md-10"> 
@Html.EditorFor(model => model.naziv_studija, new { htmlAttributes = new { 
@class = "form-control" } }) 




@Html.LabelFor(model => model.trajanje_studija, htmlAttributes: new { @class = 
"control-label col-md-2" }) 
<div class="col-md-10"> 
@Html.EditorFor(model => model.trajanje_studija, new { htmlAttributes = new { 
@class = "form-control" }, @min = 4, @max = 6 }) 





Kôd pogleda za dodavanje novog studijskog programa, sadrži polja za unos novih 
vrijednosti. Kako upravljač trenutno može proslijediti samo praznan objekt onda će sva  
polja za unos vrijednosti biti prazna. Kod ispune polje, njihove vrijednosti se 
provjeravaju provjerama koje su definirane u modelu. 
1. [HttpPost] 
2. public ActionResult DodajStudijskiProgram(Studij studij){ 
3.     bool state = true; 
4.     List<Studij> studiji = db.Studij.ToList(); 
5.     foreach (Studij s in studiji){ 
6.         if (s.naziv_studija == studij.naziv_studija){ 
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7.             ViewBag.greska = "Postoji studij s istim imenom."; 
8.             state = false;} 
9.         if (state){ 
10.             db.Studij.Add(studij); 
11.             db.SaveChanges();} 
12.             return RedirectToAction("StudijskiProgrami");} 
13.         else{ 
14.             return View(studij);}} 
 
Stvara se nova lista studiji u četvrtoj liniji te se u nju stavljaju svi postojeći 
studijski programi. Zatim se u sedmoj liniji provjerava da li u toj listi postoji studijski 
program s istim nazivom kao i novi studijski program. Ako već postoji studijski 
program s tim nazivom upravljač vraća grešku korisniku odnosno ako ne javi pogreška 
novi studijski program se dodaje u bazu.  
Kod zapisivanje podataka u više tablica kao u slučaju stvaranja kolegija, prije 
zapisivanja grupe tema te literature se zapisuje novi kolegij. Redoslijed zapisivanja je 
vrlo važan jer tablice grupe tema i literatura sadrže vanjski ključ koji se odnosi na 
kolegij te ako bi prvo njih upisali polje za vanjski ključ bi trebalo ostati prazno jer taj 
kolegij na koji se odnose još ne postoji. 
 
3.7.2. Brisanje podataka 
 
Ovdje je opisan način na koji korisnici mogu obrisati podatke iz baze. Također 
dodatne promjene koje se dešavaju u bazi prilikom brisanja.  
Primjer brisanja koji je opisan je brisanje studijskog programa iz baze podataka. 
Važno je istaknuti da se pri brisanju studijskog programa iz baze podataka ne brišu 
predmeti koji su dodijeljeni tom studijskom programu. Prije brisanja studijskog 
programa potrebno je izvšiti provjere te promijeniti podatak za studijski program za sve 
kolegija koji pripadaju tom studijskom programu koji se briše odnosno postaviti da 
kolegij ne pripada niti jednom studijskom programu. Redoslijed mijenjanja podataka te 
brisanja je važan kao i u slučaju dodavanja novog kolegija. U alternativnom slučaju, u 
bazi podataka bi postojao kolegij koji pripada studijskom programu koji ne postoji. 
@foreach (var item in Model){ 
    <tr> 
    <td>@Html.DisplayFor(modelItem => item.naziv_studija)</td> 
    <td>@Html.DisplayFor(modelItem => item.trajanje_studija)</td> 
    <td> 
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        @{if(Session["Admin"]!=null){ 
        @Html.ActionLink("Uredi", "DodajStudijskiProgram", new { id = 
item.id_studija }) 
@: | 
if (Model.Count() > 1){ 
@Html.ActionLink("Obriši", "ObrisiStudij", new { id = item.id_studija}, new { 
onclick = "return confirm('Jeste li sigurni da želte obrisati ovaj studijski 
program?');" }) 
@: |}}} 




Kôd pogleda za popisa studijskih programa je gotovo jednak kao i za prikaz svih 
opisa kolegija uz dodatak poveznica "Popis kolegija" koja otvara popis samo onih 
kolegija koji pripadaju odabranom studijskom programu te poveznice "Uredi" i "Obriši" 
koje može vidjeti samo administrator. Otvaranjem poveznice "Obriši" prvo se otvara 
poruka potvrde koja provjerava da li je korisnik siguran da želi obrisati taj studijski 
program. Ako korisnik potvrdi brisanje tada se pokreće funkcija „Obriši studij” koja je 
definirana u upravljaču te se njoj prosljeđuje vrijednost identifikatora („id”) odabranog 
studijskog programa.  
Programski kôd funkcije za brisanje studijskoga programa. 
1. public ActionResult ObrisiStudij(int? id){ 
2.     if (Session["Admin"] == null && Session["Profesor"] == null){ 
3.         return RedirectToAction("StudijskiProgrami");} 
4.     Studij studij = db.Studij.Find(id); 
5.     List<Kolegij> kolegiji = db.Kolegij.Where(i => i.id_studija == 
id).ToList(); 
6.     foreach (Kolegij k in kolegiji){ 
7.         k.id_studija = 1; 
8.         db.SaveChanges();} 
9.     db.Studij.Remove(studij); 
10.     db.SaveChanges(); 
11.     return RedirectToAction("StudijskiProgrami");} 
 
Stvara se lista kolegiji u petoj liniji kôda u kojoj se nalaze svih kolegiji koji 
pripadaju studijskom programu koji se briše. Nakon toga se od šeste do osme linije kôda 
prolazi kroz svaki kolegij zasebno, mijenja se studij kojem taj kolegij pripada te se ta 
promijena sprema u bazu. Novi studijski program koji se sprema za kolegij je prvi u 
bazi, pod nazivom “Nijedan”.  
Slični pristup brisanja je kod brisanja profesora, samo u slučaju profesora 
nositelj se mijenja u administratora. Svi kolegiji kojima je administrator nositelj vidljivi 
su samo administratoru i profesorima. Dok kod brisanja kolegija, prije nego se obriše 
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kolegij se brišu sve ostale tablice koje su vezane uz taj kolegij vanjskim ključem te 
tablice koje su vezane uz njih vanjskim ključem. 
 
3.7.3. Ažuriranje podataka 
 
Način na koji korisnici uređuju postojeće zapise u bazi. Kod izmjene podataka u 
bazi se izvršava dodatna provjera podataka. Sljedeći programski kôd prikazuje 
izmijenjeni kôd za upis novog studijskog programa. 
1. public ActionResult DodajStudijskiProgram(int? id){ 
2.     Studij studij = new Studij(); 
3.     if (id != null){ 
4.         studij = db.Studij.Find(id); 
5.         Session["Studij"] = id; 
6.     } 
7.     else{ 
8.         Session["Studij"] = null; 
9.     } 
10.     return View(studij); 
11. } 
12. else{ 
13.     return RedirectToAction("StudijskiProgrami");} 
 
Prethodnom kôdu za stvaranje novo studijskog programa dodana je varijabla u 
definiciju funkcije tipa “int?” čija vrijednost može biti cijeli broj ili može biti prazna 
vrijednost. U trećoj liniji kôda provjerava se vrijednost te varijable te ovisno o toj 
provjeri ona se zapisuje u sesiju „Studij“ te se u objekt stvoren u drugoj liniji kôda 
postavljaju vrijednosti iz baze, tablice „Studijs“ gdje je ta vrijednost jednaka primarnom 
ključu. Ako se varijabla ne zapiše u sesiju, kao vrijednost sesije se postavlja prazna 
vrijednost u osmoj liniji kôda odnosno ne radi se o uređivanju studijskog programa nego 
o dodavanju novog. 
Osim izmjene programskog kôda upravljača za slanje podataka prema pogledu, 
potrebno je i promijeniti i programski kôd upravljača za spremanje podataka. 
1. List<Studij> studiji = db.Studij.ToList(); 
2.     if(Session["Studij"]==null){ 
3.         foreach(Studij s in studiji){ 
4.             if(s.naziv_studija == studij.naziv_studija){ 
5.                 ViewBag.greska = "Postoji studij s istim imenom."; 
6.                     state = false; 
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7.     }}} 
8.     else{ 
9.         foreach(Studij s in studiji){ 
10.             if(s.naziv_studija == studij.naziv_studija){ 
11.                 int id_studija = 
Int32.Parse(Session["Studij"].ToString()); 
12.                     if (s.id_studija != id_studija){ 
13.                         ViewBag.greska = "Postoji studij s istim 
imenom."; 
14.                         state = false;}}} 
15.     if (state){ 
16.         if (Session["Studij"] == null){ 
17.             db.Studij.Add(studij); 
18.             db.SaveChanges();} 
19.         else{ 
20.             int id_studija = Int32.Parse(Session["Studij"].ToString()); 
21.             Studij s = db.Studij.Find(id_studija); 
22.             s.naziv_studija = studij.naziv_studija; 
23.             s.trajanje_studija = studij.trajanje_studija; 
24.             db.SaveChanges(); 
25.             Session["Studij"] = null;} 
26.         return RedirectToAction("StudijskiProgrami"); 
27.     } 
28.     else{ 
29.         return View(studij);} 
 
U drugoj liniji programskog kôda provjerava se da li korisnik uređuje postojeći 
studijski program ili stvara novi. Ako korisnik stvara novi studijski program, onda se 
uspoređuje ime novog studijskog programa sa svim studijskim programima koji postoje 
u bazi te ako je ime novog studijskog programa jednako nekom od postojećih se prekida 
zapis u bazi i korisniku se vraća poruka sa greškom. Inače ako se uređuje studijski 
program izvršava se provjerava da li postoji studijski program s istim imenom te ako 
postoji, uspoređuju se vrijednosti njihovih primarnih ključeva, odnosno da li je taj 
studijski program koji ima jednako ime isti taj koji se i uređuje. Na kraja se provjeri da 
li je došlo do pogreške kod provjere podataka te ukoliko nije se novi ili uređeni studijski 
program zapiše u bazu. 
 
3.8. Ograničavanje unosa podataka 
 
Zbog osiguravanja potpune točnosti nekih podataka, korisniku u neka polja nije 
dozvoljen upis podataka već mu je unaprijed ponuđeno nekoliko opcije. Jedan takav 
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primjer ograničavanja  unosa podataka je načni na koji korisnici odabiru studijski 
program za svoj kolegij. Primjer trenutnog kôda pogleda za upis kolegija. 
<td>@Html.LabelFor(model => model.Kolegij.id_studija, "1.2 Nositelj kolegija", 
htmlAttributes: new { @class = "control-label col-md-5" })</td> 
<td>@Html.EditorFor(model => model.Kolegij.id_studija, new { htmlAttributes = 
new { @class = "form-control" } }) 
@Html.ValidationMessageFor(model => model.Kolegij.id_studija, "", new { @class 
= "text-danger" })</td> 
 
Ovaj kôd dopušta korisniku da upiše u polje „studijski program” vrijednost koja 
iako prolazi sve vrste provjere i dalje je neželjena. 
<td>@Html.LabelFor(model => model.Kolegij.id_studija, htmlAttributes: new { 
@class = "control-label col-md-5", @id = "studij" })</td> 
<td>@Html.DropDownListFor(model => model.Kolegij.id_studija, ViewBag.studij as 
IEnumerable<SelectListItem>, new { htmlAttributes = new { @class = "form-
control" } })@Html.ValidationMessageFor(model => model.Kolegij.id_studija, "", 
new { @class = "text-danger" })</td> 
 
Novim kôdom korisnik nema više opcije da sam upiše studijski program već 
unaprijed dobije popis svih postojećih studijskih programa ponuđenih u padajućem 
izborniku. Da bi padajući izbornik sadržavao sve studijske programe potrebno je prvo 
proslijediti sve postojeće studijske programe prema pogledu. 
1. IEnumerable<SelectListItem> ListaStudija = 
2.     from s in db.Studij 
3.     select new SelectListItem{ 
4.         Text = s.naziv_studija, 
5.         Value = s.id_studija.ToString()}; 
6. ViewBag.studij = ListaStudija; 
 
Time se programskim kôdom stvara nova „SelectListItem“ lista koja sadrži sve 
studijske programe koji su zapisani u bazi. Korisnik će time dobiti popis naziv 
studijskih programa te odabirom jednog od njih pogled će upravljaču poslati njegov 
„id”. Slika 6 prikazuje upis studijskog programa za kolegij. 
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Na isti se način ograničava upis nositelja za kolegij te suradnika kod stvaranja 




HtmlHelper je klasa koja stvara HTML elemente koristeći modele. Spaja objekt s 
HTML elementom da bi prikazao vrijednosti svojstva tog modela u HTML elementu te 
dodijelio vrijednost tim elementima. Primjer kôda korištenja jedne metode HtmlHelpera 
na pogledu. [6] 
<td><td style="color:black; Background:aqua;"> 
@Html.DisplayNameFor(model => model.Kolegij.ocjenivanje_vrednovanje)</td> 
@Html.DisplayFor(model => model.Kolegij.ocjenivanje_vrednovanje)</td> 
 
 „DisplayNameFor” je HtmlHelper metoda za prikaz podataka iz modela. Slika 7 
prikazuje što ta metoda ispisuje i na koji način.. 
 
Slika 7:Ocjenjivanje i vrednovanje prije dodavanja nove metode 
Izvor: autor 
Slika 8 prikazuje originalni zapis u postojećem kolegiju "Operacijski sustavi". 
 
Slika 8: Originalni zapis za ocjenjivanje i vrednovanje 
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Izvor: autor 
Iako je kod upisa podataka prekinuti odlomak, zbog toga jer se to prekidanje 
zapisuje na jedan način (u obliku \r ili \n), HTML neće prekinuti odlomak prilikom 
prikaza jer za prekid paragrafa u HTML-u je potreban „<br/>” element. Zbog toga se 
javlja potreba za stvaranjem dodatne metode HtmlHelpera koja će sve prekide paragrafa 
zamijeniti sa novima koji odgovaraju HTML-u. Prvo je potrebno napraviti novi razred 
desnim klikom na projekt u kartici „Solution Explorer”, označiti „Add” te odabrati 
„New Item...”.Prikazano na slici Slika 9 Dodavanje nove metode, slika jedan. 
 
Slika 9:Dodavanje nove metode, slika jedan 
Izvor: autor 
 U novom prozoru s lijeve strane treba biti odabrani "Visual C#", a u desnome 
"Class". Treba upisati naziv "name" i pritisnuti tipku "Add" 
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Slika 10: Dodavanje nove metode, slika dva  
Izvor: autor 
Potom je potrebno napisati kôd za novu HtmlHelper metodu. 
namespace Opis_kolegija_Kolenko { 
    public static class CustomHelper{} { 
    public static MvcHtmlString DisplayWithBreaksFor<TModel, TValue>(this 
HtmlHelper<TModel> html, Expression<Func<TModel, TValue>> expression) 
    {var metadata = ModelMetadata.FromLambdaExpression(expression, 
html.ViewData);var model = html.Encode(metadata.Model).Replace("\r\n", "<br 
/>\r\n"); 
    if (String.IsNullOrEmpty(model)){ 
        return MvcHtmlString.Empty;} 
    return MvcHtmlString.Create(model); 
} 
Tim će se kôdom tekst prikazan metodom CustomHelper razdvojiti u više 
redova. Potom je potrebno dodijeliti imenski prostor (engl. Namespace) tom razredu. 
namespace Opis_kolegija_Kolenko.customNamespace 
Nakon čega je potrebno dodati taj isti prostor imena u datoteci "Web.config" da 
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Ukoliko se želi koristi nova metoda na nekom od pogleda potrebno je dodati 
imenski prostor te klase na pogled. Programski kôd dodan na pogled “Detaljno” 
odnosno na pogled za pregled svih podataka o kolegiju. 
@using Opis_kolegija_Kolenko.customNamespace 
Zamjena HtmlHelper metode DisplayFor sa novom metodom 
DisplayWithBreaksFor i zove se u datoteci “Detaljno”  prema ovom kôdu: 
 <td>@Html.DisplayWithBreaksFor(model=>model.Kolegij.ocjenivanje_vrednovanje) 
</td> 
Slika 11 prikazuje novi način na koji se prikazuju podaci kod opširnog pregleda 
kolegija. Ovime je dobiven novi prikaz podataka koji je pregledniji te je jednak 
originalnom zapisu. 
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4. PROGRAMSKA DOKUMENTACIJA 
 
U ovom dijelu rada je razrađena programska dokumentacija, odnosno prikazani su 
dijagrami slučajeva korištenja, model  domene te dijagram razreda. Dijagrami slučajeva 
korištenja prikazuje sudionike u sustavu te ih povezuju sa svim slučajevima korištenja 
koje bi taj korisnik mogao imati [7]. Sudionici u sustavu mogu biti osobe, drugi dijelovi 
sustava ili pak drugi sustavi. U ovom projektu sudionici su gost, profesori i 
administrator. Model domene je podatkovni model koji opisuje informacije u domeni 
aplikacije na apstraktni način. Dijagram razreda je dijagram koji prikazuje strukturu 
dizajniranog sustava. S time da taj dijagram prikazuje razrede, sučelja, svojstva i veze 
[7]. 
 
4.1. Dijagrami slučajeva korištenja 
 
Dijagrami slučajeva korištenje (engl. UCD Use Cases Diagram) služi za 
prikazivanje funkcionalnosti koje sustav pruža kao i prikaz toga, koji će korisnik 
komunicirati sa sustavom na način da iskoristi tu funkcionalnost. Oni prikazuju četiri 
aspekta sustava; akter, slučaj korištenja, sustav te relacija. Akter predstavlja ulogu 
korisnika sustava, može biti čovjek, podsustav ili neki drugi sustav. Slučaj korištenja je 
operacija koju sustav može izvršiti, njegova funkcionalnost. Relacije su linije koje 
predstavljaju odnose između elemenata.[7] 
Slika 12 prikazuje slučaj korištenja za korisnika gosta, tj. korisnika koji nema 
korisnički račun u sustavu te time ima i najnižu razinu prava za rad s aplikacijom. Takav 
korisnik ima mogućnost pregledavanja svih postojećih opisa kolegija te opširni pregled 
svakog od njih. Također može vidjeti sve profesore, studijske programe i suradnike koji 
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Slika 12: Slučajevi korištenja za gosta 
Izvor: autor 
Slika 13. prikazuje slučaj korištenja za koriniska naziva „Profesor“ tj. korisnika 
sa korisničkom računom i pravima profesora. On ima iste mogućnost kao i gost ali i 
dodatne.  Može se prijaviti u sustav te može promijeniti lozinku koja mu je dana od 
administratora. Također ima mogućnost stvaranja opisa kolegija te uređivanje opisa 
kolegija koji mu pripadaju. Uz to ima i mogućnosti dodavanja novoga, uređivanje 
podataka o postojećem te brisanje postojećeg korisnika. 
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Slika 14 prikazuje slučaj korištenja za korisnika s razinom prava 
„Administrator“. Administrator ima iste mogućnosti kao i profesor ali i dodatne. 
Dodatne mogućnosti se odnose na uređivanje bilo kojeg opisa kolegija, bez obzira da li 
taj kolegij pripada administratoru. Mogućnost dodavanja, uređivanja i brisanja profesora 
i studijskih programa. 
 
 
Slika 14: Slučajevi korištenja za administratora  
Izvor: autor 
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Model domene opisuje informacije u domeni aplikacije na apstraktni način. To je 





Slika 15: Model domene  
Izvor: autor 
 
4.3. Dijagram razreda 
 
Dijagram razreda je UML2 strukturni dijagram koji prikazuje klase sa svim njihovim 
atributima i operacija, zajedno sa svim vezama između klasa. Atributi su česte strukture 
toga što neki član klase „zna”. Vrijednosti atributa promijene svoju vrijednosti za 
vrijeme „života” objekta kojem pripadaju. Operacije su elementi čestog ponašanja koje 
dijele sve instance klase. To su akcije koje može izvršiti objekt ili koje se mogu izvršiti 
na objektu.[7] 
                                                          
2 UML dijagrami su grafovi koji se sastoje od oblika (čvorovi) te linija koje se nazivaju put.[7] 
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5. ZAKLJUČAK 
 
U završnom radu je opisan i objašnjen način izrade ASP.NET MVC 5 web 
aplikacije za izradu opisa kolegija koristeći "kod prvi" način pristupa. Rad je izrađen u 
programu Visual Studio te programskom jeziku C# i prezentacijskom jeziku HTML uz 
korištenje biblioteka kôda jQuery, JavaScript za dodatne funkcionalnosti. 
Kombinacijom ovih alata omogućena je laka i brza izrada web aplikacija ne samo za 
male timove ljudi već i za programere koji sami rade. Objektno relacijskim 
povezivanjem  (engl. Object-relation mapping - ORM) je omogućen lak i brzi pristup 
svim podacima iz baze podataka bez upotrebe SQL kôda iako kod nekih sustava nije 
isplativ jer u odnosu na SQL, ORM na sebe veže previše podataka. 
U pismenom dijelu obrađen je proces stvaranja aplikacije. Uz svaki dio razvoja 
dodan je dio programskog kôda koji je vezan za upravljač, pogled ili model. Svaki dio 
kôda uz sebe sadrži objašnjenje, u nekim slučajevima kod je objašnjen kroz opisivanje 
nekoliko linija tog kôda. 
Aplikacija omogućava lako upravljanje podacima o kolegijima kao i uređivanje 
postojećih ali također ima puno mogućnosti i prostora za unaprjeđenje. Od mogućnosti 
da se studentima dodijele korisnički računi na kojima bi imali pridružene kolegije, 
odnosno stranicu na kojoj bi se nalazio popis kolegija za koje oni smatraju da su im on 
interesa. Postoji mogućnost dodavanja opcije filtriranja popisa kolegija te mogućnost da 
korisnik odabere sam koje podatke želi vidjeti kod popisa kolegija. Također se mogu 
dodati termini konzultacija profesorima čime bi se mogla dodati opcija studentima da 
kod pregledavanja profesora mogu zatražiti dolazak na konzultacije u određeno vrijeme, 
a profesorima bi se stvorila lista svih studenata koji su zatražili konzultacije. Dodavanje 
datuma održavanja kolokvija za kolegija te automatsko slanje obavijesti svim 
studentima koji imaju taj kolegij dodan na svom korisničkom računu te slanje obavijesti 
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