Abstract-ISPIS, a framework for supporting software inspection processes, resulted from academic research. Its conceptual phase started by informally reviewing the state of the art regarding software inspections and formalizing a proposal for supporting them. The set of requirements of this proposal was mainly derived from knowledge acquired by experimental studies. Although the resulting implementation was promising, it was possible to evolve it after feedback gathered by applying an experimental methodology for taking a newly proposed technology from the conceptual phase through transfer to industry. This paper provides insight to the use of experimentation to allow technology transference from academia to industry, by describing step by step how the experimental studies of the methodology, helped to evolve ISPIS to the support it currently provides.
Over the years, many theories and techniques regarding software inspections have been proposed. Some of them have been evaluated by experimental studies, and can be considered a body of knowledge in the software inspection field. For instance, in [2] , a reorganization of the software inspection process, based on results of experimental studies has been described. However, results of a survey [3] show that although many software companies perform reviews they do it unsystematically and little knowledge about software inspections is used. Thus, the full potential of reviews is seldom exploited.
Many tool support proposals sprouted to address problems regarding software inspections [4] [5] [6] , most of these tools focus on defect detection or the inspection of specific artifact types. Analyzing research knowledge concerning software inspections, it seems possible to explore experimental evaluated information to offer more support to the inspection process. For instance, knowledge described in [7] [8] [9] 10] and [11] has not been used in any of these tools. Moreover, integration with other defect detection tools to provide appropriate support for the inspection of different software artifact types is not considered by these tools.
Based on this scenario, ISPIS, a computational framework for supporting software inspection processes, that can be used by geographically distributed teams to inspect different artifacts produced throughout the software development life cycle, has been proposed and implemented [12] [13] . Many of its requirements were derived from knowledge acquired by experimental studies.
ISPIS was carefully evaluated in the academic context where an experimental feasibility study and an observational case study have been conducted [14] . However, considering an experimental methodology for introducing software technologies into industry [15] two additional case study evaluations have been performed. Those evaluations were conducted at Sakonnet Technology, a geographically distributed software organization.
The feedback of applying the experimental methodology and its four evaluation studies resulted in consecutive adjustments to the support ISPIS provides for software inspections. The aim of this paper is to describe the instantiation of the methodology to allow the tailoring of ISPIS and its introduction into industry, providing additional insight on how to use experimentation to enable the transference of technology from academia to industry. ISPIS is currently being used to support software inspections in the development of an information system (web application) for a non-profit Brazilian organization [16] .
The remainder of this paper is organized as follows. In section 2 and 3 we provide an overview of the experimental methodology for introducing software processes and the initial support proposal of ISPIS, respectively. In section 4 we describe the design and results of the evaluations conducted, as well as how these results were used for tailoring the support ISPIS provides to the software inspection process. Section 5 concludes this paper.
II. OVERVIEW OF THE EXPERIMENTAL METHODOLOGY
The flowchart in Figure 1 provides an overview of the experimental methodology for introducing software processes (or technologies) into industry described by Shull et al. [15] . It relates questions to types of studies that can be used aiming to get reasonable answers for them. The ordering of the questions in the flowchart forces one to examine the larger issues first and discover the larger problems early on to avoid wasted effort later. Therefore, the questions that appear early in the methodology explore the basic, fundamental issues of the new process, that could prompt large changes. Towards the end of the methodology, the questions address issues that are more detailed and require smaller changes.
In the methodology, Shull et al. [15] suggest feasibility studies to evaluate if it is worthwhile to spend the resources required to continue through the methodology, or if the basic idea should be redesigned. At this stage should be observed if the new process fulfilled the overall goal for which it was created.
Afterwards, observational studies are suggested to evaluate the steps in the new process to ensure that each one is effective and that the order in which they are executed makes sense. The purpose of the observation is to collect data about how the particular task is accomplished.
Next step is conducting case studies, to evaluate if the process is able to fit into a real development lifecycle. The purpose of using case studies at this stage in the development of the new technology is to perform fine-tuning and tailoring of the technology.
Finally, after the new process has been tailored to be usable within a real development lifecycle, again case studies are used to evaluate it in an industrial setting and investigate if the new process has any unforeseen negative interactions with the industrial setting.
One interesting thing about the experimental methodology is that it can be used as a framework for tailoring technologies while they are being evaluated to move towards their introduction into industry.
III. ISPIS: INITIAL SUPPORT PROPOSAL OVERVIEW
Since the definition of the software inspection process, much research aimed to evaluate or to question its structure.
Based on experimental results regarding this research, a reorganization of the inspection process, described in [2] , was proposed. This reorganization, shown in Figure 2 , enables performing inspections with asynchronous meetings and introduces changes to reduce the cost and time for the accomplishment of this particular kind of inspection.
The main change regards the traditional inspection meeting, which has been split into two activities: collection and discrimination. The purpose of the collection activity is to filter out (1) duplicated discrepancies (a discrepancy is a possible defect found in the discovery activity); and (2) discrepancies which the moderator would like to discard (as false positives) to avoid overhead of having the entire inspection team discussing them afterwards. The purpose of the discrimination activity, on the other hand, is to classify discrepancies as defects or false positives, so that a final defect list can be passed to the author for rework, therefore an asynchronous discussion takes place.
ISPIS supports the reorganization of the inspection process presented by Sauer et al. [2] , allowing asynchronous meetings to be performed by geographically distributed teams. To provide appropriate support for the use of specific defect detection techniques ISPIS uses an integration mechanism [17] that generates XML transformation drivers, to integrate external tools. Thus the data produced by these tools can be shared with ISPIS. Figure 3 shows the integration philosophy of ISPIS, used to deploy the complete computational framework described in [14] .
The external defect discovery tools currently available at COPPE/UFRJ are PBR Tool [18] and Orion [19] . They support the techniques PBR (Perspective Based Reading, used for inspecting requirements) [20] and OORTs (Object Oriented Reading Techniques), used for high level designs described in UML [21] , respectively. Moreover, specific inspection techniques have been developed and can be made available in ISPIS to use without supporting tools, such as the ArqCheck checklist for inspecting architectural documents [22] and OO-PBR for inspecting requirement documents [23] .
To achieve inspection process coordination ISPIS was implemented as an extension of a workflow tool [24] . This allows ISPIS to dynamically change the process definition when decisions are made during the inspection's enactment. Moreover, notifications are sent by e-mail to participants when activities become available to them and need to be accomplished. The inspection process management is supported allowing the moderator to monitor the inspections, and using historical data to support decision making tasks. Below the support provided to each inspection process activity is described.
In the planning activity, inspector performance data, including the number and types of defects found in average and in the last inspection are provided. Additionally a sorted list of the most indicated inspectors for the inspection being planed is provided. The list could be obtained by using the inspector characterization and knowledge described by Carver [8] . The support to the planning activity is shown in Figure 4 .
For defect discovery ISPIS by itself supports only ad-hoc inspections, which can be used to inspect all artifact types. More specific support can be provided by attaching a checklist or registering external tools in ISPIS. Once registered, the tool is provided for inspections that should use the technique it supports. Figure 5 shows defect discovery happening using the external PBR Tool. In the defect collection activity, following the experimentally evaluated suggestion of Lanubile and Mallardo [11] , duplicated discrepancies identified by the moderator are directly classified as defects and forwarded to the document author's rework activity. Figure 6a and 6b show discrepancies found by the inspectors and setting discrepancies as duplicated, respectively. Defect discrimination proceeds as an asynchronous meeting with discrepancies being used as discussion topics. Only the moderator has the rights to classify discrepancies, all the other participants are limited to add comments to them. According to the results of an experimental study [10] the anonymity of the participants helps to correctly classify discrepancies. Thus in ISPIS participants are anonymous and only their roles are displayed. Figure 7 shows a defect discrimination happening in ISPIS.
During rework ISPIS allows the author to describe the corrections of the defects, creating a defect correction form. At the end of rework the author should also upload the corrected document.
Finally, in the follow-up activity the moderator's decision to re-inspect (or not) the artifact is supported by estimating the current and the next inspection's defect detection effectiveness.
To estimate the current inspection's defect detection effectiveness the Weighted Average of Individual Offsets (WAO), presented and evaluated by an experimental study in [9] is used. To estimate the next inspection's defect detection effectiveness the ILM model, described in [7] and evaluated by an experimental study [25] , is used. Moreover, a comparison with the number of defects found on the same artifact type in historical data is provided. The support provided to the follow-up activity is shown in Figure 8 .
Although the requirements of this initial inspection process support proposal have been carefully selected, studies needed to be conducted to evaluate and adjust the proposal in order to allow its introduction into industry. This was done through a combination of evaluations conducted in academy and industry, following an experimental methodology for introducing software processes [15] . The move towards industry readiness is explained in the next section.
IV. MOVING TOWARDS INDUSTRY READINESS
As mentioned before, after the initial support proposal of ISPIS described in [12] was assembled, evaluations were conducted in the academic context, where an experimental feasibility study and an observational case study have been conducted [14] .
In order to follow the methodology to support the introduction of ISPIS at Sakonnet Technology -a geographically distributed software organization -two additional studies were conducted: the case studies 'Use in real life cycle' and 'Use in industry'.
After each of these studies the support provided by ISPIS to software inspections was tailored and adjusted. Hereafter some design details of each of the studies and the resulting adjustments are presented, allowing understanding how the experimental methodology helped to evolve ISPIS from conception to its current implementation.
1) Feasibility Study
Much of the support implemented in ISPIS had already been evaluated before elsewhere. One of the major contributions of ISPIS was supporting decisions of the planning activity. Planning is a critical activity of the inspection process, since it affects the defect detection effectiveness and the enactment of the entire process. ISPIS could induce, for instance, selecting the inspection team in an improper way and ruin the inspection outcome.
The study: The goal of the experimental feasibility study was to evaluate ISPIS's support to the planning activity. Three hypotheses were formulated in the experiment plan:
• H1: The use of ISPIS helps to elaborate inspection plans leading to higher defect detection effectiveness, when compared to manual elaboration of inspection plans.
• H2: The use of ISPIS helps to elaborate inspection plans in less time, when compared to manual elaboration of inspection plans.
• H3: The use of ISPIS in elaborating an inspection plan implies in a higher user satisfaction degree, when compared to manual elaboration of inspection plans. The experiment design used one factor (the elaborated inspection plan) and two treatments: (1) subjects elaborating an inspection plan using ISPIS and (2) subjects elaborating an inspection plan manually.
To accomplish the experiment, data from seven inspectors that performed two consecutive defect discoveries on different requirement documents using PBR were used. They performed, respectively an inspection of a requirements document for a parking garage control system (PGCS) and an automated teller machine system (ATM). Thus, to instrument the experiment, the characterizations of the seven inspectors were registered in ISPIS, and the defect discovery on the PGCS document was used to make historical data available. For the manual treatment, the characterizations of the inspectors together with their discrepancy lists (with the real defects highlighted) on the PGCS document were prepared in paper format.
The experiment was carried out by 12 volunteer subjects represented by graduate students at COPPE/UFRJ, partitioned in two balanced groups according to their experience. All of the subjects reported having practical software development experience. The subjects signed a consent form to take part in the experiment. Qualitative data was collected through a follow up questionnaire.
Subjects of both treatments were asked to plan an inspection for an inspection on the ATM document, using the characterization of the inspectors, and their performance on the PGCS inspection. The context for the inspection was the following: 'PBR-user' as inspection technique, focus on all defect types, up to three of the seven available inspectors, and two days for the defect discovery activity. When elaborating their inspection plan, the subjects did not know that data about the inspector's performance in the ATM document inspection were already available. Therefore, they had no idea that data such as the defect detection effectiveness of their inspection plan could be measured. Data collected from the manual treatment and the treatment using ISPIS are shown in Table 1 and 2, respectively. Results/Lessons Learned: Some observations concerning the hypotheses and the experiment's preliminary results could be made:
• H1: The mean defect detection effectiveness was 14%
higher (t-test 90% confidence level) for subjects using ISPIS. However, the most experienced subjects performed well in both treatments. We believe that the less experienced subjects where supported by the knowledge of [8] , embedded in ISPIS.
• H2: All the subjects performed the planning in less than 40 minutes. However, the subjects using ISPIS performed their task in 22% less time.
• H3: All subjects informed to feel themselves at least satisfied in realizing the task. However, the subjects using ISPIS related a very high user satisfaction degree, and the manual users related only a high satisfaction degree. The main problem associated to manual user satisfaction was paper shuffling, which in ISPIS does not occur. Despite the good preliminary results, we suggest that more subjects must be used to confirm these results, and that the experimental study plan should be discussed with other researchers to obtain further improvements and conclusions. At this stage no adjustments have been done on ISPIS. Moreover, we reinforce that this feasibility study does not evaluate the entire framework and that other feasibility studies could have been performed at this stage, but we felt confident to move forward in the experimental methodology and performed an observational study.
2) Observational Study
The aim of this observational case study was to observe the use of ISPIS to support software inspections, with and without using specific defect detection techniques.
The Study: Subjects (12) represented by a professor and 11 graduate students at COPPE/UFRJ took part in this case study we conducted. All of the subjects reported having practical software development experience. The subjects signed a consent form to take part in the study. Qualitative data was collected through a follow up questionnaire.
A tool demonstration was given to the subjects in classroom. Five of them had prior experience with software requirements inspections using PBR-user perspective, since they had participated in a previous study to analyze tool support for PBR [18] .
The professor performed the role of the inspection moderator. One of the subjects was the document author. The document to be inspected was a real requirements document for the implementation of an OORT's support tool [Reis 2005 ]. The remaining 10 subjects were grouped in two inspector teams. In one of them subjects had PBR-user perspective experience, and in the other one were subjects had no previous experience with software inspections.
To observe the use of ISPIS to support software inspections, with and without specific defect detection techniques, the moderator was asked to manage two real inspections of the requirements document. One of the inspections should use PBR-user as detection technique and the other one should use ad-hoc. Therefore, the PBR-user experienced team and the inspection inexperienced team were used, respectively. Once the moderator planned the two inspections they were forwarded to the inspectors defect discovery activities.
In the treatment with PBR, an external tool supporting PBRuser [Silva and Travassos 2004] was provided for supporting the discovery activity. Three of the 5 inspectors effectively used the external tool. After using the tool, the produced XML file was loaded and activated in ISPIS. The other two subjects applied the technique manually and then registered their discrepancy lists directly in ISPIS. In the treatment with adhoc, all of the inspectors registered their discrepancies directly in ISPIS, since no external tool could be provided.
After that, the moderator performed the defect collection activity for each of the two parallel inspections. Then, the moderator, document author, and inspectors participated in the defect discrimination activity. Figure 9 shows part of a screenshot captured during the case study in this activity, showing the discussion of one of the discrepancies. Finally, the rework and the follow-up activity were accomplished. In the follow-up activity, the moderator decided to not conduct another inspection.
Results/Lessons Learned: Both treatments successfully
reached the end of the inspection process and participants' feedback was very positive. However, some suggestions considering usability facilities to treat discrepancy lists with a high number of discrepancies (in both treatments of the study more than 90 discrepancies were reported) during the defect discrimination activity were made and implemented in ISPIS.
Explicitly two major adjustments were implemented in the defect discrimination activity after the observational case study:
• After adding a comment to a discrepancy the screen with the list of the discrepancies should be refreshed displaying the same scrollbar position (and the discrepancy that was just commented). The need for this was not noticed before since in the previous artificial enactments only few discrepancies were added.
• The discrepancies commented by the logged in user should be highlighted in his view, to allow awareness of the discrepancies on which he is already participating in the discussion.
3) Case Study: Use in Real Lifecycle
Results of the previous evaluation studies showed that ISPIS (and the software inspection process it supports) was promising and worth the effort of continuing improving it. However, the validity of those evaluations was scoped to the academic context.
How to make sure that ISPIS could fit into an industrial setting (where it has to be integrated to other processes)? Moreover, how to make sure that ISPIS could fit into the industrial setting of a specific software organization? These issues have been addressed by the experimental methodology of Shull et al (2001) , but needed collaboration from the industry in order to be evaluated.
The interest of Sakonnet Technology, a geographically distributed software engineering organization, in introducing software inspections into their development lifecycle was a great opportunity for performing those evaluations.
The study: This case study referred to at Sakonnet as 'Pilot Software Inspection Project', concerns a design document inspection using a previously defined checklist. For this pilot project, anonymity of participants [10] was not completely used. The reason for this was that all the participants had to be prepared previously, receiving training on software inspections and on using ISPIS, and knew who else was attending to those preparation sessions. Some characteristics of this case study are listed below:
• Subjects: The subjects (6 -1 moderator, 1 author, and 4 inspectors) were represented by Sakonnet employees, located in New York and Rio de Janeiro. The inspection happened while they had to perform their remaining tasks at Sakonnet, thus process integration could be observed in the study. Training and a tool demonstration were given to subjects through conference meetings.
• Material: The material consisted of a design document and a design inspection checklist, to be attached in ISPIS, and the tool itself with the support obtained after the adjustments performed as a result of the observational study (described in the previous subsection).
• Data Collection: Quantitative data collection happened through ISPIS. A discussion forum was created for the 'Pilot Inspection Project' so that feedback and qualitative data could be obtained by the researcher. Moreover, after the case study a feedback meeting with all the participants was scheduled. 
Results/Lessons Learned:
The main finding of the 'use in real life cycle' study was the lack of awareness support for the discrimination activity (participants had to login to the system to see if a discrepancy were commented). Without this awareness support the discrimination activity showed itself as a bottleneck of the process' overall enactment. Although the inspection resulted in finding important issues on the design document the moderator wasn't able to classify all the discrepancies as defects or false positives, since participation in the discrimination's discussion was lower than expected (due partially to other processes and tasks taking participants' time).
A curiosity is that this didn't happen in the observational study performed at COPPE/UFRJ. A natural explanation for this is that the participants in that case were students, in the context of a software engineering course, probably worrying about their evaluations in the course and therefore logging in several times into ISPIS to comment discrepancies and show participation in the discrimination activity.
Considering this and the result of the feedback meeting performed afterwards, besides small usability adjustments, the following three adjustments were decided to be done on ISPIS in order to remove the discrimination bottleneck:
• During discrimination send e-mails to the entire inspection team once a discrepancy gets commented (containing the discrepancy, the comment, and the role of the comment's author), as if all the inspection participants are using the 'watching thread' functionality commonly presented in discussion forums;
• In the collection activity, allow the moderator to directly classify discrepancies as defects (besides discarding discrepancies and setting them as duplicated). The purpose of this is to make the discrepancy list to be discussed during discrimination smaller, since defects will not be discussed anymore, but directly forwarded to rework;
• In the discrimination activity, grant rights to the author to classify discrepancies as defects (but not as false positives). The idea behind this modification is based on the observation during the studies that whenever the author commented a discrepancy to be a defect, it ended being classified by the moderator as a defect. This would allow the author to contribute more effectively during the defect discrimination.
4) Case Study: Use in Industry
In this case study an inspection was performed on a real requirements document for a new deliverable of Sakonnet's main product. This time instead of using a checklist the inspection was ad-hoc, using only a defect taxonomy with the description of each of the defect types the inspectors should look for (ambiguity, extraneous information, incorrect fact, inconsistent information, and omission). At this stage the inspection was not considered a pilot anymore and anonymity between participants was fully used.
The study: Some characteristics of this case study are listed below:
• Subjects: The subjects (8 -1 moderator, 1 author, and 6 inspectors) were represented by Sakonnet employees, this time located in London, New York, and Rio de Janeiro.
• Material: The material consisted of the requirements document (47 pages) and the defect classification taxonomy, both to be attached in ISPIS. The tool with the adjustments done as a result of the 'Use in Real Lifecycle' case study was also part of the material.
• Data Collection: Quantitative data collection happened through ISPIS itself. Again a discussion forum was created for the 'Pilot Inspection Project' so that feedback and qualitative data could be obtained. Figure 10 shows the defect correction form of this inspection, in the follow up activity of the moderator. It displays the defects found, the comments of the inspection team on those defects added during discrimination, and the correction commentaries added to the defects by the author during the rework activity. The moderator decided to not accomplish another inspection.
Results/Lessons Learned:
This time the inspection successfully reached its end without major problems and a total of 33 defects were found. Therefore the initial impression is that the adjustments done to ISPIS were enough to tailor it to readiness for the industrial context of Sakonnet.
It is important to mention that the potential of defect analysis [26] (amount, types, severity, moment of introduction, etc) could not be fully exploited after the inspection since at this moment no baseline defect profile was in place. Therefore, only the absolute numbers could be obtained but their meanings and causes could not be derived in an analytical way. This does not represent a limitation to the case study, since our aim was to evaluate the support of ISPIS to software inspections and not the efficiency of inspections (extensively documented elsewhere) or of a specific inspection team at Sakonnet Technology.
The adjusted version of ISPIS, after applying the entire methodology, is currently also in use at COPPE/UFRJ to support software inspections in the development of an information system for a non-profit Brazilian organization [16] . This software project uses incremental development and up to now three requirement document inspections have been accomplished. This additional practical experience makes us believe that ISPIS is now ready to be used in other industrial contexts as well.
V. CONCLUSIONS
In this paper we described how an experimental methodology for introducing software processes [15] could be applied to take ISPIS from its initial conception to the support that it currently provides. In order to clarify the context of this application an overview of the experimental methodology and of ISPIS's original support proposal [12] have been provided.
Much of the knowledge used in the initial proposal was already experimentally evaluated. Additionally, a feasibility experimental study and an observational case study have been conducted at COPPE/UFRJ [14] . Those evaluations reflect the first steps of the methodology, which aim to evaluate if the new process/technology fulfills the overall goal for which it was created and if its steps are effective and executed in an order which makes sense.
One of the main contributions of performing those academic experimental evaluations was identifying that ISPIS's initial support was not suitable to handle discrepancy lists with a large amount of discrepancies. This was not identified in the previously performed informal conceptual proof, where the inspection process enactment was simulated by the tool's author, who did not preview the large amount of discrepancies found by inspection teams in practice. As a result the needed adjustments were performed in ISPIS.
However, the validity of those evaluations concerns the academic context and additional evaluations would have to be performed in order to move towards industry readiness. Moreover, those additional evaluations would need collaboration from the industry. The interest of Sakonnet Technology, a geographically distributed software engineering organization, in introducing software inspections into their development lifecycle was a great opportunity for performing those evaluations.
Aiming to complete the studies suggested by the methodology two additional case studies were conducted: 'Use in real life cycle' and 'Use in industry'. The first of those case studies addresses how the process integrates into a real development lifecycle. The second one evaluates if the process fits into the industrial setting.
Those additional evaluations made it possible to get industrial feedback for tailoring the support ISPIS provides to software inspection process. The main finding occurred during the 'Use in real life cycle' study. It was the lack of awareness support for the discrimination activity turning it into a bottleneck for the process' overall enactment. This support was implemented in ISPIS before the 'Use in industry' case study, in which ISPIS showed itself suitable for supporting software inspections in the industrial setting of Sakonnet. This lack of awareness could not be identified in the academic evaluations, where participants performed the inspection as part of a software engineering course. In the context of such course the integration to other processes, distracting participants from the inspection to their daily tasks, was not exploited.
Thus, the experimental methodology, and its characteristic of combining laboratory (in our case academic) and industrial experimental evaluations, helped to improve and tailor ISPIS's software technology towards industry readiness. Moreover, we believe that exemplifying the use of such methodology provides additional insights and understandings on how experimentation can be used by software engineers as a tool to support the transference of software technologies from academia to industry.
