In this paper we focus on the formalization of componentbased architecture self-reconfiguration as an action associated to qualityof-service (QoS) contracts violation. With this, we aim to develop on the vision of the component-based software engineering (CBSE) as a generator of software artifacts responsible for QoS contracts. This formalization, together with a definition of a QoS contract, forms the basis of the framework we propose to enable a system to preserve its QoS contracts. Our approach is built on a theory of extended graph (e-graph) rewriting as a formalism to represent QoS contracts, component-based architectural structures and architecture reconfiguration. We use a rule-based strategy for the extensible part of our framework. The reconfiguration rules are expressed as e-graph rewriting rules whose left and right hand sides can be used to encode design patterns for addressing QoS properties. These rules, given by a QoS property domain expert, are checked as safe, i.e., terminating and confluent, before its application by graph pattern-matching over the runtime representation of the system.
Introduction
In the last ten years, Component-based Software Engineering (CBSE) has evolved based on a fundamental vision of the components as a contract or obligationsresponsible software artifacts [1] . On this vision, CBSE has been used as a fundamental approach for engineering software systems in a wide variety of forms. These forms include the building of systems from contract-compliant components to abstracting reflection mechanisms at the component-level (i.e., composite, component, port, connection) to support self-adaptive systems. Even though a lot of research has been conducted on how to make components guarantee contracts on individual functionality, making component-based systems to be QoS contractsaware is another important part of the same research question: this kind of contracts constitute the base to differentiate and negotiate the quality of the service or provided functionality at the user level.
Nonetheless, providing a component-based software system with reconfiguration capabilities to preserve its QoS contracts presents several difficulties: (i) the expression of the QoS contract itself, given that it must specify the different contextual conditions on the contracted QoS property, and the corresponding guaranteeing actions to be performed in case of the QoS contract disruption [13, 15] ; (ii) in contraposition to functional contracts, which can be checked statically, QoS contracts are affected by global and extra-functional behaviour that must be evaluated at runtime. This evaluation requires also dynamic monitoring schemes, different to the static ones usually found in current systems [7] ; (iii) several reconfiguration strategies can be used to address each desirable condition on a QoS property. These strategies are provided by different disciplines (e.g., those related to performance, reliability, availability and security), and constitute a rich knowledge base to be exploited. Nonetheless, due to their diversity of presentation in syntax and semantics, it is difficult to manage them uniformly, thus existing approaches use them as fixed subsets [2]; (iv) the reconfiguration process is required to guarantee both, the preservation of the system integrity as a component-based software system, and the correct and safe application of the reconfiguration strategy. This requirement is specially challenging if the strategies are parametrized, for instance, by using rules, still being a research issue in self-reconfiguring approaches [12] .
On the treatment of software contracts several works have been proposed. Notably among them, the design by contract specification of the Eiffel programming language [16] and the Web Service Level Agreement (WSLA) initiative [15] . The design by contract theory, one of the most inspiring in the object-oriented programming paradigm, makes routines self-monitoring at compile-time by using assertions as integral parts of the source code to be checked at runtime. The violation of an assertion, such as a class invariant, is automatically managed by standard mechanisms like the rescue clause. The programmer must handle it appropriately to restore a consistent state. This idea was later generalized by Beugnard et al. to four types of software contracts, including those based on QoS, though not fully developed [3] . On the other side, WSLA specifies QoS contracts independent from the source code, thus involving conditions based on the actual context of execution. The WSLA includes a guaranteeing action in response to disrupted SLAs, but the semantics of this action is limited to operations such as event notification [15] . However, despite these and other many advances, the development of a well-founded theory to manage QoS contracts in component-based systems is still a challenging question.
Our goal in this paper is to formally model the architecture reconfiguration of a component-based (CB) system as an action performed by itself. These actions are performed in response to the disruption of QoS contracts, in the spirit of the Eiffel's rescue clause in object-oriented programming. By doing this, we aim to develop on the vision of the CBSE as a sound base to produce software systems enabled to automatically and safely reconfigure themselves by reconfiguring their abstract (reflection) architectures at runtime. For such structural reconfigurations, a system architect may reuse design patterns from other disciplines with the purpose of restoring QoS contracts, thus preserving them.
Our approach is built on the theory of extended graph (e-graph) rewriting proposed in [10] , as a formalism to represent QoS contracts, component-based
