Abstract. Location-Based Applications (LBA) react and adapt to changes in the environment of a user. Building LBAs, however, is a time consuming task, and a lot of effort needs to be put to the infrastructure supporting the development process. In this paper, a framework for rapid prototyping of location-based games (and applications) with the Multi-User Publishing Environment (MUPE) application platform is presented. The application platform allows developers to quickly prototype game ideas, and concentrate on the content of the games and game logic, rather than technology. The platform is further studied with a 24 hour development session, in which the developers were able to produce many functioning game applications in the given time frame.
Introduction
Mobile devices readily available affect how people spend their time. The mobile phones allow the users to make phone calls, connect to the Internet, and play games in a transparent manner. The mobile phone is always with the user, which opens up several possibilities for improving the use of the device and applications.
The device and applications can react to context, i.e. they know the user's situation and can adapt their behavior based on this. A special example of this case are the Location-Based Applications (LBA). LBAs are applications, that use location as an input to adapt their content and behavior. LBA are envisioned to be a major area of new application development, as most mobile phones can be positioned, and an enormous device base already exists.
Developing a location-based application, however, is hard work. A lot of effort has to be put to building the infrastructure, as well as its testing. Developing from scratch is a very time consuming task and there is a definite need for a tool for rapid prototyping location-based applications, in order to evaluate the application concepts before putting a lot of effort into them.
This paper applies the Multi-User Publishing Environment(MUPE) [1] application platform for rapid prototyping of location-based games and applications. MUPE is extended with a server side context producer, to create a framework for generating location based games and applications. MUPE implements a locationaware virtual world, that can be customized for each service. As a single context producer can be used in many applications, this framework allows reuse of existing software without changes, if the same positioning technology is used. If a new positioning method is used, a new context producer needs to be created. The framework was tested in a 24 hour code camp, in which several location based games were developed.
The paper is organised as follows. First, we look at related work in the area. After this, MUPE platform and context information is introduced. Next, the coding session is presented, and the paper is concluded.
Related Work
Context-Awareness refers to the applications ability to react to a varying use situation. Dey [2] has presented a good definition of context: "Context is any information that can be used to characterize the situation of an entity. An entity is a person, place, or object that is considered relevant to the interaction between a user and an application, including the user and the applications themselves." In other words, any information that varies can be used to help the applications.
A very great challenge for any context-aware application is the versatility of the contextual information. This versatility can be further applied by contextaware application or services in a personalized manner. According to ePerSpace [3] Context-aware content adaptation (to personal preferences, e.g. location) is addressed in many research communities. For example, the ePerSpace project [3] tries to tackle this issue. Hawick and James [4] introduce a concept that integrates user preferences to the contextual information. In this concept the mobile application changes its behavior based on both user preferences and contextual information. Content adaptation from the context-awareness point of view has also been studied by Kolari et al. [5] . In [5] , a platform for context-aware services was designed and implemented. Another article by Tamminen et al. [6] shows how different aspects of mobile contexts are created and maintained by situated actions in everyday life.
According to Di Flora et al. [7] , context-aware applications need a service infrastructure that is capable of providing uniform context abstractions. It also reveals that plenty of software architectures have been proposed to provide applications that use context information. It also presents a modular service infrastructure that can support mobile context-aware applications. In Di Flora et al. [7] , the infrastructure is divided into two layers of internal context (context within the mobile device and application context) and external context sources (e.g. weather).
Another context related publication by Korpipää et al. [8] concentrates on building the higher level context abstractions. It focuses on extracting relevant context information based on the mobile terminal capabilities. Their context management framework consists of the context manager, resource server, context recognition server and application. In their framework the context manager acts as the central server and other instances of the framework act as clients.
Location-Based Applications (LBA) are a special case of context-awareness; LBAs use location information in the application logic. Location information is represented with a reference system. The reference system can be for example coordinate based, e.g. the reference system used in GPS (Global Positioning System) where position information is presented with latitude, longitude and altitude. Cell based positioning systems might provide only a unique cell-id so the reference system is a one dimensional list of cells. Location information becomes meaningful when applications add meanings to the location information. For example the area covered by a WLAN (Wireless Local Area Network) cell could have the meaning "Railway station". The railway station could also be presented as a bounded area in the coordinate system of the GPS. Determining the location of an object in the reference system is the job for a positioning system. The following presents a rough division of how an LBA can acquire location information from an object: -External infrastructure determines the position of the located object. These systems can be subscription based from a service provider, such as cell-based positioning provided by a mobile phone operator. -Located object detects its own position. For example, an object uses an attached GPS module for getting location information.
There are many variations from these two methods, and a good survey of the location systems can be found in [9] . The applications can utilize the location information in many ways, see for example [10] .
Context-Aware games utilize location or context information for mixing the gameplay with real world related information. Treasure hunting games, such as Geocaching [11] have been around for a long time. Pirates! [12] , ARQuake [13] , BotFighters [14] , Mogi [15] , and Can You See Me Now? [16] are more recent examples of new context-aware games. These games mix the real and virtual worlds in new ways providing the players with a unique and new approach to gameplay. For analysis on how to use the real world as the game arena, refer to Sotamaa [17] .
Developing Location Based Services with MUPE
Multi-User Publishing Environment (MUPE) is a client-server application platform for creating multi-user context-aware applications for mobile phones. The platform is implemented with Java technology. The mobile phone has a J2ME (Java 2 Platform, Micro Edition) client supporting J2ME Mobile Information Device Profile (MIDP) version 1 and 2. The server is written with J2SE (Java 2 Platform, Standard Edition). The MUPE architecture can be seen in Fig. 1 . All parts of MUPE are available under the Nokia Open Source License version 1.0a [18] . The MUPE server is the container for the applications and it is the only component requiring modifications in most applications. A MUPE server implements a virtual world, and there is one server for each application. New applications are created by extending the basic MUPE virtual world (which consists of objects such as room, user and item) to the needs of the new application, see for example [19] . MUPE server is influenced by the Multi-User Dungeons (MUD) and MUD Object Oriented (MOO) [20] , which are fully functional virtual worlds, that can be customized with a custom programming language.
A single client in a mobile phone can be used to access all MUPE applications. The client creates custom UI and functionality with XML (eXtensible Markup Language) UI scripts. The script tries to wrap most of the MIDP functionality, thus allowing the developers to test mobile multi-user J2ME applications with scripts only. The scripts provide a fast way for prototyping new UIs, and reuse the existing UIs, as the client does not need software installs and code modifications. MUPE server separates the dynamic and static parts of the code, and the static XML UI scripts can be changed in the server and sent to the client without recompilation. This further reduces the UI development time.
All the connections of MUPE components are handled by the platform connection middleware. At the moment, HTTP (Hypertext Transfer Protocol) and TCP (Transmission Control Protocol) connections are available for the mobile client, and new ones can be added as needed. All the connection types are available simultaneously, so the applications can decide what to use.
As a summary, MUPE has several features that enable rapid prototyping. Prototypes aid the development process, and validate concepts before starting the actual major development effort. Rapid prototyping, see for example [21] , aims at improving the analysis and design of specific systems. However, in this paper rapid prototyping is applied to the LBA-based game design and analysis within the MUPE platform. [21] also points out, that software reuse is an excellent way for rapid prototyping. MUPE provides scripted UI development, ready-made connection framework, and code reuse in the form of a complete virtual world to speed up the development process.
Context Producers in the MUPE framework
The most relevant part of MUPE concerning this work are the context producers. The context producers provide an easy way to add server-side context information to the MUPE system. Context Producers act as external message brokers for the MUPE middleware: they convey context information from the originating systems (e.g. positioning systems, sensors...) to the MUPE applications. A single context producer can provide context information to many MUPE applications
The context information is encoded with the Context Exchange Protocol (CEP) [22] . Each service can then customize the use of the CEP information with Context Scripts [23] and Java programming. CEP and Context Scripts allow each MUPE application to have a common way to encode and use context information, and thus reuse the context producers in every MUPE application. Context production related to the MUPE middleware can be seen in Fig. 2 . with gray color. The process of communicating context information is as follows:
(a) The incoming context information ID can be mapped to the corresponding ID in the MUPE server. As stated before, context information is related to an entity [2] , so here we can map a service provider ID to an ID inside the virtual world. An example situation maps information related to a phone number to the user ID in the application. This process allows different applications to reuse the same context producers, and customize the behavior with scripts only. For example, a context producer could be producing complex weather information. Different applications are interested in different parts of the information, so one application could monitor temperature only, while the other would only look at several values and infer when a storm occurs. The scripts are presented in more detail in [23] .
Provisioning of Location Information (from a WLAN network)
To test the context provisioning framework, two implementations of the context producer components were developed for two positioning systems: The Ekahau Positioning Engine (EPE) [24] developed by Ekahau and Location Information System (LIS) developed in the WLPR.NET project [25] . Fig. 2 . shows (as white area) the relation of the software components used in transferring and applying the location information from the WLAN positioning systems.
Both "Ekahau Location ContextProducer" and "LIS Location ContextProducer" served as "protocol converters" by communicating the location data from the respective positioning systems with SOAP (Simple Object Access Protocol) in the case with LIS and Java RMI (Remote Method Invocation) in the case with Ekahau into XML protocol CEP. The context producer components mapped the location data provided by both location systems and translated this data into the format used in the CEP protocol. LIS provided only cell location data. Ekahau provided x/y coordinates, area locations and also the speed and heading the WLAN devices. The Context Producers acted also as multiplexers by taking the location data from both LIS and Ekahau and feeding it to multiple MUPE application servers.
Two types of scripts for the ContextManager were used. First, the identifier mapping scripts map the tracked device MAC (Media Access Control) addresses (identifiers used by the Ekahau positioning system) to the names given to the devices. This allowed to use a more easily remembered names instead of MAC addresses, and was also necessary because the MAC address of the device could not be automatically identified by the MUPE. The owner of the device could then be deduced inside the MUPE application. Second, the Context Scripts execute a method call in the MUPE virtual world for transferring the location information for use in the application logic.
The ContextManager class in the MUPE server received this information, and updated the virtual world situation accordingly. In the beginning, the virtual world is empty. Every time a new location is visited (identified with the area name received from the context producer), a new room is created to the virtual world, and if the room already existed, it is looked up. After this, the user is moved to the room. This allows the same setup to be used at any location, as there is no predefined structure in the world, and it is filled as the users explore it.
Development Assembly -Code Camp
Rapid prototyping and development of LBAs with the MUPE environment was tested in a 24h (17:00-17:00) intensive development session. This session, Code Camp, was organized in conjunction with the 2nd Workshop on Applications of Wireless Communications (WAWC'04) [26] . Code Camp is aimed mainly at students interested in software development and has a variating topic each year. This year there were 18 participants; all of them (gradute or postgraduate) students apart from two who had a Ph.D. degree in Computer Science. The combining factor was that the participants didn't have prior experience with the MUPE platform.
At first, a 90 minute introduction to the event, the MUPE platform, an example game and a presentation of the WLAN positioning system arrangements were given to the participants. A goal to create an application (and have some fun) was set. Then the participants were freely divided into groups of 2-3 persons. As basis to build applications, the participants had the virtual world that created new areas as a user explored the real world. Also a team of people with prior experience with the MUPE platform was present in the event to help the participants during the development session. After the 24h session the best application was selected and rewarded. Fig. 3 . shows the placement of WLAN access points in the Code Camp area floor plan. The emphasized areas present room locations which were defined with the Ekahau Positioning Engine [24] . The WLAN network build in the WLPR.NET project [25] was used to provide wireless and Ethernet network connectivity. Also two Linux workstations served as Bluetooth access points for Bluetooth phones.
The target client devices of the MUPE platform are J2ME mobile phones, and J2ME emulators were used in testing the applications. The emulators were installed in the workstations and the laptops. Development of the MUPE applications was first done in the workstations and then tested with the laptops. The laptops and PDAs were used as locatable objects in the MUPE applications. The location of the devices was derived from the WLAN network which presented a practical problem as most mobile phones do not have a WLAN radio. Also the MUPE client needs a MIDP environment and a suitable MIDP environment was not found for the PDA devices. So only the laptops served as real test target devices, because the MUPE client could be run with the emulator and location information could be acquired from the same device running the MUPE client. The PDA devices were only used as locatable objects. In addition the MUPE platform provides simulators to simulate the feeding of CEP data. Simulators were used on the workstations before making actual test with the client devices.
Positioning Arrangements
The WLAN network was used to provide location information of the WLAN client devices (PDAs, laptops). The Ekahau Positioning Engine (EPE) provides location information of the WLAN client devices with accuracy up to ∼1m. The Location Information System (LIS) provides only cell based location information (4 unique cell locations in the Code Camp area). EPE has a two phase setup for acquiring location information (signal map construction and positioning based on the signal map).
Both positioning systems have some limitations concerning the accuracy of the location information. The LIS provides only rough cell based location information, but this information is available from any device equipped with a WLAN radio (providing that the device can associate with a WLAN access point). The LIS gathers sightings of the WLAN client devices from the WLAN access points as they roam from one WLAN access point to another. No additional software is needed in the client devices.
The Ekahau positioning system performs better in accuracy because it associates the RF signal environment to the actual physical environment. The client devices need to be able to constantly perform measurements of the WLAN RF signal environment. A monitoring software needs to be present in every client device. Also the signal environment should have enough variation (number of WLAN access points, observed signal strength) to reach a good steady accuracy with the EPE. This was a problem especially in the central area of the event, see Fig. 3 , because the signal environment did not have enough variation which led to an error greater then the mentioned ∼1m.
Results from the Code Camp
The following paragraphs briefly describe the applications developed in the Code Camp. Tag is a game that was implemented prior to the Code Camp as an example for the participants, and it was presented in the introduction of the camp. The game was very simple: if a player's Tag status is true, the player reverses all other players Tag status when entering a new room.
Bomber -game centers on the classic idea of the Bomberman -game. The game draws a simplified map of the Code Camp area to the screen of the MUPE client. New rooms are drawn when the users move into them (so they have to first explore their surroundings).
The color of the room changes dark when a a user moves into the corresponding room, see Fig. 4 . When two or more (up to four) players end up in a same room, the color of the room is drawn darker. Players can set a bomb in the rooms they visit. Points are gathered from blasting other players with bombs.
A player scores when he/she manages to set a bomb into a room and blast the players in the room (and get away from the blast him/herself). Doom 4 game is a shoot'em up game for MUPE, see Fig. 4 . This demo used both room and coordinate based location data. The players in the game have a collection of weapons at their disposal. Some weapons allow shooting and the player must aim at a correct direction to lower the hit points of the targeted player. Area weapons have a wider effect; a player can place bombs, mines or nukes in the rooms of the Code Camp area. Mines are triggered when when a player steps on them, bombs can damage both the target and the player who places the bomb. Nuke is the solutions for a desperate player as it kills the player himself but damages all the players in the Code Camp area. However, a problem with the directional weapons is that the orientation of the client device is not easy to deduce as no map was presented to the user (nor is the client device capable to deduce its own heading).
Nibbles is a variation of the worm game found in most mobile phones, see Fig. 4 . Players who move in the Code Camp area leave a trail in their tracks. The goal of the game is to trap the opponents into a loop of their own tracks. A player should try to move without colliding their own tracks.
Lovepiipper demo is an application for finding a suitable partner. When a player joins to the lovepiipper service, he or she specifies their sex, a description and what kind of things the player is looking for from a partner. The players can then move freely and when the service notices that a player with a matching profile is in the same room, a notification is displayed to both players.
DoctorTag is a variation of the tag game. A player affected with the tag can spread the tag to other players when moving from room to room. The game has a doctor who is able to cure the tag. Also the demo used the Big Screen Client of the MUPE to display the game events on a "public screen". This allows people who are not in the game to follow the events in the game (in for example a cafe).
Conclusions
This paper presented how the MUPE application platform can be extended for context-aware applications, and how context-awareness from the server side can be added to the platform. The paper presented two example context producer implementations, that simultaneously provided location information. This information was customized for each application with context scripts, that mapped user identifiers and made the method calls to the MUPE virtual world based on the context data. The virtual world created its own structure as the players explored the real world, as the system takes new location information as input to fill the virtual world.
With this setup, the world structure, and the location technology are handled by the application platform, allowing the development process to concentrate on the content of the virtual world, the interaction between the players and the actual objects inside the world.
The location-aware MUPE framework was used in a 24 hour non-stop coding session, where location-based games and applications were created. At the start, the participants had no prior knowledge of MUPE, but managed to finish their location based game or application in the given time frame.
The location-based MUPE virtual world presented here, speeds up the development process of location-based applications in many ways. The location-aware technology is set for all applications after a single setup. The application developers need to only extend one component, the MUPE virtual world. Mobile devices never need to install new software, as UI and functionality are defined by the server.
