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Symboliluettelo ja määritelmät 
Avoin lähdekoodi, Open source 
Ohjelmistokehityksen periaate, jonka mukaan käyttäjien tulee 
voida vapaasti jakaa ohjelmistoa, tutustua sen ohjelmakoodiin 
ja halutessaan pystyä muuttamaan ohjelmaa itse ja jakaa muu-
tettua versiota eteenpäin. (Open Source Initiative.) 
CMS, Content Management System, verkkojulkaisujärjestelmä 
Palvelimella suoritettava verkkosivujen julkaisuohjelmisto, jo-
ka tarjoaa helpon keinon tietokantapohjaisen verkkosivuston 
rakentamiseen, pystyttämiseen ja ylläpitoon. (Typo3 Asso-
ciation 2011.) 
CSS, Cascading Style Sheet 
Ohjelmointikieli, jolla HTML- tai XML-kielellä ilmaistulle 
tiedostolle voidaan antaa haluttu ulkoasu. CSS on yleisimmin 
käytössä verkkosivustoilla. CSS-säännöillä voidaan määritellä 
esimerkiksi erilaisten elementtien kokoa, asettelua, värejä ja 
näkyvyyttä. (W3C 2010.) 
Drupal Avoimen lähdekoodin verkkojulkaisujärjestelmä, joka on to-
teutettu PHP-ohjelmointikielellä ja käyttää jotakin tietokantaa 
tietovarastona. Yleisimmin toteutettu LAMP-ympäristöön. 
Ensimmäinen versio julkaistiin vuonna 2001. (Drupal.org 
2011a; Drupal.org 2011b.) 
Funktio ks. metodi 
GPL, GNU General Public License 
Avoimen lähdekoodin ohjelmistojen lisenssi. GPL-lisensoitua 
ohjelmaa, kuten esimerkiksi Drupalia saa käyttää ja muokata 
vapaasti, mutta muokatulla versiolla tulee olla sama lisenssi, 
muutokset tulee merkitä selvästi (kuten esimerkiksi READ-
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ME.txt -tiedostoon) ja alkuperäisen tekijän tulee olla mainit-
tuna. (Free Software Foundation 2010.) 
HTML, HyperText Markup Language 
Verkkosivuilla käytettyjen kuvauskieli eli verkkosivujen oh-
jelmointikieli, jolla voidaan esittää verkkosivujen sisältö ja ra-
kenne. HTML-tekstiin voidaan sisällyttää upottaa esimerkiksi 
tekstiä, taulukoita, hyperlinkkejä ja kuvia sekä lomakkeita ja 
multimediaa. (W3C 2010.) 
LAMP Verkkosivujen julkaisuun käytetty palvelinohjelmistojen ko-
koonpano, joka koostuu [L] Linux-käyttöjärjestelmästä, [A] 
Apache-verkkopalvelinohjelmistosta, [M] MySQL-
tietokantaohjelmistosta ja [P] PHP-, Perl tai Python -
ohjelmointikielestä (Dougherty 2001).  
Luokka Olio-ohjelmoinnissa olion rakennemalli eli pohjapiirustus. 
Luokasta voi toteuttaa useita olioita eli luokan ilmentymiä. 
Luokassa voi olla muuttujia ja metodeita ja luokka voi periy-
tyä toisesta luokasta. (Software Design Consultants LLC 
1999.) 
Metodi, funktio Yksittäisen ohjelmoidun loogisen toiminnan sisältävä funktio. 
Olio-ohjelmoinnissa olion toiminnallisuudet sijaitsevat luok-
kien metodeissa. (Software Design Consultants LLC 1999.) 
Mock-olio, mock-object, valeolio 
Ohjelmistotestin ajaksi luotu väliaikainen olio, jonka tarkoi-
tuksena on imitoida testattavalle luokalle korvatun olion toi-
mintaa. Mock-oliossa metodin logiikka voidaan korvata kiin-
teillä palautusarvoilla. (Astels 2003, 145-148.) 
MVC, Model-View-Controller 
Suunnittelumalli, jossa ohjelmiston toiminnan osat erotetaan 
toisistaan eri luokiksi. Model -osa vastaa tietojen varastoinnis-
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ta, View-osa niiden esittämisestä ja Controller tapahtumankä-
sittelystä eli ohjelman toiminnoista. (eNode, Inc. 2002.) 
MySQL Maailman käytetyin avoimen lähdekoodin tietokantaohjelmis-
to. MySQL toimii lähes kaikissa suosituimmissa palvelinkäyt-
töjärjestelmissä. (Oracle Corporation 2010.) 
Olio, Object Luokasta eli olion mallista tehty ilmentymä. Olio voi sisältää 
tietoa ja toiminnallisuutta (Software Design Consultants LLC 
1999). 
PDO, PHP Data Objects 
Tietokantojen hallintaan tehty PHP:n laajennus, joka käyttää 
olio-ohjelmointimallia (Php.net 2011a). 
PHP, PHP eli Hypertext Preprocessor 
HTML:n sisään upotettavissa oleva skriptaus- eli ohjelmointi-
kieli. PHP:ssä on piirteitä C-, Java- ja Perl-ohjelmointikielistä 
ja sen tarkoituksena on auttaa web-ohjelmoijia toteuttamaan 
dynaamisesti muuttuvia verkkosivuja. (Php.net 2011b.) 
PHPUnit  Ohjelmistokirjasto, jolla pystytään ohjelmoimaan automatisoi-
tuja testejä PHP-kielisen ohjelmiston kehitystyössä (Berg-
mann, S. 2005-2011a). 
Rajapinta, Application Programming Interface, API 
Joukko sääntöjä, joita noudattamalla voidaan siirtää tietoa oh-
jelmien, käyttöjärjestelmien ja käyttäjien välillä. Graafinen 
käyttöliittymä on esimerkki rajanpinnasta, jonka välityksellä 
käyttäjä kommunikoi tietokoneen kanssa. (PCMag.com 2011.) 
RSS, Really Simple Syncication, uutissyöte 
XML-muotoinen tapa siirtää tietoa. Palveluntarjoaja voi tarjo-
ta haluamaansa tietoa RSS-syötteenä, jonka voi tilata itselleen 
selaimeen, erilliseen RSS-syötteiden lukuohjelmaan tai sähkö-
postiohjelmaan. (Rowse 2010.) 
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SQL, Structured Query Language 
Relaatiotietokantojen hallintaan tarkoitettu ohjelmointikieli. 
SQL on perustasolla käytännössä yhteensopiva, mutta prose-
duurien ja funktioiden toteutuksessa on tuotekohtaisia eroja 
(Hovi 2004, 2-5). Tunnettuja SQL:iä tukevia tuotteita ovat 
avoimen lähdekoodin ohjelmistoista MySQL, PostgreSQL ja 
uudehko MariaDB sekä suljetun lähdekoodin ohjelmistoista 
Oraclen SQL, IBM:n DB2, Microsoftin SQL Server ja MSOf-
fice-pakettiin kuuluva Access.  
Stub-olio, stub-object, tynkäolio 
Testiä varten perustettu tyhjä väliaikainen luokka, jonka tar-
koitus on estää testiajon kaatuminen kääntäjän virheeseen vii-
tatun alkuperäisen luokan puuttumisen vuoksi (Astels 2003, 
169). 
System under test, SUT Testattavana oleva ohjelmistokokonaisuus (Meszaros 2003-
2008). 
Test double, kahdennettu olio 
Testauksessa käytetty menetelmä luoda testiä varten alkupe-
räisen olion toimintaa matkiva testin aikainen olio (Bergmann 
2005-2011e). Ks. myös mock-object ja stub-object.  
Test Driven Development, TDD 
Ohjelmistokehitysmenetelmä, jonka keskeisiä elementtejä 
ovat testien kirjoittaminen, kehitystyön jakaminen mahdolli-
simman pieniin osiin ja automatisoitujen testien luominen en-
nen varsinaista ohjelmakoodia. Menetelmää noudattaen oh-
jelmakoodia kirjoitetaan vain testejä varten ja testien läpäise-
miseksi. (Koskela 2008, 4.) 
Testit edellä -ohjelmointi 
Ohjelmistokehitysmenetelmä, jossa ohjelmointi alkaa testien 
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kirjoittamisella ja jatkuu vasta testien valmistuttua varsinaisen 
ohjelmakoodin kirjoittamisella (Ambler 2002-2011). 
Toiminnallinen testi, functional test 
Ohjelmoijan tekemä testi, joka testaa ohjelmiston toimintaa 
loppukäyttäjän kannalta (Bergmann 2005-2011i). 
XML, Extensible Markup Language  
Joustava tekstimuotoinen tapa tallentaa tai siirtää tietoa eri jär-
jestelmien välillä (W3C 2011). 
Yksikkötesti, unit test Ohjelmoijan tekemä testi, joka testaa ohjelmistosta mahdolli-
simman pienen toiminnallisen yksikön toiminnan nopeasti ja 
helposti (Ambler 2002-2011).  
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1 Johdanto 
Internet-sivustojen kehityksessä on tapahtunut suuri murros viimeisten 5-10 vuoden 
aikana. Aiemmin verkkosivustoja tehtiin joko staattisina eli muuttumattomina HTML-
sivuina tai isojen ja kalliiden yritysten valmistamien julkaisujärjestelmien avulla. Avoi-
men lähdekoodin julkaisujärjestelmiä ei ollut ja tai ne olivat käytettävyydeltään ja toi-
minnoiltaan heikkoja. Vähitellen tekniikka on kehittynyt ja verkkosivujen valmistukseen 
on tullut huomattavasti lisää vaihtoehtoja sekä kaupallisina sovelluksina että avoimen 
lähdekoodin ohjelmistoina.  
Avoimen lähdekoodin julkaisujärjestelmiä on määritelmästä riippuen kymmeniä tai sa-
toja, joten valinnanvaraa alkaa olla paljon (The CMS Matrix). Osa julkaisujärjestelmistä 
on suunniteltu tiettyyn tarkoitukseen, kuten blogin tai uutisten julkaisuun, toiset ensisi-
jaisesti esimerkiksi kuvagallerioiksi. Osa julkaisujärjestelmistä on kehittynyt erittäin mo-
nipuolisiksi ja niitä voi käyttää hyvin monentyyppisten ja monipuolisten sivustojen jul-
kaisuun. Eniten käytetyt julkaisujärjestelmät ovat korkealaatuisia ja kehittyvät versio 
versiolta vakaammiksi ja helppokäyttöisemmiksi (Boye 2011; Kas 2009). Julkaisujärjes-
telmien määrän kasvaessa ja niiden monipuolistuessa muillakin kuin ohjelmointitaitoi-
silla kehittäjillä alkaa olla riittävästi vaihtoehtoja. 
Käytetyimmillä julkaisujärjestelmillä on toteutettu kymmeniä miljoonia verkkosivustoja 
ja niihin on saatavana tuhansia erilaisia laajennuksia (Drupal.org 2011a; Neal 2011; 
Wordpress.org 2011). Avoimen lähdekoodin julkaisujärjestelmät ovat erittäin kilpailu-
kykyisiä ja niitä käytetään kaikenkokoisten sivustojen järjestelminä. Isoja ja tunnettuja 
esimerkkejä niillä toteutetuista sivustoista ovat mm. New York Times 
http://www.nytimes.com, Suomi24:n keskustelualueet http://keskustelu.suomi24.fi ja 
Yhdysvaltojen Valkoisen Talon sivusto The White House http://www.whitehouse.gov  
(Dalziel 2010; Lahti 2010; Wordpress.org 2011). 
Julkaisujärjestelmien muokattavuus ja laajennettavuus perustuu usein modulaariseen 
rakenteeseen, jonka avulla järjestelmän toimintaan voidaan vaikuttaa rajapintojen kaut-
ta. Rajapintojen käyttöä laajennusten ohjelmoinnissa on ohjeistettu joskus hyvinkin 
havainnollisesti (Drupal.org 2011c; Drupal.org 2011d). Laajennukset hyödyntävät jul-
kaisujärjestelmän rajapintoja ja osassa laajennuksista on omia rajapintoja muille laajen-
nuksille. 
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Julkaisujärjestelmän toimintojen lisääntyessä ohjelmakoodin määrä kasvaa ja kokonai-
suus muuttuu vähitellen yhä monimutkaisemmaksi. Samalla korjausten tai kehitystyön 
yhteydessä syntyvien virheiden todennäköisyys kasvaa. Ohjelmointiprosessin tukena 
onkin tärkeää käyttää helppoa ja nopeaa testausmenetelmää, jolla voidaan varmistua 
muutetun tai lisätyn ohjelmakoodin toimivuudesta, yhteensopivuudesta ja virheettö-
myydestä. Menetelmä ohjaa ohjelmakoodin kirjoittamista rakenteeltaan selkeäksi, hel-
posti luettavaksi ja itse itsensä selittäväksi. Selkeys helpottaa ohjelmakoodin pariin pa-
laamista ja sen turvallista muuttamista. Sotkuinen, monimutkainen ja epäloogisesti pit-
kissä kokonaisuuksissa toteutettu ohjelmakoodi on jo itsessään riski, koska sen osien 
muuttaminen voi rikkoa odottamattomalla tavalla jotakin aivan eri puolella ohjelmistoa. 
Ongelmien välttämiseksi ja ohjelmakoodin testaamiseksi ohjelmistoteollisuudessa on 
kehitetty erilaisia menetelmiä. Perinteisessä vesiputousmallissa testaus tehdään usein 
ohjelmakoodin kirjoittamisen jälkeen ja testaaja on eri henkilö kuin ohjelmoija. Testaaja 
joutuu aluksi tutustumaan itselleen vieraaseen ohjelmakoodiin, eikä testaus välttämättä 
kata kaikkea ohjelmakoodia. Niin sanotuissa testit edellä -metodologioissa testaus on 
siirretty osaksi ohjelmistokehitysprosessia eli ohjelmoijan vastuulle. Ohjelmoija voi 
varmistua paremmin työnsä jatkuvasta laadusta ja virheettömyydestä, kun hän testaa 
itse ohjelmakoodiaan sen kirjoittamisen aikana. Kun testit tehdään ohjelmoinnin rinnal-
la, testit kattavat koko kirjoitetun ohjelmakoodin. Ohjelmakoodin testaamisen kynnyk-
sen ollessa mahdollisimman matala voi ohjelmoija voi myös turvallisemmin refaktoroi-
da eli korjata ohjelmakoodia rakenteellisesti paremmaksi. Refaktoroimalla ohjelmakoo-
dista tulee korkealaatuisempaa ja luettavampaa sen toimiessa ulkoisesti edelleen alkupe-
räisen koodin tavalla. (Ambler 2002-1011; Astels 2003, 42; Murphy 2005.) 
Test Driven Development (TDD) on ohjelmistokehitysmenetelmä, joka tarjoaa työka-
lut ja prosessin ohjelmoinnin laadun parantamiseen ohjaamalla ohjelmistokehittäjät 
miettimään ensin ohjelmiston toiminnallisia vaatimuksia, ohjelmoimaan ensin testita-
paukset eli määrittelemällä "mitä ohjelmiston pitää tehdä ja mistä myös tiedän että se 
toimii halutusti" ja lopuksi toteuttamaan halutut toiminnallisuudet ohjelmaan. Astels 
(2003, 15) painottaa erityisesti prosessin järjestystä. Myös Koskela (2008, 7-9) korostaa 
vaatimusten suunnittelussa toiminnallisten vaatimusten tarkastelua aluksi ja ohjelma-
koodin rakenteen suunnittelua viimeiseksi. Ensin suunnitellaan mitä ohjelman pitää 
tehdä ja vasta sen jälkeen miten se tehdään. Test Driven Development -menetelmän 
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sivutuotteena syntyy lisäksi pysyvää testauskoodia, jolla voidaan myöhemmin testata 
ohjelmiston muutosten yhteydessä sen virheettömyys ja mahdollisten rajapintojen 
muuttumattomuus. Menetelmän sovellukset on toteutettu ensimmäisenä Java-
ohjelmointikielellä. Testit edellä -menetelmää varten tehty JUnit-testauskehys on 
muunnettu monelle muullekin ohjelmointikielelle sen ilmeisten etujen vuoksi. PHP-
kielisessä ympäristössä vastaava testauskehys on nimeltään PHPUnit (Bergmann 2005). 
PHPUnitin lisäksi PHP-sovellusten testaamiseksi on tehty SimpleTest-testauskehys 
(Penet 2005).  
Drupal on monipuolinen julkaisujärjestelmä, jota on helppoa laajentaa eri käyttötarkoi-
tuksiin. Järjestelmän käyttö ja ylläpito on helppoa eivätkä edellytä ohjelmointitaitoja tai 
HTML-koodin tuntemusta (The University of Arizona). Järjestelmää voi laajentaa tu-
hansilla valmiilla laajennuksilla tai ulkoasua muuntaa sadoilla ilmaisilla teemoilla. Tarvit-
taessa Drupaliin voi toteuttaa varsin pienellä vaivalla räätälöidyn laajennuksen (Dru-
pal.org 2011d). Oman yksilöllisen verkkosivun ilmeen toteuttaminen on hyvinkin no-
peaa, koska käyttöönottovalmiita ulkoasupohjia on runsaasti (Drupal.org 2011e). Oh-
jelmoijalle Drupal tarjoaa kattavasti dokumentoidut rajapinnat, joiden avulla järjestel-
män toimintaa voidaan muuttaa monella tavalla (Drupal.org 2011f). Rajapintojen avulla 
järjestelmän toimintaan voidaan kytkeä erilaisia palveluita tai tietovarastoja. Drupal voi-
daan ottaa käyttöön myös sellaisessa sivustossa, jossa korkean käytettävyyden vaatimus 
edellyttää useamman verkko- tai tietokantapalvelimen klusteria (Quinn 2007).  
Drupal on toteutettu PHP-ohjelmointikielellä, joten tässä tutkimuksessa syvennytään 
Test Driven Development -menetelmään, PHPUnit-testauskehykseen sekä produktin 
aikana Drupalin omaan SimpleTest-testauskehyksestä sovitetun Testing-moduulin käyt-
töön. 
1.1 Opinnäytetyön tavoitteet 
Opinnäytetyön päätavoitteena on selvittää Test Driven Development -
ohjelmistokehitysmenetelmää ja PHPUnit -ohjelmistokehyksen käyttöä sekä soveltaa 
löydettyä tietoa Drupal 7:n ohjelmoinnissa. Teoriaosan tavoitteena on selvittää Test 
Driven Development -menetelmän ja PHPUnit-testauskehyksen mahdollisia etuja ja 
haittoja perinteiseen ohjelmistokehitysmenetelmään verrattuna.  
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Toisen vaiheen eli produktiosan tavoitteena on toteuttaa Drupal 7-
verkkojulkaisujärjestelmään laajennus eli moduuli ohjelmoiden moduuli automaattisten 
testien kautta ja jäsentää testausvetoista kehitysmenetelmää Drupal-viitekehyksessä. 
Automaattiset testit on tarkoitus jättää osaksi moduulia niin, että automatisoiduilla tes-
teillä pystytään varmistumaan ohjelmakoodin toimivuudesta mahdollisten moduulin 
laajentamisen, muutosten ja korjausten yhteydessä.  
Opinnäytetyön toimeksiantaja, opiskelijan oma yritys Itusi Oy käyttää Drupal-
järjestelmää verkkosivustojen julkaisualustana ja opinnäytetyön osana tuotettava laajen-
nus tullaan ottamaan käyttöön osassa yrityksen ylläpitämistä verkkopalveluista. Opin-
näytetyön  tavoitteena on laajentaa yrityksen käytettävissä olevaa Drupal-osaamista tes-
tivetoisella kehitysmenetelmällä tuotettavien moduulien tuotantoon. 
1.2 Tutkimusongelmat ja rajaukset 
Keskeisiä tutkimuskysymyksiä ovat seuraavat: Mitä etua ohjelmistoteollisuudessa on 
Test Driven Development -menetelmän soveltamisesta? Miksi aikaa eli resursseja vievä 
testien kirjoittaminen on kannattavaa? Miten Test Driven Development -menetelmää 
voidaan soveltaa PHP-kielisen ohjelmiston tuotannossa? Miten Drupal 7:ään ohjelmoi-
daan moduuleita testivetoisella kehitysmenetelmällä? Voidaanko Drupal 7 -
viitekehyksessä soveltaa tutkittuja menetelmiä ja ohjelmointikehyksiä?  
1.3 Metodologia 
Tutkimus jakautuu toteutettu kirjallisuustutkimukseen ja teoriaa soveltavaan produk-
tiosaan. Kirjallisuustutkimuksella selvitetään Test Driven Development -
ohjelmistokehitysmenetelmän periaatteita sekä PHPUnit -ohjelmistokehyksen sovelta-
mista yleisesti.  
Produktiosassa tutustutaan Drupal 7 -julkaisujärjestelmään sekä sen moduulien ohjel-
mointiin soveltaen testivetoista ohjelmistokehitysmenetelmää. Osana tutkimusta oh-
jelmoidaan Drupal 7 moduuli, jossa sovelletaan tutkittua teoriaa. Soveltavan osan tar-
koituksena on arvioida teorian soveltuvuutta Drupal 7 -viitekehyksessä. 
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1.4 Opinnäytetyöraportin rakenne 
Opinnäytetyö alkaa aiheeseen liittyvän keskeisen termistön määrittelyllä eli symboliluet-
telolla. Johdannossa perustellaan opinnäytetyön tärkeys ja ajankohtaisuus, asetetaan 
tavoitteet ja määritellään tutkimusongelmat. Toisessa ja kolmannessa kappaleessa tutki-
taan testivetoisen ohjelmistokehityksen menetelmän teoriaa ja PHP-kielistä ohjelmoin-
tikehystä. Teoriaa tutkitaan Test Driven Development -kautta ja ohjelmointikehystä 
tutkitaan PHPUnit-ohjelmointikirjaston avulla.  Neljännessä kappaleessa määritellään 
produktiosa ja selvitetään Drupal-ohjelmoinnin ja automaattisen testaamisen työkaluja 
tässä viitekehyksessä. Viidennessä kappaleessa käsitellään produktin ohjelmointia ja 
erityispiirteitä sekä arvioidaan produktion tuotannossa saatuja teorian soveltamisen tu-
loksia. Kuudennessa kappaleessa analysoidaan saatuja tuloksia, nostetaan esiin kehittä-
miskohteita tai jatkotutkimuksen aiheita sekä arvioidaan opinnäytetyöprossia ja opiske-
lijan omaa oppimista. 
Liitteenä on ohjeistus ohjelmointia helpottavan NetBeans 7.0 IDE -
ohjelmointiympäristön muokkaamiseksi Drupalin ohjelmointia varten, produktiosassa 
tuotetun moduulin tiedostojen ohjelmakoodit sekä ruutukaappaus viimeisen testiajon 
lopputuloksesta eli viiden testiluokan ja niiden sisältämien kaikkiaan 325 onnistuneen 
testitapauksen raportista. 
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2 Test Driven Development -ohjelmistokehitysmenetelmä 
Ohjelmistoteollisuudessa ohjelmiston laatu ei aina vastaa odotuksia. Laadun valvonta 
on suorassa yhteydessä ohjelmiston testaamiseen ja testien kattavuuteen. Jos testaami-
nen tehdään ohjelmistokehityksen viimeisessä vaiheessa, sen tekee usein varsinaista 
koodia tuntematon ohjelmoija, jonka täytyy ensin tutustua testattavaan koodiin. Toisen 
kirjoittaman koodin tarkistaminen on ihmiselle joskus lähes mahdotonta, jos ohjelmis-
ton arkkitehtuuri on epäselvä ja koodi monimutkaista (Ojanperä 2011). Astels (2003, 5) 
toteaa, että testit saatetaan suunnitella ohjelman määrittelydokumentin perusteella, jon-
ka seurauksena osa ohjelmakoodista voi jäädä testien ulkopuolelle. Kun ohjelmistoa 
täytyy jossakin vaiheessa korjata tai muuttaa, voi tämä aiheuttaa vaillinaisesti testien 
piirissä olevassa ohjelmistossa odottamattomia ja vaikeasti paikannettavissa olevia vir-
heitä.  
Test Driven Development -menetelmää voidaan käyttää oliomallia tukevissa ohjel-
mointikielissä. Menetelmässä luokkien ja metodien testaaminen on osa ohjelmointipro-
sessia. Testaussykli on erittäin lyhyt ja kerralla kirjoitettavan ohjelmakoodin määrä on 
hyvin pieni. Testaaminen on siis keskeinen osa ohjelmointiprosessia ja ohjaa ohjelmis-
ton suunnittelua. Testit säilytetään osana ohjelmistoa eikä menetelmän periaatteiden 
mukaan tuotettua ohjelmistoa oteta tuotantokäyttöön, jos siihen ei ole liitettynä katta-
vaa testikirjastoa. Ohjelmointi alkaa aina testien kirjoittamisella ja jatkuu ohjelmakoodin 
kirjoittamisella siten, että juuri kirjoitetut testit läpäistään. Testin sisältö siis määrittelee 
sen, mitä kerralla kirjoitettava ohjelmakoodi tekee. Testin sisällön vastaavasti määritte-
lee se, mitä ohjelman tulee tehdä. Tällä tavoin koko ohjelmakoodi tulee automaattisten 
testien piiriin ja samalla menetelmä ohjaa ohjelmoijaa keskittymään testitapauksilla tar-
kennettujen vaatimusten täyttämiseen. (Astels 2003, 7; Koskela 2008, 4-5, 15-19.) 
Astels (2003, 7) erottaa Test Driven Development -menetelmässä toisistaan kolme eri-
laista testaamista: ohjelmoijan testit, yksikkötestit sekä asiakastestit. Yksikkötestit tes-
taavat, että kirjoitettu koodi toimii teknisesti eli ohjelmakoodi voidaan kääntää tai muu-
ten suorittaa kokonaan ilman virheitä. Asiakastestit testaavat sen, että ohjelmisto tekee 
asiakkaan tai ohjelman käyttäjän näkökulmasta sen, mitä sen pitäisikin tehdä. Ohjelmoi-
jan testit sen sijaan testaavat, että teknisesti toimiva koodi tekee sen, mitä sen toimin-
nallisesti halutaan tekevän määritellyissä rajoissa. Käytännössä se tarkoittaa, että esi-
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merkiksi maksutapahtumaan ei saa kyetä syöttämään negatiivista summaa tai uuden 
salasanan tulee olla erilainen kuin mitä edellinen salasana oli.  
Sekä Astelsin (2003, 6-8) että Koskelan (2008, 19-22) mukaan testit edellä -
menetelmissä ohjelmointi tehdään erittäin pienissä sykleissä. Testit suunnitellaan silloin, 
kun ohjelmakoodin toiminnallisuus eli sekä vaatimukset että lopullinen toteutus ovat 
vielä ohjelmoijalla hyvin muistissa. Astelsin mukaan jokainen ohjelmointisykli alkaa 
testin ohjelmoinnilla ja sen onnistuneella, mutta virhetuloksen tuottaneella testiajolla, 
jatkuu testit läpäisevän ohjelmakoodin kirjoittamisella sekä kirjoitetun koodin refakto-
roinnilla päättyen virheettömiin testituloksiin. Tämän Astels perustelee William Waken 
(2001) esittämällä liikennevalo-mallilla: 
1. Aloita. (Vihreä valo!) 
2. Ohjelmoi testi. 
3. Suorita testiajo. 
Ohjelmakoodin kääntäminen epäonnistuu, koska kutsuttuja metodeita ei ole vielä 
ohjelmoitu. (Keltainen valo!) 
4. Lisää puuttuva, mutta tyhjä metodi. 
5. Suorita testiajo. 
Testiajo epäonnistuu, koska tyhjä metodi ei palauta vielä mitään. (Punainen valo!) 
6. Ohjelmoi testi palauttamaan jotakin. 
7. Suorita testiajo. 
Testi onnistuu. (Vihreä valo!) 
8. Aloita uusi ohjelmointisykli. 
Ohjelmointisykli alkaa mahdollisimman yksinkertaisen testin kirjoittamisella. Mahdolli-
simman yksikertainen testi tarkoittaa, että ennen ensimmäisenkään luokan tai metodin 
toiminnallisuuden ohjelmoimista suoritetaan vain tulevan luokan olemassaolon testaava 
testitapaus. Keltainen on merkkinä siitä, että ensimmäisessä testiajossa metodeita ei ole 
vielä edes olemassa ja testitapauksen ajoyritys kaatuu käännösvirheeseen tai vastaavaan. 
Seuraavaksi lisätään tarpeelliset metodit ilman toiminnallisuutta. Näin testiajo onnistuu, 
mutta testi antaa virheellisen tuloksen eli testi on punaisella. Vasta viimeiseksi lisätään 
metodeihin ohjelman logiikkaa, jolloin testit onnistuvat ja testitulos on vihreä. Logiikan 
lisääminen aloitetaan ohjelmoimalla metodin halutut palautusarvo sellaisenaan, koska se 
on askel askeleelta edetessä pienin mahdollinen muutos, jonka voi testata. Vasta en-
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simmäisen testiajon onnistuttua ryhdytään jatkamaan ohjelmointia uudella testitapauk-
sella, joka saattaa edellyttää kiinteän metodin palautusarvon korvaamista jollakin ohjel-
malogiikalla. (Astels 2003, 8-10; Koskela 2008, 19-22; Wake 2001.) 
Koskela kuvaa työnkulkua kuvassa alla olevan kaavion mukaisella Testaa - Ohjelmoi - 
Suunnittele -mallilla. Koskelan malli kuvaa ohjelmointisyklin työvaiheita, kun Waken 
liikennevalomalli kiinnittyy testitulosten onnistumiseen. Koskelan mallin viimeisen vai-
heen eli refaktoroinnin tai suunnittelun pitäisi pysyä jatkuvasti testituloksiltaan vihreä-
nä. Waken ja Koskelan mallit eivät ole ristiriidassa keskenään, vaan tuovat eri näkökul-
man samaan prosessiin. (Koskela 2008, 15-17; Koskela 2008, 50-56; Wake 2001.) 
 
Kuva 1 Työnkulku perinteisellä ohjelmistonsuunnittelumallilla (Koskela 2008, 15). 
 
Kuva 2 Työnkulku Test Driven Development menetelmässä (Koskela 2008, 15). 
 
Kuva 3 Ohjelmistokehittäjän hokema Test Driven Development menetelmässä (Kos-
kela 2008, 16). 
Koskela (2008, 19-22, 47-48) opastaa ohjelmoijaa huolehtimaan testien atomisuudesta 
ja eristämisestä muista testeistä. Yhdessä testissä saa testata pienintä mahdollista 
toiminnallisuutta eivätkä testit saa olla riippuvaisia toisistaan. Testit tulee toisin sanoen 
suunnitella niin, että kukin testi testaa vain yhtä asiaa, testejä tehdään yksi jokaista 
testattavaa yksityiskohtaa varten ja suoritettavia testejä tai niiden järjestystä pitää voida 
muuttaa. Erityisenä hyötynä Koskela näkee myös sen, että kun ohjelmointi alkaa testien 
suunnittelulla ilman todellista ohjelmakoodia, toteutettavasta ohjelmakoodista tulee 
yksinkertaisempaa. Koska valmista ohjelmakoodia ei ole, se ei estä ohjelmoijaa 
Testaa Ohjelmoi Suunnittele 
Testaa Ohjelmoi Refaktoroi 
Suunnittele Ohjelmoi Testaa 
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kuvittelemasta parasta mahdollista tulevaa ohjelmakoodia juuri sillä hetkellä 
ohjelmoitavan testin näkökulmasta. 
Seuraavassa käydään kukin näistä vaiheista tarkemmin läpi. Esimerkkinä olevissa oh-
jelmakoodeissa on pyritty tuomaan esille vain kullekin esimerkille olennaisin ohjelma-
koodi eivätkä esimerkkinä olevat ohjelmakoodit ole sellaisenaan toimivia. Esimerkeissä 
kahden eri version välillä muutettu tai muuten merkityksellinen ohjelmakoodi on liha-
voitu. 
2.1 Vaatimukset testeiksi ja ensimmäinen testiajo 
Ohjelmointimenetelmän mallina on esimerkki kuvitteellisen Java-kielisen verkkosovel-
luksen käyttäjän mainemittarista, jossa muut käyttäjät voivat antaa arvioita toisten käyt-
täjien viestien hyödyllisyydestä itselleen. Malli on muokattu Astelsin (2003, 9-11) kirjas-
saan esittämästä esimerkkiohjelmasta. Ensin perustetaan Reputation-luokka ja ohjel-
moidaan sille testitapaus: 
public void testReputation() { 
 assertEquals("Bad reputation rating.", 4, 
 reputation.getAverageRating()); 
} 
Seuraavaksi lisätään kohdat, joiden avulla mainearvio saadaan täsmäämään haluttuun 
arvoon: 
public void testReputation() { 
 Reputation reputation = new Reputation("tester1"); 
 reputation.addRating(3); 
 reputation.addRating(5); assertEquals("Bad reputation 
rating.", 4, 
 reputation.getAverageRating()); 
} 
Kun tämä ohjelmakoodi yritetään ajaa, kääntäjä ilmoittaa virheellisistä metodeista 
addRating() ja getAverageRating(). Koska kääntäjä ilmoittaa puuttuvista meto-
deista, mutta koodi on muuten oikein, olemme keltaisessa vaiheessa. Tämän jälkeen siir-
rytään kirjoittamaan varsinaista ohjelmakoodia. 
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2.2 Ohjelmoi testien läpäisemiseksi ja vain testien läpäisemiseksi 
Ensimmäisen testin kirjoittamisen jälkeen ohjelmoidaan metodit, kuten sekä Astels 
(2003, 6-8) että Koskela (2008, 19-22; 2008, 58-63) ovat ohjanneet. Ne toteutetaan al-
kuun mahdollisimman yksinkertaisesti eli metodit perustetaan ja ne määritetään palaut-
tamaan jonkin kiinteä oletusarvo palautettavan tietotyypin mukaisesti. Kun testit suori-
tetaan uudestaan, suoritus onnistuu ja testitulos on virheellinen eli liikennevalo ns. 
näyttää punaista. Vasta tämän punaisen valon jälkeen koodia muutetaan niin, että testi-
tuloskin on oikein ja testiajo näyttää vihreää. Tätä testien ohjelmointia tehdään niin 
pitkään, että kaikki erilaiset metodin palauttamat vaihtoehdot saadaan testien piiriin. 
Esimerkiksi palautusarvon tyyppi, palautettavan tekstin pituus tai numeromuotoisen 
palautusarvon ylä- sekä alaraja tulee testata huolellisesti ja tarkistaa metodin hallitusti 
palauttamat virheet erilaisilla tarkoituksella väärin annetuilla parametreilla, jotta voidaan 
varmistua metodin selviävän myös virhetilanteista. 
Esimerkissä toteutetaan seuraavaksi puuttuvat metodit mahdollisimman yksinkertaises-
ti. Aivan ensimmäiseksi annetaan palautusarvoksi kiinteä lukuarvo, koska metodin on 
tarkoitus palauttaa jokin lukuarvo. Tässä määritellään metodille getAverageRating() 
palautusarvoksi 0. Metodi addRating() ei palauta mitään (Astels 2003, 9-10.): 
public void addRating(int newRating) { 
} 
public int getAverageRating() { 
 return 0; 
} 
Koodin kääntäminen ja suoritus onnistuu, mutta itse testi epäonnistuu. Testitulos on 
siis punaisella. Tämän jälkeen muokataan ohjelmakoodin toiminnallisuutta siten, että 
myös testitulos on haluttu. Metodia eri varsinaista ohjelmaa muokataan täyttämään tes-
tissä testattava toiminnallinen vaatimus. Koska voimme helposti testata tehtyjä muu-
toksia, toiminnallisuuksien lisääminen voidaan aloittaa asettamalla ensin 
getAverageRating()-metodin palautusarvoksi 4 ja ajaa testit uudestaan. Nyt testitu-
loksen pitäisi olla onnistunut eli testitulos on vihreä. Tämän jälkeen voimme muuttaa 
kiinteän arvon palauttamisen laskutoimitukseksi return (3 + 5) / 2 ja ajaa testit 
uudestaan. Kun tämäkin onnistuu, voidaan koodia vastaavalla tavalla vähitellen korjata 
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ja lisätä keskiarvon laskemiseksi tarpeelliset muuttujat totalPoints sekä 
numberOfRatings, joiden avulla metodin toiminnot voidaan toteuttaa: 
private int totalPoints = 0; 
private int numberOfRatings = 0; 
public void addRating(int newRating) { 
 totalPoints += newRating; 
 numberOfRatings++; 
} 
public int getAverageRating() { 
 return totalPoints / numberOfRatings; 
} 
Tämän jälkeen voidaan tehdä lisää testitapauksia, joilla voidaan esimerkiksi testata an-
netun mainepisteytyksen kuuluminen sallittuun asteikkoon syöttämällä esimerkiksi ne-
gatiivisia arvoja ja odottamalla, että testi epäonnistuu. 
2.3 Koodin refaktorointi 
Ohjelmoija voi muuttaa turvallisesti ohjelmakoodia, kun ohjelmakoodin halutut toi-
minnot on saatu useiden ohjelmointisyklien jälkeen valmiiksi ja kattavasti testien piiriin. 
Nyt ohjelmoijan on yksinkertaista ja nopeaa suorittaa automatisoituja testejä jokaisen 
pienenkin muutoksen jälkeen. Astels (2003, 11-12) pitää erittäin tärkeänä sitä, että teste-
jä suoritetaan jatkuvasti ja niiden käyttäminen ohjelmoinnin tukena on nopeaa ja help-
poa. Hänen mukaansa kokemus on osoittanut, että testaamisen ollessa hidasta tai mo-
nimutkaista ohjelmoija siirtää testaamista vähitellen eteenpäin ja kasvattaa samalla en-
simmäistä kertaa testattavan koodin määrää. Jokin testiajon tuottaessa odottamatta 
epäonnistuneen testituloksen aiemmin onnistuneen testituloksen sijaan voi ohjelmoijan 
peruuttaa tai tarkistaa juuri tekemänsä muutoksen. Ohjelmointi- ja testaussykli on olta-
va mahdollisimman lyhyt, jotta löytyvät virheet nopeasti eikä niiden etsimiseen kulu 
tarpeettomasti aikaa. 
Astels (2003, 15) korostaa, että ohjelmakoodista ei käytännössä tule koskaan ensimmäi-
sellä kirjoittamalla täydellistä, lyhyttä, sisäisesti loogista ja selkeintä mahdollista. Ohjel-
makoodia voi aina parantaa, muuttaa lukijalle havainnollisemmaksi ja tehokkaammaksi. 
Tämän vuoksi ohjelmakoodia on refaktoroitava, kun se on ensin saatu toimimaan ul-
koisesti halutulla tavalla. Refaktorointia voidaan tehdä aina ja käytettävissä olevien re-
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surssien puitteissa jopa loputtomasti. Test Driven Development -menetelmässä kutien-
kin on kolme erikseen mainittua tilannetta, jolloin koodia täytyy refaktoroida eli siistiä 
(Astels 2003, 15.): 
− Koodissa on sisäistä päällekkäisyyttä eli jokin asian tehdään miltei samalla tavalla 
useammassa kohdassa. 
− Koodin toiminta ja tarkoitus eivät ole selviä. 
− Koodi ns. haisee eli siinä on merkkejä mahdollisista piilevistä ongelmista.  
Refaktoroitaessa koodia järjestellään sisäisesti uudella tavalla toimivaksi muuttamatta 
sen ulkoista toimintaa. Muutetun koodin toimivuudesta ja ulkoisen toiminnan muut-
tumattomuudesta voidaan varmistua helposti, jos ohjelmointi on tehty aiemmin kuva-
tussa järjestyksessä eli ohjelmoijalla on valmis automatisoitujen testien kirjasto. Refak-
toroitaessa koodista poistetaan päällekkäisyys, selkeytetään kunkin ohjelmakoodilohkon 
tarkoitus sekä poistetaan ns. haiseva ohjelmakoodi eli muista ongelmista kielivät ohjel-
moinnin rakenteet. (Astels 2003, 15; Koskela 2008, 24-27.) 
Astelsin mukaan (2003, 17) refaktoroitaessa on keskeistä suhtautua koodiin toisin kuin 
ohjelmoitaessa. Ohjelmoijan ei tule miettiä kirjoitusvaiheessa koodin refaktoroimista 
lainkaan vaan keskittyä ohjelman toiminnallisuuteen. Vastaavasti refaktoroitaessa keski-
tytään vain siihen eikä ohjelmaan lisätä lainkaan uutta toiminnallisuutta. Tämän vuoksi 
ohjelmoijan on keskityttävä vain jompaankumpaan tehtävään kerrallaan. Niin pitkään, 
kun testin ajaminen tuottaa virheen, ollaan ohjelmointivaiheessa. Kun testiajo onnistuu, 
on refaktoroinnin vuoro eikä koodiin lisätä enää toiminnallisuuksia. Seuraavaksi tarkas-
tellaan lähemmin refaktorointia. 
2.3.1 Päällekkäisyyden poistaminen 
Koodin päällekkäisyys eli saman toiminnallisuuden toistaminen useammassa eri paikas-
sa on sekä Astelsin (2003, 16) että Koskelan (2008, 8) mukaan erittäin haitallista ja siitä 
tulee ehdottomasti hankkiutua eroon. Koskela (2008, 27) esittää päällekkäisyyden pois-
tamisen olevan jopa tärkein yksittäinen refaktoroinnin syy. Päällekkäistä koodia tulee 
tarkastella huolellisesti ja siirtää tarpeellinen toiminnallisuus yhteen paikkaan. Jos esi-
merkiksi kaksi metodia sisältää lähes identtisen toiminnon, voidaan tämä toiminto joko 
erottaa kokonaan omaksi metodikseen tai jättää vain se toiseen metodiin. Esimerkkinä 
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päällekkäisyyttä sisältävät kaksi metodia, jotka tallentavat ensimmäisen arvion ensim-
mäistä kertaa tai päivittävät vanhan arvon uudella keskiarvolla ja arvioiden määrällä 
(Astels 2003, 17):  
public boolean saveRating() throws CustomException { 
 DatabaseConnection targetDb = new 
 MySQLConnection(); 
 rating.saveTo(targetDb); 
 targetDb.close(); 
 return true; 
} 
public boolean updateRating() throws CustomException { 
 addRating(Rate); 
 DatabaseConnection targetDb = new 
 MySQLConnection(); 
 rating.saveTo(targetDb); 
 targetDb.close(); 
 return true; 
} 
Esimerkkimetodit ovat sisäisesti lähes identtiset, vain updateRating() -metodin en-
simmäinen rivi eroaa saveRating() -metodista. Koska metodeissa on lähes identti-
nen sisältö, voidaan updateRating() -metodin toiminnallisuus poistaa lähes koko-
naan ja käyttää saveRating() -metodia tiedon tallentamiseen (Astels 2003, 17): 
public boolean updateRating() throws ConnException { 
 addRating(Rate); 
 saveRating(); 
} 
Päällekkäisen koodin poistaminen johtaa helposti myös koodin käytettävyyden para-
nemiseen, kun koodia muunnetaan vähemmän yksityiskohtaiseksi ja siten laajemmalti 
käytettävissä olevaksi. Toinen tapa poistaa päällekkäisyyttä on poistaa koodista tietoa 
tai muuttujia, jotka ovat kahdentavat tiedon käsittelyä. Tarpeetonta tietoa voidaan kar-
sia esimerkiksi poistamalla metodista taulukon elementtien erillinen laskuri (Astels 
2003, 17): 
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public class customerToCustomerRatings() { 
 private int numberOfRatings = 0; 
 private Collection ratings = new ArrayList(); 
 
 public int size() { 
  return numberOfRatings; 
 } 
  
 public void add(Rating newRating) { 
  ratings.add(newRating); 
  numberOfRatings++; 
 } 
} 
Laskuri on tarpeeton, koska kaikki arviot ovat tallella ratings-taulukossa ja arvioiden 
määrä on sama kuin sen elementtien lukumäärä (Astels 2003, 18): 
public class customerToCustomerRatings() { 
 private Collection ratings = new ArrayList(); 
 
 public int size() { 
  return ratings.size(); 
 } 
  
 public void add(Rating newRating) { 
  ratings.add(newRating); 
 } 
} 
2.3.2 Koodin tarkoituksen selkiyttäminen 
Koodin on ohjelmoijan tärkein suorite. Sen vuoksi koodin pitää olla merkityksellinen ja 
sen tarkoituksen tulee olla täysin selvä. Askel (2003, 18) kehottaa huolehtimaan viimeis-
tään refaktoroitaessa siitä, että koodi selittää itse itsensä. Hyvä ja helppo ohje on antaa 
kaikille ohjelmakoodin osille kuten metodeille ja muuttujille semanttisesti merkitykselli-
set nimet (Astels 2003, 45-48). Astelsin mukaan ohjelman osan nimen pitäisi kuvata 
mitä esimerkiksi metodi tekee tai muuttuja sisältää. Myös Koskela (2003, 25) korostaa 
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nimeämiskäytäntöä koodien selkeyden parantamisessa ja huomauttaa, että yleisin refak-
torointitapahtuma on metodin uudelleennimeäminen. 
Luokan nimeen kannattaa lisätä substantiivi, joka kuvaa mitä luokka edustaa tai tekee 
(Astels 2003, 45): 
public class Rating {...} 
public class RatingComparator implements Comparator {...} 
public class XMLRatingExport implements RatingExport {...} 
Metodin nimeen kannattaa vastaavalla tavalla liittää verbi, joka kuvaa metodin toimin-
nallisuutta (Astels 2003, 46): 
private int calculateAverageOfGivenRatings() {...} 
Nimeämisessä kannatta käyttää yleisiä nimeämisnormeja. Kussakin ohjelmointikielessä 
sekä usein myös yrityksen tai jopa sovelluksen viitekehyksessä on omia nimeämisnor-
mejaan. Javassa ja monessa muussakin ohjelmointikielessä luokkiin on suositeltavaa 
tehdä getX() ja setX() -metodit. Totuusarvon palauttavat metodit nimetään usein 
isX()- tai hasX() -muotoon (Astels 2003, 47): 
public User getUser(int UID) {...} 
public void setUserID(int ID) {...}public boolean isLogged() 
{...} 
public boolean hasUserName() {...} 
Astels (2003, 48) tuo esiin myös sen, että tarpeettoman tiedon lisääminen metodien 
nimiin voi aiheuttaa ongelmia myöhemmin. Esimerkiksi addClassX(ClassX 
parameter) -metodin parametrina olevan luokka ClassX nimeä muutettaessa jää 
addClassX()-metodi helposti nimeämättä ja muutoksen jälkeen metodin nimi ei ole 
enää yhteneväinen lisättävän luokan kanssa. Tämä aiheuttaa herkästi väärinkäsityksiä 
myöhemmin. Metodin ylikuormituksen1 sallivissa ohjelmointikielissä onkin tarpeetonta 
lisätä parametrina annettavan luokan nimeä metodin nimeen, koska add() -metodeita 
voidaan toteuttaa yksi jokaista tarpeellista lisättävää luokkaa kohden: 
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public void add(Rating rating) {...} 
public void add(RatingComment ratingComment) {...} 
2.3.3 ”Haisevan koodin” siivoaminen 
Haisevalla koodilla tarkoitetaan Astelin (2003, 18) mukaan Test Driven Development -
menetelmälle läheistä Extreme Programming -menetelmää käyttävien ohjelmoijien kes-
kuudessa huonolaatuista ohjelmakoodia. Haisevassa koodissa on tarpeettomasti kom-
mentteja, liian läheisiä luokkien välisiä suhteita, tietoluokkia, suuriksi paisuneita tai liian 
pieniä luokkia, pitkiä metodeita, huonosti suunniteltuja switch-rakenteita tai sellainen 
ohjelmakoodin rakenne, jossa tehtävät muutokset johtavat Astelsin (2003, 25) haulik-
kokirurgiaksi nimittämään1 toimintaan. Tällä hän tarkoittaa, että ohjelman jonkin me-
todin tai luokan muuttaminen johtaa muutoksiin useassa muussa kohdassa ohjelmaa tai 
esimerkiksi jonkin muun luokan sisältävän switch-lauseen muuttamiseen. Astels näkee 
tällaisessa rakenteessa odotettavissa olevia ongelmia, kun jollakin kertaa ohjelmaa muu-
tettaessa jokin muutoksesta riippuvainen kohta jää korjaamatta ja johtaa ohjelman vir-
heelliseen toimintaan. 
Astels (2003, 53) esittää, että ohjelmakoodin sisään kirjoitetut kommentit ovat usein 
tarpeettomia ja osoittavat ohjelmakoodista helposti sellaiset paikat, jossa koodi on epä-
selvää, huonosti kirjoitettua, käytetty nimeäminen ei selitä koodin toimintaa, logiikka on 
ontuvaa jne. Näihin kotiin on lisätty kommentteja, jotta koodin lukeminen ja ymmär-
täminen olisi helpompaa. Jos kommentti selittää, mitä ohjelmakoodi tekee, on ohjelma-
koodia todennäköisesti refaktoroitava selkeämmäksi. Ohjelmakoodin tulee aina olla 
riittävän selvää, jotta sen toiminnan tarkoitusta ei tarvitse selittää kommentteja kirjoit-
tamalla. Trucchi ja Romei (2010, 31-33) esittävät, että monesti kommentoitu kohta 
voidaan muuntaa omaksi metodikseen. Kommenttia voidaan hyödyntää metodin ni-
meämisessä, koska näin menetellessä metodin nimestä tulee kuin itsekseen metodin 
tarkoituksen selittävä ja siten helposti ymmärrettävä. On kuitenkin myös muistattava, 
että kommentteja voidaan oikein hyvin käyttää selittämään miksi ohjelmassa tehdään 
jotakin, vaikka on tarpeetonta selittää miten se tapahtuu. Usein nämä kommentit lisäävät 
ohjelmakoodin luettavuutta. 
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Astelsin (2003, 54-55) mukaan hyväksyttäviä syitä ohjelmakoodin kommentoimiseen 
on: 
− epätäydellinen ohjelmakoodi, esimerkiksi //TODO -merkintä kohdassa, johon on 
syytä vielä palata, 
− refaktorointia tarvitseva ohjelmakoodin kohta, esimerkiksi //NEEDS WORK -
merkinnällä alkava muistiinpano, 
− algoritmin käyttäminen epätavallisella tavalla, jolloin sen käyttöä voidaan lyhyesti 
perustella kommentilla, 
− muualla julkistetun algoritmin tai ohjelmakoodin käytön yhteydessä lähdeviittaus ja 
alkuperäisen tekijän mainitseminen, 
− suorituskyvyn parantamiseen liittyvät kohdat, jotta muut ohjelmoijat eivät koodia 
refaktoroidessaan aiheuta epähuomiossa suorituskyvyn heikkenemistä sekä  
− luokan alussa oleva kommentti, jossa poikkeuksellisesti saadaan lyhyesti selittää 
miksi luokka on toteutettu ja mihin sitä käytetään.  
2.3.4 Muut ohjelmakoodin ongelmat 
Joskus ohjelman luokista tulee Astelsin (2003, 21-22) mukaan liian läheisiä. Sillä hän 
tarkoittaa luokkia, jossa jokin luokkaa käyttää huomattavaa osaa toisen luokan muuttu-
jista tai metodeista. Rakenteellisesti on parempi pitää luokan tietoihin kiinteästi liittyvät 
toiminnallisuuden luokan sisällä eikä viitata niihin toisesta luokasta, koska alkuperäisen 
luokan rakenteen muuttaminen johtaa toisen luokan muuttamiseen. Esimerkiksi alla 
olevassa AllRatings-luokassa saveTo() -metodi käyttää huomattavasti Rating -
luokan metodeja hyväkseen: 
public class AllRatings { 
//... 
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public void saveTo(MySQLConnect dbConn) throws SQLException { 
 Iterator ratingIterator = ratings.iterator(); 
 while (ratingIterator.hasNext()) { 
  Rating rating = (Rating)ratingInterator.next(); 
  String sql = "INSERT INTO rating "; 
  sql += "(uid, rating, role) VALUES (" ; 
  sql += "'" + rating.getUID().toString() + "', "; 
  sql += "'" + rating.getRating().toString() + "', "; 
  sql += "'" + rating.getRole().toString() + "', "; 
  try { 
    dbConn.executeQuery(query); 
   } catch (SQLException e) { 
    e.printStackTrace(); 
   } 
  } 
 } 
} 
Refaktoroitaessa voidaan sql-kyselyn muodostaminen siirtää suoraan Rating-luokkaan, 
jolloin AllRatings-luokan rakenne selkiytyy. Samalla tiiviisti Rating-luokkaan ja sen 
rakenteeseen liittyvä tietokantakyselyn rakentaminen vastuutetaan oikealle luokalle: 
public class AllRatings { 
 //... 
 public void saveTo(MySQLConnect dbConn) throws  
  SQLException { 
  Iterator ratingIterator = ratings.iterator(); 
  while (ratingIterator.hasNext()) { 
   Rating rating =  
   Rating)ratingInterator.next(); 
   rating.saveToDB(dbConn); 
  } 
 } 
}  
 
public class Rating { 
 //... 
 public void saveToDB (MySQLconnect dbConn)) { 
  String sql = "INSERT INTO rating "; 
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  Sql += "(uid, rating, role) VALUES (" ; 
  sql += "'" + getUID().toString() + "', "; 
  sql += "'" + getRating().toString() + "', "; 
  sql += "'" + getRole().toString() + "', "; 
  try { 
   dbConn.executeQuery(query); 
  } catch (SQLException e) { 
   e.printStackTrace(); 
  } 
 } 
} 
Tietoluokat ovat Astelsin (2003, 19) mukaan poistettava. Tietoluokalla hän tarkoittaa 
luokkaa, joka sisältää enimmäkseen tietoa eikä tarjoa juurikaan toimintoja eli metodeja. 
Trucchia ja Romei (2010, 21) tarkentavat määritelmää niin, että tietoluokassa attribuutit 
ovat usein julkisia1 ja luokka ei sisällä liiketoimintalogiikkaa eli ohjelmalle merkitykselli-
siä toimintoja getX()- ja setX() -metodeita lukuun ottamatta. Astels (2003, 19) pai-
nottaa, että erityisesti julkiset muuttujat osoittavat luokan tarvitsevan refaktorointia. 
Ohjelmassa saattaa olla muita luokkia, jotka tarvitsevat tietoluokan muuttujia omissa 
metodeissaan. Refaktoroitaessa voidaan tietoluokka yhdistää johonkin ulkopuoliseen 
luokkaan tai siirtää muiden luokkien toiminnallisuutta eli metodeja tietoluokkaan.  
Luokkien olisi Astelsin (2003, 31-33) mukaan hyvä olla kooltaan suunnilleen samanko-
koisia. Selvästi muita luokkia isommaksi kasvanut luokka kannattaa jakaa pienempiin 
osiin. Luokkien kokoa voi suhteuttaa esimerkiksi vertailemalla koodirivien määrää tai 
tarkastelemalla luokkia UML-kaavioina. Refaktoroitaessa isoja luokkia pienemmiksi 
voidaan tarkastella esimerkiksi sitä, onko luokassa liikaa toimintoja, onko se jaettavissa 
pienempiin ja helpommin hallittavissa oleviin luokkiin, tai voidaanko luokkaa pienentää 
purkamalla sitä useampaan luokkaan polymorfismia hyödyntämällä. Myös sellaiset luo-
kat, joissa on muuttujalla määritetty olion tyyppi, voidaan olio-ohjelmoinnin periaattei-
den mukaisesti purkaa yliluokaksi ja siitä periytetyiksi aliluokiksi.  
public class VegetarianProduct { 
 // 0=fruit, 1=root_vegetable, 2=other_veggie 
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 private int prodType; 
 //... 
 public String getProductType() { 
 switch (int prodType) { 
   case 0: 
    return "fruit"; 
   case 1: 
    return "root_vegetable"; 
   case 2: 
    return "other_veggie"; 
   default: 
    return "Other"; 
  } 
 } 
} 
Purkamalla kasvisten tuotetyypit omiksi VegetarianProduct -luokan alaluokiksi 
koodi selkenee ja samalla päästään tarpeettomasta switch-rakenteesta eroon (Astels 
2003, 31-33): 
abstract public class VegetarianProduct { 
 public abstract String getProductType(); 
} 
public class Fruit extends VegetarianProduct () { 
 public String getProductType() { 
  return "Fruit"; 
 } 
} 
public class RootVegetable extends VegetarianProduct () { 
 public String getProductType() { 
  return "root_vegetable"; 
 } 
} 
public class OtherVeggie extends VegetarianProduct () { 
 public String getProductType() { 
  return "other_veggie"; 
 } 
} 
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Pienten luokkien kohdalla kannattaa miettiä, voisiko luokan yhdistää johonkin toiseen 
luokkaan samaan tapaan, mitä lähinnä tiedon säilyttämiseen käytetylle tietoluokalle teh-
tiin. Pitkät metodit ovat suureksi kasvaneiden luokkien tapaan ongelma. Pitkän meto-
din ymmärtäminen myöhemmin on vaikeaa ja refaktorointivaiheessa metodista tulisi 
pyrkiä erottamaan loogiset kokonaisuudet pienemmiksi metodeiksi, joiden hallinta ja 
käsittely on myöhemmin helpompaa. Astelsin (2003, 24) mukaan metodin ylittäessä 10 
ohjelmointiriviä se on jo liian pitkä. Toinen tarkasteltava seikka on metodin suorittami-
en tehtävien määrä. Jos metodi tekee enemmän kuin yhden asian, se tulee jakaa use-
ammaksi yhden tehtävän sisältäväksi metodiksi.  
Proseduraalinen ohjelmakoodi tulee purkaa refaktorointivaiheessa. Proseduraalisella 
koodilla tarkoitetaan sellaista ohjelmakoodia, jossa ei hyödynnetä suunnittelu- tai oh-
jelmointimalleja eikä käytetä tehokkaasti olio-ohjelmoinnin hyödyllisiä ominaisuuksia. 
Proseduraalinen ohjelmakoodi sisältää Trucchian ja Romein mukaan usein paljon pääl-
lekkäistä ohjelmakoodia, joka vaikeuttaa merkittävästi ohjelmiston ylläpitoa ja heikentää 
sen muunneltavuutta. (Trucchia & Romei 2010, 24.) 
2.3.5 Refaktoroinnin periaatteita 
Refaktorointia voidaan edellä esitetyn toimivan, siistin ja helposti omaksuttavissa ole-
van koodin periaatteiden mukaan ajatella sarjana tarkistettavia ja mahdollisesti puretta-
via toimenpiteitä. Astels (2003, 26-42) kertoo omat kymmenen tärkeintä refaktoroinnin 
ohjenuoraansa: 
− Jaa isot luokat pienemmiksi luokiksi, selvennä luokkien toimintoja erottamalla ne 
pieniksi ja helposti omaksuttaviksi luokiksi. 
− Erota rajapinta1 luokasta. Osa ohjelmakoodista voidaan siirtää rajapintaan ja jolloin 
luokan ohjelmakoodin määrä pienenee. Rajapinnan erottamisesta on etua myös tes-
tauksen yhteydessä, kun halutaan käyttää mock-olioita. 
− Erota metodeista loogiset kokonaisuudet omiksi metodeikseen ja käytä uusia me-
todeita, kun tarvitset erotettuja toiminnallisuuksia. Tämä parantaa koodin luetta-
vuutta erityisesti silloin, kun nimikäytäntö on selkeä ja havainnollinen. 
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− Poista luokan tyypin määrittelevät merkinnät ja ehdolliset rakenteet, kuten switch-
lohkot. 
− Vähennä toistoa siirtämällä samanlaiset tai lähes samanlaiset aliluokkien metodit 
yliluokkaan. Pienten luokkien välisten erojen toteuttamiseksi voidaan toteuttaa 
esimerkiksi uusi apumetodi yliluokkaan ja siten korvata parilla yliluokan metodilla 
kaikki aliluokkien toisiaan muistuttavat metodit. 
− Pura monimutkaiset sisäkkäiset rakenteet ja laskutoimitukset pienempiin osiin. 
Käytä tarvittaessa metodin sisäisiä ja väliaikaisia, havainnollisesti nimettyjä muuttu-
jia välitulosten tallentamiseen.  
− Korvaa luokan konstruktori Factory Methodilla. Java- ja C++-ohjelmointikielissä 
voidaan luokkien konstruktoreita ylikuormittaa, mutta Factory Methodilla kon-
struktoreita voidaan toteuttaa kaikissa olio-ohjelmointikielissä jokaista erilaista luo-
kan perustamistapausta varten itse, nimetä havainnollisemmin ja ketjuttaa näiden 
kautta suojattuun1 luokan konstruktoriin oletusarvojen kanssa.  
− Korvaa koodin sisältämät kiinteät lukuarvot vakioilla. Koodin sisältämät lukuarvot 
ja merkkijonot ovat hankalia havaita. Niiden muutostarve aiheuttaa helposti on-
gelmia, kun jokin kohta jää muuttamatta. Lukuarvot voidaan korvata isoin kirjai-
min kirjoitetulla vakiolla, jonka arvo määritellään luokan alussa. 
− Korvaa sisäkkäiset ehtolauseet vahtilauseilla2 luettavuuden parantamiseksi. Esimer-
kiksi pitkä, mutta yksinkertaisia testejä ja palautusarvoja sisältävä if-elseif-
elseif-then -ehtolauseke voidaan hyvin korvata muutamalla yksinkertaisemmal-
la if-lauseella. Kun nämä vielä muotoillaan yhden rivin lauseiksi, paranee koodin 
luettavuus selvästi sisäkkäisiin ehtolauseisiin verrattuna:  
public int test(int i) { 
 if (i == 0) return 1; 
 if (i == 1) return 1; 
 return i*i; 
} 
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Astels (2003, 42) esittää refaktoroinnin tehokkuuden ja ohjelmoijan taidon perustuvan 
laajaan erilaisten suunnittelumallien1 tuntemiseen. Mitä enemmän ohjelmoija tuntee 
erilaisia suunnittelumalleja, sen helpommin niitä myös tunnistaa ja pystyy soveltamaan 
käytännön ohjelmointityössä. Suunnittelumalleja ei kuitenkaan hänen mukaansa pidä 
käyttää ainoana lähestymistapana, vaan käyttää niitä refaktoroinnin työkaluna ja vain 
tarpeen mukaan.  
2.4 Tuottavuuden muutos 
Tutkimusten mukaan Test Driven Development -menetelmää noudattaessa sekä tuo-
tettavan ohjelmiston laatu että varsinaisen tuotannon tehokkuus paranevat (Sims 2009; 
Trucchia & Romei 2010, 50-51). Trucchia ja Romei (2010, 50-51) kuvaavat perinteisen 
ja refaktorointia hyödyntävän ohjelmointimenetelmän välistä pitkän aikavälin kustan-
nuseroa sillä, että perinteisen menetelmän yhteydessä ohjelmiston käyttöönoton jälkeen 
tapahtuva ohjelmiston virheiden korjaus ja muutosten teon vaikeutuminen lisäävät kus-
tannuksia nopeasti. Refaktoroidun sovelluksen kustannukset pysyvät maltillisina, koska 
ohjelmiston rakenne on helpompi selvittää, se pystytään testaamaan ja mahdolliset vir-
heet paikantamaan nopeasti ja tehokkaasti. 
 
Kuva 4 Perinteisen ja refaktorointia hyödyntävän ohjelmistokehityksen pitkän aikavälin 
kustannusrakenteen erot (Trucchia & Romei 2010, 50-51). 
Test Driven Development on sekä joukko hyviä ohjelmointitapoja että uudenlainen 
tapa ajatella ohjelmointiprosessia. Tehokkaasti hyödynnettynä se vie ohjelmoinnin aluk-
si hieman perinteistä ohjelmistokehitystä enemmän aikaa, koska ohjelmoitaessa kirjoi-
                                              
1 Eng. design patterns 
 31 
tettava ohjelma sisältää testit ja ohjelmakoodin määrä on sen vuoksi suurempi. Testien 
avulla voidaan varmistus ohjelman ja sen eri osien toimivuudesta. Test Driven Deve-
lopment menetelmää voidaan soveltaa myös muissa kuin Java-kielisissä ohjelmointipro-
jekteissa. Seuraavassa kappaleessa tutustutaan PHP-kieleen sovelletun PHPUnit-
testauskehyksen käyttöön, jonka avulla myös PHP-kielisten ohjelmistojen kehittämises-
sä voidaan noudattaa testit edellä -periaatetta. 
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3 PHPUnit-ohjelmointikehys 
PHP on avoimen lähdekoodin ohjelmointikieli, joka on vapaasti kaikkien halukkaiden 
käytettävissä. Se on laajasti käytetty ohjelmointikieli verkkosivujen toteutuksessa. PHP 
muistuttaa rakenteeltaan C, Java ja Perl -ohjelmointikieliä ja on suunniteltu kieleksi, 
jolla voidaan nopeasti toteuttaa dynaamisia verkkosivuja. PHP-koodia voidaan upottaa 
suoraan HTML-sivun sisään, jossa se suoritetaan ajonaikaisesti. Alla on yksinkertainen 
esimerkki HTML-sivun sisällä olevasta PHP-lohkosta, joka tulostaa sivunlatauksen yh-
teydessä aikaleiman osaksi sivun HTML-koodia. PHP-kielellä voidaan toteuttaa paljon 
muutakin kuin dynaamisia lohkoja osana HTML-sivuja. PHP-kieli on dokumentoitu 
kattavasti php.net -sivustolla. Sivustolta löytyy sekä normaalin PHP-asennuksen muka-
na asentuvien funktioiden että huomattava määrä PHP:lle ohjelmoitujen laajennusten 
funktioiden dokumentaatiota. (Php.net 2011b; Php.net 2011c.) 
[index.php] 
<!DOCTYPE html> 
<html lang="en"> 
<meta charset=utf-8 /> 
<head> 
  <title>A PHP-example</title> 
</head> 
<body> 
  <h1>We have a timestamp!</h1> 
  <p>Print out current server timestamp below here:<br /> 
  <div class="time"><?php print date("j.n.Y G:i:s"); 
?></div>.</p> 
</body> 
</html> 
Sebastian Bergmann (2005-2011a) on toteuttanut testauskehyksen PHP:lle Java-kielisen 
JUnit-testauskehyksen pohjalta. PHPUnit-ohjelmointikehyksellä voidaan ohjelmoida 
PHP-sovellukselle Test Driven Development -menetelmän edellyttämät testitapaukset 
samalla tavoin kuin JUnitilla Java-kieliselle ohjelmistolle. Testien ohjelmoiminen on 
nopeaa ja testien ajaminen helppoa, joten ohjelmoijan tulee käytetyksi niitä riittävän 
usein. Ohjelmointivirheet löytyvät nopeasti ja tarkasti, koska PHPUnitilla voidaan to-
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teuttaa riittävän tarkkoja testejä. PHPUnitilla voidaan (Trucchia & Romei 2010, 65; 
Bergmann 2005-2011a; van Dam 2009): 
− testata tietokanta, 
− käyttää mock-olioita, kun halutaan testata luokkien muista luokista riippuvaa toi-
minnallisuutta, 
− järjestellä testejä sarjoihin ja ryhmiin1, 
− valita suoritettavat testit isommasta testijoukosta, 
− suorittaa haluttuja toimintoja ennen testejä tai niiden jälkeen, 
− kirjata tapahtumia lokiin erilaisissa muodoissa (XML, JSON, TAP, GraphViz, jne.), 
− luoda toiminnallisia testejä Selenium RC:lle,  
− integroida testejä muihin ohjelmistoihin, kuten Apache Maven, Bamboo, Bitten, 
CruiseControl, Parabuild, jne.  
PHPUnit-ohjelmointikehys antaa ohjelmoijalle mahdollisuuden tehdä sekä yksikkötes-
tejä että toiminnallisia testejä. Yksikkötestit on tarkoitettu testaamaan pienimpiä testat-
tavissa olevia ohjelmiston kokonaisuuksia ja niillä testataan pääasiassa luokkien ja me-
todien toimintoja. Toiminnalliset testit testaavat, että ohjelmisto toimii kokonaisuutena 
oikein. Esimerkiksi käyttöliittymän toimivuus testataan toiminnallisuustesteillä. Ensin 
ohjelmoija testaa ohjelman sisäisen toiminnan eheyden, jonka jälkeen toiminnallisissa 
testeissä mahdollisesti löydetyt virheet tai muutostarpeet on turvallisempaa toteuttaa 
yksikkötestien tukemana. (Trucchia & Romei 2010, 58.) 
PHPUnit-ohjelmointikehyksen kehittäjän Sebastian Bergmannin (2005-2011b) verkos-
sa ylläpitämä käyttöohje sisältää asennusohjeet ja ohjeet PHPUnitille tehtyjen laajennus-
ten asentamiseksi. Trucchia ja Romei (2010, 65-66) ohjeistavat kirjassa Pro PHP Refak-
toring asennuksen huolellisemmin ja ovat sisällyttäneet ohjeisiin myös PHPUnitin ma-
nuaalisen asennuksen, joka puuttuu Bergmannin ohjeista. Tässä opinnäytetyössä ei kä-
sitellä ohjelmointikehyksen asentamista, koska se on dokumentoitu kattavasti näissä 
lähteissä. 
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3.1 Yksikkötesti 
Yksikkötesti on jonkin tietyn ohjelmiston osan toimivuuden tarkistava testi. Yksikkö-
testeillä testataan pienimpiä mahdollisia osia eli luokkien ja niiden metodien toimintaa. 
Jos esimerkiksi metodin on tarkoitus laskea laskulle eräpäivä, voidaan yksikkötesteillä 
tarkistaa eräpäivän laskeminen eri tilanteissa ja erilaisilla syöttöarvoilla. Kaikki PHPU-
nit-yksikkötestit periytetään PHPUnit_Framework_TestCase -luokasta, joka sisältää 
testauksessa käytetyt assertXxx() -tyyppisesti nimetyt metodit. PHPUnitilla testates-
sa luokat testataan siten, että mahdolliset riippuvuudet muihin luokkiin eliminoidaan. 
Nämä riippuvuudet voidaan tarvittaessa simuloida, jotta testi voidaan kohdistaa halut-
tuun koodin osaan ja eristää se mahdollisista muun ohjelmiston virheistä. Testien kir-
joittamisessa on noudatettava määriteltyä nimeämiskäytäntöä tai dokumentointitapaa, 
jotta PHPUnit löytää ja suorittaa halutut testit. Metodien nimien pitää alkaa test -
sanalla, esimerkiksi testDueDate(), tai vaihtoehtoisesti metodin dokumentaatioloh-
kossa tulee olla @test -merkintä. Eräpäivän laskemiseen käytetyn DueDate -luokan 
ensimmäinen testi voisi esimerkiksi tarkistaa, että luokan palauttama eräpäivä on sama, 
kuin mitä sille syötetään (Trucchia & Romei 2010, 58; Trucchia & Romei 2010, 66-70): 
class DueDateTest extends PHPUnit_Framework_TestCase { 
 public function testGetDueDate() { 
  $dueDate = new DueDate(); 
  $dueDate->dueDate = "24.12.2011"; 
  $this->assertEquals("24.12.2011",  
   $dueDate->getDueDate()); 
 } 
} 
class AnotherDueDateTest extends PHPUnit_Framework_TestCase { 
 /** 
  * alternative to prefixing method names is to use  
  * "@test" in methods dockblock [ie. here]: 
  * @test 
  */ 
 public function notFollowedNamingConvetionGetDueDate() { 
  //... 
 } 
} 
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3.2 Toiminnallinen testi 
Yksikkötestien lisäksi ohjelmisto täytyy testata myös loppukäyttäjän näkökulman kan-
nalta. Tämä tehdään ohjelmoimalla toiminnallisia testejä.  Toiminnallisissa testeissä ei 
käytetä enää simuloituja mock-olioita vaan testin kohteena on koko sovellus käyttöliit-
tymän, controllerin, toiminnallisen logiikan ja usein myös aitojen tietojen kanssa. Toi-
minnallisille testeille ei ole vielä xUnit-kehitysympäristön tapaan pitkälti standardiksi 
noussutta kehystä, mutta Selenius RC on laajasti käytetty toiminnallisten testien ohjel-
mointirajapinta (API). Selenium RC -testit periytetään 
PHPUnit_Extensions_SeleniumTestCase -luokasta. Selenium RC -luokalle voi-
daan määritellä testissä käytettäväksi tietty selain sekä simuloida käyttäjän toimintaa, 
kuten tietyn painikkeen painamista ja siitä seurannutta toimintaa (Trucchia & Romei 
2010, 58-59; Trucchia & Romei 2010, 77-84; Bergmann 2005-2011i): 
class Example extends PHPUnit_Extensions_SeleniumTestCase { 
 function setUp() { 
  $this->setBrowser("*firefox"); 
  $this->setBrowserUrl("http://www.google.com/"); 
 } 
 function testMyTestCase() { 
  $this->open("/"); 
  $this->type("q", "selenium rc"); 
  $this->click("btnG"); 
  $this->waitForPageToLoad("30000"); 
  $this->assertTrue($this->isTextPresent("Results *  
   for selenium rc")); 
 } 
} 
Toiminnallisia testejä voidaan toteuttaa myös Firefox-selaimeen saatavana olevalla Se-
lenium IDE -lisäosalla ja siihen saatavana olevilla laajennuksilla (SeleniumHQ). Tällä 
laajennuksella voi kehittäjä nauhoittaa toimintosarjoja ja varmistua eri tilanteissa verk-
kosivun eri elementtien sisällöstä. Laajennus voi nopeuttaa kehitystyötä, koska pitkien 
toimintosarjojen nauhoittaminen ja suorittaminen on helppoa ja Selenium -testejä voi 
muokata lisäosassa tarpeen mukaan. PHPUnitin Selenium-testeillä voidaan kuitenkin 
toteuttaa kattavat ja erilaiset virhetilanteet kattavat testit oletettavasti nopeammin kuin 
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nauhoittamalla ne Selenium IDE -lisäosalla ja muokkaamalla niitä eri syöttöarvoille tai 
virhetilanteisiin. 
3.3 Testien ohjelmointi PHPUnit-kehyksessä 
PHPUnit-testauskehykseen kuuluvassa PHPUnit_Framework_TestCase-luokassa 
ohjelmoija voi määritellä testeille syötettävät tiedot, testitulosten odotusarvot ja käsitte-
lyn. Luokka sisältää setUp() -metodin ympäristön alustamiseksi ja tearDown() -
metodin sen purkamiseksi testin päätteeksi. Tiedot voidaan vaihtoehtoisesti antaa do-
kumenttilohkossa @dataProvider -merkinnällä ilmoitettavana metodina, joka palaut-
taa arvot taulukkomuodossa. Testien odotusarvoiksi voidaan asettaa jokin haluttu tieto-
tyyppi arvoineen tai jokin poikkeus eli Exception-olio. Näitä rajapintoja käyttämällä 
voidaan testit eristää muusta ohjelmistosta ja esimerkiksi määritellä testille sen tarvitse-
mat simuloidut luokat (Trucchia & Romei 2010, 66-70; Bergmann 2005-2011c): 
class MaxTest extends PHPUnit_Framework_TestCase { 
 /** 
 * @dataProvider providerMethod 
 */ 
 public function providerMethod() { 
  return array( 
   array(1, 10, 10), 
   array(100, 20, 100), 
   array(1, 2, 2), 
   array(12.4, 12.55, 12.55), 
  ); 
 } 
} 
 public function testMax($a, $b, $result) { 
  $this->assertEquals($result, max($a, $b)); 
 } 
Class ExceptionTest extends PHPUnit_Framework_TestCase { 
 /** 
  * @exptectedException InvalidArgumentException 
  */ 
 public function textException () { 
 } 
} 
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3.4 Testiajo komentotulkissa 
Testit suoritetaan komentotulkissa ajettavalla phpunit -ohjelmalla. Ohjelmalle voidaan 
antaa erilaisia parametreja, joilla voidaan esimerkiksi vaikuttaa tulosten raportointiin, 
suoritettavien testeihin ja niiden suorituskertojen määrään. Bergmann (2005-2011d) on 
ohjeessaan kuvannut kattavasti erilaisten parametrien merkityksen testiajoissa. Testejä 
ajettaessa phpunit-ohjelmalle tulee antaa vähintään kansio, jossa ajettavat testit sijait-
sevat, määritellä ajettavat testit, tai määritellä testit sekä ne sisältävä tiedosto. Jos 
PHPUnitille syötetään parametrin vain tiedostokansio, se hakee ja suorittaa kansion 
*Test.php -nimisistä tiedostoista kaikki testit tutkien rekursiivisesti myös annetun 
kansion alikansiot, niiden alikansiot ja niin edelleen: 
$> # execute tests within all *Test.php files  
$> phpunit . 
$> # execute "ExampleTest" -test where ever found in this dir  
$> phpunit ExampleTest 
$> # execute "ExampleTest" -test in file MyFirstTest.php 
$> phpunit ExampleTest MyFirstTest.php 
PHPUnit-ohjelma raportoi kaikkien testien tulokset suoraan komentotulkkiin, ellei ra-
portointia ole ohjattu muualle. Jokaisesta testistä raportoidaan yksi merkki tulosriville. 
Eri merkeillä osoitetaan testitulokset, jonka lisäksi testien päätteeksi raportoidaan vielä 
koko testikierroksen tulokset tarkemmin korjauksia varten: 
$> phpunit ExampleTest MyFirstPHPUnitTest.php 
.F......F 
Time: 0 seconds 
There were 2 failures: 
1) MaxTest::testMax with data set #1 (100, 20, 20) 
Failed asserting that <integer:100> matches expected 
<integer:20>. 
 
/path/to/test/file/MyFirstPHPUnitTest.php:10 
 
2) ExceptionTest::testException 
Expected exception InvalidArgumentException  
 
/path/to/test/file/MyFirstPHPUnitTest.php:20 
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FAILURES! 
Tests 2, Assertions 2, Failures 2. 
Piste tarkoittaa onnistunutta testiä eli testiajo on Waken mallin mukaan "vihreällä". 
Muita mahdollisia tuloksia ovat F onnistuneen testin virheellistä tuloksen merkiksi, jol-
loin testi on "punaisella", E epäonnistuneen testiajon merkiksi jolloin testi on "keltaisel-
la", S ohitetun testi merkiksi ja I sellaisen testin kohdalla, joka on vielä toteuttamatta tai 
muuten puutteellinen (Bergmann 2005-2011d; Wake 2001). Jos suuressa testimäärässä 
on paljon virheitä ja epäonnistuneita testejä, kannattaa Bergmannin mukaan (2005-
2011d) korjata ensin epäonnistuneet testit ja sen jälkeen keskittyä virheellisiin tuloksiin. 
Tämä on myös Test Driven Developmentin mukainen tapa toimia. Ensin kirjoitetaan 
testit joiden ajo epäonnistuu, sen jälkeen toteutetaan luokat ja metodit testiajon läpäi-
semiseksi ja vasta viimeisessä vaiheessa ohjelmoidaan näiden luokkien toiminnallisuu-
det testien onnistumiseksi (Astels 2003, 8-11).  
3.5 Testien organisoiminen ja ajojärjestys 
PHPUnit ei sisällä testien ajojärjestyksen osalta minkäänlaista älykkyyttä tai logiikkaa. 
PHPUnitin parametreilla ei voi vaikuttaa siihen, mikä testi tulee ajetuksi milloinkin. 
Testit ajetaan siinä järjestyksessä, missä ne löytyvät: 
Tests 
|- GUI 
| |- PermissionTest.php 
| |- RoleTest.php 
| |- UserTest.php 
|- User 
| |- PermissionInfoTest.php 
| |- RoleInfoTest.php 
| |- UserInfoTest.php 
Tämä aiheuttaa tietysti ongelmia, jos testeillä on keskinäisiä riippuvuuksia. Tämä on-
gelma voidaan ratkaista kahdella eri tavalla. PHPUnitille voidaan syöttää parametrina 
XML-muotoisen asetustiedoston nimi, jossa on määritelty testitiedostojen suoritusjär-
jestys, 
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<phpunit> 
 <testsuites> 
  <testsuite name="Object_User"> 
   <file>Tests/User/UserTest.php</file>       
   <file>Tests/User/RoleTest.php</file>       
   <file>Tests/User/PermissionTest.php</file>       
  </testsuite> 
  <testsuite name="Object_GUI"> 
   <file>Tests/GUI/UserInfoTest.php</file>       
   <file>Tests/GUI/RoleInfoTest.php</file>       
   <file>Tests/GUI/PermissionInfoTest.php</file>       
  </testsuite> 
 </testsuites> 
</phpunit> 
PHPUnitin testit voidaan myös järjestää testisarjoiksi1 hyödyntämällä 
PHPUnit_Framewrok_TestSuite -luokkaa (Bergmann 2005-2011d). Luokasta toteu-
tetuilla oliojoukolla voidaan asettaa haluttu suoritusjärjestys. PHPUnit antaa keinot tes-
tien suoritusjärjestyksen määrittelyyn, vaikka Koskelan (2008, 19-22; 2008, 47-48) mie-
lestä testijärjestyksellä ei saisi olla merkitystä testien tuloksiin. Toisin sanoen PHPUnit 
tarjoaa testauskirjastossaan sellaiset testityökalut, joita puhdasoppisessa testivetoisessa 
kehityksessä ei käytetä. Bergmann (2005-2011d) suosittelee nimeämään 
xxxxSuite.php -muotoisen nimen kansion testit sisältävälle tiedostolle ja 
ComponentSuite.php -nimen nämä testisarjat sisältävälle tiedostolle. 
Tests 
|- GUI 
| |- ... 
| |- GUISuite.php 
|- User 
| |- ... 
| |- UserSuite.php 
| ComponentSuite.php 
 
[ComponentSuite.php] 
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<?php 
include_once('GUI/GUISuite.php'); 
include_once('User/UserSuite.php'); 
class ComponentSuite { 
 public static function suite() { 
  $su = new PHPUnit_Framework_TestSuite('Component'); 
  $su->addTest(GUI::suite()); 
  $su->addTest(User::suite()); 
  return $su; 
 } 
} 
 
[GUISuite.php] 
<?php 
include_once('UserInfoTest.php'); 
include_once('RoleInfoTest.php'); 
include_once('PermissionInfoTest.php'); 
 
class AutoloaderSuite { 
 public static function suite() { 
  $su = new PHPUnit_Framework_TestSuite('User'); 
  $su->addTest('UserTest'); 
  return $su; 
 } 
} 
Kun testit on organisoitu sarjoiksi, ne voidaan suorittaa tarpeen mukaan joko yhden 
tiedoston sisältämät testit, yhden alikansion kaikkien tiedostojen sisältämät testit tai 
kaikki testit rekursiivisesti pääkansiosta alkaen halutussa järjestyksessä: 
$> phpunit Tests/GUI/UserInfoTest.php 
$> phpunit Tests/GUI/GUISuite 
$> phpunit Tests/ComponentSuite 
3.6 Testaaminen kahdennetuin olioin 
Refaktoroinnin aikana on joskus mahdotonta testata sovellusta. Testattava sovelluksen 
osa saattaa viitata sellaisiin ohjelmakomponentteihin tai liitännäisiin, joita ei voida käyt-
tää. Joskus vanhaa refaktoroitavaa sovellusta ei käytännössä voida testata sen heikon 
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arkkitehtuurin vuoksi. Nämä riippuvuudet ja esteet voidaan kiertää testien ajaksi luo-
malla kahdennettuja olioita1. Kahdennetut oliot voivat olla mock-olioita  tai stub-
olioita. Näiden olioiden avulla voidaan toteuttaa tarpeelliset rajapinnat ja toiminnalli-
suudet siten, että varsinaisesti testattavan ohjelmakomponentin testaus onnistuu. Kah-
dennettujen olioiden ei siis ole välttämätöntä olla kopioita alkuperäisistä olioista, vaan 
niistä voidaan toteuttaa vain tarpeelliset toiminnot ja rajanpinnat. (Bergmann 2005-
2011e; Meszaros 2007.) 
Mock-olioita ja stub-olioita käytetään testaamisessa eri tavoin. Stub-oliota Bergmann 
(2005-2011e) kuvaa seuraavasti:  
The practice of replacing an object with a test double that (optionally) returns 
configured return values is refered to as stubbing. You can use a stub to "replace a real 
component on which the SUT depends so that the test has a control point for the 
indirect inputs of the SUT. This allows the test to force the SUT down paths it might 
not otherwise execute". 
Stub-olion tehtävänä on siis korvata jonkin testausta varten tarpeellinen komponentti 
ohjelmoimalla sille testiä varten erilaisiin syöttöarvoihin liittyviä palautusarvoja ilman 
toiminnallisuutta. Mock-oliota sen sijaan käytetään laajemmin. Bergmann (2005-2011e) 
kuvaa mock-oliota seuraavasti: 
The practice of replacing an object with a test double that verifies expectations, for 
instance asserting that a method has been called, is refered to as mocking.  
You can use a mock object "as an observation point that is used to verify the indirect 
outputs of the SUT as it is exercised. Typically, the mock object also includes the 
functionality of a test stub in that it must return values to the SUT if it hasn't already 
failed the tests but the emphasis is on the verification of the indirect outputs. 
Therefore, a mock object is lot more than just a test stub plus assertions; it is used a 
fundamentally different way".  
Mock-oliota voidaan käyttää koko olion tai sen rajapinnan simulointiin, myös sen var-
mistamiseksi, että jotakin oliota on kutsuttu. Mock-oliolle on keskeistä käsitellä ja var-
mistaa testin aikana epäsuoria syötteitä, vaikka se toteuttaa myös stub-olion tehtävät. 
Stub-olio ja mock-olio toteuttavat halutun alkuperäisen olion kaikki metodit ja palaut-
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tavat oletusarvoisesti kaikista metodeista NULL-arvon. Vain final, private ja static 
-metodit ohitetaan.  
3.7 Stub-olion käyttö 
Stub- ja mock-olioille voidaan määritellä testaamista varten halutut palautusarvot, jotka 
riippuvat sille syötetyistä parametreista sekä haluttaessa myös kutsukerroista. Näin toi-
mimalla voidaan testaamista varten antaa metodeille sellaisia palautusarvoja, joita ei 
varsinaisella kohdejärjestelmällä voitaisi saada aikaan. PHPUnitissa hyödynnetään ns. 
Fluent Interfacea, jonka avulla testi voidaan kirjoittaa selkeämmäksi ja luettavammaksi 
ketjuttamalla metodit. Stub-oliolla voidaan siis toteuttaa esimerkiksi vielä toteuttamat-
toman luokan metodit ja määritellä niille tapauskohtaisesti palautusarvot (Bergmann 
2005-2011e; Fowler 2008.): 
[SomeClass.php] 
<?php 
class SomeClass { 
 public function doSomething() { 
  // Someday do something here. 
 } 
} 
 
 
[SomeClassTest.php] 
<?php 
require_once 'SomeClass.php'; 
 
class StubTest extends PHPUnit_Framework_TestCase { 
 public function testStub() { 
  // Luodaan stub-olio SomeClass-luokasta.. 
  $stub = $this->getMock('SomeClass'); // 1) 
  // Määritellään palautusarvot 
  $stub->expects($this->any())  // 2) 
   ->method('doSomething')  // 3) 
   ->will($this->returnValue('foo')); // 4) 
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  // Kutsumalla metodia $stub->doSomething() saadaan  
  // palautusarvona 'foo'. 
  $this->assertEquals('foo', $stub->doSomething()); 
 } 
} 
 
Esimerkissä stub-oliolla määritellään 1) SomeClass-luokka ja siihen 2) jokaiselle 3) 
doSomething() -metodin kutsukerralle palautusarvoksi 4) merkkijono "foo". Meto-
din lopussa testataan $this->assertEquals() -metodilla, että palautusarvo on odo-
tusarvon mukainen. Stub-oliolle voidaan määrittää monenlaisia palautusarvoja (Berg-
mann 2005-2011e): 
− merkkijono tai lukuarvo, esimerkiksi foo-teksti returnValue('foo'),  
− metodille syötetty parametri sellaisenaan, esimerkiksi ensimmäinen metodin para-
metri returnArgument(0), 
− viittaus stub-olioon itseensä metodilla returnSelf() 
− taulukko, esimerkiksi returnValueMap($array), 
− jonkin toisen funktion palautusarvo, esimerkiksi returnCallback('param'),  
− määritellyt arvot perättäisinä kutsukertoina halutussa järjestyksessä, esimerkiksi 
onConsecutiveCalls(2,3,5,7,'foo') tai  
− jokin haluttu poikkeus, esimerkiksi throwException(new 
MyCustomException).  
getMock()-metodille voidaan antaa huomattava määrä parametreja, jotka vaikuttavat 
sen muodostamiseen (Bergmann 2005-2011e): 
− Ensimmäinen ja ainoa pakollinen parametri on toteutettavan luokan nimi, 
− toinen parametri sisältää taulukkona ne metodit, joista luodaan kahdennettu olio, 
muiden metodien toiminnot pidetään ennallaan, esimerkiksi 
array('testFirstMethod', 'testSecondMethod'), 
− kolmas parametri sisältää taulukkona ne parametrit, jotka syötetään kahdennetun 
olion __constructor() -muodostimeen, esimerkiksi array('param1', 
'param2'), 
− neljännellä parametrilla voidaan antaa kahdennetulle luokalle eri nimi kuin mikä 
alkuperäisellä luokalla on, 
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− viidennellä parametrilla voidaan estää alkuperäisen luokan __contsructror() -
luokan suorittaminen,  
− kuudella parametrilla poistetaan käytöstä kahdennettavan luokan kloonauskon-
struktori1. ja 
− seitsemännellä parametrilla poistetaan käytöstä __autoload() -metodin käyttö 
kahdennetun luokan muodostamisen yhteydessä.  
Pitkän parametrilistan sijaan voidaan käyttää PHPUnitin Mock Builder API-rajapintaa. 
Rajapinnan avulla parametrit voidaan syöttää ketjutettuina metodeina. Menetelmä pa-
rantaa koodin luettavuutta pitkään metodin parametrilistaan verrattuna (Bergmann 
2005-2011e): 
<?php 
require_once 'AnotherClass.php'; 
 
class StubTest extends PHPUnit_Framework_TestCase { 
 public function testStub() { 
  // Luodaan stub-olio AnotherClass-luokasta. 
  $stub = $this->getMockBuilder('AnotherClass') 
   ->disableOriginalConstructor() 
   ->getMock(); 
  //... 
 } 
} 
3.8 Mock-olion käyttö 
Mock-olio on stub-oliota monipuolisempi, koska se mallintaa luokan rajapintaa stub-
oliota tarkemmin. Mock-oliolla voidaan myös tarkistaa, että jotakin tiettyä metodia kut-
sutaan testin aikana sekä milloin ja kuinka usein sitä kutsutaan (Trucchia & Romei 
2010, 76). Bergmann (2007) toteaa, että mock-oliot ovat simuloituja olioita, jotka jäljit-
televät hallitusti todellisia olioita. PHPUnitin mock-oliojärjestelmä tarjoaa rajapinnan 
niiden toiminnan ja odotettujen tulosten määrittelyyn. 
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Mock-olion tavallinen käyttötapaus voisi olla esimerkiksi Order-luokkaa luotaessa 
Item-luokan kahdentaminen, jos sitä ei ole vielä toteutettu tai sen käyttö ei muista syistä 
ole mahdollista. Seuraavassa tapauksessa halutaan ohjelmoida testitapaus Order-
luokkaan kuuluvien käyttäjien tekemien sivujen lukukertojen laskemisesta. Item-luokka 
toteutetaan testin ajaksi mock-oliona, joka palauttaa ensimmäisellä kutsukerralla arvon 
10 (Trucchia & Romei 2010, 76-77): 
<?php 
class Order { 
 public function addItem(Item $item) { 
  $this->items[] = $item; 
 } 
 public function getTotal() { 
  $total = 0; 
  foreach($this->items as $item) { 
   $total += $item->getTotal(true); 
  } 
  return $total; 
 } 
} 
class Item { 
 public $quantity; 
 public $price; 
 public function getTotal() { 
  return $quantity*$price; 
 } 
} 
class OrderTest extends PHPUnit_Framework_TestCase { 
 public function testGetTotal() { 
  $item = $this->getMock('Item', array('getTotal')); 
  $item->expects($this->once()) 
   ->method('getTotal') 
   ->with($this->equalTo(true)) 
   ->will($this->returnValue(10)); 
  $order = new Order(); 
  $order->addItem($item); 
  $this->assertEquals(10, $order->getTotal()); 
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 } 
} 
3.9 PHPUnitin muu tehokäyttö 
PHPUnit-ohjelmointikehys sisältää testaustyökalujen lisäksi paljon muitakin ohjelmoin-
tia tehostavia laajennuksia. PHPUnitilla voidaan testaamisen lisäksi esimerkiksi tarkistaa 
testauksen kattavuus kohteena olevasta ohjelmakoodista (Bergmann 2005-2011f). Oh-
jelmoija pystyy tarkistamaan, että esimerkiksi vanha, refaktoroitava koodi on kattavasti 
testien piirissä ja refaktorointi voidaan aloittaa testien tukemana. PHPUnitin sisältyvällä 
TestDox-funktiokirjastolla voidaan myös automaattisesti luoda ketterän ohjelmistoke-
hityksen dokumentaatio (Bergmann 2005-2011g). Kirjaston avulla PHPUnit tutkii oh-
jelmiston ja muuttaa testiluokat ja -metodit yksinkertaiseksi dokumentaatioksi muutta-
malla CamelCase-nimeämiskäytönnön mukaisesti nimetyt metodit lauseiksi. Esimerkik-
si metodi User-luokan testUserIdMustBePositive() -metodista tulisi automaatti-
sesti luotuun dokumentaatioon merkintä "User id must be positive" (Bergmann 2005-
2011h): 
$> phpunit --testdox UserTest 
PHPUnit 3.6.0 by Sebastian Bergmann 
 
User 
 [x] User id must be positive 
PHPUnitilla voidaan myös vähentää ohjelmoijan toistuvaa kirjoitustyötä luomalla val-
miista testattavista luokista testiluokkien rungot automaattisesti. Lisäämällä luokan do-
kumentaatiolohkoon @assert -merkintä halutuilla testeillä, voidaan PHPUnit ohjata 
rakentamaan testiluokka, joka sisältää testattavat syötteet ja testien odotettavissa olevat 
tulokset (Bergmann 2005-2011h): 
<?php 
class Calculator { 
 /**  
  * @assert (0, 0) == 0 
  * @assert (1, 0) == 1 
  * @assert (0, 1) == 1 
  * @assert (3, 4) == 7 
  */ 
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 public function add(int $a, int $b) { 
  return $a + $b; 
 ) 
} 
Kun esimerkkinä olevasta Calculator-luokasta tehdään automaattisesti testiluokka, tule-
vaan testiluokkaan tehdään @assert -merkintöjen mukaiset testit automaattisesti: 
$> phpunit --skeleton-test Calculator 
... 
/**  
 * Generated from @assert (3, 4) == 7 
 */ 
public function testAdd () { 
 $o = new Calculator(); 
 $this->assertEquals(7, $o->add(3, 4));  
} 
PHPUnitin automatisoidulla testiluokkien luomiskirjastolla voidaan toteuttaa @assert-
merkinnällä matemaattiset tulosten testit sekä tarkistaa, palautuuko metodin suorituk-
sesta odotettu poikkeus. Taulukossa 1 on esitetty PHPUnitiin sisältyvät automaattisesti 
testeiksi kääntyvät @assert-merkinnät selityksineen. 
Taulukko 1. Automatisoidun testien runkojen @assert-merkinnät ja niiden muunta-
minen testeiksi (Bergmann 2005-2011h). 
Merkintä testiluokkaan muodostettava testi  
@assert (...) == X assertEquals(X, method(...)) 
Testaa, että arvot samoja. 
@assert (...) != X assertNotEqual(X, method(...)) 
Testaa, että arvot eivät ole samoja. 
@assert (...) === X assertSame(X, method(...)) 
Testaa, että arvot ja tietotyyppi ovat sa-
moja. 
@assert (...) !== X assertNotSame (X, method (...)) 
Testaa, että arvot tai tietotyyppi eivät ole 
samoja. 
@assert (...) > X assertGreaterThan(X, method 
(...)) 
Testaa, että palautusarvo on suurempi 
kuin X. 
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@assert (...) >= X assertGreaterThanOrEqual(X, 
method (...)) 
Testaa, että palautusarvo on vähintään 
X. 
@assert (...) < X assertLessThan(X, method (...)) 
Testaa, että palautusarvo on pienempi 
kuin X. 
@assert (...) <= X assertLessThanOrEqual(X, method 
(...)) 
Testaa, että palautusarvo on enintään X. 
@assert(...) throws X @expectedException X 
Testaa, että palautettu poikkeus on X. 
PHPUnit on erittäin monipuolinen PHP-kielisen ohjelmiston Test Driven Develop-
ment- ohjelmointimenetelmää tukeva ohjelmointikehys. Sillä voidaan toteuttaa kaikki 
menetelmälle keskeiset toiminnallisuudet, vaikka Test Driven Development onkin alun 
perin kehitetty Java-kielelle. PHP 5-version julkaisun myötä kieleen tuodut aiempaa 
parempi olio-ohjelmoinnin tuki on tehnyt PHP:stä modernin ja nykyaikaisen ohjel-
mointikielen. Avoimen lähdekoodin yhteisön ja erityisesti Sebastian Bergmannin anta-
ma panos PHPUnit -ohjelmointikehyksen kehittäjänä on ollut merkittävä tekijä PHP:n 
muuttuessa harrastajien ohjelmointikielestä vakavasti otettavaksi ohjelmointikieleksi.  
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4 Taustateorian soveltaminen Drupal-viitekehykseen 
Opinnäytetyössä selvityn teorian käytännön sovellutuksena toteutetaan produktina uusi 
laajennus eli moduuli Drupal 7 -järjestelmään. Moduulin kehitystyössä on tarkoitus en-
sisijaisesti soveltaa kerättyä tietoa. Produktiosassa on tarkoitus testata millä tavoin testi-
vetoinen ohjelmistokehitysmenetelmä soveltuu Drupal-ohjelmointiin ja minkälaisia 
testivetoisen kehitystyön työkaluja tässä viitekehyksessä on olemassa. Moduulin ohjel-
moinnin ollessa testivetoisen kehityksen harjoitustyö on huomio testivetoisen kehitys-
työn prosessissa eikä niinkään ohjelmoitavan moduulin monipuolisuudessa. 
4.1 Tavoite, ongelmat, kehittämistehtävä 
Opinnäyteyön produktiosan aikana on tarkoitus selvittää, onko testivetoinen kehitys 
nopeampi tai tehokkaampi tapa ohjelmoida moduuleita Drupalille. Tapaustutkimus-
tyyppisesti voidaan arvioida kehitysmenetelmän soveltuvuutta yleisemminkin, mutta 
keskeistä on tehdä arvio menetelmän soveltuvuudesta toimeksiantajana toimivan yri-
tyksen käyttöön. Opinnäytetyön hypoteesina on se, että testivetoinen kehitys on koko-
naisuudessaan nopeampi ohjelmistokehitystapa.  
Produktiosassa ohjelmoidaan Drupal 7:ään moduuli ja pyritään saamaan moduulin toi-
minnot automaattisten testien piiriin. Tavoitteena on myös selvittää mitä mahdollisia 
automaattisia tai muita testaustyökaluja Drupal 7:ään sisältyy ja minkälainen on testive-
toisen ohjelmoinnin prosessi tässä viitekehyksessä. Tavoitteen onnistumiseksi osana 
opinnäytetyötä selvitetään myös Drupal-rajapintoja ja Drupal-ohjelmoinnin mahdollisia 
erityispiirteitä. 
4.2 Menetelmävalinnat ja suunnitelmakuvaus  
Suunnitellun moduulin toiminnallisuus on niin vähäistä, että erillisiä määrittelydoku-
mentteja tai tavallisia suunnittelun työkaluja ei ole tarpeen käyttää. Moduulille asetetut 
tehtävät ovat 
− näyttää käyttäjäprofiilissa sivuston käyttäjäroolit listaava sivu tai välilehti, 
− tuottaa roolilistalla näytettävien roolien hallintasivu ylläpitoa varten, 
− määritellä erilliset käyttöoikeudet omien roolien katseluun, kaikkien käyttäjien roo-
lien katseluun sekä näytettävien roolien ylläpitoon, 
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− toteuttaa myös muut Drupal-moduulille tavanomaiset toiminnat ja rajanpintojen 
toteutukset (linkki valikkoon tai käyttäjäprofiilin välilehdeksi, erillinen ohjesivu, 
käyttöoikeuksien määrittely ja noudattaminen) sekä 
− toteuttaa kattavat automaattiset testit kaikkien toimintojen testaamiseksi eri tilan-
teissa. 
Kehitystyön tavoitteiden havainnollistamiseksi on tehty kaksi rautalankamallia moduu-
lin tuottamien sivujen sisällöstä. Ensimmäinen sivu näyttää ylläpidon näkymän roolien 
näkyvyyden hallintaan. Moduulin toteutuksessa riittää, että eri roolien näkyvyyttä voi-
daan helposti vaihtaa ylläpitoalueelta. Jäljempänä olevassa kuvassa on mallinnettu kaksi 
tilannetta, jossa käyttäjän roolisivu on esillä. Ylemmässä vaihtoehdossa käyttäjällä on 
näytettäviä rooleja ja ne näytetään li-elementillä koostettuna listana. Alemmassa vaih-
toehdossa käyttäjälle näytetään ilmoitus, ettei hänellä ole näytettäviä rooleja. Vaikka 
näytettäviä rooleja ei olisikaan, on sivu käyttäjäprofiiliin kuuluvana välilehtenä kuitenkin 
näkyvissä. Tapaukset, joissa käyttäjällä ei ole pääsyä sivulle on jätetty piirtämättä, koska 
Drupalissa on tämänkaltaisille pääsy kielletty -tilanteille valmiit työkalut. 
 
Kuva 5 Moduulin ylläpitosivu; valitse näytettävät roolit. Oletusarvoisesti rooleja ei näy-
tetä. 
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Kuva 6 Moduulin roolilistaus, rautalankamalli: Käyttäjällä rooleja on (ylempi) tai ei ole 
(alempi) näytettäviä rooleja. 
4.3 Työtapakuvaus 
Kehitystyö tehdään opiskelijan oman yrityksen kehitysympäristössä, johon asennetaan 
testivetoiseen ohjelmistokehitystyöhön sopivat ohjelmistot. Verkkopalvelimena käyte-
tään Mac OS X Lion -ympäristössä toimivaa MAMP Pro -ohjelmistoa, joka sisältää 
Apache-verkkopalvelimen, PHP:n sekä MySQL-tietokannan helposti hallittavassa ko-
koonpanossa. MAMP Pro:lla voidaan kehittää verkkosovelluksia ilman erillistä palvelin-
ta. MAMP Pro ohjelmistolle asennetaan Drupal 7 -asennus, jossa moduulia voidaan 
tarvittaessa testata oikeassa ympäristössä kehitystyön aikana. Ohjelmistokehitys tehdään 
NetBeans 7.0 ohjelmistolla, johon on lisätty Drupal-laajennuksia ja tarkistettu editorin 
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asetusten noudattavan Drupalin Coding Standards -määrityksiä (Drupal.org 2011g). 
NetBeansiin tehdyt Drupal-asetukset on kuvattu liitteessä 1. NetBeans 7.0:ssa on hyviä 
apuvälineitä ohjelmakoodin refaktorointiin, joita muista yrityksessä käytettävissä olevis-
ta sovelluksista ei löydy. 
Moduuli ohjelmoidaan niin paljon Test Driven Development -menetelmää noudattaen 
kuin mitä Drupal-ohjelmoinnissa on mahdollista. Verkkosovelluksen tapauksessa oh-
jelmakoodia ei tarvitse erikseen kääntää testiajoja varten ja paikallisesti suoritettavalla 
palvelinohjelmistolla voidaan testiajoja tehdä aina haluttaessa. Laitteisto- ja sovellus-
puolen edellytykset tiiviiseen testien suorittamiseen ovat olemassa, joten mahdolliset 
esteet tulevat Drupalin puolelta.  
4.4 Drupal-verkkojulkaisujärjestelmä 
Drupal on avoimen lähdekoodin julkaisujärjestelmä, joka on toteutettu PHP-
ohjelmointikielellä. Drupalilla voidaan toteuttaa hyvin monenlaisia sivustoja ja se on 
suunniteltu helposti laajennettavaksi. Drupalia on monesti kuvattu ohjelmoijaystävälli-
seksi julkaisujärjestelmäksi (Davis 2011; Webdogz 2011). Ohjelmoijaystävällisyys tar-
koittaa Drupalin yhteydessä sitä, että järjestelmässä on hyvin dokumentoidut ja laajat 
rajapinnat. Nämä rajapinnat tunteva ohjelmoija pystyy toteuttamaan hyvinkin moni-
mutkaisia laajennuksia. 
Drupal on verkkosivujen julkaisujärjestelmä1 ja sosiaalisen median alusta. Se on käyttö-
kelpoinen sellaisenaan eikä käyttö edellytä ohjelmointitaitoja, mutta sisäinen rakenne on 
suunniteltu ohjelmoijia ajatellen. Heti käyttöönoton jälkeen järjestelmä tarjoaa julkaisu-
järjestelmälle normaalit perustoiminnat: käyttäjät voivat katsoa julkaistua sisältöä, navi-
goida sivustolla, luoda käyttäjätilejä ja kommentoida sivuston sisältöä. Ylläpitäjät voivat 
hallinnoida sivuston asetuksia ja antaa eri käyttäjäryhmille varsin tarkasti määritellysti 
erilaisia käyttöoikeuksia. Sisällöntuottajat voivat syöttää sivustolle uutta sisältöä, esikat-
sella sitä ennen julkaisua ja lopuksi julkaista sisällön muiden käyttäjien nähtäväksi. Uut-
ta sisältöä voi seurata sivuston tarjoamalla RSS-syötteellä ja sivuston ulkoasua voidaan 
muuttaa helposti vaihtamalla sivuston käyttämää teemaa. (Butcher et al. 2010, 7-8.) 
                                              
1 content management system, CMS 
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Drupal on kehittynyt kymmenen vuoden aikana huomattavasti tavanomaista julkaisu-
järjestelmää monipuolisemmaksi sisällönluontikehykseksi. Drupalin toimintaa voi 
muuttaa ottamalla käyttöön sen toimintaan vaikuttavia laajennuksia eli moduuleja1, ul-
koasuun vaikuttavia teemoja2 tai asennettavaan kokonaisuuteen vaikuttavia asennus-
profiileja3. Drupalin laajennettavuus on niin monipuolista, että sitä on monesti kutsuttu 
sisällönhallintakehykseksi4. Modulaarista Drupalia voidaan muuttaa lähes rajattomasti ja 
sen voi liittää yhteen hyvin monenlaisten verkkopalveluiden kanssa. Käyttäjien kirjau-
tumistiedot voidaan Drupalin oman järjestelmän sijaan hakea ulkoisesta lähteestä esi-
merkiksi LDAP-rajapintaa käyttävällä laajennuksella, tietoa voidaan syöttää tavanomai-
sen verkkolomakkeen sijaan CSV-tiedostosta tai sivustolle voidaan upottaa vaikka sosi-
aalisen median "Jaa sisältö" -painikkeet. Yli kymmenen tuhannen Drupal.org -sivustolla 
julkaistun laajennuksen joukosta löytyy todennäköisesti jokin moduuli, jolla käsillä ole-
va ongelma voidaan ratkaista. Jos valmista ratkaisua ei kuitenkaan ole, ei sellaisen oh-
jelmointi omalla moduulilla ole kovinkaan vaikeaa ainakaan Drupaliin integroimisen 
osalta. (Butcher et al. 2010, 8.) 
Drupalille ja monelle muullekin avoimen lähdekoodin ohjelmistolle on tyypillistä suu-
ren kehittäjämäärän osallistuminen kehittämiseen ja ohjelmointiin. Drupal-ympäristössä 
viitataan usein yhteisöön, "Drupal community". Drupalin kehittämisen osallistuu Dru-
pal.org -sivuston (2011a) mukaan yli 11 000 kehittäjää. Drupal-kehittäjän on tämän 
vuoksi tarpeen perehtyä Drupal.org -sivustolla hyvin dokumentoituihin ohjelmointita-
poihin eli ns. best practices -ohjeisiin ja ohjelmakoodin muotoilukäytäntöihin. Lisäksi 
ohjelmoijan on hallittava PHP-kieli sekä yleensä ainakin perustaso SQL-kielestä. Dru-
pal-järjestelmän ohjelmointirajapinnat (Drupal API, http://api.drupal.org) on myös 
tunnettava, jotta varsinaiseen julkaisujärjestelmään voidaan tehdä muutoksia. Dru-
pal.org-sivustolla on lisäksi hyvät ohjeet turvallisten laajennusten ohjelmointiin. (Dru-
pal.org 2011c; Drupal.org 2011d; Drupal.org 2011g; Drupal.org 2011h; Drupal.org 
2011i.) 
                                              
1 Eng. module 
2 Eng. theme 
3 Eng. installation profiles 
4 Eng. Content Management Framework, CMF 
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Drupal on toteutettu alun perin ns. LAMP-teknologiapinon päälle. Drupal tukee 7:ssä 
versiossa jo hyvin monenlaisia teknologioita. Drupalin ohjelmointikieli on PHP. Drupal 
7:ssa on luovuttu PHP 4 -tuesta ja PHP:n version tulee olla 5.2 tai uudempi. Ohjel-
mointikieltä lukuun ottamatta kaikki teknologiapinon osat voidaan vaihtaa joksikin 
muuksi. Linux-palvelimen sijaan Drupal voidaan asentaa esimerkiksi Windows-
palvelimelle, Apache-verkkopalvelinohjelmiston sijaan voi palvelin voi käyttää esimer-
kiksi Microsoftin IIS-ohjelmistoa, LigHTTPD- tai nginx-verkkopalvelinohjelmistoa. 
Ehdottomasti yleisin käytetty tietokantaohjelmisto on MySQL, mutta sen sijaan voi-
daan vaihtoehtoisesti käyttää PostgreSQL tai Drupal 7:ssa käyttöön otetun PDO-tuen 
myötä SQLite tai jopa SQL Server, Oracle tai DB2. Drupal toimii mainiosti myös uu-
della MariaDB-tietokantaohjelmistolla. Osa teknologiavaihtoehdoista on virallisesti 
tuettuja, kuten SQLite MySQL:n sijaan. Osa vaihtoehdoista on käytännössä täysin toi-
mivia, kuten nginx:n käyttö Apachen sijaan tai MariaDB:n käyttö MySQL:n sijaan, 
vaikka virallista tuke teknologialle ei olisikaan. Vaihtoehtoisille teknologioille löytyy 
usein tukea Drupal-yhteisöstä. Drupalin asennus on dokumentoitu kattavasti sekä dru-
pal.org -sivustolla että Drupalin asennuspaketin mukana tulevassa README.txt -
tiedostossa. (Butcher et al. 2010, 8-11; Drupal.org 2011j; Drupal.org 2011k.) 
4.4.1 Drupalin arkkitehtuuri 
Drupal on modulaarinen järjestelmä, jossa suurin osa kaikesta on toteutettu moduulei-
na. Jopa Drupalin ytimeen kuuluvat osat on toteutettu moduuleina. Osa ytimen mo-
duuleista on pakollisia moduuleita, joiden pois päältä kytkeminen ei ole mahdollista, 
kuten käyttäjätietoja käsittelevä User-moduuli. Osa moduuleista on ytimeen kuuluvia 
moduuleita, mutta joiden käytöstä ylläpitäjä voi päättää tarpeiden mukaan. Esimerkiksi 
blogin pitämisen mahdollistava Blog-moduuli kuuluu ytimeen, mutta ei ole välttämätön 
ja blogin voi toteuttaa Drupalissa lukuisilla muillakin tavoilla. Lisäksi Drupal.org-
sivustolla on tuhansia yhteisön tuottamia moduuleita. Drupalin ohjelmistoarkkitehtuuri 
ei noudata MVC-arkkitehtuuria eikä ohjelmoinnissa käytetä kattavasti olio-
ohjelmoinnin keinoja. Drupal on ohjelmoitu pitkälti proseduraalisella ohjelmointimene-
telmällä eli eri toiminnallisuudet on toteutettu olioiden ja rajapintojen sijaan funktioilla. 
Drupalissa kuitenkin käytetään myös versio versiolta enemmän olioita ja esimerkiksi 
Drupal 7:n tietokantarajapinta on toteutettu olioin PDO-kirjaston avulla. (Butcher et al. 
2010, 9-13.) 
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Kuva 7 Drupal-arkkitehtuuri ja pyyntöjen käsittely (Butcher et al. 2010, 11). 
Kun käyttäjä lähettää selaimeltaan sivupyynnön palvelimelle eli haluaa katsoa jotakin 
verkkosivua, aiheuttaa sivupyyntö sarjan toimia palvelimella. Esimerkiksi sivuhaku 
http://www.example.com/node/100 selaimella aiheuttaa palvelimella tapahtuma-
ketjun (Butcher et al. 2010 11-12):  
− Palvelimen www.example.com verkkopalvelinohjelmisto saa selaimen pyynnön 
sivusta /node/100 . 
− Verkkopalvelinohjelmisto vaihtaa sivupyynnön osoitteeseen 
index.php?q=/node/100 ja huomaa, että tämä sivupyyntö tarvitsee PHP:ta. 
Verkkopalvelinohjelmisto lähettää pyynnön eteenpäin PHP-käsittelijälle. 
− PHP suorittaa Drupalin käynnistävän tiedoston index.php parametrilla 
q=/node/100. 
− Drupalin ydin alustetaan1, se selvittää käytettävissä olevat resurssit ja käyttää menu 
system -alijärjestelmää tutkiakseen, mitä sivupyynnölle /node/100 pitäisi tehdä. 
                                              
1 Eng. bootstrap 
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− Node system -alijärjestelmä vastaa kyselyyn ja lataa sisällön tietokannasta kyselyssä 
olevalla tunnisteella 100. 
− Theme system -alijärjestelmä ottaa sisällön käsittelyyn, muotoilee siitä esityskelpois-
ta HTML-koodia ja lisää CSS-koodia selaimessa tapahtuvaa sisällön näyttämistä 
varten. 
− Drupalin ydin käy läpi muut alijärjestelmät ja käytössä olevat moduulit ja tarjoaa 
mahdollisuuden niille vaikuttaa sisältöön tai tehdä jotakin muuta sivulataukseen liit-
tyvää ja lopuksi palauttaa valmiin sivun palvelinohjelmistolle. 
− Palvelinohjelmisto lähettää Drupalin koostaman sivun selaimelle, joka näyttää saa-
mansa HTML- ja CSS-koodin sekä suorittaa sivun mukana tuleen JavaScript-
koodin.  
Drupal koostuu paitsi moduuleista, myös ytimeen kuuluvasta ohjelmakirjastosta1. Tämä 
ohjelmakirjasto sisältää keskeisimmät toiminnat ja funktiot, joita käytetään Drupalin 
sisällä: Tietokantarajanpinta, sisällön kääntäminen kieleltä toiselle, käyttäjän lähettämän 
tiedon siistiminen, lomakkeiden rakentaminen ja tietojen koodauksen muunnos2 teh-
dään ytimeen kuuluvilla kirjastoilla. Ne toimivat kuitenkin vain apuvälineinä varsinaisen 
palvelimelle lähetetyn tiedon käsittelyssä. Varsinainen tiedon käsittely tapahtuu moduu-
leissa. Ydin tarkistaa sivupyynnön aluksi, mitä moduuleita on tarpeen ottaa käyttöön ja 
käynnistää ne. Ydin tarkistaa mikä moduuli vastaa käyttäjän lähettämän sivupyynnön 
käsittelystä, tarkistaa käyttäjän oikeudet kyseiseen sisältöön, tarkistaa voiko sisällön la-
data tietokannan sivuvälimuistista ja niin edelleen, kunnes kaikki käytettävät moduulit 
on käyty läpi. Drupalissa ja laajennusten ohjelmoinnissa keskeistä on kuitenkin se tapa, 
miten tämä kaikki tehdään. (Butcher et al. 2010, 11-13.) 
Drupal-ympäristössä termi hook (suom. koukku) on tärkeä ja sitä käytetään paljon. 
Drupalin ydin ei tee varsinaiselle sivupyynnölle tai tietokannasta haetulle sisällölle mi-
tään, vaan tarjoaa moduuleille mahdollisuuden vaikuttaa sivupyynnön kulkuun sen eri 
vaiheissa. Moduuli ilmoittaa halustaan vaikuttaa johonkin tiettyyn tapahtumakulkuun 
julkaisemalla sille hook'n eli funktion, jonka nimi noudattaa tiettyä nimeämistapaa. 
hook'ien nimet ovat muotoa hook_init(). Esimerkiksi Hello world -niminen mo-
                                              
1 Eng. core libraries 
2 Eng. encoding 
 57 
duuli voisi julkaista hook_init() -liitoksen toteuttavan funktion 
hello_world_init(), jolloin Drupalin ydin antaisi Hello World -moduulille mah-
dollisuuden tehdä jotakin jo Drupalin alustusvaiheessa. Drupalin alijärjestelmät tarjoa-
vat useita hook'eja, jonka lisäksi moduulit sekä teemat voivat tarjota omia hook'eja. 
Drupal selvittää kaikki hook'it automaattisesti, kun moduuli otetaan käyttöön ja käyttää 
niitä sen jälkeen automaattisesti oikeissa sivupyynnön käsittelyn vaiheissa. Drupalin 
moduulien ohjelmointi pitkälti näiden hook'ien toteuttamista. (Butcher et al. 2010, 13-
20.) 
4.4.2 Drupalin alijärjestelmät ja moduulin ohjelmointi 
Drupalin arkkitehtuurissa koostuu useasta eri alijärjestelmästä. Theme systemillä huo-
lehditaan sivuston ulkoasusta, valikoita ja sivuston rakennetta hallitaan menu systemillä, 
sisältöä käsitellään ja haetaan näytettäväksi node systemillä, ladattuja tiedostoja käsitel-
lään Drupal 7:ään uutena lisätyllä file systemillä, käyttäjätilejä käsitellään user systemillä, 
sisältöön liitettäviä kommentteja hallitaan comments systemillä, Drupal 7:ään lisätyt 
fields system ja entities system mahdollistavat erittäin monipuolisen sisällön rakentami-
sen, Forms API:lla rakennetaan verkkolomakkeita ja tarkistetaan lomakkeilla lähetettyjä 
tietoja, asennettavan sivuston esiasetuksia hallitaan asennusprofiilien alijärjestelmä in-
stallation profiles systemillä, moduulien ohjelmointia voidaan testata Drupal 7:n lisätyl-
lä simple testing systemillä ja sivuston pääsisällön lisäksi muuta sisältöä kuten valikoita 
ja mainoksia nostetaan esiin block systemillä. Lisäksi Drupaliin on saatavana kokonaisia 
alijärjestelmiä moduuleina. Views-moduuli on mahdollisesti käytetyin kaikista yhteisön 
tuottamista moduuleista ja tarjoaa rajanpinnan monipuoliseen tietojen koontiin ja eri-
laisten näkymien toteuttamiseen. (Butcher et al. 2010, 18-20; Drupal.org 2011l; Dru-
pal.org 2011m.) 
Drupalin laajennusten ohjelmointi on periaatteessa hyvin yksinkertaista. Uuden mo-
duulin tulee esitellä itsensä Drupalille oikealla tavalla ja toteuttaa moduulin toiminnalle 
tarpeelliset hook'it. Koska Drupal-yhteisössä on tuhansia aktiivisia ohjelmoijia, on li-
säksi sovittu yhdessä työskentelyn tehostamiseksi joukosta ohjelmointistandardeja. Oh-
jelmointistandardit yhtenäistävät ohjelmakoodin ulkoasua ja luettavuutta sekä vähentä-
vät joidenkin tyypillisempien kirjoitusvirheiden esiintymistä. Standardeja noudattamalla 
voidaan toisen kehittäjän koodiin perehdyttäessä keskittyä varsinaisen ongelman ratkai-
suun tuhlaamatta aikaa erilaisten ohjelmoinnin käsialojen ymmärtämiseen. Standardit 
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noudattelevat pitkälti yleisesti käytössä olevia ohjelmointitapoja ja ne on dokumentoitu 
kattavasti drupal.org -sivustolla. Ohjelmoinnin avuksi on jopa tehty omia moduuleita. 
Developer-moduuli tarjoaa useita työkaluja ohjelmoinnin tueksi, kuten tietoja tietokan-
nan käytöstä ja tapahtumista, käytetyistä funktioista ja muuttujista. Coder-moduuli tar-
kistaa koodin noudattavan ohjelmointistandardeja ja pystyy jopa kääntämään yksinker-
taisimpia moduuleita Drupalin eri versioista toiseen. Drush-moduulilla Drupalia voi-
daan hallita nopeasti ja ketterästi suoraan komentotulkista. (Butcher et al. 2010, 20-24; 
Drupal.org 2011g; Drupal.org 2011n; Drupal.org 2011o; Drupal.org 2011p.) 
4.5 Drupal-moduulin toteutus 
Drupalin moduuli koostuu yksinkertaisimmillaan kahdesta tiedostosta. .info -tiedosto 
esittelee moduulin Drupalille ja .module -tiedosto sisältää moduulin ohjelmakoodin. 
Nämä tiedostot sijoitetaan samaan kansioon, joka on nimetty moduulin Drupalin sisäi-
sen nimen mukaan: mymodule-nimisen moduulin kansio voisi olla 
sites/all/modules/mymodule ja tiedostot olisi nimetty myös moduulin nimeä käyt-
täen mymodule.info sekä mymodule.module. Moduulin tiedostot sisältävä kansion 
nimi ja .module ja .info -tiedostonimien rungot ovat samanlaisia. Tiedosto .info - 
sisältää moduulin asetukset, nimen ja esimerkiksi moduulin mahdolliset riippuvuudet 
muista moduuleista. Tiedostossa tulee olla ainakin moduulin nimi ja kuvaus sekä Dru-
pal-pääversion numero. Moduulin toiminnallisuus eli funktiot sijaitsevat .module-
tiedostossa, joten sekin kannattaa lisätä heti aluksi mukaan. Ilman .module-tiedostoa 
moduulissa ei ole toimintaa, koska .info -tiedosto ei sisällä suoritettavaa ohjelmakoo-
dia. Muita .info-tiedostossa haluttaessa määriteltäviä asetuksia ovat käytettävät css- eli 
tyylitiedostot (styles), skriptitiedostot (scripts), muut ladattavat, esimerkiksi funktioita, 
luokkia tai rajanpintoja sisältävät PHP-tiedostot (files, syötetään taulukkomuodossa), 
riippuvuudet muista moduuleista (dependencies), moduuliryhmä (package), PHP:n mi-
nimiversio (php), asetussivun verkko-osoite (configure), moduulin pakollisuus (re-
quired, käytössä yleensä vain Drupalin ytimeen kuuluvissa moduuleissa) sekä tarvittaes-
sa moduulin piilotus moduulien hallintasivulta (hidden, käytetään usein testausmoduu-
leissa). Lisäksi tiedostoon on mahdollista laittaa muutamia muitakin asetuksia, joiden 
käyttöä kuitenkin kehotetaan välttämään. Kommentteja voi tiedostoon lisätä aloittamal-
la rivi puolipisteellä (;). Tiedostossa tulee noudattaa Drupalin ohjelmointistandardeja, 
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joten esimerkiksi yhtäsuuruusmerkin kummallekin puolelle jätetään yksi välilyönti (But-
cher et al. 2010. 29-33; Drupal.org 2011q):  
[mymodule.info] 
name = My Module 
description = First custom made module 
core = 7.x 
package = A Test Module Group 
files[] = mymodule.module 
Esimerkin mukainen moduuli on Drupalin sisäiseltä nimeltään ”mymodule” (vrt. tie-
dostonimi ja sen sisältävän kansion nimi), sen verkkosivulla näytettävä nimi on ”My 
Module”, moduulien hallintasivulla nimen vieressä näytettävä kuvaus on ”First custom 
made module”, moduuli toimii Drupal 7:ssä, se ryhmitellään moduulien hallintasivulla 
ryhmään ”A Test Module Group” ja moduulin ollessa käytössä Drupal lataa myös 
files[]-asetuksella määritetyn tiedoston mymodule.module. Jos asetukseen on tar-
peen määritellä useampia kohteita, nämä annetaan taulukkomuodossa hakasulkeiden 
avulla, kuten esimerkin files-asetuksessa files[] = ... Hakasulkeiden sisällä ei saa 
olla mitään, ei edes välilyöntiä. 
Varsinainen ohjelmakoodi eli moduulin hook'ien toteutukset sijoitetaan ensisijaisesti 
.module -tiedostoon, joskin niitä voi sijoittaa myös muihin tiedostoihin. Jos moduulin 
koodin määrä kohtuullinen, on yhä suositeltavaa pitää kaikki hook'it .module-
tiedostossa. Drupal lukee moduulin käyttöönoton yhteydessä kaikki .info tiedostossa 
määritellyt tiedostot ja rekisteröi niissä olevat hook-toteutukset. Kun Drupal suorittaa 
sivunlatauksen yhteydessä toimenpiteitä, se osaa kutsua moduulien hook'eja ja näin 
moduulien toiminnallisuudet liitetään osaksi Drupalin sisäistä tapahtumaketjua. Yksin-
kertainen esimerkki hook-toteutuksesta on help-työkaluun liittyvä esimerkki, jolla si-
vuston ylläpitäjälle voidaan lisätä ohje moduulin toiminnasta ja käytöstä (Butcher et al. 
2010, 33-34; Drupal.org 2011r):  
<?php 
/** 
 * @file 
 * A module that tells us simply that it is working as  
 * expected. 
 */ 
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/** 
 * Implements hook_help. 
 * 
 * Displays help and module information. 
 * 
 * @param path  
 *   Which path of the site we're using to display help 
 * @param arg  
 *   Array that holds the current path as returned from arg()  
 *   function 
 */ 
function mymodule_help($path, $arg) { 
  switch ($path) { 
    case "admin/help#mymodule": 
      return '<p>'.  t("This is a test module and this text 
shows up in help page.") .'</p>'; 
      break; 
  } 
} 
Drupal.org -sivusto käyttää Doxygen -järjestelmää dokumentaation automaattisessa 
luomisessa. Tämä tapahtuu hieman PHPUnitissa esitellyn TestDox-ohjelmakirjaston 
tapaan. Moduulin ohjelmakoodin sisältävä tiedosto kannattaa aloittaa kommenttiloh-
kolla, jossa on @file-merkintä. Merkintä ei ole pakollinen, mutta suositeltu ja Coder-
moduuli pitää merkinnän puuttumista virheenä. Merkintä kuvaa koko tiedoston toi-
minnallisuutta lyhyesti. Dokumenttilohkon merkinnöistä voidaan luoda automaattisesti 
tiivis dokumentaatio. Dokumenttilohkot erotetaan Drupal-koodissa aloittamalla ne 
kauttaviivalla ja kahdella tähdellä (/**) ja lopettamalla tähdellä ja kauttaviivalla (*/). 
Kaikki muut kommentit tulee merkitä kahdella kauttaviivalla (// kommentti tähän) 
eikä risuaitaa (#) saa käyttää kommenttien merkitsemiseen. (Drupal.org 2011s; But-
cher et al. 2010, 33-37.) 
@file-merkinnän jälkeen lohkossa on kerrottu ennen varsinaista hook'n toteutusta, 
mikä hook toteutetaan. Tämä tapa nopeuttaa muiden ohjelmoijien koodiin perehtymis-
tä, koska toteutukset on esitelty aina samalla tavalla. Standardin tarkka noudattaminen 
on edellytys automatisoidulle tiedoston metatietojen käsittelylle esimerkiksi Drupalin 
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funktio- ja muuttujakirjasto api.drupal.org:ssa (Drupal.org 2011t). Hook-esittelyn jäl-
keen on kuvattu @param -merkinnällä kummatkin funktion käyttämät parametrit. 
Funktion parametrien on oltavat samoja kuin alkuperäisessä funktiossa, koska Drupal 
syöttää hook-toteutuksille aina alkuperäisen hook'n kuvaamat parametrit. Yksinkertai-
sen hook'in toteuttavan funktion kuvauksesta parametrien selitykset voidaan kuitenkin 
jättää pois, koska ohjelmoija voi tarkistaa funktion parametrit Drupalin API -
kuvauksista (Butcher et al. 2010, 36-37).  
Drupal rekisteröi kaikki toteutetut hook't ja antaa niitä käyttämällä moduuleille mahdol-
lisuuden vaikuttaa järjestelmän toimintaan oikeaan aikaan. Hook'ien toteutuksessa on 
samantyyppisiä piirteitä, kuin mitä olio-ohjelmoinnissa on metodien toteutuksella pe-
riytetyissä luokissa. Moduuli voi toteuttaa jonkin tietyn alijärjestelmän tai toisen mo-
duulin tarjoaman hook'n tai jättää sen toteuttamatta. Olio-ohjelmoinnissa rajapinta voi-
si julkaista tyhjän metodin, jonka periytetty luokka voisi toteuttaa haluamansa kaltaisena 
tai jättää toteuttamatta. Jokaisen Drupalin alijärjestelmän kohdalla tarkistetaan käytössä 
olevien moduulien osalta ovatko moduulit toteuttaneet alijärjestelmään hook'n. Esi-
merkissä mymodule_help() toteuttaa mymodule-moduulissa help-alijärjestelmän 
hook_help'n. Toiminnalle on keskeistä noudattaa nimeämiskäytäntöä, jossa toteutetun 
hook'n nimi muodostetaan korvaamalla sana hook moduulin Drupalin sisäisellä nimel-
lä. Alijärjestelmän suorittamisen aikana Drupal siis tarkistaa käytössä oleva moduuli 
kerrallaan, onko jossakin suoritettavia hook'eja tarkistamalla järjestelmän sovittua ni-
meämiskäytäntöä noudattavat funktiot ja suorittaa toteutetut hook'it. Drupal ajaa alla 
olevan koodiesimerkin tapaan kaikkien moduulien hook_help-toteutukset korvaamalla 
hook-osan moduulin nimellä ja tarkistamalla onko tämän nimistä funktiota toteutettu. 
$my_function = $mymodule_name . "_help"; 
if (function_exists($my_function)) { 
  $my_function(); 
} 
Moduulin hook'n varsinainen koodi voi olla aika lyhyt, kuten aiemmin esimerkkinä 
olevassa mymodule -moduulin opastetekstissä. Funktiolle mymodule_help() annetaan 
kaksi parametria: $path -parametri on ohjeteksteistä huolehtivan help-alijärjestelmän 
verkkopolku ja $arg selaimen lähettämän verkko-osoitteen argumenttilistaus. Funktio 
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ei käytä jälkimmäistä parametria. Se on silti funktion parametrilistassa, koska 
hook_help()-toteutuksessa funktiolle annetaan kumpikin kuvattu parametri. 
Esimerkissä toteutetun mymodule_help() -funktio suoritetaan Drupalissa silloin, kun 
käyttäjä on Drupalin ohjesivuilla (esimerkiksi www.example.com/admin/help). 
Funktio tarkistaa, onko muuttujan $path arvon ja palauttaa tarvittaessa t()-funktiolle 
syötetyn ohjetekstin palautusarvon. Help-alijärjestelmässä kunkin moduulin ohjeteksti 
tulee tarjota käytettäväksi tietystä verkko-osoitteesta, joka on muotoa 
admin/help#MODULE_NAME, jossa MODULE_NAME on moduulin Drupalin sisäinen ni-
mi. Esimerkissä on käytetyllä t() -funktiolla on tärkeä rooli Drupalin käyttöliittymä 
kääntämisessä eri kielille. Funktio vastaa merkkijonojen ja lauseiden kääntämisestä kie-
leltä toiselle. Jos Drupalin kielitukea ei ole otettu käyttöön, t()-funktio palauttaa sille 
syötetyn merkkijonon tai lauseen sellaisenaan. Jos kielituki on otettu käyttöön ja käyttä-
jä käyttää sivustoa muulla kielellä kuin englanniksi, t()-funktio hakee kohdekielisen 
käännöksen. Jos käännöstä ei löydy, se palauttaa alkuperäisen tekstin. Funktiolle voi 
antaa parametrin myös muuttujana esimerkiksi muodossa 
t($translatable_string_content). Drupal-yhteisön käyttämät automatisoidut 
käännöstyökalut eivät kuitenkaan suorita koodia vaan lukevat sen tekstinä eivätkä pysty 
käsittelemään funktiolle muuttujana annettua tekstiä. Funktiolle kannattaa tämä vuoksi 
antaa tekstit merkkijonoina ja kokonaisina lauseina (esimerkiksi t('Translate me to 
finnish!')). Funktiolle voidaan antaa myös muuttuvaa sisältöä, kuten Hello, 
$user! antamalla t()-funktiolle toisena parametrina taulukkomuodossa muutettavat 
arvot. Muuntaessaan tekstin sisältäviä arvoja annetun taulukon sisältämiin arvoihin 
funktio tarkistaa samalla, että annettu teksti ei sisällä haitallista koodia eikä voi rikkoa 
järjestelmää tai sotkea käyttäjälle näytettävää HTML-koodia. Tämä tapa lisää merkittä-
västi järjestelmän tietoturvaa, kun alun perin käyttäjältä peräisin olevat merkkijonot 
tarkistetaan ja tarvittaessa siivotaan ennen käyttöä. (Butcher et al. 2010, 38-41; Dru-
pal.org 2011u.) 
t()-funktiolle annettavien muunnosarvojen tarkistaminen tehdään muunnettavan ar-
von ensimmäisen merkin perusteella. Kun muunnettava arvo alkaa ”@”-merkillä, se 
tarkistetaan Drupalin omalla plain_text() -funktiolla. Funktio muuntaa HTML-
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koodin turvalliseksi korvaamalla osan HTML-koodista HTML-entiteeteillä1. Jos annet-
tava arvo on varmasti turvallinen, se voidaan syöttää funktiolle ”!”-alkumerkillä. Muun-
noksen sisältöä ei silloin tarkasteta, joten turvallisuudesta tulee siis olla aivan varma. 
Muunnosarvoja voidaan antaa funktiolle myös ”%”-merkin kanssa. Tällöin muun-
nosarvot käsitellään kuten ”@”-merkillä alkavat tekstit eli plain_text() -funktiolla, 
jonka lisäksi käännetty teksti lähetetään theme_placeholder() -funktion käsiteltä-
väksi. Oletusarvoisesti muuttuva arvo kursivoidaan eli se kääritään <em> ja </em> mer-
kintöjen sisään. (Butcher et al. 2010; 41-42; Drupal.org 2011u.) 
// Unsecure content using placeholder '@' 
$username = 'Break HTML!</p></ul></div>'; 
$values = array('@user' => $username); 
print t('Hello, @user', $values); 
// prints something like:  
// Hello, Break HTML!&lt;/p&gt;&lt;/ul&gt;&lt;/div&gt;  
 
// Known and secure varying content using placeholder '!' 
$values = array('!uri' => 'http://example.com'); 
print t('URL you are looking for is !uri', $values); 
// prints something like:  
// URL you are looking for is http://example.com 
 
// Emphasize unsecure content using placeholder '%' 
$moviename = 'Supersize me!</div>'; 
$values = array('%name' => $moviename); 
print t('Movie name is %name', $values); 
// prints something like:  
// Movien name is <em>Supersize me!&lt;/div&gt;</em> 
t()-funktio ei itsekseen osaa käsitellä yksikön ja monikon erilaisia vaihtoehtoja tai mui-
ta tekstin kääntämiseen liittyviä hienouksia, joten sen lisäsi Drupal tarjoaa käyttöön 
esimerkiksi format_plural()-funktion. Tekstin käsittelyyn on lisäksi paljon muitakin 
hyödyllisiä funktioita. Tarkempia tietoja näistä saa esimerkiksi t()-funktion API-sivulta2 
                                              
1 escaping HTML, htmlspecialchars-funktiolla 
2 http://api.drupal.org/api/function/t/7 
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tai Drupalin kattavasta dokumentaatiosta. (Butcher et al. 2010, 41-42; Drupal.org 
2011u.) 
Tässä kappaleessa on esitelty Drupalin laajennusten ohjelmoinnin perustyökalut: kes-
keisimmät asiat ohjelmakoodin sijoittelusta tiedostoihin, moduulien esittelystä Drupalin 
ydinjärjestelmälle, Drupalin toiminnalle keskeinen hook'ien käyttö moduuleissa sekä 
yksi esimerkki moduulien ohjelmoinnille keskeisistä Drupalin valmiista funktioista t(). 
Seuraavaksi tarkastellaan automatisoidun testiympäristön luomista ja automatisoitujen 
testien kirjoittamista Drupal-viitekehyksessä. 
4.6 Testaaminen Drupalissa 
Drupal 7:ssä testaaminen on aiempia Drupalin versioita helpompaa. PHPUnitiin perus-
tuvia testausmoduuleja on toteutettu Drupal 5:een (Drupal.org 2009) sekä Drupal 6:een 
(Drupal.org 2011v). Lisäksi Drupalin dokumentaatiosivuilla on kuvattu, miten PHPU-
nitia voidaan käyttää Drupal testauksessa (Drupal.org 2010a; Drupal.org 2010b). Ai-
emmissa Drupalin versioissa automatisoitu testaaminen edellytti kuitenkin erillisen mo-
duulin asentamista ja Drupalin ylläpitoa hankaloittavaa ytimen korjaamista patch-
tiedostolla. Drupal 7:ssä versiossa SimpleTest -ohjelmistontestauskehys on liitetty osak-
si Drupalin ydintä eli testausmoduuli tulee Drupal 7:n mukana (Butcher et al. 2010, 49). 
Testaaminen aloitetaan ottamalla Testing-moduuli käyttöön (Drupal.org 2011w).  
Drupalin sisältämä SimpleTest-testauskehys perustuu pääasiassa toiminnallisten testien 
ohjelmointiin pikemminkin kuin yksikkötesteihin. Koska Drupal on toteutettu prose-
duraalisella ohjelmointitavalla, voidaan yksikkötesteillä testata yksittäisten funktioiden 
toimintoja ja joskus ohjelmanlaajuisten1 muuttujien sisältöä. Drupalin testauksessa on 
ensisijainen päämäärä kuitenkin varmistua siitä, että järjestelmään lisätty ohjelmakoodi 
toimii odotetusti koko ohjelmiston kontekstissa. Tämän vuoksi Drupalin testit usein 
käynnistävät Drupalin kokonaisuutena, ehkä lisäävät käyttäjän, ottavat käyttöön mo-
duuleita ja hakevat verkko-osoitteella jonkin sivun sisällön ja testaavat tätä haettua 
HTML-sisältöä. Drupaliin voidaan kuitenkin kirjoittaa myös yksikkötestejä, joilla voi-
daan varmistua ohjelmakoodin toimivuudesta. Yksikkötestien kirjoittaminen on vieläpä 
toiminnallisia testejä yksinkertaisempaa. (Buthcer et al. 2010, 49-50; Drupal.org 2011w.) 
                                              
1 global variable 
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Testit sijoitetaan moduulin kansiossa .test -päätteiseen tiedostoon. Esimerkiksi My 
Module -nimisen tiedoston ohjelmakoodiin ollessa tiedostossa 
mymodule/mymodule.module, testit ovat tiedostossa mymodule/mymodule.test, 
josta Drupal 7:n Testing-moduuli osaa hakea ne automaattisesti. Lisäksi testitiedosto 
pitää esitellä moduulin .info-tiedostossa muiden ohjelmakoodia sisältävien tiedosto-
jen tapaan: 
[mymodule.info] 
name = My Module 
description = First custom made module 
core = 7.x 
package = A Test Module Group 
files[] = mymodule.module 
files[] = mymodule.test 
4.6.1 Testin ohjelmointi 
Drupalin testaaminen perustuu SimpleTest-testauskehykseen. Testing-moduuli on so-
vellus SimpeTest-testauskehyksestä, jota on täydennetty Drupal-toiminnoilla. Testit 
kirjoitetaan PHP:n olio-ohjelmoinnin toiminnallisuuksia hyödyntäen, vaikka Drupalissa 
käytetään muutoin olioita vain joissakin alijärjestelmissä. Drupalin testit periytetään 
luokasta DrupalWebTestCase. Testiolioon toteutetaan aina metodi getInfo(). Muil-
ta osin testaaminen muistuttaa paljon PHPUnitia, sillä mahdolliset esiasetukset voidaan 
tehdä PHPUnitista tutulla setUp() -metodilla, testimetodien nimet alkavat myös sa-
nalla test ja metodeihin voidaan tehdä haluttu määrä testattavien palautusarvojen tes-
tejä (assertions). On tärkeää huomata, että Testing-moduuli luo testejä varten Drupalia 
tarvitseville testeille uuden Drupal-instanssin, jossa ei ole lainkaan käyttäjiä, asetuksia, 
käyttöön otettuja moduuleita, sisältöä tai tiedostoja. Nämä tulee lisätä testiluokan 
setUp()-metodissa. Testaaminen tapahtuu siis ns. puhtaalla Drupalin asennuksella. 
Testaamiseen voi tutustua myös Examples-moduulin avulla, jossa on julkaistu paljon 
esimerkkejä kehittäjille. Seuraavat esimerkit on laadittu Drupalin Examples-moduulin 
esimerkkejä hyödyntäen. (Butcher et al. 2010, 51; Drupal.org 2011w; Drupal.org 
2011x.) 
Ohjelmakoodin perusrakenne on tuttu varsinaisen moduulin ohjelmakoodista. Testitie-
dosto alkaa dokumenttilohkolla, jossa @file-määritteellä kuvataan lyhyesti tiedoston 
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toiminnat. Sen jälkeen luodaan DrupalWebTestCase-luokasta periytetty luokka ja to-
teutetaan getInfo()-metodi. Ilman getInfo()-metodia Drupal ei näytä testiä käyttö-
liittymässä eikä testiä voi suorittaa. Metodin tehtävänä on välittää käyttöliittymään tieto 
siitä, mitä testi testaa. Syötettävät arvot annetaan metodissa assosiatiivisena taulukkona, 
jossa nimelle (name), kuvaukselle (description) ja testiryhmälle (group) on omat 
kohtansa. Syötettävät tiedot ovat käyttäjälle näytettäviä tietoja, joten ne kannattaa muo-
toilla mahdollisimman kuvaaviksi teksteiksi. Drupal järjestelee testit käyttöliittymässä 
ryhmän perusteella. (Butcher et al. 2010, 51-53; Drupal.org 2011w.) 
[mymodule.test] 
<?php 
/** 
 * @file 
 * Tests for my very first Drupal module. 
 */ 
 
public static function getInfo() { 
 return array( 
  'name' => 'Simpletest Example', 
  'description' => 'Plain test simply to see if this  
  stuff works.', 
  'group' => 'Examples', 
 ); 
} 
Seuraavaksi lisätään setUp()-metodi, jolla voidaan lisätä testiympäristöön testille tar-
peelliset käyttäjät, moduulit ja muut asetukset. Kun setUp()-metodi toteutetaan testi-
luokkaan, on sen kutsuttava yliluokan samaa metodia, jolle välitetään testissä käyttöön 
otettavat moduulit metodin argumentteina, esimerkiksi 
parent::setUp('mymodule', 'yourmodule', 'some_module'). Drupal 7 huo-
lehtii mahdollisista moduulien riippuvuuksista automaattisesti. Yliluokan setUp()-
metodi alustaa testin aluksi erillisen testiympäristön tietokantoineen eli luo testiä varten 
erillisen Drupal-instassin. (Butcher et al. 2010, 54-57; Drupal.org 2010r.) 
Seuraavassa esimerkissä kutsutaan ensin yläluokan setUp()-metodia ja annetaan sille 
parametreina käyttöön otettavat moduulit. Testiympäristön alustuksen jälkeen luodaan 
käyttäjä DrupalWebTestCase::drupalCreateUser() -metodilla  ja annetaan para-
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metrina taulukko halutuista käyttöoikeuksista. Viimeiseksi kirjataan testikäyttäjä sisään 
DrupalWebTestCase::userLogin() -metodilla. Näillä asetuksilla voidaan testata 
esimerkiksi se, että luotu käyttäjä voi luoda järjestelmään ”simpletest_content” -
sisältötyypin mukaista sisältöä (Drupal.org 2011w): 
public function setUp() { 
 parent::setUp('simpletest_example'); 
 // Create and log in our privileged user. 
 $this->privileged_user = $this->drupalCreateUser(  
  array( 
   'create simpletest_example content', 
   'extra special edit any simpletest_example', 
  )); 
 $this->drupalLogin($this->privileged_user); 
} 
getInfo()- ja setUp()-metodien ohjelmoimisen sekä tarpeellisten käyttäjien luomi-
sen jälkeen voidaan ohjelmoida varsinainen testi. Testin ohjelmoiminen muistuttaa 
huomattavasti JUnitin ja PHPUnitin rakennetta. Aluksi metodille annetaan muuttujaan 
jotakin sisältöä, tehdään jotakin ja tarkistetaan lopputulos. Yhdessä metodissa testataan 
aina yksi ja vain yksi toiminnallisuus. Lopputulosta voidaan toki testata usealla eri testil-
lä, kuten sisällön lisäystä testatessa tarkistaa otsikon teksti, sisällön teksti ja Drupalin 
palauttama informaatiota onnistuneesta tai epäonnistuneesta tapahtumasta. Testaami-
nen tehdään aina DrupalWebTestCase::assertXxx() -tyyppisellä metodilla, jossa 
Xxx on testin tyyppi. Erilaiset testimetodit edellyttävät erilaisia parametreja (Butcher et 
al. 2010, 57; Drupal.org 2011w): 
public function testUserPermissions() { 
 $this->assertTrue(user_access(''create  
 simpletest_example content')); 
} 
public function testSimpleTestExampleCreate() { 
 // Create node to edit.    
 $title = $this->randomName(8);  // 1) 
 $body = $this->randomName(16);  // 2) 
 $target = 'node/add/simpletest-example'; // 3) 
 $edit = array(); 
 $edit['title'] = $title; 
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 $edit["body[und][0][value]"] = $body; 
 $this->drupalPost($target, $edit, t('Save')); // 4) 
 // assert that Drupal message containing $title is found  
 // within created node 
 $this->assertText(t('Simpletest Example Node Type @title  
 has been created.', array('@title' => $edit['title']))); 
 // assert that $title is found within created node 
 $this->assertText(t('@title', array('@title' =>  // 
 $title))); 
 // assert that $body is found within created node 
 $this->assertText(t('@body', array('@body' => $body))); 
} 
Ensimmäinen testi testaa, että testikäyttäjällä on oikeus luoda sivustolle tietynlaista si-
sältöä ('create simpletest_example content'). Toinen testi testaa sisällön luo-
mista. Testissä luodaan yksi uusi sivu, jonka otsikko on 1) kahdeksan merkin pituinen 
satunnainen merkkijono ja 2) sisältö 16 merkin pituinen satunnaisen merkkijonon. Sivu 
luodaan mallintamalla lomakkeen lähettäminen verkkosivuilta 
DrupalWebTestCase::drupalPost() -metodilla. Metodille annetaan parametreina 
3) lomakkeen kohdeosoite, halutut sisällön lisäykseen käytettävän lomakkeen kentät 
taulukkona sekä lomakkeen lähetyspainikkeen1 nimi. Esimerkissä on käytetty vain yhtä 
testiä, metodia DrupalWebTestCase::assertText(). Erilaisia testejä on kymmeniä 
PHPUnitissa esitellyistä totuusarvon, lukuarvojen ja tekstien testeistä Drupalin tuotta-
man HTML-sivun lähdekoodin tai selaimessa näytettävän tekstin, otsikon tai hyper-
linkkien tarkistamiseen, lomakkeiden kenttien ja niiden arvojen tai tilan tarkistamiseen 
ja jopa testiympäristöstä viimeksi lähetetyn sähköpostin tietojen tarkistamiseen (Dru-
pal.org 2011y). Käytettävissä olevista testeistä on kattava listaus api.drupal.org-
sivustolla (Drupal.org 2011z).  
4.6.2 Testien suorittaminen 
Drupalissa funktionaaliset testit pystytään suorittamaan sekä web-käyttöliittymästä että 
komentotulkista. Käyttöliittymässä pitää ensin ottaa käyttöön Testing-moduuli. Sen 
jälkeen halutut testit voidaan suorittaa käyttöliittymässä paikasta Etusivu > 
                                              
1 lomakkeen submit-elementti 
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Configuration > Testing (tai 
www.example.com/admin/config/development/testing). Drupal tallentaa kaik-
ki moduulien luokat ja metodit välimuistiin, joten moduuleja muokatessa täytyy Drupa-
lin välimuisti aina muistaa tyhjentää. Uudet testit tulevat sivulla näkyviin vasta välimuis-
tin tyhjennyksen jälkeen. Testien suoritus voi testauksen laajuudesta riippuen kestää 
pitkään. Tulokset tulevat näkyviin samalle sivulle. Komentotulkista testejä voi suorittaa 
sitä varten laaditulla komentojonotiedostolla [DRUPAL_ROOT]/scripts/run-
tests.sh tai Drush-moduulin avulla. Komentojonotiedosto sekä Drush toimivat pää-
sääntöisesti kaikissa Linux-järjestelmissä sekä yleensä myös Mac OS X:ssä. Windows-
ympäristöön ei ole toteutettu tätä vastaavaa bat-tiedostoa eli Drush-moduuli ei toimi 
kunnolla. (Drupal.org 2011w; Drupal.org 2011aa.) 
Testitulosten seurantaa ja ohjelmakoodin korjaamista helpottaa huomattavasti, kun 
testeistä on saatavissa kunnolliset raportit. Testityökalun asetuksista on valittavissa ta-
vallista laajempi raportointiasetus, jolloin testitulokset ovat käytettävissä HTML-
muotoisena sivuna. Asetus löytyy verkko-osoitteesta 
www.example.com/admin/config/development/testing/settings kohdasta 
”Provide verbose information when running tests”. Tämän asetuksen lisäksi voi olla 
hyvä tulostaa testien aikana eri vaiheista tietoa. Testitulosten joukkoon voi lisätä ajonai-
kaista tietoa metodeilla DrupalWebTestCase::pass() sekä 
DrupalWebTestCase::fail(). Metodit eivät testaa mitään, mutta laukaisevat joko 
onnistuneen tai epäonnistuneen testituloksen ja palauttavat halutun tekstin testin selit-
teenä. Testaamisen apuna voidaan käyttää myös ajonaikaista tietoa raportoivia de-
bug()tai DrupalWebTestCase::verbose() metodeja. Metodien käyttö on helpottaa 
testaamista selvästi, koska DrupalWebTestCase -testiluokan testiympäristö on aina 
väliaikainen eikä tähän ympäristöön drupal_set_message() -metodilla tai PHP:n 
print() tai echo() -funktioilla tulostettuja viestejä ole helppoa tarkastella. (Dru-
pal.org 2011r; Berry 2009.) 
$this->pass("Show this as positive assertion result."); 
$this->fail("Show this as failed assertion result."); 
$this->verbose("Show this as a neutral note in resultset."); 
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4.6.3 Drupal-ohjelmakoodin yksikkötestit 
Drupal ohjelmakoodia voidaan testata toiminnallisten testien lisäksi myös yksikkötes-
teillä. Testiluokka periytetään luokasta DrupalUnitTestCase. Yksikkötestauksessa ei 
asenneta Drupal-ympäristöä eli tietokanta jätetään alustamatta eikä testeille luoda files-
hakemistoa. Erityisesti Drupalin asentamisen jääminen pois nopeuttaa yksikkötestejä 
toiminnallisiin testeihin verrattuna. Toisaalta se samalla rajoittaa testit sellaisiin meto-
deihin ja luokkiin, jotka eivät käytä tai tarvitse Drupalin files-kansion tiedostoja tai tie-
tokantaa ja siitä riippuvia funktioita, ellei niitä korvata mock-luokilla. Yksikkötesteillä 
voidaan kuitenkin testata metodien toimintaa tietyissä rajoissa nopeasti ja tehokkaasti. 
(Drupal.org 2011w; Drupal.org 2011ab.) 
Yksikkötestit ovat perusrakenteeltaan muutoin samanlaisia kuin toiminnalliset testit, 
mutta testiluokka ei tarvitse setUp() -metodia. Testitiedosto pitää kuitenkin esitellä 
aiemmin kuvatulla tavalla .info -tiedostossa ja sen pitää sisältää getInfo()-metodi, 
jotta Drupal huomioi testiluokan. Yksikkötestit periytetään yliluokasta 
DrupalUnitTestCase ja metodit alkavat aina sanalla test. Muilta osin testaaminen 
on selvästi yksinkertaisempaa kuin mitä toiminnalliset testit ovat, koska testeissä ei tes-
tata monimutkaisempia toimintoja vaan lähinnä funktioiden palautusarvoja. 
Seuraavassa esimerkissä on neljä yksikkötestiä, joilla voidaan testata palauttaako metodi 
empty_mysql_date()- eri tilanteissa oikean arvon (Drupal.org 2011ab): 
[mymodule.module] 
function empty_mysql_date($d) { 
 if (empty($d) || $d == '0000-00-00'  
  || $d == '0000-00-00 00:00:00') { 
  return true; 
 } 
 return false; 
} 
 
[mymodule.test] 
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function testEmptyMySQLDate() { 
 $result = empty_mysql_date(NULL); 
 $message = t('A NULL value should return TRUE.'); 
 $this->assertTrue($result, $message); 
 
 $result = empty_mysql_date(''); 
 $message = t('An empty string should return TRUE.'); 
 $this->assertTrue($result, $message); 
 
 $result = empty_mysql_date('0000-00-00'); 
 $message = t('"Empty" MySQL DATE should return TRUE.'); 
 $this->assertTrue($result, $message); 
 
 $result = empty_mysql_date(date('Y-m-d')); 
 $message = t('A valid date should return FALSE.'); 
 $this->assertFalse($result, $message); 
} 
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5 Produkti 
Opinnäytetyön produktiosana ohjelmoidaan Drupalin laajennus eli moduuli, jolla yllä-
pito voi antaa käyttäjille mahdollisuuden katsella verkkosivustolle annettuja rooleja. 
Roolit näytetään käyttäjäprofiilin My Roles -sivulla. Ylläpito voi liittää katseluoikeuden 
haluamilleen käyttäjärooleille joko käyttäjän omiin rooleihin tai myös muiden käyttäjien 
rooleihin. Lisäksi ylläpito voi määritellä mitkä roolit näytetään ja mitä rooleja ei näytetä 
Omat roolit -sivulla. Moduulin nimi on Role Members ja moduulin seuraavassa pääver-
siossa käyttäjät voivat nähdä ylläpidon määrittelemien roolien kohdalta ne käyttäjät, 
joilla on tietty rooli. Nyt toteutetussa moduulin ensimmäisessä versiossa toteutetaan 
vain roolien listaus ja siihen liittyvät käyttöoikeudet. 
Moduuli perustuu kolmen eri sivun toteutukseen. Jos käyttäjällä on rooli, jolle on an-
nettu oikeus katsella omia rooleja, näkee käyttäjä omassa käyttäjäprofiilissaan osoittees-
sa www.example.com/user uuden välilehden My Roles. Välilehden sisältö näkyy 
osoitteessa www.example.com/user/%uid/roles, jossa %uid on käyttäjän yksilöivä, 
Drupalin sisäinen tunniste. Kaikkien käyttäjien roolien katseluoikeus yhdessä käyttäjä-
profiilien katseluoikeuteen sallii myös muiden käyttäjien My Roles -sivun katselun. Si-
vulla näytetään ne käyttäjälle annetut roolit, jotka ylläpito on erikseen merkinnyt mo-
duulin asetuksissa näytettäviksi rooleiksi. 
Toinen sivu on ylläpidon hallintasivu, josta voidaan merkitä roolit näkyväksi tai piilote-
tuksi. Sivu näytetään Drupalin ylläpitoalueella Administrator > Configuration > 
People > Role Members tai suoraan verkko-osoitteella 
www.example.com/admin/config/people/role_members. Koska käyttäjät eivät 
tavallisesti näe omia roolejaan, jokainen haluttu rooli pitää merkitä näytettäväksi. Näin 
nykyiset tai myöhemmin lisättävät uudet roolit eivät tule vahingossa käyttäjien nähtävil-
le. Ylläpitosivulla näytetään listana kaikki muut käyttäjäroolit paitsi ”anonymous user” 
eli kirjautumaton käyttäjä. Tätä roolia ei voida koskaan liittää käyttäjille, vaan se on va-
rattu kirjautumattomille sivuston käyttäjille. Näkyviksi merkityt roolit tallennetaan 
Drupalin sisäiseen tietovarastoon, josta ne voidaan noutaa My Roles -sivua ladatessa. 
Kolmas sivu on lähinnä ylläpitäjälle tarkoitettu ohjesivu, jossa kuvataan moduulin toi-
mintaa ja käyttöä. Ohjesivu on nähtävänä alueella Admin > Help eli osoitteessa 
www.example.com/admin/help/role_members. 
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Erillisten sivujen lisäksi moduuli lisää Drupaliin omat kohdat käyttöoikeuksien määrit-
telysivulle Admin > People > Permissions tai suoraan verkko-osoitteella 
www.example.com/admin/people/permissions. Käyttöoikeuksia määritellään 
omien roolien katseluun ('view own roles'), kaikkien käyttäjien roolien katseluun 
('view roles of all users') sekä roolien näkyvyyden asetusten muuttamiseen 
('administer viewable roles'). Drupal näyttää käyttöoikeudet käyttöoikeussivul-
la ja tallentaa ne automaattisesti ja moduulin pitää vain tarkistaa yksinkertaisella funkti-
olla user_access('check this permission') onko käyttäjällä käyttöoikeus jo-
honkin tiettyyn toimintoon.  
5.1 Moduulin toteuttaminen 
Moduulin ohjelmointi aloitetaan luomalla Drupal-kehitysympäristöön role_members-
kansio. Kansio sijaitsee Drupalin pääkansiosta katsoen paikassa 
DRUPAL_ROOT/sites/all/modules/custom/role_members. Kansion nimi on sa-
malla moduulin Drupalin sisäinen eli konekielinen nimi. Kansioon luodaan kolme tie-
dostoa: role_members.info, role_members.module ja role_members.test. En-
simmäinen tiedosto (.info) esittelee moduulin Drupalille ja sen sisällä ohjataan Drupal 
etsimään moduulin ohjelmakoodit kahdesta muusta luodusta tiedostosta. Moduulin 
varsinainen ohjelmakoodi on toisessa tiedostossa (.module). Koska kyseessä on verrat-
tain pieni moduuli, voidaan kaikki moduulin ohjelmakoodi pitää yhdessä tiedostossa. 
Kolmas tiedosto (.test) sisältää moduulille ohjelmoitavat testiluokat ja testitapaukset. 
Vaikka ohjelmoinnin aikana tehdään useita erillisiä testiluokkia, kannattaa ohjelmakoo-
din tavoin myös testit pitää yhdessä tiedossa kokonaisuuden paremman hahmottamisen 
vuoksi. 
5.1.1 Testien suunnittelu 
Testien suunnittelu aloitetaan sillä, että luodaan Drupalin SimpleTest -testikehyksen 
sovelluksen testiluokat. Testiluokkia tehdään yksi jokaista testattavaa osa-aluetta koh-
den. Testiluokkien sisälle tehdään useita erillisiä testitapauksia, jotta kaikki käyttötapa-
ukset voidaan kattaa automaattisin testein. Testiluokat kattavat käyttöoikeuksien näky-
vyyden ylläpitosivulla (class roleMembersPermissionsAvailableTestCase 
extends DrupalWebTestCase), käyttöoikeuksien asettamisen toiminnan (class 
roleMembersGrantPermissionsTestCase extends DrupalWebTestCase), 
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My Roles -välilehden näkyvyyden vain silloin, kun käyttäjällä on oikeus tarkastella omia 
tai kaikkien käyttäjien rooleja (class roleMembersRolePageTestCase extends 
DrupalWebTestCase) sekä asetussivun sisällön sekä sen oikean toiminnan (class 
roleMembersConfigurationPageTestCase extends DrupalWebTestCase). 
Lisäksi testataan ohjetekstin näkyvyys oikeilla oikeuksilla omalla testiluokalla (class 
roleMembersHelpTestCase extends DrupalWebTestCase). 
Testiluokkien avulla Drupal 7:n automaattisia testejä voidaan suorittaa tarpeen mukaan 
joko moduulin laajuisesti tai yhden testiluokan laajuisesti. Testien suorittaminen ei ole 
yhtä ketterää kuin PHPUnit-testauskehyksessä, koska moduuli käyttää huomattavaa 
määrää Drupalin toimintoja ja jokainen moduulin toimintaa testaava tapaus tarvitsee 
täyden Drupalin asennuksen. Drupalin testauksessa jokaisen testiluokan suoritus aloite-
taan ns. puhtaalla asennuksella, jossa ei ole käyttäjiä tai sisältöä. Testauskierros kestää 
testien määrästä ja testiluokan sisältävistä toimenpiteistä ja testeistä riippuen vähintään 
15 sekuntia, koska jokaista testiluokkaa varten luodaan eli asennetaan erillinen Drupal-
ilmentymä. Ison moduulin kaikkien testien ajo yhdellä kertaa voi kestää useita minuut-
teja, joskin testien suoritusnopeus on yhteydessä käytetyn testausympäristön suoritus-
kykyyn. 
Drupalin DrupalWebTestCase -luokalla tehdään testejä eri sivujen sisältämiin tekstei-
hin ja linkkeihin. Esimerkiksi testikäyttäjän sisään kirjautumisen onnistuminen voidaan 
varmistaa sillä, että etsitään sivulta t()-funktion kautta käännettyä tekstiä ”Log out”. 
Teksti näytetään vain sisään kirjautuneelle käyttäjälle ja se näkyy Drupalin asennuksen 
yhteydessä käyttöön otettavan teeman jokaisella sivulla. 
$this->user_admin = $this->drupalCreateUser(array( 
 'administer permissions', 
 'administer users', 
)); 
$this->drupalLogin($this->user_admin); 
$this->assertText(t('Log out'), t('Make sure user Log out -
text is printed, ie. user is logged in.')); 
Testausluokalla voidaan paitsi kirjata käyttäjä sisään, myös käyttää sivustolla olevia lo-
makkeita. Moduulin ylläpitosivun toimintaa ja asetusten tallentumista voidaan testata 
käyttämällä ylläpitosivua testiluokan kautta. Roolit listataan ylläpitosivulla lomakkeessa, 
 75 
joiden vieressä on valintaruutu. Valintaruutu voidaan rastittaa lomaketta lähetettäessä ja 
sen arvo voidaan tarkistaa lomakkeen lähettämisen eli seuraavan sivun latautumisen 
jälkeen. Rastittaminen tehdään lomakkeen elementin nimen perusteella ja tarkistus teh-
dään lomakkeen elementin yksilöivän id-kentän perusteella. Viimeisessä testissä tarkis-
tetaan, että roolien näkyväksi merkitseminen tallentuu ja vaihtamalla testiympäristön 
aktiivista käyttäjää tehty merkintä vaikuttaa odotetusti myös My Roles -sivulla. 
// set form element by name, checkbox -> TRUE | FALSE 
$edit['role_members_show_role_2'] = TRUE; 
// send form 
$this->drupalPost('admin/config/people/role_members', $edit, 
t('Save configuration')); 
// check form submit is succesful 
$this->assertText(t('The configuration options have been 
saved.')); 
// check that checked form checkbox is still checked 
$this->assertFieldChecked('edit-role-members-show-role-2');  
5.1.2 Moduulin ohjelmointi 
Moduulin ohjelmointi aloitetaan perustamalla moduulin perusrakenne eli moduulikan-
sio sekä sen kolme tyhjää tiedostoa. Tiedostoon role_members.info lisätään moduu-
lin nimi ja kuvaus, moduulin Drupal-version numero, kahden ohjelmakoodia sisältävän 
tiedoston nimet sekä pakkaus, joka ohjaa moduulin näyttämistä moduulien hallintasi-
vulla. Varsinainen ohjelmointi aloitetaan testeistä eli role_members.test tiedostosta 
ohjelmoimalla moduulin ohjetekstin toimivuuden tarkistava testiluokka ja sen alustami-
seksi metodit setUp() sekä getInfo(). Tämän jälkeen ohjelmoidaan varsinainen tes-
ti. Testiä varten perustetaan setUp() -metodissa kaksi käyttäjää. Toisella on lukuoike-
us ylläpidollisille ohjesivuille ('www.example.com/admin/help') ja toisella ei ole 
pääsyä ohjesivuille. Ensimmäinen testiajo ei vielä testaa mitään muuta, kuin että testi-
koodi on toimivaa ja käyttäjät pystytään luomaan. 
Seuraavassa vaiheessa luodaan testiluokka, joka kirjautuu sisään testikäyttäjän ja siirtyy 
ohjesivuille. Tältä sivulta tarkistetaan sivulta tekstiä tai linkkejä, joita sivulta pitäisi löy-
tyä. Esimerkiksi testattavan moduulin nimi 'Role Members' pitäisi löytyä ohjesivuilta 
linkkinä. Ennen uutta testiajoa tyhjennetään Drupalin välimuisti, koska muutoin järjes-
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telmä ei tiedä uusien tai uuden nimisten metodien olemassaolosta. Seuraavan testiajon 
tulokset eivät ole enää vihreänä, koska moduulin ohjesivua ei ole vielä ohjelmoitu. Seu-
raavaksi siis ohjelmoidaan varsinaista moduulin ohjelmakoodia 
role_members.module -tiedostoon. Testin läpäisemiseksi ensimmäinen ohjelmakoo-
di on hook_help()-toteutus, joka tuo ohjetekstin esille.  
Moduuli valmistuu vähitellen testejä muokkaamalla ja moduulia vähitellen iteratiivisesti 
ohjelmoimalla. Se kytkeytyy Drupalin ytimeen toteuttamalla rajapinnat hook_help(), 
hook_permission()ja hook_menu(). Lisäksi ylläpitosivun asetuslomake tehdään 
Drupalin lomakerajapintaa eli Form API:a käyttäen hook_form()-rajapinnan kautta. 
Drupalin rajapintojen avulla ohjesivut päätyvät odotettuun paikkaan, käyttöoikeudet 
voidaan asettaa eri rooleille halutusti ja My Roles -sivulle näkyy oma kohta käyttäjäpro-
fiilin välilehtenä ja tämän sivun käyttöoikeudet tarkistetaan automaattisesti.  Muita 
Drupalin funktioita käytetään muuttujien asettamiseen (variable_set()) ja lukemi-
seen (variable_get()). Drupalin sisäisestä tietovarastosta sekä käyttäjätilien tietojen 
hakemiseksi (user_load()).  
5.1.3 Yksikkötestit ja toiminnalliset testit 
Ohjelmoinnin aikana testejä kannattaa suorittaa tiheästi. Pienenkin muutoksen jälkeen 
kannattaa suorittaa muutettua koodia testaavat testit. Moduulin kaikkia testejä ei kui-
tenkaan kannata suorittaa jatkuvasti, koska testiluokkien kasvaessa ja niiden määrän 
lisääntyessä testaaminen hidastuu merkittävästi. Moduulin viiden testiluokan suoritta-
minen alkoi kestää tarpeettoman pitkään, joten ajoin kaikki moduulin testit vain isom-
pien ohjelmointisyklien väleissä. Työn alla olevan ohjelmakoodin osuutta testaavaa tes-
tiluokkaa suoritin paljon ja alle 200 rivin pituista moduulin koodia testasin kaikkiaan 
noin 200 kertaa. Ohjelmoinnin loppuvaiheessa ohjelmoitavan moduulin kaikkien testi-
en suorittaminen kesti noin 2,5 minuuttia. Testituloksia täytyy odotella oleellisesti pi-
dempään kuin PHPUnit-testauskehyksessä kohdalla usein alle sekunnin pituisten testi-
en kohdalla. 
Yksikkötestejä ei tämän moduulin ohjelmoinnissa käytännössä voi käyttää, sillä kaikki 
moduulin toiminnat edellyttävät Drupalin funktiokirjastoa ja tietokantaa. Firefox-selain 
ja sen Selenium IDE -laajennus jätetään myös käyttämättä, koska moduulin testaami-
nen on tarpeen tehdä puhtaan Drupalin asennuksen kanssa. Lisäksi moduulin testit on 
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tarpeen pystyä tallentamaan ohjelmakoodina Drupalin omiksi testeiksi. Mitä isommaksi 
testikirjasto kasvaa, sen helpompaa testien hallinta ja muokkaaminen tarpeen mukaan 
lienee, kun se on tallennettu ja suoritetaan Drupalin testikoodina. 
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6 Pohdinta 
Opinnäytetyössä selvitetty teoriatausta osoitti, että ohjelmistoteollisuus tuottaa itselleen 
omaa työtään tehostavia työkaluja avoimen lähdekoodin projekteina. Osa työkaluista 
on menetelmällisiä, kuten Test Driven Development tai eXtreme Programming, osa 
taas ohjelmakirjastoja näihin menetelmiin, kuten JUnit tai SimpleTest. Virheiden syn-
tyminen hidastaa ohjelmointia sekä laskee tuotteiden laatua, joten virheiden välttämi-
seksi kannattaa käyttää hieman aikaa. Tässä opinnäytetyössä tutkitut Test Driven Deve-
lopment, PHPUnit sekä produktiosassa käytetty Drupal 7:n SimpleTest -kehykseen 
perustuva Testing-moduuli ovat hyviä esimerkkejä ohjelmistotuotannon laatua paran-
tavista ja nopeutta lisäävistä työkaluista. 
6.1 Tulosten tarkastelu omilla tulkinnoilla 
Ohjelmistoteollisuudessa on mitatusti etua ohjelmoinnin lähtökohtien muuttamisesta 
vesiputousmallista testivetoiseen ohjelmointimenetelmään. Varsinainen ohjelmointi vie 
jonkin verran enemmän aikaa, koska testien ohjelmointi täytyy tehdä erikseen ja testi-
koodia kertyy helposti enemmän kuin varsinaista ohjelmakoodia. Ohjelmistokehityk-
sestä jää kuitenkin pois kokonainen testaamisvaihe mahdollisesti pitkän virheiden etsi-
misen ja korjaamisen kanssa. Lopputuloksena on parempilaatuinen ohjelma, joka tekee 
testatusti sen mitä ohjelman on määritelty tekevän. Testivetoinen kehitystyö kuitenkin 
vaatii ohjelmoijalta vesiputousmalliin verrattuna kenties hieman vastuullisempaa asen-
noitumista ja tiiviistä testaamisesta huolehtimista. 
Test Driven Development -menetelmä on hyvin sovellettavissa myös sen alkuperäisen 
Java-ohjelmointikielisen ympäristön ulkopuolella. Opensourcetesting.org -sivustolla on 
kerätty yli 200 eri ohjelmointikielille julkaistua avoimen lähdekoodin yksikkötestauske-
hystä ja yli 100 toiminnallisten testien kehystä, joten suosituimpien kielten kohdalla 
vaihtoehtoja on jopa kymmeniä (Opensourcetesting.org). PHP-kielisten testauskehyk-
sistä suosituimmat näyttävät olevan PHPUnit ja SimpleTest, joista jälkimmäinen on 
Drupaliin integroidun Testing-moduulin taustalla. Kumpaakin voidaan käyttää tehok-
kaasti PHP-kielisten ohjelmistojen tuotannossa. Ohjelmoijan on myös helppoa siirtyä 
sekä testauskehyksestä toiseen että ohjelmointikehyksestä toiseen, koska testauskehys-
ten väliset erot vaikuttavat verrattain pieniltä. Kun ohjelmoija on oppinut yhden tes-
tauskehyksen käytön tehokkaasti, kehyksen tai kielen vaihtamiseksi riittää yleensä kie-
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lioppirakenteen ja funktiokirjaston eroavuuksien opettelu. Suurin muutos perinteisestä 
ohjelmoinnista testivetoiseen kehitystyöhön siirryttäessä tapahtuu ohjelmoijan suhtau-
tumisessa ja se tarvitsee opetella vain yhden kerran. 
Drupal-viitekehyksessä testivetoinen kehitys on hyvin samanlaista kuin muissakin ym-
päristöissä. Drupal 7 -järjestelmässä on mukana valmis testaustyökalu. Tietokantapoh-
jaisena julkaisujärjestelmänä Drupal käyttää paljon tietovarastoaan ja sen käyttö hidas-
taa testiajoja. Yleensä testaaminen edellyttää uutta Drupal-ilmentymää eli Drupalin uut-
ta asennusta eikä hitaudelta voi välttyä, jos moduulin toimintaa on tarpeen testata asen-
netussa Drupal-ympäristössä. Ohjelmakoodin testaamista voidaan nopeuttaa huomat-
tavasti, jos sitä voidaan jakaa tietovarastoa tarvitseviin ja ilman tietovarastoa ajettavissa 
oleviin osiin. Opinnäyteyön produktiosan ohjelmoinnin aikana kävi selväksi, että testien 
ohjelmointiin ja säätämiseen kuluu selvästi enemmän aikaa verrattuna pelkkään ohjel-
mointiin. Tästä huolimatta menetelmä tuo turvaa ja varmuutta koodin sisäisen toimin-
nan muuntamisen jälkeisestä toiminnallisesta eheydestä ja tukee ohjelmoijan työtä. Tes-
tien kirjoittamiseen investoitu aika maksaa itseään myös takaisin, kun ohjelmakoodin 
kirjoittamisen jälkeen tapahtuva testaaminen ja joskus hyvinkin pitkä virheen paikallis-
tamisen ja korjaamisen vaihe jää pois. Tämän vaiheen pituus kuitenkin vaihtelee paljon 
eikä yhden opinnäytetyön perusteella ajan säästöstä voi lausua mitään. Astelsin mukaan 
tutkimuksissa on kuitenkin saatu myös ohjelmointiin kokonaisuudessaan käytetyn ajan 
vähenemistä tukevia tuloksia. 
Ohjelmistokehitykseen valittu ympäristö osoittautui hyväksi valinnaksi. Samassa ko-
neessa toimiva verkkopalvelin on käyttökelpoinen, koska tiedostojen siirtymiseen ei 
kulu aikaa ja oma kone vastaa nopeasti pyyntöihin. Drupalin testeissä toistuvat julkaisu-
järjestelmän asennukset ovat hitaita, koska asentamisen yhteydessä luodaan paljon tie-
tokannan tauluja ja tietokantaa käytetään paljon. Tätä olisi voinut luultavasti nopeuttaa 
asentamalla välimuistiohjelman (kuten Memcached, http://memcached.org) tai teke-
mällä kehitystyön SSD-kovalevyllisellä tietokoneella, jolloin levyltä lukeminen ja sille 
kirjoittaminen on huomattavasti perinteistä kovalevyä nopeampaa. Ohjelmointiin käy-
tetty NetBeans 7.0 oli myös hyvä valinta, koska siinä on huomattava määrä ohjelmoijaa 
helpottavia ominaisuuksia, kuten ohjattu refaktorointi, kontekstitietoinen muuttujan 
korostus muualta ohjelmakoodista, PHP-koodin virheentarkistus sekä funktioita kir-
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joittaessa esiin tulevat tooltip-vinkit, joista voi tarkistaa Drupal-funktioiden muuttujia ja 
palautusarvoja. 
6.2 Tulosten hyödyntäminen 
Drupalin testauskehys on varsin kehittynyt ja mahdollistaa ohjelmoinnin suorittamisen 
aidosti testivetoisesti. Havainnollinen testien onnistumisesta kertova värimalli vih-
reä/keltainen/punainen, Drupalin mukana tuleva Testing-moduuli ja oletusarvoisen 
ylläpitoteeman eli ulkoasun tuki testaamiselle auttavat kehittäjää löytämään mahdolliset 
ongelmakohdat nopeasti. Test Driven Development -menetelmä on sovellettavissa 
Drupal 7 -moduulien ohjelmoinnissa, koska Drupalissa on varsin kattava SimpleTest-
ohjelmointikehyksen tuki. Testing-moduuli tarjoaa valmiit työkalut ohjelmoijalle ja hel-
posti asennettavat ja käyttöön otettavat Devel- ja Coder-moduulit tukevat nopeaa ja 
ohjelmointistandardeja noudattavaan moduulien ohjelmointia. 
Opinnäytetyön tekemisen aikana on käynyt selväksi, että testivetoinen kehitys kasvattaa 
ohjelmoijan turvallisuudentunnetta ja luottamusta omiin kykyihin, koska aiemmin to-
teutettujen ominaisuuksien ja funktioiden toimivuudesta voidaan varmistua milloin 
tahansa. Voimakkaasti Drupaliin integroitavien moduulien kehittäminen edellyttää kui-
tenkin tiivistä integraatiota itse Drupaliin ja usein myös sen taustalla olevaan tietovaras-
toon (tietokantaan). Riippuvuus tietokannasta johtaa testaamiseen Drupalin erillisellä 
asennuksella, eli käytännössä hitaampiin testeihin. Kehittäjän tuleekin huolehtia jatku-
vasti testiajon nopeudesta ja testaussyklin pysymisestä mahdollisimman lyhyenä. Tes-
tausajo pysyy nopeana, kun ohjelmoija testaa vain ohjelmoitavaa ohjelmakoodia ja har-
ventaa muiden moduulin osien testaamista. 
Tässä opinnäytetyössä havaittuja tuloksia voidaan käyttää hyvin sekä Drupal 7 -
moduulien että ulkoasujen eli teemojen ohjelmoinnissa. Jos moduulin tai teeman kehit-
tämistä pystytään jakamaan Drupalin tietovarastoa vaativiin ja ilman tietovarastoa toi-
miviin osiin, voidaan ohjelmakoodia testata nopeammin yksikkötesteillä (class 
DrupalUnitTestCase). 
PHP-ohjelmoijalle taustateoriaosassa tutkitun PHPUnit-ohjelmointikehyksen edut vai-
kuttavat selviltä, vaikka tätä kehystä ei tämän opinnäytetyön aikana käytännössä käytet-
ty eikä siitä ole suoria käytännön kokemuksia. Drupal-viitekehyksessä testaaminen oli 
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kuitenkin selvästi hyödyllistä ja ohjelmoijan ajattelutavan muutos ohjelmoinnin aloitta-
misesta testeillä auttaa ohjelmointikielestä tai viitekehyksestä riippumatta. Suurimmaksi 
kysymykseksi ohjelmoijalle jääkin se, miten testivetoisen kehitystyön edellyttämät yk-
sikkö- tai toiminnalliset testit on toteutettu tai toteutettavissa omaan kehitysympäris-
töön. 
Toimeksiantajayrityksessä eli opiskelijan omassa yrityksessä voidaan ottaa testivetoinen 
ohjelmistokehitysmalli käyttöön heti. Produktiosana toteutettua moduulia voidaan tur-
vallisesti laajentaa ja seuraavat moduulit ja Drupal- sekä PHP-ohjelmoinnin toimek-
siannot toteutetaan testivetoisella menetelmällä. Tulokset tukevat suoraan yrityksen 
päivittäistä toimintaa ja moduulin seuraavan version kehitys voidaan tehdä nopeasti 
olemassa olevia testejä hyödyntäen. 
6.3 Opinnäytetyöprosessin ja oman oppimisen arviointi 
Opinnäytetyöprosessi on ollut hyvin antoisa. Pääsin syventymään aiheeseen, josta halu-
sin laajempaa ja syvempää tietoja ja ymmärrystä. Olen käyttänyt Drupalia lähinnä alus-
tana, jolla olen rakentanut sivustoja valmiista moduuleista ja teemoista. Drupal-
ohjelmointia en ole aiemmin tehnyt niin paljoa, että olisin uskaltanut väittää osanneeni 
moduulin ohjelmoinnin. 
Testivetoisesta kehityksestä kuulin opiskelukaverilta noin puolta vuotta ennen opinnäy-
tetyön aiheen valintaa. Mitä enemmän keskustelimme asiasta ja mitä enemmän itse 
pohdin asiaa, sen luontevammalta aiheen valinta tuntui. Omassa yrityksessäni tarvitsen 
sekä Drupal-ohjelmoinnin osaamista että järkevää tapaa välttyä turhauttavilta ja pitkiltä 
virheiden etsimis- ja korjaamisvaiheilta. Testaamisen liittäminen osaksi ohjelmointia oli 
hyvältä kuulostava valinta. 
Opinnäytetyön aikana tutustuin aihetta koskevaan teoriaan. Huomasin, että 1990 luvun 
alussa kehitetty, alkuperäiseltä tuntunut Test Driven Development perustuukin pitkälti 
edeltävän vuosikymmenen ensimmäisiin askeliin laadun parantamisen tiellä. Ohjelmis-
toteollisuus alkoi näyttäytyä jatkuvasti itseään kehittävänä teollisuuden alana. Uudet 
ideat otetaan alalla ilmeisen hyvin vastaan ja ketterät kehitysmenetelmät kehittyivät no-
peasti ja joustavasti eteenpäin. Samalla aloin ymmärtää paremmin teollisuutta ja sen 
pidempiaikaisia kehitysprosesseja. Opinnäytetyötä tehdessä testivetoisen ohjelmointi-
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menetelmän historian pituus yllätti. Opinnäytetyön aiheen taustoitus oli mielenkiintois-
ta ja pohdin tiukempaa rajausta moneen kertaan. PHP-kielisistä testauskehyksistä olisi 
voinut tutustua tarkemmin moniin sivuhaaroihin, jotka rajasin tilanpuutteen vuoksi 
pois. Tärkeintä oli säilyttää punainen lanka, joka kulki Test Driven Development -
menetelmästä kohti Drupal 7:n ohjelmointia. 
Sain itse opinnäytetyöstä sen mitä siitä halusin. Halusin osana työtä tutustua tarkemmin 
Drupalin rajapintoihin ja oppia ohjelmoimaan sille moduulin. Halusin koettaa sen oh-
jelmoinnissa testivetoista kehitysmenetelmää, jos se vain olisi mahdollista. Työkalut 
olivat yllättävän valmiita ja kypsiä. Tämän opinnäytetyön jälkeen valmiuteni jatkaa 
Drupal-kehittäjänä ja Drupalia paljon käyttävänä yrittäjänä ovat selvästi paremmat. Sain 
itselleni ja yritykselleni opinnäytetyöstä juuri sen, mitä halusinkin. 
6.4 Kehittämis- ja jatkotutkimusehdotukset 
Opinnäytetyötä tehdessä havaitsin seuraavia mielenkiintoisia aiheita mahdollisille jatko-
tutkimuksille. Aiheet sopivat hyvin esimerkiksi HAAGA-HELIAn opiskelijoiden opin-
näytetyön aiheiksi, erityisesti sopivien yritysyhteistyökumppaneiden kanssa tehtynä. 
Testivetoista ohjelmointia voi tutkia Drupal-viitekehyksessä lisää. Selkeä prosessikuva-
us nykyisestä Drupal 7:n Testing-moduulin avulla tehtävästä kehitystyöstä voisi olla 
hyödyllinen apuväline, kun yrityksessä siirrytään perinteisemmästä ohjelmoinnista testi-
vetoiseen kehitykseen.  
Drupal-ohjelmointi edellyttää paitsi PHP-ja SQL-kielten tuntemusta, CSS-osaamista ja 
mielellään myös JavaScript-ohjelmointitaitoja, ennen kaikkea hyvää Drupal-rajapintojen 
tuntemusta. Siirtymistä vapaasta PHP-ohjelmistokehityksestä Drupal-ympäristöön ja 
tämän prosessin kuvausta sekä siirroksen onnistumista voisi myös tutkia hyvin. Minkä-
laisilla taidoilla tai kokemuksella varustettu ohjelmoija pystyy siirtymään helposti Dru-
pal-kehittäjäksi? Mitä siirtymävaiheessa pitäisi ottaa huomioon? 
Avoimia, eri ohjelmointikielille toteutettuja testikehyksiä on satoja. Olisi erittäin hyödyl-
listä vertailla eri kehyksiä toisiinsa. Vertailua voisi tehdä eri kielten suosituimpien kehys-
ten välillä tai yhden ohjelmointikielen eri kehysten välillä. Esimerkiksi PHP:lle toteutet-
tuja yksikkötestauksen kehyksiä, kuten Opensourcetesting.org -sivustolla mainitut 
 83 
Amock, PHPUnit, SimpleTest, PHP Assertion Unit Framework, Spike PHPCheckstyle 
ja Testilence olisi mielenkiintoista vertailla keskenään. 
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Liitteet 
Liite 1. Drupal-kehitysympäristön asennus 
Näillä ohjeilla voit asentaa Drupal IDE:n eli kehitysympäristön Mac OS X Lion -
järjestelmään. Windows- ja Linux -ympäristöissä NetBeans-ohjelman asennus on hie-
man erilainen, mutta NetBeansin omat asetukset ovat käytännössä samanlaisia kuin 
tässä ohjeessa.  
Tässä asennettava Drupalin IDE on kehitysympäristö, jossa ohjelmakoodi muotoillaan 
automaattisesti vastaamaan Drupal Coding Standards -määrityksiä ja kehitysympäristö 
tukee koodiehdotuksin (autocomplete) funktioiden sekä niiden parametrien kirjoittami-
sessa. Lisäksi tiedostojen rivinvaihdot tallentuvat asetuksilla oikeassa muodossa.  
Jos tarvitset laajempaa ja tarkempaa ohjetta, löydät sen Drupalin dokumentaatiosta 
osoitteesta http://drupal.org/setting-up-development-environment. Ohjelmointistan-
dardien noudattamista helpottaa myös Coder-moduulin asentaminen ja ohjelmakoodin 
tarkistaminen Drupalilla. Coder-moduuli on noudettavissa osoitteesta 
http://drupal.org/projects/coder.  
NetBeansin ja pluginien asennus 
1. Lataa ja asenna uusin NetBeans IDE osoitteesta 
http://netbeans.org/downloads/index.html. Lataa joko PHP-versio tai All-
versio (vrt. versiotaulukko). 
2. Päivitä NetBeans siihen sisältyvine plugineineen tuoreimpiin versioihin valikosta 
Help > Check for Updates, käynnistä NetBeans tarvittaessa uudestaan ja 
päivitä myös asennetut pluginit: valikosta Tools > Plugins > alue Updates 
+ alareunasta painike Update. 
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3. Siirry päivityksen ja mahdollisen uudelleen käynnistyksen jälkeen aktivoimaan 
tarpeelliset pluginit: valikosta Tools > Plugins, aktivoi Installed -alueelta 
PHP-plugin, jos se ei ole jo aktivoitu (vihreä merkintä nimen vieressä = plugin 
on aktiivinen). 
 
Ohjelmakoodin automaattinen muotoilu 
1. Tee seuraavaksi koodin muotoilun asetukset:  
Valikosta NetBeans > Preferences > Editor > Formatting, valitse 
alasvetovalikosta PHP ja sen alapuolelta Category -kohdasta Tabs And 
Indents ja tee seuraavat muutokset: 
o Expand tabs to spaces: Rasti ruutuun (muuntaa sarkaimet välilyönneiksi) 
o Number of Spaces per indent: 2 (sarkainleveys) 
o Tabs size: 2 (sarkaimen muunnos välilyönneiksi) 
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o Right margin: 120 tai muu haluamasi oikean marginaalin kohta, arvo vai-
kuttaa automaattiseen rivitykseen (jos asetettu). 
o Line wrap: Aseta haluamasi arvo, vaikuttaa vain koodin rivittämiseen 
NetBeansin editorissa. 
o Initial Indentation: 0 (vasemman reunan sisennys) 
o Continuation Indentation: 4 (jos uusi rivi alkaa ehdon sisällä) 
o Array Declaration Indentation: 2 (taulukon määrittelyn uusien rivien si-
sennys) 
2. Vaihda Category -kohtaan Alignment ja tarkista, että alueella New Lines vain 
kohdassa "else", "elseif" on merkintä:
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3. Vaihda Category -kohtaan Braces ja tarkista, että kaikissa kohdissa on valittuna 
"Same line":
 
4. Vaihda Category -kohtaan Blank lines ja tarkista, että kohdissa Before Funktion 
ja After Function on arvot 1:
 
5. Vaihda Category -kohtaan Spaces ja tarkista, että merkinnät ovat: 
• Alue "Before keywords" 
− Kaikki kohdat merkittyinä 
• Alue "Before parentheses" 
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− Kohdat Method / Function Declaration, Method / Function Call, Array 
Declaration tyhjinä 
− Kohdat if, for, while, catch, switch merkittyinä 
• Alue "Around operators" 
− Kohdat Unary and Object operators tyhjinä 
− Kohdat Binary, Ternary, String concatenation, Key => Value and As-
signment operators merkittyinä 
• Alue "Before Left Braces" 
− Kaikki kohdat merkittyinä 
• Alue "Within parentheses" 
− Kaikki kohdat tyhjinä. 
• Alue "Other" (aiemmin "Around operators") 
− Kohdat Before Coma, Before Semicolon tyhjinä 
− Kaikki muut kohdat merkittyinä 
Tallenna lopuksi kaikki tekemäsi muutokset OK-napilla. Näillä asetuksilla 
ohjelmakoodisi noudattaa automaattisesti Drupal-ohjelmakoodille määriteltyä 
muotoilua.  
Tiedostotyypit 
Siirry rekisteröimään Drupal-tiedostopäätteiden käsittely valikosta NetBeans > 
Preferences > Miscallenous > Files. Lisää tarvittaessa tiedostomuotoi-
na seuraavat ja anna niille MIME-tyypiksi PHP Files (text/x-php5) alasvetovali-
kosta Associated File Type (MIME):  
• Install 
• Module 
• Test 
• rofile 
• theme 
Lisää vielä tiedostotyyppi info ja anna sille MIME-tyyppi text/plain. Tal-
lenna lopuksi kaikki tekemäsi muutokset OK-napilla. Näillä asetuksilla oh-
jelmakoodisi noudattaa automaattisesti Drupal-ohjelmakoodille määriteltyä 
muotoilua.  
Koodiehdotukset (autocomplete) 
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NetBeans osaa ehdottaa myös Drupalin funktiokirjastosta funktioita ja opastaa para-
metrien täytössä, kun sille annetaan Drupalin tiedostot sisältävä kansio. Drupalia siis ei 
tarvitse asentaa, NetBeans lukee vain tiedostot läpi ja lisää ne tuettavien funktioiden 
joukkoon: 
1. Lataa Drupal 7 ja pura ladattu tiedosto johonkin kansioon. Drupalia ei tarvitse 
asentaa, pelkkä purettu Drupalin ydin (sekä haluamasi moduulit) riittää. 
2. Siirry NetBeansin PHP-setuksiin valikosta NetBeans > Preferences > PHP 
> General ja anna edellisen kohdan Drupal-paketin sisältävä tiedostopolku 
kohtaan Global Include Path (iso tekstikenttä alareunassa). 
3. Jos tarvitset moduuliisi myös Drush-tuen (http://drupal.org/project/drush) , 
lataa Drush ja lisää puretun kansion sijainti samaan paikkaan.  
Koodin täydennys 
NetBeansille on tehty laajennus, jolla IDE osaa auttaa myös Drupalin hook'ien ohjel-
moinnissa tarjoamalla vinkkejä eri funktioiden tekemisessä jopa silloin, kun ohjelmoi-
daan jotakin Drupalin hook'ia. Lisää tämä laajennus seuraavasti: 
1. Lataa NetBeansin uusin koodimallisto osoitteesta 
http://drupal.org/project/nb_templates, pura pakkaus ja LUE README.txt 
-tiedosto. 
Huom! Tilanne 19.9.2011: Drupal 7:n NetBeans Templates on vielä kehitysvai-
heessa, tuetut alijärjestelmät on lueteltu sivulla. Uusin kehitysversio 7.x-1.x-dev 
on päivätty 8.8.2011. 
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2. Siirry NetBeansin koodimalleihin valikosta NetBeans > Preferences > 
Editor > Code Templates ja alareunan Import-toiminnolla. 
 
3. NetBeans käynnistyy tuonnin yhteydessä. Voit käynnistymisen jälkeen käytä tar-
kistamassa, että koodimallien tuonti onnistui:  
Valitse valikosta NetBeans > Preferences > Editor > Code Templates 
ja valitse Language -alasvetovalikosta PHP. Siirry kohdassa Templates alaspäin. 
Listalla pitäisi olla d7_ -alkuisia hook'ien toteuttamisen malleja. 
Versionhallintajärjestelmä 
NetBeans tukee CVS:ää automaattisesti. GIT:n tuen saa lisätyksi lataamalla pluginin ja 
asentamalla sen NetBeansiin: 
1. Lataa plugin osoitteesta: http://nbgit.org/ > Downloads. 
2. Siirry valikosta Tools > Plugins ja kohtaan Downloaded, valitse Add plugin 
-toiminto ja lisää lataamasi tiedosto.  
3. Alueelta Installed voit varmistaa, että plugin on käytössä valitsemalla kohdan 
Show details (ruksiruutu) ja tarkistamalla, että oikealla  Git -kohdan vieressä on 
vihreä Active-merkintä. Ota plugin tarvittaessa käyttöön.  
IDEn käyttö 
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Nyt voit aloittaa uuden moduuli, teeman tai muun laajennuksen ohjelmoinnin Net-
Beansissa niin, että moni rutiinitoimenpide tapahtuu automaattisesti ja NetBeans IDE 
tukee koodin ohjelmoinnissa. Uuden projektin aloittaminen tehdään käyttämällä valmii-
ta malleja apuna:  
1. Valikosta File > New Project 
2. Valitse ikkunasta Categories -kohdasta PHP ja Projects-kohdasta PHP Applica-
tion with Existing Sources ja siirry eteenpäin kohdasta Next. 
3. Valitse projektille lähdekansio, jonka nimeät samaksi mitä projektisi käyttää 
Drupalin sisällä. Nimessä voi olla kirjaimia ja alaviivoja. Kohtaan Project Name 
pitäisi tulla automaattisesti valitun kansion nimi, mutta voit vaihtaa sen käyttäji-
en nähtäväksi tarkoitettuun nimeen. 
4. Valitse vielä PHP-versio sekä tiedostojen merkkijärjestelmäksi kohtaan 
Default Encoding UTF-8. Muista, että Drupal 7:ssa PHP:n on oltava PHP 
5.2 tai uudempi. .info-tiedostossa voit määritellä käytettävän PHP:n minimiver-
sion, jos se ylittää PHP-version 5.2.  
5. NetBeansin metadata voi olla Drupal-projekteissa kanssa samassa kansiossa, jo-
ten kohdan Put NetBeans metadata into separate directory voi jät-
tää tyhjäksi. Siirry eteenpäin Next-kohdasta. 
6. Kolmannen sivun valinnat oman ympäristösi valinnoista. Näitä valintoja voi 
myös vaihtaa myöhemmin kohdasta [Projektin nimen päältä 
kontekstivalikko] > Properties > Run configuration. 
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Liite 2. Moduulin ohjelmakoodit 
role_members.info 
name = Role Members 
description = Enable users to list users having a certain role. 
core = 7.x 
files[] = role_members.module 
files[] = role_members.test 
 
package = All custom modules 
 
role_members.module 
<?php 
/** 
 * @file 
 * Role Members -module allows user's to see their own roles and 
other user in admin defined roles. 
 */ 
 
/** 
 * Implements hook_help(). 
 */ 
function role_members_help($path, $arg) { 
  switch ($path) { 
    case 'admin/help#role_members': 
      $return = t("<p>" . "Role Members -module gives site 
administrator ability to expose user his/her own 
        user roles and other users having the same role.Role 
visibility can be altered for each user role 
        separately. Most common way to do this is setup visibility 
options to 'authenticated user' and decide 
        what roles may give out users having that particular 
role." . "</p>"); 
      $return .= t("<p>" . "For example role 'administrator' would 
be exposed to all user with administrator " . 
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        "-role and 'editor' role would be exposed to all 
authenticated users." . "</p>"); 
      return $return; 
 
  } 
} 
 
/** 
 * Implements of hook_permission(). 
 */ 
function role_members_permission() { 
    return array( 
    'view own roles' => array( 
      'title' => t('View own roles'), 
      'description' => t('View own roles in My Roles -tab in User 
account area.'), 
    ), 
    'view roles of all users' => array( 
      'title' => t('View roles of all users'), 
      'description' => t('View roles for every user in My Roles -
tab in User account area.'), 
    ), 
    'administer viewable roles' => array( 
      'title' => t('Administer viewable roles in own roles -tab'), 
      'description' => t('Administer the roles which can be seen 
by user in /user/%uid/roles -area.'), 
    ), 
  ); 
} 
 
/** 
 * Implements hook_menu(). 
 */ 
 
function role_members_menu() { 
  $items = array(); 
  $items['user/%/roles'] = array( 
    'title' => 'My roles', 
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    'description' => 'See granted site roles. Access and 
permissions are based on these roles.', 
    'page callback' => 'role_members_user_role_list', 
    'page arguments' => array(1), 
    'access callback' => 'role_members_user_access', 
    'access arguments' => array(1), 
    'type' => MENU_LOCAL_TASK, 
  ); 
  $items['admin/config/people/role_members'] = array( 
    'title' => 'Role Members', 
    'description' => 'Configure role visibility and listing of 
other users having roles.', 
    'page callback' => 'drupal_get_form', 
    'page arguments' => array('role_members_form'), 
    'access arguments' => array('administer viewable roles'), 
    'type' => MENU_NORMAL_ITEM, 
  ); 
 
  return $items; 
} 
/** 
 * Page callback for role_members_menu() 
 */ 
 
function role_members_user_role_list($uid) { 
  if (!is_numeric($uid)) { 
    $render_array['role_members_user_role'] = array( 
      '#prefix' => '<div class="role_members user_not_found">', 
      '#suffix' => '</div>', 
      '#markup' => "<p>" . t('Provided user (user id @user_id) is 
defective.', array('@user_id' => $uid, )) . "</p>", 
    ); 
  } 
  else { 
    global $user; 
 
    if ($user->uid != $uid) { 
      $account = user_load($uid); 
    } 
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    else { 
      $account = $user; 
    } 
 
    if ($account == FALSE) { 
      $render_array['role_members_user_role'] = array( 
        '#prefix' => '<div class="role_members user_not_found">', 
        '#suffix' => '</div>', 
        '#markup' => "<p>" . t('Provided user (user id @user_id) 
does not exist.', array('@user_id' => $uid, )) . "</p>", 
      ); 
    } 
    else { 
      $list = role_members_viewable_roles_list($account); 
      if (count($list)) { 
        $render_array['role_members_user_role'] = array( 
          '#theme' => 'item_list', 
          '#items' => $list,  // The list itself. 
          '#title' => t('Your site roles'), 
        ); 
      } 
      else { 
        $render_array['role_members_user_role'] = array( 
          '#markup' => "<p>" . t('You do not have any special 
roles in this site. Some roles may be set hidden by administrator, 
though.') . "</p>", 
        ); 
      } 
 
    } 
 
  } 
 
  return $render_array; 
 
} 
 
/** 
 * Access callback for multiple permission checking 
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 */ 
 
function role_members_user_access($account_id) { 
 
 
  if (!is_numeric($account_id)) { 
    return FALSE; 
  } 
  else { 
    $account = user_load($account_id); 
  } 
  global $user; 
  if (user_access('view roles of all users') && 
user_access('access user profiles')) { 
    return TRUE; 
  } 
  elseif ($account->uid == $user->uid && user_access('view own 
roles')) { 
    return TRUE; 
  } 
  return FALSE; 
} 
 
/** 
 *  Helper function to list viewable roles for required account 
 * 
 * @param type $account 
 * @return type 
 */ 
function role_members_viewable_roles_list($account) { 
  $list = array(); 
  foreach ($account->roles as $rid => $role) { 
    if (variable_get('role_members_show_role_' . $rid)) { 
      $list[] = $role; 
    } 
  } 
  return $list; 
} 
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/** 
 *  Form builder; Create and display configuration form for Role 
Members module 
 * 
 *  Implements hook_form() 
 */ 
 
function role_members_form($form, &$form_state) { 
  $roles = user_roles(TRUE); 
  $form['info_text'] = array( 
    '#type' => 'item', 
    '#markup' => "<p>" . t('Check all roles you want users to see 
in their My Roles tab. By deafault all roles are unchecked which 
means not visible.') . "</p>", 
  ); 
  foreach ($roles as $role_id => $role_name) { 
    $form['role_members_show_role_' . $role_id] = array( 
      '#type' => 'checkbox', 
      '#title' => t('Show role %role in My Roles tab', 
array("%role" => $role_name)), 
      '#default_value' => variable_get('role_members_show_role_' . 
$role_id), 
    ); 
  } 
  return system_settings_form($form); 
} 
role_members.test 
<?php 
/** 
 * @file 
 * Tests for Role Members module (role_members). 
 */ 
 
/** 
 * Testi for hook_help() implemention. 
 */ 
 
class roleMembersHelpTestCase extends DrupalWebTestCase { 
 106 
 
  public static function getInfo() { 
    return array( 
      'name' => 'Role Members help page test', 
      'description' => 'Make sure help page text populates', 
      'group' => 'Role Members', 
    ); 
  } 
 
  /** 
   * Enable module 
   */ 
  public function setUp() { 
    parent::setUp('role_members'); 
    $this->admin_user = $this->drupalCreateUser(array('access 
administration pages')); 
    $this->basic_user = $this->drupalCreateUser(); 
 
  } 
 
  public function testAdminUserCanReadHelp() { 
    $this->drupalLogin($this->admin_user); 
    $this->drupalGet('admin/help'); 
    $this->assertLink(t('Role Members'), 0, t('Check Help page has 
module name as link.'), t('Role Members')); 
    $this->clickLink(t('Role Members')); 
    $this->assertText(t('Role Members -module gives site 
administrator ability to expose user'), 
        t('Check Help page has module help test (check beginning 
of text).')); 
 
    $this->drupalLogin($this->basic_user); 
    $this->drupalGet('admin/help'); 
    $this->assertNoLink(t('Role Members'), 0, t('Check Help page 
has module name as link.'), t('Role Members')); 
    $this->assertText(t('Access denied'), 
        t('Check Help page access is denied if user is 
underprivileged.')); 
  } 
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} 
 
 
/** 
 * Test for hook_permission() implemention. 
 */ 
 
class roleMembersPermissionsAvailableTestCase extends 
DrupalWebTestCase { 
 
  public static function getInfo() { 
    return array( 
      'name' => 'Role Members permission grantable test', 
      'description' => 'Make sure all grant\'s are available in 
<em>admin/people/permissions</em>.', 
      'group' => 'Role Members', 
    ); 
  } 
 
  /** 
   * Enable module 
   */ 
  public function setUp() { 
    parent::setUp('role_members'); 
  } 
 
  /** 
   * Test that permissions are in place in permission granting 
page 
   */ 
 
  public function testRoleMembersUserPermissionsGrantable() { 
    $this->user_admin = $this->drupalCreateUser(array( 
      'administer permissions', 
      'administer users', 
    )); 
    $this->drupalLogin($this->user_admin); 
    $this->drupalGet('user'); 
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    $this->assertText(t('Log out'), t('Make sure user Log out -
text is printed, ie. user is logged in.')); 
 
    $this->drupalGet('user/1/edit'); 
    $this->drupalGetHeaders(200, t('Make sure user can edit other 
users.')); 
 
    $this->drupalGet('admin/people/permissions'); 
    $this->drupalGetHeaders(200, t('Make sure user can edit user 
permissions.')); 
 
    $this->assertText(t('View own roles'), 
        t('"View own roles" -grant available')); 
    $this->assertText(t('View roles of all users'), 
        t('"View roles fo all users" -grant available')); 
    $this->assertText(t('Administer viewable roles in own roles -
tab'), 
        t('"Administer viewable roles in own roles -tab" -grant 
available')); 
  } 
} 
 
/** 
 * Test for hook_permission() implemention. 
 */ 
class roleMembersGrantPermissionsTestCase extends 
DrupalWebTestCase { 
  protected $more_privileged_role; 
  protected $less_privileged_role; 
  protected $more_privileged_user; 
  protected $less_privileged_user; 
 
  public static function getInfo() { 
    return array( 
      'name' => 'Role Members permission test', 
      'description' => 'Grant correct permission to users / 
roles.', 
      'group' => 'Role Members', 
    ); 
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  } 
 
  /** 
   * Enable module 
   */ 
  public function setUp() { 
    parent::setUp('role_members'); 
  } 
 
 
  /** 
   * Testing creating user roles with proper permissions. 
   * One role with 'view own roles' permission 
   * another without the same permission. 
   * 
   * @staticvar array $role (query caching) 
   * 
   */ 
 
  public function testRoleMembersCreateUserRoles() { 
 
    $rids = $this->roleMembersCreateTestRoles(); 
    $perms = user_role_permissions($rids); 
    foreach ($rids as $rid) { 
      static $role = array(); 
      if (!isset($role[$rid])) { 
        $role[$rid] = user_role_load($rid); 
      } 
    } 
 
    $this->assertTrue(user_role_load($this->more_privileged_role), 
        t('Created "more privileged" role'), t('Role Members')); 
    $this->assertTrue(user_role_load($this->less_privileged_role), 
        t('Created "less privileged" role'), t('Role Members')); 
 
    $this->assertTrue(array_search('view own roles', $perms[$this-
>more_privileged_role]), 
        t('Check role !role to have correct perms', array("!role" 
=> $role[$this->more_privileged_role]->name)), 
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        t('Role Members')); 
    $this->assertFalse(array_search('view own roles', 
$perms[$this->less_privileged_role]), 
        t('Check role !role to have correct perms', array("!role" 
=> $role[$this->less_privileged_role]->name)), 
        t('Role Members')); 
 
  } 
 
  /** 
   * Test creating of user roles with correct permissions. 
   * One user with 'view own roles' and 
   * another with NOT having the same permission. 
 
   * @staticvar array $roles (query cache) 
   */ 
  public function testRoleMembersCreateUsers() { 
 
    $rids = $this->roleMembersCreateTestRoles(); 
    $this->verbose(__FUNCTION__ . ", line " . __LINE__ . 
'<pre>rids: ' . 
        print_r($rids, TRUE) . '</pre>'); 
 
    $account_array = $this-
>roleMembersCreateUsersToTestRoles($rids); 
    $this->verbose(__FUNCTION__ . ", line " . __LINE__ . 
'<pre>account_array: ' . 
        print_r($account_array, TRUE) . '</pre>'); 
 
    static $roles = array(); 
    foreach ($rids as $rid => $array) { 
      if (!isset($roles[$rid])) { 
        $roles[$rid] = user_role_load($rid); 
      } 
    } 
 
    static $accounts = array(); 
    foreach ($account_array as $rid => $uid_array) { 
      foreach ($uid_array as $key => $val) 
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      if (!isset($accounts[$key])) { 
        $accounts[$val] = user_load($val); 
      } 
    } 
    $this->verbose(__FUNCTION__ . ", line " . __LINE__ . 
'<pre>Accounts: ' . print_r($accounts, TRUE) . '</pre>'); 
 
    $this->assertTrue(user_load($this->more_privileged_user), 
        t('Create USER with permission to see own roles'), t('Role 
Members')); 
    $this->assertTrue(user_load($this->less_privileged_user), 
        t('Create USER with NO permission to see own roles'), 
t('Role Members')); 
 
    $this->assertTrue(user_access('view own roles', 
$accounts[$this->more_privileged_user]), 
        t('Check USER !user to have correct perms', array("!user" 
=> $accounts[$this->more_privileged_user]->name, )), 
        t('Role Members')); 
    $this->assertFalse(user_access('view own roles', 
$accounts[$this->less_privileged_user]), 
        t('Check USER !user to have correct perms',  array("!user" 
=> $accounts[$this->less_privileged_user]->name, )), 
        t('Role Members')); 
 
  } 
 
  /** 
   * 
   * Create some test users to giver role id's. 
   * Default count is 4. Default role id's is none. 
   * 
   * @param array $rids 
   * @param int $count 
   * @return array[rids][uid's] 
   */ 
  protected function roleMembersCreateUsersToTestRoles($rids = 
array(), $count = 4) { 
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    $this->assertTrue(is_array($rids), t('Make sure function ' . 
__FUNCTION__ . ' got an array as param 1.'), t('Role Members')); 
    $this->assertTrue(count($rids), t('Make sure function ' . 
__FUNCTION__ . ' has stuff in it (count: !count).', 
        array( 
          "!count" => count($rids), 
        )), 
        t('Role Members')); 
    if (!$rids) { 
      return array(); 
    } 
    $users_final = array(); 
    $usercount = 0; 
    foreach ( $rids as $rid) { 
      $userlist = array(); 
      $role = user_role_load($rid); 
      for ($i = 0; $i < $count ; $i++) { 
        $tmp_account = $this->drupalCreateUser(); 
        $userlist[$rid][$tmp_account->uid] = (int)$tmp_account-
>uid; 
        $usercount++; 
      } 
      switch ($role->name) { 
        case 'see_my_roles': 
          $this->more_privileged_user = $tmp_account->uid; 
          break; 
        case 'hide_my_roles': 
          $this->less_privileged_user = $tmp_account->uid; 
          break; 
      } 
      $this->pass(t('Adding role !role to users !users.', array( 
        '!role' => $rid, 
        '!users' => $this-
>roleMembersListArrayValues($userlist[$rid], FALSE))), t('Role 
Members')); 
      $this->assertTrue(is_array($userlist[$rid]), t('Make sure 
$userlist[$rid] is an array'), t('Role Members')); 
      $this->assertTrue(is_numeric($userlist[$rid][$tmp_account-
>uid]), 
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          t('Make sure last added user-id in $userlist[$rid][uid] 
is an numeric. uid = !uid, type = !type', 
              array( 
                "!uid" => $tmp_account->uid, 
                "!type" => gettype($tmp_account->uid), 
          )), t('Role Members')); 
 
      user_multiple_role_edit($userlist[$rid], 'add_role', $rid); 
      $users_final = array_merge($users_final, $userlist); 
    } 
    $this->assertTrue(count($userlist[$rid]), t('Created !count 
users with role !role.', 
        array( 
          "!count" => count($userlist[$rid]), 
          "!role" => user_role_load($rid)->name, 
        )), 
        t('Role Members') 
      ); 
    $this->pass(t('Created list of users, total count 
!total_usercount, users per role !per_role.', array( 
      '!total_usercount' => $usercount, 
      '!per_role' => $count)), t('Role Members') ); 
    return $users_final; 
  } 
 
   /** 
    * 
    * Return $separator separated values of array 
    * or FALSE if $array is not an array. 
    * NOTE: if $flatten = FALSE, use multilevel arrays keys only. 
    * 
    * @param type $array 
    * @param type $flatten 
    * @param type $separator 
    * @return type 
    */ 
  protected function roleMembersListArrayValues($array, $flatten = 
TRUE, $separator = ', ') { 
    if (!is_array($array)) { 
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      return FALSE; 
    } 
    $return = NULL; 
    foreach ($array as $key => $value) { 
      if (is_array($value) && $flatten == TRUE) { 
        $this->roleMembersListArrayValues($value, TRUE, 
$separator); 
      } 
      elseif (is_array($value) && $flatten == FALSE) { 
        $return .= $key . $separator; 
      } 
      elseif (is_object($value) && $flatten == TRUE) { 
        $this->roleMembersListArrayValues((array)$value, TRUE, 
$separator); 
      } 
      elseif (is_object($value) && $flatten == FALSE) { 
        $return .= $key . $separator; 
      } 
      else { 
        $return .= $value . $separator; 
      } 
    } 
    return substr($return, 0, -(strlen($separator))); 
  } 
 
 
  /** 
   * Create two test roles, 
   * see_my_roles and hide_my_roles, permissions to be setup 
accordingly ('view own roles') 
   * 
   * @return array (int => int) 
   */ 
  protected function roleMembersCreateTestRoles() { 
    $this->more_privileged_role = 
        $this-
>roleMembersCreateUserRoleWithPermissionsToSeeOwnRoles (array(), 
'see_my_roles'); 
    $this->less_privileged_role = 
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        $this-
>roleMembersCreateUserRoleWith_NO_PermissionsToSeeOwnRoles(array()
, 'hide_my_roles'); 
    $this->pass(t("Passing array of role-id's: !more, !less", 
array( 
      "!more" => $this->more_privileged_role, 
      "!less" => $this->less_privileged_role, 
      )), t('Role Members') 
        ); 
    return array( 
      $this->more_privileged_role => $this->more_privileged_role, 
      $this->less_privileged_role => $this->less_privileged_role, 
      ); 
  } 
 
  /** 
   * Create role with permission to view own roles (access to 
roles-tab) 
   * 
   * @param array $perms 
   * @param string $role_name 
   * @return int 
   */ 
  protected function 
roleMembersCreateUserRoleWithPermissionsToSeeOwnRoles($perms = 
array(), $role_name = NULL) { 
    if (empty($perms)) { 
        $perms[] = 'view own roles'; 
    } 
 
    return $this->drupalCreateRole($perms, $role_name); 
  } 
 
  /** 
   * Create role WITHOUT permission to view own roles (NO access 
to roles-tab) 
   * 
   * @param array $perms 
   * @param string $role_name 
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   * @return int 
   */ 
  protected function 
roleMembersCreateUserRoleWith_NO_PermissionsToSeeOwnRoles($perms = 
array(), $role_name = NULL) { 
    $perms_array_key = array_search('view own roles', $perms); 
    if ($perms_array_key !== FALSE) { 
        unset($perms[$perms_array_key]); 
    } 
 
    return $this->drupalCreateRole($perms, $role_name); 
  } 
 
 
} 
 
/** 
 * Test for hook_page() implemention. 
 */ 
 
class roleMembersRolePageTestCase extends DrupalWebTestCase { 
  public static function getInfo() { 
    return array( 
      'name' => 'Role Members Tab location test', 
      'description' => 'Make sure My Roles -tab exists on logged 
in user profile page.', 
      'group' => 'Role Members', 
    ); 
  } 
 
  /** 
   * Enable module 
   */ 
  public function setUp() { 
    parent::setUp('role_members'); 
  } 
 
  protected function 
testRolesTabInUserProfilePageAccordingPermissions() { 
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    $account_all = $this->drupalCreateUser(array('view roles of 
all users', 'access user profiles')); 
    $account_access = $this->drupalCreateUser(array('view own 
roles', )); 
    $account_denied = $this->drupalCreateUser(); 
 
    $this->drupalLogin($account_all); 
    $this->verbose(__FUNCTION__ . ", line " . __LINE__ . "<pre>" . 
print_r($account_all, TRUE) . "</pre>"); 
    $this->assertTrue(user_access('view roles of all users', 
$account_all), t('User has access to see all roles'), 
        t('Role Members')); 
    $this->drupalGet('user'); 
    $this->assertText(t('Log out'), t('Check that user is logged 
in (Log out -text visible)'), t('Role Members')); 
    $this->assertText($account_all->name, t('Check that user is 
logged in (name visible)'), t('Role Members')); 
    $this->assertLink(t('My roles'), 0, 
        t('Make sure user My Roles tab exists and is a link .'), 
t('Role Members')); 
 
    $this->drupalGet('user/' . $account_all->uid . '/roles'); 
    $this->assertResponse(200, t('User @name (uid @uid) can access 
user/%uid/roles -page.', array( 
      "@name" => $account_all->name, 
      "@uid" => $account_all->uid, 
    ))); 
 
    $this->drupalGet('user/' . $account_access->uid . '/roles'); 
    $this->assertLink(t('My roles'), 0, 
        t('Make sure user My Roles tab exists and is a link .'), 
t('Role Members')); 
    $this->assertResponse(200, 
        t('User @name1 (uid @uid1) can access user @name2 (uid 
@uid2) My Roles -page.', array( 
          "@name1" => $account_all->name, 
          "@uid1" => $account_all->uid, 
          "@name2" => $account_access->uid, 
          "@uid2" => $account_access->uid, 
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          ))); 
    $this->assertNoText(t('Access denied'), 
        t('Check that user is not denied access to other user\'s 
My Roles page (user @user)', 
        array("@user" => $account_access->name))); 
 
    $this->drupalGet('user/' . $account_denied->uid . '/roles'); 
    $this->assertLink(t('My roles'), 0, 
        t('Make sure user My Roles tab exists and is a link .'), 
t('Role Members')); 
    $this->assertResponse(200, 
        t('User @name1 (uid @uid1) can access user @name2 (uid 
@uid2) My Roles -page.', array( 
          "@name1" => $account_all->name, 
          "@uid1" => $account_all->uid, 
          "@name2" => $account_denied->uid, 
          "@uid2" => $account_denied->uid, 
        ))); 
    $this->assertNoText(t('Access denied'), 
        t('Check that user is not denied access to other user\'s 
My Roles page (user @user)', 
            array("@user" => $account_denied->name))); 
 
 
    $this->drupalLogin($account_access); 
    $this->verbose(__FUNCTION__ . ", line " . __LINE__ . "<pre>" . 
print_r($account_access, TRUE) . "</pre>"); 
    $this->assertTrue(user_access('view own roles', 
$account_access), t('User has access to see own roles'), 
        t('Role Members')); 
    $this->drupalGet('user'); 
    $this->assertText(t('Log out'), t('Check that user is logged 
in (Log out -text visible)'), t('Role Members')); 
    $this->assertText($account_access->name, t('Check that user is 
logged in (name visible)'), t('Role Members')); 
    $this->assertText(t('My roles'), t('Check that My Roles -tab 
is visible'), t('Role Members')); 
    $this->assertLink(t('My roles')); 
    $this->drupalGet('user/' . $account_access->uid . '/roles'); 
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    $this->assertResponse(200, t('User @name (uid @uid) can access 
user/%uid/roles -page.', array( 
      "@name" => $account_access->name, 
      "@uid" => $account_access->uid, 
    ))); 
 
    $this->drupalLogin($account_denied); 
    $this->verbose(__FUNCTION__ . ", line " . __LINE__ . "<pre>" . 
print_r($account_denied, TRUE) . "</pre>"); 
    $this->assertFalse(user_access('view own roles', 
$account_denied), t('User does not have access to see own roles'), 
        t('Role Members')); 
    $this->drupalGet('user'); 
    $this->assertText(t('Log out'), t('Check that user is logged 
in (Log out -text visible)'), t('Role Members')); 
    $this->assertText($account_denied->name, t('Check that user is 
logged in (name visible)'), t('Role Members')); 
    $this->assertNoText(t('My roles'), t('Check that My Roles -tab 
is visible'), t('Role Members')); 
    $this->drupalGet('user/' . $account_denied->uid . '/roles'); 
    $this->assertResponse(403, t('User can NOT access user/%/roles 
-page.')); 
  } 
 
 
  protected function testListUserRoles() { 
    $account = $this->drupalCreateUser(array('view own roles', )); 
    $admin_user = $this->drupalCreateUser(array( 
      'administer users', 
      'administer permissions', //required to alter user roles! 
      'administer viewable roles', 
      'access administration pages', 
    )); 
 
 
 
    $this->drupalLogin($admin_user); 
    $this->drupalGet('admin/config/people/role_members'); 
    $edit = array(); 
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    $edit['role_members_show_role_3'] = TRUE; //check 
administrator -role, by form element name 
    $this->drupalPost('admin/config/people/role_members', $edit, 
t('Save configuration')); 
    $this->assertText(t('The configuration options have been 
saved.')); 
    $this->assertFieldChecked('edit-role-members-show-role-3'); // 
administrator role, by element id 
 
 
    $this->drupalLogin($account); 
    $this->drupalGet('user/' . $account->uid . '/roles'); 
    $role_name = user_role_load($account->uid)->name; 
    $this->assertText(t('You do not have any special roles in this 
site. Some roles may be set hidden by administrator, though.')); 
 
 
    $this->drupalLogin($admin_user); 
    $this->drupalGet('user/' . $account->uid . '/edit'); 
    $this->assertText(t('Roles'), t('Check that admin user can 
edit test-account (see Roles-section)')); 
    $this->assertText(t('authenticated user'), t('Check that admin 
user can edit test-account (see authenticated user -checkbox)')); 
    $this->assertFieldChecked('edit-roles-2'); //'authenticated 
user' box is checked, by element id 
    $this->assertFieldChecked('edit-roles-4'); //'testuser role' 
box is checked, by element id 
 
    $this->drupalGet('admin/config/people/role_members'); 
    $edit = array(); 
    $edit['role_members_show_role_4'] = TRUE; //check a checkbox, 
by form element name 
    $this->drupalPost('admin/config/people/role_members', $edit, 
t('Save configuration')); 
    $this->assertText(t('The configuration options have been 
saved.')); 
    $this->assertFieldChecked('edit-role-members-show-role-4'); // 
authenticated role, by element id 
    $this->drupalGet('admin/config/people/role_members'); 
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    $this->pass('Role 4 is now enabled. All other roles are 
hidden.'); 
 
    $this->drupalLogin($account); 
    $this->drupalGet('user/' . $account->uid . '/roles'); 
    $this->assertText(user_role_load(4)->name, t('Check first 
test-role name (@name) exists on user role.', 
        array("@name" => user_role_load(4)->name))); 
    $this->assertNoText(user_role_load(2)->name, t('Authenticated 
user -role is still hidden.')); 
 
  } 
 
} 
 
 
/** 
 * Test for module configuration page and make sure it's working 
correctly. 
 */ 
 
class roleMembersConfigurationPageTestCase extends 
DrupalWebTestCase { 
 
public function getInfo() { 
  return array( 
      'name' => 'Role Members configuration page exists', 
      'description' => 'Make sure module has configuration page in 
<em>admin/config/people/role_members</em>.', 
      'group' => 'Role Members', 
    ); 
  } 
 
  /** 
   * Enable module 
   */ 
  public function setUp() { 
    parent::setUp('role_members'); 
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    $this->admin_user = $this->drupalCreateUser(array('administer 
viewable roles', 'access administration pages')); 
    $this->basic_user = $this->drupalCreateUser(); 
  } 
 
  public function testConfigurationPageExists() { 
    $this->drupalLogin($this->admin_user); 
 
    $this->drupalGet('user'); 
    $this->assertLink(t('My account'), 0, 
        t('Make sure user My account -text is printed, ie. user is 
logged in.'), t('Role Members')); 
    $this->assertLink(t('Log out'), 0, 
        t('Make sure user Log out -text is printed, ie. user is 
logged in.'), t('Role Members')); 
 
    $this->drupalGet('admin/config'); 
    $this->assertLink(t('Role Members'), 0, 
        t('Make sure configuration page has link to module 
configuration page.'), t('Role Members')); 
 
    $this->drupalGet('admin/config/people/role_members'); 
    $this->assertNoText(t('Show role @role in My Roles tab', 
        array("@role" => user_role_load(1)->name)), 
         t('Make sure anonymous user -role does not exist as 
option.')); // anonymous role 
    $this->assertText(t('Show role @role in My Roles tab', 
        array("@role" => user_role_load(2)->name)), 
        t('Make sure authenticated user -role is an option.')); // 
authenticated role 
 
  } 
  public function testSaveConfigurationWorksAsExpected() { 
    $this->drupalLogin($this->admin_user); 
 
    $this->drupalGet('admin/config/people/role_members'); 
    $this->assertNoFieldChecked('edit-role-members-show-role-2'); 
// authenticated role, by element id 
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    $this->assertNoFieldChecked('edit-role-members-show-role-3'); 
// administrator role, by element id 
    $this->assertNoFieldChecked('edit-role-members-show-role-4'); 
// other test role, by element id 
 
 
    $edit = array(); 
    $edit['role_members_show_role_2'] = TRUE; //check a checkbox, 
by form element name 
    $edit['role_members_show_role_3'] = TRUE; //check a checkbox, 
by form element name 
 
    $this->drupalPost('admin/config/people/role_members', $edit, 
t('Save configuration')); 
    $this->assertText(t('The configuration options have been 
saved.')); 
    $this->assertFieldChecked('edit-role-members-show-role-2'); // 
authenticated role, by element id 
    $this->assertFieldChecked('edit-role-members-show-role-3'); // 
administrator role, by element id 
    $this->assertNoFieldChecked('edit-role-members-show-role-4'); 
// other test role, by element id 
 
    $this->drupalGet('admin/config/people/role_members'); 
    $this->assertFieldChecked('edit-role-members-show-role-2'); // 
authenticated role, by element id 
    $this->assertFieldChecked('edit-role-members-show-role-3'); // 
administrator role, by element id 
    $this->assertNoFieldChecked('edit-role-members-show-role-4'); 
// other test role, by element id 
 
    $edit = array(); 
    $edit['role_members_show_role_3'] = FALSE; //check a checkbox, 
by form element name 
 
    $this->drupalPost('admin/config/people/role_members', $edit, 
t('Save configuration')); 
    $this->assertText(t('The configuration options have been 
saved.')); 
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    $this->assertFieldChecked('edit-role-members-show-role-2'); // 
authenticated role, by element id 
    $this->assertNoFieldChecked('edit-role-members-show-role-3'); 
// administrator role, by element id 
    $this->assertNoFieldChecked('edit-role-members-show-role-4'); 
// other test role, by element id 
 
    $this->drupalGet('admin/config/people/role_members'); 
    $this->assertFieldChecked('edit-role-members-show-role-2'); // 
authenticated role, by element id 
    $this->assertNoFieldChecked('edit-role-members-show-role-3'); 
// administrator role, by element id 
    $this->assertNoFieldChecked('edit-role-members-show-role-4'); 
// other test role, by element id 
 
  } 
} 
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