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We study the complexity of the valued CSP (VCSP, for short) over arbitrary templates, taking
the general framework of integral bounded linearly order monoids as valuation structures. The
class of problems considered here subsumes and generalizes the most common one in VCSP
literature, since both monoidal and lattice conjunction operations are allowed in the formulation
of constraints. Restricting to locally finite monoids, we introduce a notion of polymorphism that
captures the pp-definability in the style of Geiger’s result. As a consequence, sufficient conditions
for tractability of the classical CSP, related to the existence of certain polymorphisms, are shown
to serve also for the valued case. Finally, we establish the dichotomy conjecture for the VCSP,
modulo the dichotomy for classical CSP.
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1 Introduction
The constraint satisfaction problem (CSP, for short) is a well-established framework for the
uniform study of a wide range of both theoretical and applied problems. For the present
purpose, it will be convenient to describe it in purely logical terms. A first-order sentence is
primitive positive (pp, for short) if it is built up from atomic formulas with equality using
only conjunction and existential quantifier. The CSP of a finite relational structure B asks
to determine the pp-sentences valid in B, in symbols
CSP(B) := {ϕ | ϕ is pp-sentence and B  ϕ}.
It is well known that CSP(B) can be identified with the set of finite structures A for which
there is a homomorphism A→ B.
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The CSP problem of a finite relational structure is clearly decidable and, more precisely,
belongs to the complexity class NP. The most outstanding problem in the field, known as
the dichotomy conjecture, asks whether it is true that for every finite relational structure
B, either CSP(B) is NP-complete or it is tractable, i.e., solvable in polynomial time [17].
The algebraic approach to CSP has revealed very fruitful in this direction, leading to the
discovery of striking connections with the theory of Maltsev conditions in universal algebra
(see e.g. [11, 10, 19, 1, 2, 26]).
I Example 1. For any natural number n, a graph is n-colorable if it is possible to assign
colors {0, . . . , n − 1} to its vertices in such a way that adjacent vertices receive different
colors. We denote by Kn the complete n-element graph. It is easy to see that the set of finite
n-colorable graphs is exactly CSP(Kn). Moreover, the problem CSP(Kn) is NP-complete
for n ≥ 3, and tractable otherwise. J
In this paper we consider a weighted generalization of the classical CSP, known as valued
constraint satisfaction problem (VCSP, for short) see [25, 13, 29]. Roughly speaking, weighted
structures are generalizations of classical structures in which relations are allowed to take
degrees of truth (or, equivalently, payoffs) into a suitable valuation structure. Accordingly,
the VCSP problem of a finite weighted relational structure B asks to determine an optimal
solution for any pp-sentence ϕ, that is a tuple ~b ∈ B such that for any other tuple ~c ∈ B
the value of ϕ on ~b is better or equal than its value on ~c (see the next section for a precise
definition). As in the classical case, a major challenge in VCSP is to classify finite weighted
structures according to whether their VCSP is tractable (solvable in polynomial time) or
NP-hard.
Our approach differs from the one found in the VCSP literature in two fundamental
aspects. On the one hand, the significant majority of works [29, 12, 27, 23, 21] are confined to
the algebraic approach for VCSP formulated over a specific valuation structure, namely the
set of positive rationals (with or without infinity) equipped with addition. On the contrary,
our logically inspired approach is amenable to provide a uniform treatment for the VCSP
formulated over arbitrary valuation structures. In this paper we explore this possibility for
the case of locally finite valuation structures.
On the other hand, in the VCSP literature pp-sentences are (implicitly) understood as
first-order formulas built up from atomic formulas using only existential quantifier and a
kind of monoidal non-classical conjunction. As a drawback the VCSP, when formulated in
these terms, does not embrace the classical aspects of weighted structures that are related to
the usage of the classical conjunction (as opposed to the monoidal one). In this paper we
allow the presence of both classical and monoidal conjunctions in pp-formulas. Consequently,
our VCSP framework allows to model a richer class of optimization problems.
I Example 2. Using only the monoidal conjunction, one can model in VCSP the MAX-3SAT
problem asking to find, for a given 3-CNF formula, a valuation satisfying the maximum
number of clauses. Allowing also the classical conjunction, one can model a robust version of
MAX-3SAT, where the input can be considered as not fully specified and we optimize w.r.t.
the worst case. More precisely, the input is a finite number of 3-CNF formulas ϕ1, . . . , ϕm
built up from the variables V . The task is to find a valuation e ∈ {0, 1}V which maximizes
the minimum number of satisfied clauses in all ϕi’s. In Example 5, we will show how this
problem can be properly formalized in our setting. J
The content of paper can be outlined as follows. In the classical CSP, the algebraic
approach to the study of the dichotomy has revealed to be very fruitful. It is based on
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Geiger’s result [18] (independently by [7, 8]) characterizing the pp-definable relations of a
finite structure B by means of polymorphisms, i.e., the homomorphisms f : Bn → B for any
n. Our first main contribution is a generalization of Geiger’s result to the case of VCSP
over locally finite valuation structures. This is achieved by introducing a new notion of
polymorphism for weighted structures, which generalizes the classical one. It should be
mentioned that the VCSP literature contains already some generalizations of Geiger’s result
in terms of the so-called weighted or fractional polymorphisms [12, 22, 29, 23], but all of them
are incomparable to our version at least for two reasons. First, the known generalizations are
necessarily confined to pp-formulas without classical conjunction. Second, strictly speaking,
they are not able to capture pp-definability in the original language: they do it only in
an expanded language, where the expansion preserves tractability of VCSP. On the other
hand, our approach provides a generalization of classical Geiger’s Theorem (characterizing
pp-definable relations in terms of polymorphisms) to the setting of weighted structures which
does not require any expansion of the language. For this reason our work is not only a
logical contribution to the computational study of VCSP (in which expansions preserving
tractability are indistinguishable), but also to the development of weighted model theory
(where different languages determine different structures).
Further we show that the VCSP over locally finite valuation structures can be reduced to
finitely many CSP’s. This reduction to the classical setting has two major consequences. On
the one hand, it implies that several tractability criteria related to the existence of certain
polymorphisms, which encompass the ones obtained in [28], transfer from CSP to VCSP. On
the other and, this reduction yields that the dichotomy holds for our VCSP provided the
dichotomy for classical CSP holds.1 Interestingly enough, our results hold in full generality, in
the sense that they are not confined to VCSP formulated over a specific valuation structure.
2 Preliminaries
The most general approach towards the study of VCSP complexity has been formulated
taking semirings as valuation structures [3]. Here we restrict the attention to the so-called
valued constraints, i.e., linearly ordered valuation structures (see for instance [15, 13, 25]).
An integral Abelian pomonoid is a structure L = 〈L,≤,, 0, 1〉 such that 〈L,≤〉 is a poset
with a minimum 0 and maximum 1, 〈L,, 1〉 is an Abelian monoid, and for every α, β, γ ∈ L,
if α ≤ β, then α γ ≤ β γ. When L is linearly ordered it can be equipped naturally with
a lattice structure 〈L,∧,∨〉. From now on we will assume that L is a fixed but arbitrary
linearly-ordered integral Abelian pomonoid, and use the term valuation structures to denote
these algebras.2 A valuation structure is said to be locally finite if all finite generated
subalgebras are finite.
I Example 3. Let [0, 1] be the real unit interval. We denote by · the real multiplication,
and by  the operation defined as a b := max{0, a+ b− 1} for every a, b ∈ [0, 1]. Then the
following algebras are valuation structures
Ł = 〈[0, 1],∧,∨,, 0, 1〉, G = 〈[0, 1],∧,∨,∧, 0, 1〉, P = 〈[0, 1],∧,∨, ·, 0, 1〉.
1 Recently, the dichotomy conjecture for the classical CSP has been claimed to be proven in [24] and [9].
2 The usual definition of a valuation structure is the dual one from the order-theoretic point of view,
namely the monoid unit is a bottom element. Thus we interpret elements of valuation structures as
pay-offs rather than costs as is usual.
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For every natural n ≥ 2, we denote by Łn the subalgebra of Ł with finite universe
{0, 1n−1 , . . . ,
n−1
n−1}. Moreover, let Q
−
⊥ be the set of negative rational with a least point −∞.
Then Q−⊥ = 〈Q
−
⊥,∧,∨,+,−∞, 0〉 is a valuation structure as well.
The valuation structures Ł, Łn and G are locally finite, while P and Q−⊥ are not. J
We formulate VCSP in purely logical terms, by adapting the definition of the classical CSP
to the case where the underlying first-order logic is non-classical instead of classical. We start
by defining a suitable syntax. A language L is a countable set of domain variables together
with a finite set of relational symbols (and their arities), binary propositional connectives
,∧ and the existential quantifier ∃. We call first-order formulas in this language primitive
positive formulas or pp-formulas for short.3 A pp-formula is called pp-sentence if it has no
free variables, i.e., all its variables are under the scope of a quantifier. We further assume
that every language contains a binary relational symbol ≈ denoting the classical equality.
Given a language L and a valuation structure L, an L-structure or L-template for L is
a tuple B = 〈B, {RB | R ∈ L}〉 such that B is a non-empty set, and for every relational
symbol R ∈ L there is a map RB : Bk → L where k is the arity of R, i.e., RB is a L-valued
(or, equivalently, weighted) relation assigning a cost/pay-off to any tuple ~b ∈ Bk. 4 The
relational symbol ≈ is always interpreted as the classical identity relation, i.e., x ≈B y equals
1 if x = y and 0 otherwise. When no confusion shall occur, we omit the superscripts from
RB and ≈B.5 A L-structure B is finite when B is finite. We assume throughout the paper
that all L-structures are finite.
A valuation in B is a mapping of the set of variables into B. The value ‖ϕ(~b)‖B of a
pp-formula ϕ(~x) under a valuation ~x 7→ ~b in the structure B, is defined recursively as follows:
‖R(~b)‖B = RB(~b),
‖ϕ1(~b1) ϕ2(~b2)‖B = ‖ϕ1(~b1)‖B  ‖ϕ2(~b2)‖B





The above join is always defined since B is finite. Moreover, since L is linearly ordered, the
value of ∃xϕ(~b, x) is always witnessed, i.e., there is a ∈ B such that ‖∃xϕ(~b, x)‖B = ‖ϕ(~b, a)‖B.
Observe that every valuation structure satisfies the following distributive laws:
x(y∨z) = (xy)∨(xz), x(y∧z) = (xy)∧(xz), x∧(y∨z) = (x∧y)∨(x∧z).








where ϕj is atomic.
Observe that the value of a pp-sentence ∃~xϕ(~x) in B is the same under any evaluation, and
that it coincides with the maximum value that can be taken by the formula ϕ(~x) in B. Thus,
3 For the sake of simplicity, we give the same name to the propositional connectives of the language and
the operations of the valuation structure.
4 The notion of L-structure corresponds exactly to the notion of valued constraint language used in the
VCSP literature. Thus an L-structure together with a pp-sentence corresponds to an instance of VCSP
(cf. [13]).
5 Observe that we assume that the identity relation ≈ is one of the basic relations R. For this reason,
every time we state a definition imposing some condition on the basic relations R, we are assuming that
the same condition holds for ≈.
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we define a solution of a pp-sentence in NF ∃~xϕ(~x) as any valuation ~x 7→ ~b such that
‖ϕ(~b)‖B = ‖∃~xϕ(~x)‖B.
I Definition 4. Let L be a valuation structure and B an L-structure. The valued constraint
satisfaction problem for the template B, in symbols VCSP(B), is the problem asking to find
a solution to a given pp-sentence in NF.
I Example 5. We are now ready to formulate the robust version of MAX-3SAT problem
mentioned in the introduction. Let 0 < α < 1 and let B be a P-structure whose domain is
{0, 1} endowed with relations R〈i,j,k〉 : {0, 1}3 → [0, 1] for each 〈i, j, k〉 ∈ {0, 1}3, interpreted
by letting R〈i,j,k〉(x, y, z) = α if 〈x, y, z〉 = 〈i, j, k〉 and equal to 1 otherwise. Given for
instance as input two 3-CNF formulas
ϕ1 = (x ∨ ¬y ∨ z) ∧ (¬x ∨ ¬z ∨ u), ϕ2 = (u ∨ y ∨ z) ∧ (¬x ∨ z ∨ u),
we can encode it into the following pp-sentence:
∃x, y, z, u (R〈0,1,0〉(x, y, z)R〈1,1,0〉(x, z, u)) ∧ (R〈0,0,0〉(u, y, z)R〈1,0,0〉(x, z, u)).
Observe this robust version of MAX-3SAT problem cannot be expressed in the VCSP
formulated without classical conjunction. J
Given a finite L-template B, we say that VCSP(B) is tractable whenever it can be solved
by an algorithm running in polynomial time in the length of input pp-sentence. Intractability
and NP-hardness for VCSP(B) are defined analogously. It should be observed that in this
definition, we assume that the computation in the valuation structure is done by an oracle
and, therefore, does not affect the length of the computation.6
We say that a map (or, equivalently, a weighted relation) R : Bk → L is pp-definable in B
when there is some pp-formula ϕ(~x) such that R(~b) = ‖ϕ(~b)‖B for all ~b ∈ Bk. It follows from
the definition of VCSP that expanding the language of an L-structure B with (finitely many)
relations pp-definable in it does not change the tractability/intractability of VCSP(B).
Along the following sections, we will write B to denote an arbitrary L-structure, for some
valuation structure L.
3 Polymorphisms and pp-definability characterization
Recall that the complexity of CSP(K), for a classical finite structure K, depends only on the
pp-definable relations in K. These relations can be characterized in terms of polymorphisms
as follows. An n-ary polymorphism (see e.g. [11]) of the structure K is an homomorphism
f : Kn → K where Kn denotes the direct product of n many copies of K. We denote by
Pol(K) the clone of all polymorphisms of K. The algebraic approach to the classical CSP is
based on the following fundamental result [18]:
I Geiger’s Theorem 6. A relation R on K is pp-definable in K if and only if Pol(K) ⊆
Pol(K,R), where Pol(K,R) is the set of polymorphisms of the structure having the domain
K and the only relation R.
6 Observe that, for the sake of simplicity, we defined VCSP(B) only for the case where the language of B
is finite. However, the definitions of VCSP(B), tractability and NP-hardness can be reformulated in a
way that embraces also the case where the language of B is infinite (see for instance [29, Section 1.3]).
Our results, when suitably reformulated, remain true even if the assumption of the finiteness of the
language is dropped.
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We devote this section to a generalization of the above result to the case of VCSP, i.e.,
we characterize pp-definable relation in a finite L-structure B as those which are preserved
by suitably defined polymorphisms. The presented proof works for all locally finite valuation
structures L.
As in the classical case, our notion of a polymorphism shall depend on the concepts of
homomorphisms and direct powers of L-structures. Since L-structures are in fact two-sorted
structures, their natural homomorphisms are pairs of maps. The first acting on domains and
the second on valuation structures. Moreover, these maps have to satisfy some additional
properties ensuring that homomorphisms preserves values of pp-formulas.
I Definition 7. Let L,K be valuation structures, A an L-structure and B a K-structure
for the same language. A tuple 〈f, τ〉 of maps f : A→ B and τ : L→ K is a homomorphism
if for all α, β ∈ L, every k-ary relational symbols R and every ~a ∈ Ak we have
τ(α β) ≤ τ(α) τ(β), τ(α ∧ β) ≤ τ(α) ∧ τ(β), τ(RA(~a)) ≤ RB(f(~a)).
In the notation f(~a) the map f is applied component-wise.
It is worth to observe that if 〈f, τ〉 is a homomorphism as above, then τ is a lattice
homomorphism. This is a consequence of the fact that τ is a monotone map between chains.
As we mentioned, this notion of homomorphism preserves values of pp-formulas (modulo
τ), in the sense that for every pp-formula ϕ(~x) and every tuple ~a ∈ A, we have
τ(‖ϕ(~a)‖A) ≤ ‖ϕ(f(~a))‖B. (1)
This fact can be easily proved by induction on the construction of ϕ.7 If ϕ is a pp-sentence
∃~xψ(~x), then (1) specializes to the following:
τ(‖∃~xϕ(~x)‖A) = τ(‖ϕ(~a)‖A) ≤ ‖ϕ(f(~a))‖B ≤ ‖∃~xϕ(~x)‖B,
where ~a is any tuple of elements from A witnessing the value ‖∃~xϕ(~x)‖A.
Direct powers of L-structures are defined in the same way as direct powers of two-sorted
structures. In particular, we form a direct power independently on both sorts, i.e., on domains
and valuation structures. More precisely, the k-ary relations on the direct power Bn of n
many copies of a L-structure B are functions mapping k-tuples of elements from Bn to Ln.
It may be useful to visualize the k-tuples of elements of Bn as matrices as follows:
A =
 a11 . . . a1n... . . . ...
ak1 . . . akn
 .
I Definition 8. Let L be valuation structures, B an L-structure and n ∈ ω. The direct
power of n many copies of B is the Ln-structure8 Bn whose domain is Bn and for a k-ary
relational symbol its interpretation RBn : Bk×n → Ln is defined for every matrix A ∈ Bk×n
having columns ~a1, . . . ,~an as follows:
RB
n
(A) := 〈RB(~a1), . . . , RB(~an)〉.
7 The only non-trivial step of the induction is the one related to the existential quantifier, which requires
to apply the observation that τ(x ∨ y) = τ(x) ∨ τ(y).
8 Strictly speaking, Ln is not a valuation structure because it is not linearly ordered. Nevertheless one
can introduce Ln-structures analogously as L-structures.
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Given a map f : Bn → B, we can extend it to a map from Bk×n to Bk by applying
f row-wise. Thus, for a matrix A ∈ Bk×n whose rows are ~a1, . . . ,~ak we define f(A) :=
〈f(~a1), . . . , f(~ak)〉.
I Definition 9. Let B be a L-structure and n ∈ ω. An n-ary polymorphism of B is a
homomorphism from Bn to B. The set of all polymorphisms of B is denoted Pol(B).
In other words, an n-ary polymorphism of B is a pair of maps 〈f, τ〉 with f : Bn → B
and τ : Ln → L satisfying the following conditions:
1. For all ~α, ~β ∈ Ln, it holds that τ(~α ∧ ~β) ≤ τ(~α) ∧ τ(~β) and τ(~α ~β) ≤ τ(~α) τ(~β).
2. For each k-ary relation RB in B and matrix A ∈ Bk×n we have τRBn(A) ≤ RB(f(A)).
The main result of this section is the following generalization of Geiger’s Theorem:
I Theorem 10. Let B be a finite L-structure over a locally finite valuation structure L. A
relation R : Bk → L is pp-definable in B if, and only if, Pol(B) ⊆ Pol(B,R), where Pol(B,R)
is the set of polymorphisms of the L-structure having the domain B and the only relation R.
I Remark 11. It is worth noticing that valuation structures are subreducts of so-called MTL-
algebras, the algebraic counterpart of the monoidal t-norm based logic MTL [16]. Consequently
the above theorem in fact characterizes pp-definable relations in structures over locally finite
MTL-chains. J
Instead of presenting the technical details of the proof of Theorem 10, which are contained
in the Appendix, let us describe the main ideas behind it.
First, we strongly rely on a correspondence between the components of our syntax, i.e.,
≈,∃,∧,, and closure properties of the set of pp-definable relations in B. More precisely,
permutations of arguments and their identifications in a relation correspond to the presence
of equality in the language. Meanwhile, the presence of existential quantifier is reflected in
the fact that the pp-definable relations of B are closed under the following generalization
of projection: for every relation R : Bk → L, and i ≤ k, the i-th projection of R is the
(k − 1)-ary relation πi[R], defined for every 〈b1, . . . , bi−1, bi+1, . . . , bk〉 ∈ Bk−1 as follows:
πi[R](b1, . . . , bi−1, bi+1, . . . , bk) :=
∨
{R(~c) | ~c ∈ Bk, bj = cj for every j 6= i}.
Finally, the presence of  and ∧ in the syntax corresponds the fact that the pp-definable
relations of B are closed under the formation of a certain generalization of intersections and
Cartesian products.
Second, we rely on the fact that the pp-definable relations of a given arity k form a
closure system on the lattice LBk . Let us explain briefly why this is the case. First observe
that, since L is locally finite and the language B is finite, there are only finitely many
pp-definable k-ary relations in B. Then consider a relation R : Bk → L. There are only
finitely many pp-definable k-ary relations R1, . . . , Rm such that R ≤ Ri. It is easy to see
that S = R1 ∧ · · · ∧ Rm is the least pp-definable relation which extends R (in the sense
R(~b) ≤ S(~b) for every ~b ∈ Bk). Observe that its existence strongly depends on the fact
that we allow the presence of classical conjunction in our pp-formulas. We denote by γ(k)(·)
the closure operator that assigns to any relation R : Bk → L the least pp-definable relation
γ(k)(R) extending R. When no confusion shall occur, we will omit the superscript in γ(k).
Building on the two observations above, we are able to prove the following fundamental
result, whose proof is contained in the Appendix. For a given k ≥ 1 we define a matrix
Ck ∈ Bk×|B|
k whose columns are all k-tuples from Bk listed in a fixed linear order.
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I Extension Lemma 12. Let B be a finite L-structure, ~b ∈ Bk, n = |B|k and R : Bk → L a
k-ary relation. Then there is an n-ary polymorphism 〈f, τ〉 ∈ Pol(B) such that f(Ck) = ~b
and τRBn(Ck) = γ(R)(~b).
We conclude by sketching the proof of the main result of the section.
Proof of Theorem 10. The left-to-right implications follows from the natural observation
that pp-definable relations in B are preserved by all polymorphisms of B. This can be easily
checked by induction on the complexity of formulas.
The converse implication follows from the extension Lemma 12. Take ~b ∈ Bk. We have
to show that R is pp-definable, i.e., γ(R)(~b) = R(~b). Let n = |B|k. By Lemma 12 there is an
n-ary polymorphism 〈f, τ〉 ∈ Pol(B) such that f(Ck) = ~b and τR(Ck) = γ(R)(~b). Since we
assume that R is preserved by all polymorphisms, we obtain γ(R)(~b) = τR(Ck) ≤ Rf(Ck) =
R(~b). Thus R = γ(R), i.e., R is pp-definable. J
4 Reducing VCSP to classical CSP
In this section we show that if B is a finite L-structure and L is locally finite, then VCSP(B)
can be reduced to a finite number of classical CSPs. In particular, this yields the Dichotomy
Conjecture holds for these VCSPs modulo the Dichotomy Conjecture for classical CSP.
Along this section, we work with a fixed but arbitrary finite L-structure
B = 〈B,R1, . . . , Rm〉 where L is locally finite. Consider the ranges of relations R1, . . . , Rm.
Their union is a finite set X ⊆ L, generating a finite subalgebra L′ of L. It is obvious that
pp-definable relations of B can attain values only in L′. Consequently, we can assume w.l.o.g.
that L = L′ and, therefore, that L itself is finite. Accordingly, let |L| = n and define r := nn.
We say that r is the rank of L.
I Lemma 13. Let ~α = 〈αi ∈ L | i ∈ I〉 be a sequence of elements indexed by a finite set I





Proof. For any α ∈ L we have αn+1 = αn because |L| = n and α ≥ · · · ≥ αn ≥ αn+1. Since
|I| ≥ nn, the sequence ~α contains elements α ∈ L occurring more than n times. Using
αn+1 = αn, we can omit a suitable number of them and still preserve the value of
⊙
i∈I αi.
Equivalently, let K be the variety of Abelian monoids axiomatized by the equation
xn+1 = xn. Since L has n elements, its monoidal reduct belongs to K. Observe that the
n-generated free Abelian monoid over K has exactly nn elements. Thus every product of
elements in L is equivalent to a product of nn many of them. J
We will make use of two basic transformations on B. A first useful transformation of
B consists in an expansion of the language by means of a particular family of pp-definable
relations. The cardinality of a multiset I, denoted by |I|, is the number of elements of I
counting repetitions. We consider the expansion of the language of B with new relational
symbols RI for each multiset of elements in {1, . . . ,m} of cardinality ≤ r. The arity of RI is
the sum of all arities of Ri, i ∈ I, i.e., ar(RI) :=
∑
i∈I ar(Ri).
We denote by B
∧
the expansion of B obtained by adding to B the previous collection of
relations RI ’s interpreted as RB
∧
I (~xi | i ∈ I) :=
⊙
i∈I
RBi (~xi) for I = 〈t1, . . . , tq〉.
Observe that the language of B
∧
is finite and, therefore B
∧
is a L-structure as well. Moreover,
since the expansion B
∧
is obtained by adding only pp-definable relations, the complexity of
VCSP(B) coincides with the one of VCSP(B
∧
).
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as follows. First consider the case where ϕ = Rt1(~xt1) · · · Rtq (~xtq ). Let I





RI(~xt1 , . . . , ~xtq ) if |I| ≤ r,∧
{RJ(~xj | j ∈ J) | J is a submultiset of I s.t. |J | = r} otherwise.











Observe that the symbol  does not appear in ϕ
∧
. Moreover, it is easy to see that, since
the valuation structure L is fixed, ϕ
∧
can be constructed out of ϕ in polynomial time in the
length of ϕ.9 On the other hand, while obtaining ϕ
∧
for an arbitrary valuation structure L
has a quite high computational cost, lower bounds and easier constructions are likely to exist
when each particular structure is studied separately.





Proof. According to the definition of the translation
∧
, it suffices to check the equality for
pp-formulas of the form ϕ =
⊙
i∈I Ri(~xi). Since the monoidal unit 1 ∈ L is the top element,





. The other inequality is a direct consequence of Lemma 13. J
A second family of transformations of a structure B is given by classicalizations of it.
Given α ∈ L, we define a classical (non-weighted) structure Bα whose language coincides
with the one of B, and every k-ary basic relation R is interpreted as follows: for every ~b ∈ Bk
we set Bα  R(~b)⇐⇒ RB(~b) ≥ α. We can apply these classicalizations to the structure B
∧
defined before, obtaining the following useful result:












3. ‖ϕ(~b)‖B ≥ α.
Proof. The equivalence between 2. and 3. follows from Lemma 14. The equivalence between
1. and 2. can be proven easily by induction on the construction of formulas (recall that 
does not appear in pp-formulas of the form ϕ
∧
). J
The next result shows that VCSP(B) can be reduced to a finite number of classical CSPs.
I Theorem 16.
VCSP(B) is tractable iff CSP(B
∧
α) is tractable for every α ∈ L.
VCSP(B) is NP-hard iff CSP(B
∧
α) is NP-hard for some α ∈ L.
Proof. Given a pp-sentence ϕ of B
∧
in which  does not occur, we denote by ϕ∗ the formula
obtained from ϕ replacing the relations from the expansion B
∧
with the corresponding formulas
9 This can be proved by induction on the construction of ϕ. The only non-trivial case is the one where
ϕ = Rt1 (~xt1 ) · · · Rtq (~xt1 ). Let I be the multiset whose elements are t1, . . . , tq counting repetitions.
It is easy to see that the length of ϕ
∧









bounded above by |ϕ|r, where |ϕ| is the length of ϕ, we are done.
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of B.10 Observe that both the length of ϕ∗ and the time needed in its construction are
bounded above polynomially in the length of ϕ.
From Lemma 15 it follows that for every α ∈ L it holds that B
∧
α  ϕ⇐⇒ ‖ϕ∗‖B ≥ α.
Together with the fact that ϕ∗ can be constructed in polynomial time in the length of ϕ, the
above display easily implies that:
If CSP(B
∧
α) is NP-hard for some α ∈ L, then also VCSP(B) is NP-hard as well.
If VCSP(B) is tractable, then so is CSP(B
∧
α) for every α ∈ L.





From Lemma 15 it follows that the following conditions are equivalent for every ~b ∈ B:
1. ~b is a solution for ϕ in B.







α) is tractable for every α ∈ L and consider a pp-sentence ϕ of B. Recall that
ϕ
∧
can be constructed in polynomial time in the length of ϕ. Moreover, β can be calculated
in polynomial time in the length of ϕ
∧
by the assumption on the tractability of each of the
CSP(B
∧
α) and that fact that L is finite. It is well known that if CSP(B
∧
α) is tractable, then
given a pp-sentence ψ, the problem of then determining whether B
∧
α  ψ, and in the positive
case produce a tuple ~b witnessing B
∧
α  ψ, is a tractable problem too [14]. Building on this,




in polynomial time in the length
of ϕ
∧
. Hence we conclude that this tuple ~b can be constructed in polynomial time in the
length of ϕ. Since 2. implies 1. we conclude that ~b is a solution for ϕ in B. Hence VCSP(B)
is tractable as desired. Similarly, if VCSP(B) is NP-hard, so is at least one CSP(B
∧
α). J
I Corollary 17. The dichotomy conjecture holds for the VCSP formulated over finite L-
structures with L locally finite if and only if it holds for the classical CSP over finite templates.
I Remark 18. Observe that Theorem 16 is formulated under the assumption that L is finite,
but it holds equivalently under the assumption that L locally finite. For this reason, the result
applies to the case where L is Ł, Łn or G (see Example 3). In this setting the VCSP is also
known under the names of weighted CSP and fuzzy CSP (cf. [25]). J
As we mentioned, our formulation of the VCSP allows the presence of classical conjunction
in pp-formulas. It is natural to ask whether this expansion of the language (w.r.t. pp-formulas
without ∧) preserves the tractability of the VCSP. In the next example we show that this is
not the case in general.
I Example 19. Let K be a classical structure for which CSP(K) is NP-hard. We define an
Ł3-structure B in the same language of K as follows. For every basic k-ary relation R, we
set RB(~x) = 1/2 if ~x ∈ RK and equal to 0 otherwise.
It is easy to see that the basic relations of B
∧
1/2 include the ones of K. Hence CSP(B
∧
1/2)
is NP-hard. By Theorem 16 we conclude that VCSP(B) is NP-hard as well. On the other
hand, when formulated without classical conjunction, the VCSP of B is tractable. To see this,
let Γ be the set of pp-sentences without ∧. It is easy to see that if ϕ ∈ Γ contains at least two
occurrences of a basic relation R different from the identity, then the ‖ϕ‖B = 0 and, therefore,
every tuple of elements of B is a solution of ϕ. Therefore the only meaningful pp-sentences
have the following form (for some, possibly none, basic relation R): ∃~xR(~x)
⊙
i∈I(yi ≈ zi).
It is not difficult to see that they can be handled in polynomial time. J
10 If the classical conjunction ∧ is not allowed in the language, this process cannot be done in general. See
e.g. Example 19 below.
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Even if the addition of classical conjunction to pp-sentences does not preserves tractability,
the clone of polymorphisms Pol(B), which preserves ∧, of an L-structure B may contain
useful information for handling pp-sentences in which ∧ does not occur, as we remark in the
next example.
I Example 20. Recall the 〈s, t〉-MIN-CUT problem. Given a weighted digraph H =
〈H,µ, s, t〉, where µ : H2 → N ∪ {∞} is a map assigning weights to tuples of vertices
(µ(u, v) =∞ if there is no arc between u, v ∈ H) and s, t ∈ H, this problem asks to find an
〈s, t〉-cut with a minimum weight. A 〈s, t〉-cut of H is a subset C ⊆ H such that s ∈ C and
t 6∈ C. The weight of C is defined by
∑
u∈C,v 6∈C µ(u, v).
The 〈s, t〉-MIN-CUT can be formulated within VCSP(B) over the P-structure B =
〈{a, b}, R, Ps, Pt〉 where Ps(a) = 1 and Ps(b) = 0, Pt(b) = 1 and Pt(a) = 0, and R : {a, b}2 →





The input weighted digraph can be encoded into a pp-sentence whose variables are vertices
of H as follows:
∃~xPs(s)Pt(t)
⊙
{R(xi, xj)µ(xi,xj) : xi, xj ∈ H and µ(xi, xj) 6= 0}
where R(xi, xj)µ(xi,xj) = R(xi, xj) . . .R(xi, xj) repeated µ(xi, xj) many times.
It can be shown that VCSP(B) is intractable. This holds even if we replace the valuation
structure P by a locally finite one provided that α2 > 0.11 Nevertheless, the ∧-less fragment
is tractable since it admits a symmetric fractional polymorphism 〈min,max〉 of every arity
(see [22]). Even though the full language version is intractable, the clone of polymorphisms
Pol(B) still contains useful information. For instance 〈min, τ〉 and 〈max, τ〉 for τ(α, β) =
αβ are polymorphisms of B where min and max are computed w.r.t. the linear order a < b.
The fact that 〈min,max〉 is a fractional polymorphism can be captured by τ(R(~x), R(~y)) ≤
τ(R(min(~x, ~y)), R(max(~x, ~y))) for all relations R which are pp-definable in the language ∃,.
Thus one can investigate fractional polymorphisms inside the clone Pol(B). J
5 Tractability conditions
In this section we will focus on tractability conditions for VCSP(B) consisting in existence
of suitable polymorphisms of a finite L-structure B. Remarkably, given a polymorphism
〈f, τ〉 ∈ Pol(B), the component f is a classical polymorphism of the classical structure
B
∧
α provided that α ≤ τ(α, . . . , α). This will establish a connection between tractability
conditions of the classical CSP(B
∧
α) and tractability conditions for VCSP(B).
I Definition 21. Let α ∈ L. A polymorphism 〈f, τ〉 of B is increasing in α whenever
α ≤ τ(α, . . . , α). We will denote the set of polymorphisms of B increasing in α by Pol↑α(B).
We say that a polymorphism is locally increasing if it is increasing in some value α ∈ L.
Such polymorphisms play a central role in the transfer of tractability conditions between
VCSP(B) and the different CSP(B
∧
α). More precisely, we have the following:
11This can be proved by showing non-existence of a ternary cyclic polymorphism in B
∧
α2 and then applying
Theorem 16.
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I Lemma 22. We have {f | 〈f, τ〉 ∈ Pol↑α(B)} ⊆ Pol(B
∧
α) for all α ∈ L.
Proof. Let 〈f, τ〉 ∈ Pol↑α(B) be n-ary. Consider any k-ary relation R of B
∧
α, and B ∈ Bk×n
such that B ∈ R (i.e., the columns of B belong to R). Observe that Lemma 15 implies that,
for any ~b ∈ R it holds that α ≤ ‖R∗(~b)‖B, where R∗ is defined as in the proof of Lemma 16 (so
that R∗
∧
= R). Then, by monotonicity of τ and the fact that 〈f, τ〉 is increasing in α it follows
that α ≤ τ(α, . . . , α) ≤ τ(‖R∗(B)‖B), where ‖R∗(B)‖B = 〈‖R∗(~b1)‖B, . . . , ‖R∗(~bm)‖B〉 for
the columns ~b1, . . . ,~bm of B. Since 〈f, τ〉 is a polymorphism of B it preserves pp-definable
relations, and in particular R∗. Thus, τ(‖R∗(B)‖B) ≤ ‖R∗(f(B))‖B. Lemma 15 implies that
f(B) ∈ R concluding the proof. J
In order to provide a converse inclusion to the one from Lemma 22, we will construct
for every classical polymorphism f ∈ Pol(B
∧
α) a polymorphism 〈f, τf 〉 ∈ Pol(B). To this
end, recall that Cn is the matrix whose columns are all n-tuples from Bn, so its transposed
CTn is the matrix whose rows are all the elements of Bn. Then for any ~α ∈ Ln we let
R~α : B|B|
n → L be given by R~α(CTn ) := ~α and by R~α(~b) := 0 for ~b ∈ B|B|
n \ Columns(CTn ).
Given a mapping f : Bn → B, define τf : Ln → L by τf (~α) := (γ(R~α))(f(CTn )) where γ
is the closure operator defined in Section 3.
I Lemma 23. We have 〈f, τf 〉 ∈ Pol↑α(B) iff f ∈ Pol(B
∧
α) for any α ∈ L.
Proof. The left-to-right implication follows from Lemma 22. The converse implication follows
from the Extension Lemma 12. The details are included in the Appendix. J




I Corollary 24. If for each α ∈ L there is 〈f, τ〉 ∈ Pol↑α(B) such that f satisfies a Maltsev
condition implying tractability for classical CSP then VCSP(B) is tractable.
Proof. Follows easily as a combination of Theorem 16 and Lemma 23. J
Of particular interest is the class of polymorphisms that are increasing in each value
α ∈ L. Precisely, we say that an n-ary polymorphism 〈f, τ〉 of B is fully increasing (and




It is easy to see that for an n-ary polymorphism 〈f, τ〉 over an L-structure it holds that
〈f, τ〉 ∈ Pol↑α(B) for all α ∈ L if and only if 〈f, τ〉 ∈ Pol↑(B)
I Lemma 25. The following conditions are equivalent:
1. f ∈ Pol(B
∧
α) for all α ∈ L,
2. There is some τ such that 〈f, τ〉 ∈ Pol↑α(B) for all α ∈ L,
3. There is some τ such that 〈f, τ〉 ∈ Pol↑(B).
Proof. Clearly 3.⇒2., and 2.⇒3. follows easily by contraposition exploiting the monotonicity
of τ . 2.⇒1. is a particular application of Lemma 22. Finally, 1.⇒3. follows by considering
the mapping τf from Lemma 23, which is now increasing for each α ∈ L. J
It is immediate that we can reformulate Corollary 24 in the particular case of fully
increasing polymorphisms.
I Corollary 26. If there is 〈f, τ〉 ∈ Pol↑(B) such that f satisfies a Maltsev condition implying
tractability for classical CSP then VCSP(B) is tractable.






Figure 1 The relation R; the arcs with weight 0 are omitted.
The following example contains an application of fully increasing polymorphisms.
I Example 27. Let L be a valuation structure and α ∈ L such that α < 1. Consider an
L-structure B = 〈{a, b, c}, R〉 such that R : B2 → L is a binary relation depicted in Figure 1.
The L-structure B has a fully-increasing polymorphism 〈f, τ〉. If we introduce an order on
B by setting a < b < c, then f : B2 → B is given by f(x, y) = min{x, y} and τ(x, y) = x ∨ y
if x, y > 0 and equal to 0 otherwise. It is easy to check that 〈f, τ〉 ∈ Pol↑(B). Consequently,
if L is locally finite, then VCSP(B) is tractable (Corollary 26) because f is a semilattice
operation.
The problem VCSP(B) can have different interpretations depending also on the valuation
structure L. We describe one of them for L = Łn+2 for n ≥ 1. The input for the problem
is a finite number of digraphs C1, . . . ,Cm. The task is to partition the union of vertices⋃m
i=1 Ci into three parts denoted respectively a, b, c such that the following conditions are
satisfied for all i ∈ {1, . . . ,m}:
1. Ci can have arcs coming from the part a to the parts b or c,
2. Ci can have at most n many arcs coming from the parts b or c to the part c,
3. no other arcs are allowed in Ci.
If the above condition can be satisfied by some partitions, we are looking among them for a
partition which minimizes the numbers of arcs coming from the parts b or c to the part c in
the digraph Ci having the maximum number of such arcs. J
In the following example we show that it might be the case that for every α ∈ L there
is a polymorphism fα of the classical structure B
∧
α satisfying a fixed Maltsev condition C
(e.g. majority), but there is no fully increasing polymorphism 〈f, τ〉 ∈ Pol↑(B) such that f
satisfies C.
I Example 28. Let A be the Ł3-structure with universe {a, b, c} and four binary relations:
P a b c
a 1/2 0 1/2
b 0 0 0
c 0 1/2 0
Q a b c
a 1/2 1/2 0
b 0 0 1/2
c 0 0 0
M a b c
a 1/2 1/2 1/2
b 1 1 1/2
c 1/2 1/2 1
N a b c
a 1 1/2 1/2
b 1/2 1 1
c 1/2 1/2 1/2
M,N are the only non empty relations in A
∧
1 and P,Q are the only non total ones in A
∧
1/2.
It is easy to check that a ternary majority function that maps 〈x, y, z〉 7→ b whenever
x, y, z are different is a majority polymorphism in A
∧
1. Similarly, a majority function that
maps 〈x, y, z〉 7→ a whenever x, y, z are different is a majority polymorphism in A
∧
1/2.
On the other hand, by simple calculations we can prove that any majority polymorphism
f of A
∧
1 necessarily satisfies f(a, b, c) = b, and similarly, any majority polymorphism f ′ of
A
∧
1/2 necessarily satisfies f ′(a, b, c) = a. These two incompatible conditions, together with
Lemma 25 make it impossible for A to have an increasing majority polymorphism. J
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6 Conclusions
In this work we made first steps in the logical and algebraic study of VCSP over an arbitrary
valuation structure, obtaining new connections with the classical CSP. This logical approach
opens the door to several interesting problems. Among them we count the following:
As model theory turned out to be a fundamental tool in the study of CSP over infinite
templates [6, 4], we believe that model theory of first-order non-classical logic could shed
some light on the analogous generalization of VCSP.
Drawing our inspiration from [20, 5], we hope to generalize Datalog programs to our
setting. In addition, this could help to prove that it is decidable whether Datalog programs
can solve VCSP(B).
Our version of Geiger’s Theorem can be generalized at least in two directions. On
the one hand, we wish to extend it to L-structures where L is an arbitrary (possibly
non-locally finite) valuation structure. On the other hand, we aim towards a version
of Geiger’s Theorem for pp-formulas without the classical conjunction ∧ holding for
arbitrary valuation structures.
Last but not least, the logical perspective outlined in this paper could contribute to
development of universal algebra and model theory of weighted structures. For instance,
one might try to develop the notion of pp-interpretability which is crucial for the algebraic
approach to the classical CSP.
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A Proof of Lemma 12
Mimicking the classical formulation, given two k-ary relations R,Q : Bk → L, we will write
R ⊆ Q whenever for each ~a ∈ Bk it holds that R(~a) ≤ Q(~a). We will also identify classical
crisp k-ary relations on B with maps from Bk to L whose range is {0, 1}. Given a k-ary
relation R : Bk → L, we define its support by Supp(R) = {~b ∈ Bk | R(~b) 6= 0}. For a matrix
A ∈ Bk×n we denote the set of its columns by Cols(A).
The proof of Lemma 12 is based on properties of closure operators induced by pp-definable
relations. Recall that for every arity k the system of pp-definable relations form a closure
system. Thus the pp-definable relations induces a family of closure operators γ(k). We abuse
the notation and denote all these closure operators simply γ because the arity of arguments
fully determines the corresponding closure operator.
I Lemma 29. Let R,S : Bk → L be relations. Then γ(RS) ⊆ γ(R) γ(S).
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Proof. We have RS ⊆ γ(R) γ(S). Since the right-hand-side is pp-definable, this proves
the claim. J
In what follows, we will show precisely how the transformations preserving pp-definable
relations interact with the closure operators. There are three elementary transformations we
are going to apply to relations, corresponding to existential quantification, permutation and
identification of variables.
First, for l < k there is a corresponding projection πl : Bk → Bl (over the first l




Now we collect several properties of this transformation.
I Lemma 30. Let R,S : Bk → L, T : Bl → L and πl : Bk → Bl. Then
1. R ⊆ S implies πl[R] ⊆ πl[S].
2. πl[Tπl] = T where Tπl is the composition of πl followed by T (see Figure 3).
3. R ⊆ πl[R]πl. Moreover, for each ~b ∈ Bl there exists ~b′ ∈ π−1l (~b) such that R(~b′) = πl[R](~b).
4. Let C ⊆ Bk be a crisp k-ary relation such that for each ~a ∈ Bl we have C ∩ π−1l (~a) 6= ∅.
Then πl[TπlC] = T.
Proof.




S[π−1l (~a)] = πl[S](~a).
2. The composition Tπl defines k-ary relation on Bk. Now pulling Tπl along πl gives
πl[Tπl](~a) =
∨
Tπl[π−1l (a)] = T (~a) (see Figure 3).
3. Note that the composition of πl followed by R approximates R from above, i.e., we have
R(~a) ≤
∨
R[π−1l (πl(~a))] = πl[R](πl(~a)) for all ~a ∈ Bk.
Given ~b ∈ Bl, consider ~b′ ∈ π−1l (~b) such that R(~b′) is maximum possible, i.e., R(~b′) =∨
R[π−1l (~b)]. Consequently, we have πl[R](~b) =
∨
R[π−1l (~b)] = R(~b′).
4. We have πl[TπlC](~a) =
∨
(TπlC)[π−1l (~a)]. Let ~b ∈ π
−1
l (~a). If C(~b) = 1 then
(TπlC)(~b) = Tπl(~b) = T (~a). If C(~b) = 0 then (TπlC)(~b) = 0. Since C ∩ π−1l (~a) 6= ∅,
we obtain πl[TπlC](~a) = T (~a) ∨ 0 = T (~a). J
Second, every permutation σ : {1, . . . , k} → {1, . . . , k} induces an automorphism σ : Bk →
Bk by σ(a1, . . . , ak) = 〈aσ(1), . . . , aσ(n)〉. Given a relation R : Bk → L, we can define a
relation σ[R] = Rσ−1.
I Lemma 31. Let R,S : Bk → L and σ a permutation on k elements. Then
1. R ⊆ S implies σ[R] ⊆ σ[S],
2. σ[Rσ] = Rσσ−1 = R,
3. σ[R]σ = Rσ−1σ = R.
Proof. For the first claim we have σ[R](~a) = R(σ−1(~a)) ≤ S(σ−1(~a)) = σ[S](~a). The rest is
obvious. J

















Finally, we introduce a duplicating operator. Let M : {1, . . . , k} → N be a multiset, i.e.,
a function assigning to every i ∈ {1, . . . , k} its multiplicity. The cardinality of M is defined
by |M | =
∑k
i=1 M(i). Define δ : Bk → Bk+|M | by
δ(a1, . . . , ak) = 〈a1, . . . , ak, a1, . . . , a1︸ ︷︷ ︸
M(1)
, . . . , ak, . . . , ak︸ ︷︷ ︸
M(k)
〉,
i.e., δ duplicates coordinates according to M .
Given a k-ary relation R : Bk → L, we define a k + |M |-ary relation δ[R] : Bk+|M | → L
by
δ[R] = Rπk E,
where E is the crisp relation expressing that the first coordinate x1 equals to coordinates










 . . .
Note that δ[R] is pp-definable if R is pp-definable via the crisp equality relation which we
assume to have in the language.
As in the previous cases, we can show several useful properties of the duplicating operators.
I Lemma 32. Let R,S : Bk → L and T : Bk+|M | → L. Then
1. R ⊆ S implies δ[R] ⊆ δ[S].
2. δ[R] ⊆ E.
3. δ[Tδ] ⊆ T . Moreover, if T ⊆ E then δ[Tδ] = T .
4. δ[R]δ = R.
5. πk[δ[R]] = R.
6. T ⊆ E implies δ[πk[T ]] = T .
Proof.
1. We have that δ[R](~a) = R(πk(~a))E(~a) ≤ S(πk(~a))E(~a) = δ[S](~a).
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2. Follows from the definition of δ.
3. We have δ[Tδ](~a) = Tδ(πk(~a))E(~a) ≤ T (~a). The last inequality holds because if
E(~a) 6= 0 (i.e., E(~a) = 1) then δπk(~a) = ~a.
4. We have δ[R](δ(~a)) = R(πk(δ(~a)))E(δ(~a)) = R(~a).
5. We have πk[δ[R]](~a) =
∨
δ[R][π−1k (~a)]. Let ~b ∈ π
−1
k (~a). Then
δ[R](~b) = R(πk(~b))E(~b) =
{
R(~a) if E(~b) = 1,
0 otherwise.
In particular, for ~b = δ(~a) ∈ π−1k (~a) ∩ E we have δ[R](δ(~a)) = R(~a). Thus πk[δ[R]](~a) =
R(~a).
6. We have δ[πk[T ]](~a) = πk[T ](πk(~a))E(~a). If E(~a) = 0 then δ[πk[T ]](~a) = 0 and
T (~a) = 0 as well because T ⊆ E. Suppose that E(~a) = 1. We have δ[πk[T ]](~a) =
πk[T ](πk(~a)) =
∨
T [π−1k πk(~a)] = T (~a). The last equality follows from the fact that
π−1k πk(~a) ∩ E = {~a}. J
Relying on the previously proven properties, we can show that the closure operator γ
commutes with projections, permutations and duplications.
I Lemma 33. Let R : Bk → L. Then
1. For l < k and πl : Bk → Bl a projection it holds that γ(πl[R]) = πl[γ(R)].
2. For σ : Bk → Bk a permutation it holds that γ(σ[R]) = σ[γ(R)].
3. For δ : Bk → Bk+|M | a duplication it holds that γ(δ[R]) = δ[γ(R)].
Proof.
1. Since R ⊆ γ(R), we have πl[R] ⊆ πl[γ(R)] by Lemma 30. Thus γ(πl[R]) ⊆ πl[γ(R)]
follows since pp-definable relations are closed under projections.
Conversely, we have R ⊆ πl[R]πl by Lemma 30. Further, πl[R]πl ⊆ γ(πl[R])πl. Since the
right-hand side is pp-definable, we obtain γ(R) ⊆ γ(πl[R]πl) ⊆ γ(πl[R])πl. Applying πl
to both sides, we obtain πl[γ(R)] ⊆ γ(πl[R]) by Lemma 30.
2. We have σ[R] ⊆ σ[γ(R)] by Lemma 31. Since γ-closed sets are closed under permutations
of coordinates, γ(σ[R]) ⊆ σ[γ(R)].
Conversely, we have σ[R] ⊆ γ(σ[R]) by the properties of closure operators. By Lemma 31
we have R = σ−1[σ[R]] ⊆ σ−1[γ(σ[R])]. Thus also γ(R) ⊆ σ−1[γσ[R])] since pp-definable
relations are closed under permutations of coordinates. Consequently, by Lemma 31
σ[γ(R)] ⊆ σ[σ−1[γ(σ[R])]] = γ(σ[R]).
3. Since δ[γ(R)] is pp-definable, we have γδ[R] ⊆ δ[γ(R)] using also Lemma 32.
Conversely we have δ[R] ⊆ γ(δ[R]). Thus by Lemma 30 and 32 we get R = πk[δ[R]] ⊆
πk[γ(δ[R])]. Since the right-hand-side is pp-definable, γ(R) ⊆ πk[γ(δ[R])] follows. Ap-
plying δ and using Lemma 32, we obtain δ[γ(R)] ⊆ δ[πk[γ(δ[R])]]. Since δ[R] ⊆ E,
we have γ(δ[R]) ⊆ E because E is pp-definable. Finally, using Lemma 32, we have
delta[γ(R)] ⊆ δ[πk[γ(δ[R])]] = γ(δ[R]). J
Next we present a useful characterization of polymorphisms. Recall that we extent an
n-ary map f : Bn → B so that it acts on matrices A ∈ Bk×n. Since f acts row-wise on A, it
commutes with the projections πl, permutations σ and duplications δ. In particular, we have
πlσδf(A) = fπlσδ(A) for all A ∈ Bk×n.
For a given k ≥ 1 we will define a matrix Ck ∈ Bk×|B|
k . The matrix Ck is the matrix
whose columns are all k-tuples from Bk listed in a linear order, i.e., we have Cols(Ck) = Bk.
Observe that Ck has pairwise distinct rows. Moreover, the transpose matrix CTk is the matrix
whose rows are all k-tuples from Bk.
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I Lemma 34. Let f : Bn → B and τ : Ln → L such that
τ(~α ∧ ~β) ≤ τ(~α) ∧ τ(~β), τ(~α ~β) ≤ τ(~α) τ(~β).
The tuple 〈f, τ〉 is a polymorphism iff for all relations S : B|B|n → L we have
τS(CTn ) ≤ γ(S)(f(CTn )).
Proof. The left-to-right direction follows since polymorphisms preserve all pp-definable
relations. More precisely, since τ is monotone, we have τS(CTn ) ≤ τγ(S)(CTn ) ≤ γ(S)(f(CTn )).
Conversely, suppose τS(CTn ) ≤ γ(S)(f(CTn )) for all S : B|B|
n → L. Let R : Bk → L be a
k-ary relation in B and A ∈ Bk×n. We have to show that τR(A) ≤ Rf(A).
Since the Rows(CTn ) = Bn, there is a transformation πkσδ : B|B|
n → Bk such that
A = πkσδ(CTn ). In other words, applying a suitable duplicating operator followed by a
permutation and then by a projection to the matrix CTn , we can produce the matrix A.
Define S : B|B|n → L by the composition Rπkσδ. By the assumption τS(CTn ) ≤ γ(S)f(CTn ),
Lemma 30, 31, 32 on properties of projections, permutations, duplicating operator and
Lemma 33 on properties of the γ’s operators, we have the following chain of (in)equalities
that concludes the proof:
τR(A) = τRπkσδ(CTn ) = τS(CTn ) ≤ γ(S)(f(CTn )) = δ[γ(S)](δf(CTn )) = γ(δ[S])(fδ(CTn ))
= γ(δ[Rπkσδ])(fδ(CTn )) ≤ γ(Rπkσ)(fδ(CTn )) = σ[γ(Rπkσ)](σfδ(CTn ))
= γ(σ[Rπkσ])(fσδ(CTn )) = γ(Rπk)(fσδ(CTn )) ≤ πk[γ(Rπk)](πkfσδ(CTn ))
= γ(πk[Rπk])(fπkσδ(CTn )) = γ(R)(f(A)) = Rf(A). J
Let A ∈ Bk×n and ~b ∈ Bk. There is one-to-one correspondence between elements of
Ln and relations R : Bk → L such that Supp(R) = Cols(A). Given a tuple ~α ∈ Ln, the
corresponding relation R~α : Bk → L is the relation whose support is Cols(A) and is defined
by R~α(A) = ~α.
I Lemma 35. The map τ : Ln → L defined by τ(~α) = γ(R~α)(~b) satisfies
τ(~α ∧ ~β) ≤ τ(~α) ∧ τ(~β) and τ(~α ~β) ≤ τ(~α) τ(~β).
Proof. Let ~α, ~β ∈ Ln. The first inequality is equivalent to τ being monotone in all arguments.
To see that τ is monotone, note that ~α ≤ ~β implies γ(R~α) ⊆ γ(R~β). Thus we have
τ(~α) = γ(R~α)(~b) ≤ γ(R~β)(~b) = τ(~β).
Further, we have R~α ~β = R~αR~β . Using Lemma 29, we get
τ(~α ~β) = γ(R~αR~β)(~b) ≤ γ(R~α)(~b) γ(R~β)(~b) = τ(~α) τ(~β). J
Now we are ready to finish the proof of the extension lemma.
Proof of Lemma 12. Let n = |B|k. Note that the matrix Ck cannot contain a row more
than once. Thus one can extend the matrix Ck by adding new rows to a matrix Dk ∈ B|B|
n×n
so that the rows of Dk consists of all n-tuples from Bn and Ck = πk(Dk) where πk is applied
column-wise. Let T : B|B|n → L be a relation such that T = Rπk Cols(Dk). Note that
T (Dk) = R(Ck). By Lemma 30 it follows that πk[T ] = R. Indeed, for each ~a ∈ Bk (i.e.,
~a is a j-th column of Ck) there is a column ~a′ in Dk such that πk(~a′) = ~a. Thus we have
Cols(Dk) ∩ π−1k (~a) 6= ∅.
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Further by Lemma 30 there exists ~b′ ∈ π−1k (~b) such that πk[γ(T )](~b) = γ(T )(~b′). We define
f(Dk) = ~b′. Further we define τ(~α) = γ(R~α)(~b′) as in Lemma 35 for Supp(R~α) = Cols(Dk).
In order to prove that 〈f, τ〉 is a polymorphism, it suffices to show by Lemma 34 that
τS(Dk) ≤ γ(S)(f(Dk)) for all relations S : B|B|
n → L.12 Let S : B|B|n → L. There is ~α ∈ Ln
such that R~α = SCols(Dk). By definition of τ we have
τS(Dk) = τR~α(Dk) = γ(R~α)(~b′) ≤ γ(S)(~b′) = γ(S)(f(Dk)).
Thus 〈f, τ〉 is a polymorphism.
It remains to prove that f(Ck) = ~b and τR(Ck) = γ(R)(~b). To see the first equality,
observe that
f(Ck) = f(πk(Dk)) = πk(f(Dk)) = πk(~b′) = ~b.
Regarding the second equality, since Supp(T ) = Cols(Dk), we have T = R~α for some
~α ∈ Ln. Consequently,
τR(Ck) = τT (Dk) = γ(T )(~b′) = πk[γ(T )](~b) = γ(πk[T ])(~b) = γ(R)(~b). J
B Proof of Lemma 23
Regarding the proof of the right-to-left implication, assume that f ∈ Pol(B
∧
α) for all α ∈ L.
Observe that the relation R~α is a particular case of the relations introduced before Lemma 35
(with support CTn ). Thus τf satisfies
τf (~α ∧ ~β) ≤ τf (~α) ∧ τf (~β) and τf (~α ~β) ≤ τf (~α) τf (~β),
as a consequence of Lemma 35. Moreover, following the same reasoning as in the proof of
Lemma 12, we know it is a polymorphism of B (relying on Lemma 34).
It suffices then to show that τf is increasing in α. Let ~α = 〈α, . . . , α〉 be the vector of
length n. Since the relation γ(R~α) is characterized by a |B|n-ary pp-formula ϕ(~x) in B,
ϕ
∧
(~x) is a pp-formula in B
∧
α. By definition ~α = R~α(CTn ) ≤ γ(R~α)(CTn ) = ‖ϕ(CTn )‖B. Thus, by






Since f ∈ Pol(B
∧
α), it preserves pp-definable formulas, in particular ϕ
∧
(~x). Thus f(CTn )




α. Consequently, Lemma 15 implies
α ≤ ‖ϕ(f(CTn ))‖B = γ(R~α)(f(CTn )) = τf (~α)
which concludes the proof. J
12Observe that CTn = Dk.
