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This report introdues XASM, a generi and retargetable assembler that
an be used as a stand-alone tool, as well as a Java library or framework
providing assembler-related Java lasses for appliation programs. It is not
neessary to modify or reompile the assembler in order to adapt it to new
target arhitetures. Retargetability is ahieved by Opode Maps, a textual
desription of the instrution mnemonis and enodings of the target arhite-
ture, for whih to generate mahine ode. Opode maps feature an inheritane
model, whih makes them learer and also means less eort in desribing an
instrution set beause only the extensions ompared to its binary ompatible
parent instrution set(s) need to be speied.
1 Motivation and Introdution
Indeed, there are a number of assemblers, inluding free open-soure alternatives suh
as the GNU Assembler [gnu℄ or the Netwide Assembler [nas℄. However, they are not
retargetable in the sense that XASM is. Regarding the large number of prospetive target
arhitetures, in partiular, regarding Design Spae Exploration, prototyping, homebrew
instrution set arhitetures intended for the use on FPGA platforms et., retargetability
may be a highly desired feature of an assembler. In XASM, this is ahieved through
Opode Maps.
The development of XASM begun when an assembler was needed for the SHAP
projet[Pre
+
07℄ in order to ompile miroode subroutines for the SHAP pu. From
the assembler's view, this CPU is quite an unommon arhiteture beause its bytes are
9 bit wide. Trying to adapt the GNU Assembler to this arhiteture - by modifying the
soure ode of the assembler - aused some severe problems. Thus, onventional assem-
blers are not only non-retargetable, but they are also not exible enough as they make
various assumptions about the target arhiteture.
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This doument subdivides into four more setions. Setion 2 introdues the XASM
preproessor, whih is used for opode maps as well as assembler programs. Setion
3 desribes the syntax and semantis of opode maps. Setion 4 deals with assembler
programs and the XASM assembler diretives. Finally, setion 5 gives an overview of
how to use the assembler at the ommand line level.
2 The XASM Preproessor
In the workow of the assembler, the preproessor resides between the tokenizer and the
parser. Its input is an unprepared token stream from the tokenizer, that may or may not
ontain preproessor statements. Its output is a token stream, in whih the preproessor
statements have been proessed and replaed. Both, assembler programs and opode
maps, an ontain preproessor statements. An additional task of the preproessor is to
strip omments o the soure ode.
2.1 Comments
Table 1 shows the types of omments stripped by the preproessor.
Blok omments /* ...*/
Line omments ; ...
// ...
Table 1: Comment types
2.2 Inlude les
Further text les an be inserted into the soure ode using the preproessor statements
.inlude and .require. Unlike .inlude, .require inserts the speied le only if it
has not yet been inserted previously. Diretories sanned for inlude les are the urrent
working diretory, the root diretory of the assembler program to ompile, as well as the
root diretory of the assembler. With the preproessor statement .inpath, additional
diretories an be added to the searh list. Listing 1 shows an example of how to use the
preproessor statements related to inlude les. Path names may be denoted in a DOS





Listing 1: Usage of inlude les (example)
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2.3 Maros
Maros are delared with the preproessor statement .maro, whih is followed by the
name of the maro and an optional list of parameters expeted on its invokation. Maro
overload is supported, that is, several maros with the same name but of dierent arity
may be delared. In the line after the delaration, the maro body begins, whih ontains
the token sequene that replaes every invoation of the maro. The body is losed by
the preproessor statement .endmaro. Single line maros are supported as well as multi
line maros. When the preproessor replaes a maro all by the body of the allee, the
replaement ontains just as many line breaks as the body of the maro does. Thus,
single line maros an be easily provided by letting the maro body ontain one single
line.
Maros are invoked by the statement %%<maro identifier>. If the maro is of non-
zero arity, a parameter list is expeted to follow the statement. Parameters inside the
maro body are inserted in a similar manner as if they were loally dened maros with
the arity of zero inside the maro body. Listing 2 provides an example for the usage
of maros. Listing 3 shows what the preproessor generates when given listing 2 as the
input.
1 .maro get(base , resize , index)
2 mov eax ,%%resize
3 mul %%index
4 mov al ,[eax+%%base℄
5 .endmaro
6
7 .maro memref(base ,offset)






14 mov %%memref(myvar ,edx),eax
15 ...
Listing 2: Usage of maros (example)
2.4 Conditional Compilation
The preproessor is able to generate dierent token sequenes depending on whether
identiers are dened or not. This is known as onditional ompilation. For the purpose of
onditional ompilation, the preproessor provides the statements .def, .undef, .ifdef,
.ifndef, .else and .endif. The .def statement is of the form .def <identifier> and
reates an empty maro of the speied name with the arity of zero, whose only purpose
is to provide an identier for the onditional ompilation. Vie versa, all maros of the
3
1 ...
2 mov eax ,20
3 mul ex
4 mov al ,[eax+mayarray℄
5 ...
6 mov [offset myvar + edx℄,eax
7 ...
Listing 3: Token sequene generated for Listing 2
speied name, or the maro with the speied name and arity an be removed with
.undef <identifier> [:<arity>℄.
The syntax of the .ifdef and .ifndef statement is shown in listing 4. Listing 5
provides examples for their usage. An .ifdef statement is replaed by the ontents of
its then-branh in the ase the speied identier is dened, and replaed by the ontents
of its optional else-branh in the ase it is not. On the ontrary, the .ifndef statement
is fullled if the identier is not dened.
1 ifstmnt =
2 (".ifdef" | ".ifndef") ident [":" number℄ token*
3 [".else" token*℄ ".endif"











Listing 5: Conditional ompilation (example)
2.5 Nested preproessor statements
When the proproessor replaes a preproessor statement in the soure ode, the replae-
ment itself also will be preproessed. This enables nested preproessor statements. An
if-statement an ontain further if-statements, preproessor statements an be used in-
side a maro body, and maros may even invoke other maros. For example, we ould
dene a kind of while-loop-maro as shown in listing 6.
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1 .maro while(ondition ,body)
2 .ifdef %%ondition
3 %%body %%while(%%ondition ,%%body)
4 .endif
5 .endmaro
Listing 6: Nested preproessor statements (example)
3 Opode Maps
An opode map is a textual desription of the instrution mnemonis and enodings
of an instrution set for whih XASM is to generate mahine ode. XASM is able to
ompile and use these opode maps, and is, thus adaptable to new target mahines
with no need to modify or reompile the assembler (retargetability). Next to the atual
instrution mnemonis and enodings, opode maps inlude a speiation of the registers
and register sets, segment types, segments, memory operands and addressing modes
available on the target mahine. Additionally, they feature an inheritane model, whih
makes them more strutured and learer, also leading to less eort in desribing new
instrution sets.
3.1 Inheritane and the basi arhiteture
Inheritane in opode maps means less eort in desribing new instrution sets, beause
not the omplete instrution set, but only its extensions ompared to its parent instru-
tion sets, whih are binary downwards ompatible to it, need to be speied. An instru-
tion set hierarhy is illustrated in gure 1 using the example of the x86 arhiteture. As
an be seen, multiple inheritane is supported. The inheritane model is as follows. An
instrution set inherits all registers and register sets, segment types, segments, memory
operands, addressing modes and instrution mnemonis from its leftmost parent in the
extends delaration (setion 3.2). Then, it suessively inherits the instrution set ele-
ments of the parent to the right, whih will override all already inherited segment types,
segments, memory operands, addressing modes and instrution mnemonis of the same
name or format. Finally, the instrution set may dene its own instrution set elements,
whih, again, will override all already inherited elements of the same name or format.
Figure 1: x86 instrution set hierarhy
An instrution set and all its parents must share the same basi arhiteture. This is
a olletion of Java lasses that bak the instrution sets of the respetive basi arhi-
5
teture and are responsible for parsing the assembler program, resolving the assembler
statements and assembling the instrution words. Instrution sets that share a quite om-
mon assembly syntax and instrution word format may use the same basi arhiteture.
In order to adapt XASM to a new instrution set with an already known basi arhite-
ture, only a new opode map is required. To adapt XASM to instrution sets based upon
a dierent basi arhiteture, it is additionally required to implement the respetive Java
lasses for that basi arhiteture, whih override the parsing of the assembler program,
the resolving of the assembler statements or the assembling of the instrution words.
The only basi arhiteture available in XASM innately is the default arhiteture.
It provides lasses and methods suitable for a wide range of RISC CPUs and other
instrution set arhitetures with a rather simple instrution word format and Intel style
assembly syntax, suh as the DLX arhiteture, the Z80 CPU, the 6502 CPU et. For
more omplex basi arhitetures, suh as the x86 arhiteture, the user must implement
additional Java lasses that override the default behavior of the assembler in the required
manner. This way, both is ahieved: fast and easy adaption of XASM for a wide range of
target mahines via opode maps on the one hand, but also exibility on the other hand
as potential target arhitetures are not restrited by the apabilities of opode maps.
3.2 General syntax
The general syntax for opode maps is shown in listing 7. The rst statement in an
opode map is the delaration of the basi arhiteture. The seond is the instrution set
desription, beginning with the keyword set, followed by the identier of the instrution
set. The identier may be used in the extends delaration of other opode maps, as well
as within the .pu diretive in assembler programs. Optionally, an additional string an
be speied denoting the name whih is displayed for the instrution set inside instrution
set doumentations automatially generated by XASM (setion 5). If none is speied,
the instrution set identier is used as the displayed name. The extends delaration
ontains a list of the parents of the instrution set, from whih to inherit instrution
set elements as desribed in setion 3.1. In braes, the delaration of the instrution
set's new elements follows, whih inludes a desription of the registers and register sets,
segment types, segments, memory operands, addressing modes, instrution prexes and
instrutions, as well as their mnemonis and enodings.
3.3 Segment type and segment delaration
Segments represent address spaes of the target mahine, whih are either real, physially
seperated address spaes suh as the ode and data memory for Harvard arhitetures,
or whih are logial address spaes that in fat map to the same memory and might also
overlap eah other. An example for the latter ase are the segment registers of the x86
arhiteture. The general XASM onept about segments or address spaes is, that eah
addressing mode refers to a spei address spae of the arhiteture, whih is denoted in
the delaration of the respetive memory operand. For example, x86 addressing modes
ontaining an ES override prex refer to the ES address spae. Another example is the
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1 opmap =
2 "arhiteture" ident insnset*;
3
4 insnset =
5 "set" ident [string℄
6 ["extends" ident ("," ident)*℄
7 "{" (
8 segtypes | segs |
9 regops | immops | memops |
10 insns | prefxs
11 )* "}";
Listing 7: Syntax for opode maps
8-bit AVR instrution set[Atme09℄, where the lpm instrution refers to the ode- and the
ld, ldi and lds instrutions refer to the data memory.
Via the diretive .assume in assembler programs, a segment of the program an be
mapped to one of these address spaes, allowing the assembler to automatially selet
the mathing addressing mode when aessing symbols delared in program segments.
This is quite similar to the way that MASM[mas℄ uses the assume diretive. It also will
throw a ompile time exeption in the ase no addressing mode does math, that is, the
symbol resides within a program segment whih urrently annot be aessed.
1 segtypes =
2 "segments" "{" attrgroup* "}";
3
4 attrgroup =
5 "group" ident [string℄ "{" attr* "}";
6
7 attr =
8 ident "=" (number | ident);
9
10 segs =
11 "spaes" "{" seg* "}";
12
13 seg =
14 ident ident ("," ident)* [string℄
Listing 8: Syntax for segment type and segment delaration
As the goal of XASM is adaptability for a wide range of target arhitetures, we want
to make as few assumptions about the address spaes of an arhiteture as possible.
Hene, opode maps also inlude a desription of the segment types, onsisting of a
number of attributes that denote the byte and word size, the maximum segment size,
the addressing unit and the segment's endianess. XASM an even deal with unommon
values of these atributes, suh as 9 bits for the byte size or 3 bytes per word. Listing 8
7
attribute default value desription
byte 8 byte size in bits
word 2 word size in bytes
addressing 1 addressing unit in bytes
max 65536 maximum segment size in addressing units
endian little endianess (big or little)
Table 2: Segment type attributes
shows the syntax for the segment type and segment delaration in opode maps, listing
9 and 10 provide examples of their usage. An overview of the segment type attributes
available for the default basi arhiteture is given in table 2. Other basi arhitetures
might introdue additional segment type attributes. Note, that the segment types ode
and data do always exist. If an opode map does not delare them, they will be reated
by the assembler automatially with the default values for the attributes.
1 segments {
2 group ode "Code segment type" {
3 byte = 9
4 word = 1
5 }
6 group data "Data Segment type" {
7 byte = 32
8 word = 1
9 }
10 }
Listing 9: Delaration of segment types using the example of SHAP
1 spaes {
2 s ode "Code segment"
3 ds data "Data segment"
4 ss data "Stak segment"
5 es data "Extra data segment"
6 }
Listing 10: Delaration of segments using the example of x86
3.4 Instrution operands
Instrution mnemonis use three kinds of instrution operands:
• register operands,
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• immediate value operands and
• memory operands.
3.4.1 Registers and register groups
The delaration of the registers and register groups available for an instrution set starts
with the keyword registers, followed by the delaration of the individual register groups
in braes. A register group delaration starts with the keywod group, followed by the
register group identier, optionally the name that is displayed for the register group in
the automatially generated instrution set doumentation, and the delaration of the
individual registers. The delaration of a register ontains, next to its name, the register
ode, whih is used for assembling the instrution word. The optional register ode
modier speies whether to onatenate the register ode as a prex to the instrution
word (pre), to onatenate it as a postx to the instrution word (post), or whether to
add it to the instrution word (add). If no register ode modier is speied, add is used
as the default.
In listing 11, the syntax for the register and register group delaration is shown. Listing
12 provides an example of their usage in opode maps. Note, that dierent register groups
may ontain the same registers and may also assign dierent register odes to them. This
is quite usefull in the ase a register is enoded in dierent ways depending on whether
its a soure or a destination operand, or depending on the type of the instrution.
1 regops =
2 "registers" "{" reggr* "}";
3
4 reggr =
5 "group" ident [string℄ "{" regdel* "}";
6
7 regdel =
8 ident ("," ident)* "=" number [modifier℄;
9
10 modifier =
11 "pre" | "post" | "add";
Listing 11: Syntax for register and register group delaration
3.4.2 Immediate value operands
An instrution set may ontain several types of immediate value operands with dierent
ranges and dierent enodings. The default basi arhiteture implements the immediate
operand types shown in table 3. In the instrution mnemoni delaration, they are
denoted in the form <identier><size>, where identier denotes the immetiate type




3 group s "8 Bit Data Registers (soure)"
4 {
5 a = 7; b = 0;  = 1; d = 2; e = 3; h = 4;
6 l = 5
7 }
8
9 group d "8 Bit Data Registers (destination)"
10 {
11 a = 0x38; b = 0x00;  = 0x08; d = 0x10;
12 e = 0x18; h = 0x20; l = 0x28
13 }
14
15 group rp "Register pairs"
16 {
17 b = 0x00; de = 0x10; hl = 0x20; sp = 0x30
18 }
19
20 group rpx "Register pairs / PSW"
21 {
22 b,b = 0x00; de,d = 0x10; hl,h = 0x20;
23 af,psw = 0x30
24 }
25
26 group mo "Memory operand (pseudo register)"
27 {
28 m = 0
29 }
30
31 group  "Condition Codes (pseudo registers)"
32 {
33 nz,ne = 0x00
34 z,e = 0x08
35 n,ae,nb = 0x10
36 ,b,nae = 0x18
37 po,np = 0x20
38 pe = 0x28
39 p,ns = 0x30
40 m,s = 0x38
41 }
42 }
Listing 12: 8080 register delaration
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Mnemonis ID Type
imm<n> 0 Signed or unsigned immediate value in the range
−2n−1 to 2n − 1.
immu<n> 1 Unsigned immediate value in the range 0 to 2n−
1.
immi<n> 2 Two's omplement signed immediate value in the
range −2n−1 to 2n−1 − 1.
rel<n> 3 Signed or unsigned immediate value, relative to
the urrent program ounter value, in the range
−2n−1 to 2n − 1.
Table 3: Default immediate operand types
An opode map may dene its own immediate value types for the instrution mnemon-
is. However, they must be baked by the basi arhiteture in order to do the range
hek and the instrution enoding. The syntax for immediate type delaration is shown
in listing 13. It begins with the keyword immediates, followed by a list that assigns an
id ode to eah type identier, by whih the basi arhiteture identies the type. It is
possible, though not useful to dene dierent immediate value types with the same id
ode inside an opode map, as the basi arhiteture would treat them as the same type.
1 immops =
2 "immediates" "{" [imm ("," imm)*℄ "}"
3
4 imm =
5 ident "=" number
Listing 13: Syntax for immediate value type delaration
3.4.3 Memory operands and addressing modes
The memory operands available in an instrution set are delared using the syntax shown
in listing 14. The delaration starts with the keyword memory, followed by the delaration
of the individual operand groups in braes. The denition of a memory operand onsists
of an expression desribing the format of the operand in assembler statements, as well as
the segment the operand refers to. The operand ode and the optional modier (setion
3.4.1), whih, again, is add by default, denote how to enode the operand in instrution
words.
The expression desribing the operand format an ontain the operators +, − and ∗,
numbers, as well es register or register group identiers and even memory operand group
identiers. In the latter ase, the instrution word will be assembled reursively by rstly
applying the ode of the inner operand, and then the ode of the outer operand to the
instrution word. Listing 15 shows the delaration of the 8086 memory operands, and
also overs the rather omplex mod r/m byte enoding and segment override prexes.
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1 memops =
2 "memory" "{" memgr* "}";
3
4 memgr =
5 "group" ident [string℄ "{" memdel ("," memdel)* "}";
6
7 memdel =
8 expr "=" [ident ":"℄ number modifier;
9
10 expr =
11 atomi ("+" | "-" | "*") expr;
12
13 atomi =
14 number | ident | "[" expr "℄";
Listing 14: Syntax for memory operand delaration
3.5 Assembler statements and instrution prexes
An assembler statement has the general form prex instrution operands, where
• prex denotes zero, one or more instrution prexes,
• instrution denotes the name of the instrution
• operands is a list of operands, whih are either register, immediate value or memory
operands.
3.5.1 Instrution prex delaration
The syntax for the delaration of instrution prexes is shown in listing 16. It starts with
the keyword prefixes, followed by the denition of the individual prexes in braes. A
prex denition onists of the prex name and the prex ode. Optionally, the instrution
group that the prex applies to an be speied, as well as the modier that indiates
whether to use the prex ode as an instrution prex, instrution postx or to add
to the instrution word (setion 3.4.1). The default behavior for instrution prexes is
pre. If no instrution group is speied, the prex is appliable for all instrutions. An
example for instrution prex delarations is shown in listing 17.
3.5.2 Instrution delaration
Unlike instrution prexes, instrutions are dened in groups. This has two reasons. The
rst is to restrit the use of ertain instrution prexes to ertain groups of instrutions.
The seond is to make the instrution set doumentations automatially generated by
XASM more readable. The syntax for the delaration of instrution groups and instru-
tions is shown in listing 18. It starts with the keyword instrutions, whih ontains




3 group dmem1 post
4 {





10 [dmem1℄ = 0, [dmem1+imm8℄ = 40h,
11 [dmem1+imm16℄ = 80h,
12 [imm16℄ = 6 post diret
13 }
14
15 group smem1 post
16 {





22 [smem℄ = 0, [smem1+imm8℄ = 40h,
23 [smem1+imm16℄ = 80h,
24 [bp+imm8℄ = 46h post stak ,
25 [bp+imm16℄ = 86h post stak
26 }
27
28 dmem = data:0 // data segment aess
29 smem = stak:0 // stak segment aess
30
31 s:dmem = text: 2Eh pre // s override
32 ss:dmem = stak: 36h pre // ss override
33 ds:smem = data: 3Eh pre // ds override
34 es:dmem = extra: 26h pre // es override
35 }
Listing 15: Memory operand delaration (example)
1 prefxs =
2 "prefixes" "{" prefx* "}"
3
4 prefx =
5 ident {"," ident} "=" [ident ":"℄ number [modifier℄




3 rep , repe , repz = string: 0F3h
4 repne , repnz = string: 0F2h
5 lok = 0F0h
6 }
Listing 17: 8086 instrution prexes
an optional string whih is displayed as the instrution group name in the instrution set
doumentation.
The delaration of an instrution inside a group onsists of the instrution name, or
a list of alternative names that refer to the same instrution, the operand list and the
instrution opode. A list of modiers may follow that opode, however, none are dened
for the default basi arhiteture. An operand is either the identier of a register group,
a memory operand group or an immediate operand type, denoting that in assembler
statements, a register or a memory operand of the respetive group, or an immediate
operand of the respetive type an be inserted for the operand. Also, a spei register or
immediate value operand may be speied, denoting that only that register or immediate
value an be insterted. As that register or immediate value is addressed impliitely, no
additional operand ode is applied to the instrution word in that ase. Listing 19 shows
instrution delarations using the example of some 8086 instrutions.
1 insns =
2 "instrutions" "{" insngr "}";
3
4 insngr =
5 "group" [ident℄ [string℄ "{" insn* "}";
6
7 insn =
8 ident ("," ident)* [operand ("," operand)*℄
9 "=" ode modifier;
10
11 operand =
12 ident | number;
13
14 ode =
15 number ("," number)*;
Listing 18: Syntax for instrution delaration
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1 group transfer "Data Transfer" {
2 bw = 0x98 o16
3 wd = 0x99 o16
4 lahf = 0x9F
5
6 lea r16 ,m = 0x8D o16
7 lds r16 ,m32 = 0xC5 o16
8 les r16 ,m32 = 0xC4 o16
9
10 mov r8,r8 = 0x88
11 mov m8,r8 = 0x88
12 mov r16 ,r16 = 0x89 o16
13 mov m16 ,r16 = 0x89 o16
14 mov r8,r8 = 0x8A
15 mov r8,m8 = 0x8A
16 mov r16 ,r16 = 0x8B o16
17 mov r16 ,m16 = 0x8B o16
18 mov r16 ,sreg = 0x8C
19 mov m16 ,sreg = 0x8C
20 ...
21 }
Listing 19: Delaration of some 8086 instrutions
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4 Assembler programs
The XASM assembly syntax is quite similar to that of onventional assemblers with Intel
style assembly syntax, suh as MASM or NASM. There are three types of statements in
assembler programs:
• assembler statements,
• assembler diretives and
• label - and variable dentions.
Assembler statements are symboli mahine instrutions of the target CPU that XASM
will ompile into mahine ode. The mnemonis used for their notation are dened in the
opode map of the respetive target CPU, while the basi assembly syntax is Intel style
rather than AT&T style. A basi arhiteture may override that however. Labels mark a
spei address oset inside a program segment. Variables in ontrast additionaly reserve
some spae within the segment, aording to their size. Finally, assembler diretives
instrut the assembler to perform some ation, suh as seleting the target CPU or using
a ertain value for the address adjustement.
4.1 Assembler diretives
4.1.1 Target CPU
The target CPU for an assembler program an either be seleted via ommand line
arguments, or by speifying the target CPU inside the assembler program using the .pu
diretive of the form .pu <identifier>. The identier denotes any instrution set
desribed by an opode map, e.g., .pu 386. If used, the .pu diretive must be the
very rst statement of the assembler program.
4.1.2 Constant delaration and onstant expressions
The XASM preproessor supports maros, whih already an be used for the purpose of
onstant delaration. Nevertheless, XASM provides an additional diretive for onstant
delarations in assembler programs. It is of the form <identifier> equ <expression>,
where identifier is the name of the onstant to dene, and expression the value of
the onstant. The expression an either be an integer number literal (table 4), the name
of a onstant, or a more omplex expression omposed of the operators shown in table 5.
4.1.3 Segments
Assembler programs an be separated into multiple segments. A new program segment
is opened by the assembler diretive .segment, whose form is .setion <name> <type>.
All labels, variables and assembler statements that follow will reside within this segment
at asending addresses, until the next segment is opened. The segment name is used
to identify it in the .assume diretive. The segment type denotes the attributes of the
segment and is one of the segment type identiers dened in the opode map of the target









Table 4: Integer number literals
Preedene Type Form Operators
0
Logial
binary &, |, ^, and, or, xor, nand, nor, xnor
1 unary !, not




4 binary *, /, %, div, mod




6 unary +, -
7 Operand size unary byte, word, dword, fword, qword
7 Misellaneous unary sizeof, offset, 
Table 5: XASM operators
1 .segment seg data
2 msg db "Hello , world!",0
3
4 .segment seg data
5 ...
6
7 .segment seg ode
8 mov ax,offset msg
9 ...
Listing 20: Segments in an assembler program (example)
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4.1.4 Assume
The .assume <segment>,<setion> diretive is used to tell the assembler, whih address
spaes of the target CPU urrently map to whih segments of the assembler program.
This enables the assembler to automatially selet a suitable addressing mode when
aessing variables. It, therefore, has the same meaning as the assume diretive in MASM.
If, for example, the aessed variable resides in a program segment that the ES segment
register of the mahine urrently maps to, a diret addressing memory operand with ES
segment override prex will be enoded by XASM. Listing 21 provides an example for
the usage of the .assume diretive.





6 .segment data data
7 myvar resb
8 ...
Listing 21: Example for the .assume diretive
4.1.5 Address adjustment
The .org diretive is used to dene an address adjustment for either ode addresses,
data addresses or both. It is of the form .org [ode|data℄ <adjust>, where adjust is
the value to add to the addresses. With the keyword data speied, the adjustment is
applied to data addresses (variables) only. With the keyword ode speied, the oset
is applied to ode addresses (labels) only. Listing 22 shows as an example for the usage
of the .org diretive the startup sequene of a DOS COM le.
1 .segment seg ode ; DOS COM -> we need to add
2 .org 100h ; 100h to eah address




7 mov ds,ax ; let DS point to seg , too
8 .assume ds,seg ; DS maps to seg
9 ...
Listing 22: Example for the .org diretive
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4.1.6 Address alignment and zero-byte padding
Address alignment of labels, variables and assembler statements inside program segments
is done by the assembler diretives .align and .absolute. The .align diretive is of
the form .align <n> and pads zero bytes, suh that the address of the label, variable or
assembler statement that follows is a multiple of n. In ontrast, the .absolute diretive,
whih is of the form absolute <n>, is padding zero bytes until the address of the label,
variable or assembler statement that follows it equals n. Therefore, the .absolute dire-
tive assigns a symbol an absolute address inside its segment. In the ase the address of n
is already exeeded when the diretive is stated, XASM produes an error message. An









9 msg db "Hello , world!",0
Listing 23: Example for .align and .absolute
4.2 Labels and variables
4.2.1 Labels
A label delaration is of the form <identifier>: and marks the address of the variable
or assembler statement that follows it. Whenever the label's identier is used inside an
expression, e.g., as the immediate operand of a branh instrution, it will be replaed
with the address it marks. Labels are always short, that is, the address ontains only
the oset of the label inside the segment where it is dened, but not the segment value.
Unlike variables, labels do not reserve any memory spae. A speial label is the startup
label, whih marks the entry point of the program and is needed by the linker for some
target formats. The listings 22 and 23 provide examples for the usage of labels.
4.2.2 Variables
Variables are delared using the define or the reserve diretive, whose syntax is shown
in listing 24. While reserve preserves spae for the variable within the segment and
initializes it with zero bytes, define allows the programmer to initialize a variable with
ustom values. Also, there are short forms for these two diretives (table 6). Examples
for variable delarations are given in listing 25.
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1 defdel =
2 identifier "define" type
3 [expression ("," expression)*℄
4
5 resdel =
6 identifier "reserve" type expression
7
8 type =
9 "byte" | "word" | "dword" | "fword" |
10 "qword" | "tbyte" | "dqword";
Listing 24: Syntax for the delaration of variables
Short form Equivalent Short Form Equivalent
db define byte resb reserve byte
dw define word resw reserve word
dd define dword resd reserve dword
df define fword resf reserve fword
dq define qword resq reserve qword
dt define tbyte rest reserve tbyte
ddq define dqword resdq reserve dqword
Table 6: Short forms for variable delaration
1 mybyte db 123
2 message define byte "Hello , world!"
3 primenumbers dw 2,3,5,7,11,13,17,19
4
5 _80bytes resb 80
6 _100words reserve word 100
Listing 25: Examples for the delaration of variables
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5 Usage of XASM
XASM omes as a jar le and is started with the following input on the ommand line
shell:
java -jar xasm.jar <ommand line arguments>
5.1 Compiling opode maps
To ompile an opode map, -opmp <filename> is given as the ommand line argument.
When the opode map has been ompiled, XASM an generate mahine ode for instru-
tion set arhiteture desribed in it.
5.2 Generating instrution set doumentations
XASM an generate doumentations for the instrution sets it supports. An instrution
set doumentation is generated by passing -opdo <identifier> as the ommand line
argument, where the identier names a target instrution set arhiteture.
5.3 Compiling assembler programs
Assembler programs are ompiled by passing the le name of the assembler program to
ompile as the ommand line argument. If no le extension is given, XASM will assume
asm as the le extension. Some additional ommand line arguments are available when
ompiling assembler programs. They are shown in table 7.
Option Meaning
-ase on|o Case sensitivity on or o.
-warnings on|o Output of warning messages enabled or disabled.
-pu <identier> Target CPU. Overrides the .pu diretive in assem-
bler programs.
-o <lename> Output le name. Default value is the input le
name with the le extension that equates the out-
put format.
-tbin Output format: at binary.
-tmem Output format: at binary in Xilinx MEM format.
-tmif Output format: at binary in Altera MIF format.
Table 7: Command line options
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