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RESUMO
O termo Cyber-Physical System representa um dispositivo eletrome-
ca^nico controlado por um sistema baseado em computador, exemplos
deste tipo de sistema incluem robo^s, avi~oes, redes inteligentes, entre
outros. Devido a natureza multidisciplinar dos Cyber-Physical Systems,
eles normalmente s~ao projetados utilizando diferentes modelos. A
perspectiva \cibernetca" deste tipo de sistema pressup~oe a existe^ncia
de: (i) um modelo matematico que representa a dina^mica do sistema
fsico, (ii) algoritmos de controle, e (iii) um projeto do sistema com-
putacional embarcado. Dentro deste contexto, esta tese de doutorado
investiga uma forma de abordar adequadamente o projeto do sistema
computacional embarcado de um Cyber-Physical System baseada na
modelagem funcional do mesmo. Buscando evitar desta forma a criac~ao
de modelos funcionais e arquiteto^nicos dissociados, e alem disso, promo-
ver uma abordagem de projeto dirigido por modelos, proporcionando
benefcios como a independe^ncia de plataforma, nveis de abstrac~ao
mais altos, e a reutilizac~ao de informac~oes. Como resultado da pesquisa
realizada, e apresentada uma soluc~ao que ajuda a realizar a transic~ao
do modelo funcional para o modelo de arquitetura de software durante
o processo de desenvolvimento de um Cyber-Physical System. Para
isso, e sugerido como relacionar elementos de um modelo funcional
com elementos de um modelo de arquitetura. A soluc~ao proposta,
chamada de \Transformac~ao Assistida de Modelos (AST)", fornece
suporte para a transformac~ao de modelos Simulink utilizados para a
modelagem funcional em modelos arquiteto^nicos expressos em AADL,
e aumenta a conabilidade de que os modelos funcional e arquitetural
s~ao consistentes entre si, uma vez que diminui ocorre^ncia de erros de
inconsiste^ncia de interface (portas, tipos de dados e conex~oes) entre os
mesmos. A AST contribui portanto, com a implantac~ao/integrac~ao de
aplicativos vericados em arquiteturas validadas tornando o processo
de desenvolvimento de Cyber-Physical Systems mais robusto. Durante
os experimentos, realizados na forma de estudos de caso, os mode-
los gerados pela AST mostraram-se passveis de analises sintaticas,
vericac~oes comportamentais, e analises de escalonabilidade e de la-
te^ncia de uxos, o que serviu para reforcar a escolha pelo de o uso
de modelos AADL durante o processo de desenvolvimento de CPS.
Tambem foi implementado no escopo desta pesquisa, o prototipo de
uma ferramenta computacional que automatiza a aplicac~ao da soluc~ao
proposta. O prototipo foi implementado utilizando a linguagem de
programac~ao Java, e empacotado como um plugin para ser usado
dentro do ambiente OSATE (Open Source Architectural Environment
Tool), que e um processador de modelos AADL que roda dentro do
Eclipse. O plugin em quest~ao, chamado de AS2T, tambem pode ser
considerado uma alternativa para estender a cadeia de transformac~ao
de modelos do ambiente TOPCASED, que e um ambiente OpenSource
para desenvolvimento de sistemas embarcados crticos que tambem faz
uso do OSATE.
Palavras-chave: MDE. Transformac~ao de Modelos. Modelo Funcio-
nal. Arquitetura de Software. AADL. Simulink
ABSTRACT
Cyber-Physical System (CPS) is a denomination used to represent
an electro-mechanical device controlled by a computerized system.
Examples of CPS include robots, airplanes, smart grids, among others.
Due to the multidisciplinary nature of CPSs, they are normally de-
signed using dierent models. The \cybernetic" perspective assu-
mes the existence of: (i) a mathematical model that represents the
dynamics of the physical system, (ii) some control algorithms, and
(iii) a design of the embedded computing system. In this context,
this thesis investigates a way to adequately address the design of
the architecture embedded computing system of a CPS based on a
preliminary functional model. Looking forward to avoid the creation of
decoupled functional and architectural models and aiming to promote a
model-based design approach for CPS, the proposed approach targets
using higher levels of abstraction and model-information reuse. The
solution presented in this thesis is named \Assisted Transformation
of Models" (AST), it focuses on discussing how to related elements
of a functional model with the elements of an architectural model.
AST provides support for the transformation of the Simulink models
used for the functional modeling into architectural models expressed
in AADL. As benets of using the proposed solution, one can see
that it increases the reliability that the functional and architectonical
models are consistent between themselves, especially when considering
the connection interfaces between components (ports and connections
data types). Experiments were conducted to validate the proposed
transformation process. The generated models were analyzed in respect
to the syntax correctness and also regarding additional model analyses,
such as behavioral verication and schedulability analysis. The work
provides a prototype tool that automates the proposed transformation
process. Such tool can be used as plugin from OSATE (Open Source
Architectural Environment Tool), which is an AADL processor that
runs within Eclipse. The AS2T plugin can be considered an alternative
to extend the chain of transformation of models of the TOPCASED
environment, which is an OpenSource development environment of
critical embedded systems that makes use of OSATE.
Keywords: MDE. Models Transformation. Functional Model. So-
ftware Architecture. AADL. Simulink
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11 INTRODUC~AO
Ao longo deste captulo s~ao apresentadas as bases que fundamen-
tam este trabalho de pesquisa. Primeiramente o problema de pesquisa
e contextualizado e justicado. Na seque^ncia apresenta-se o objetivo
geral e os objetivos especcos. Depois e apresentada a forma como
a pesquisa foi conduzida e uma sntese do conteudo dos captulos que
comp~oem este documento de tese.
1.1 APRESENTAC~AO
Em varios domnios de aplicac~ao os sistemas embarcados s~ao
uma parte essencial de produtos, sistemas e soluc~oes. Um sistema
embarcado pode ser denido como sendo um sistema de computac~ao,
cujo o processamento da informac~ao esta integrado a um dispositivo
fsico ou a um sistema que ele controla, com o objetivo de estender
e otimizar suas funcionalidades (MARWEDEL, 2011), (JENSEN; CHANG;
LEE, 2011).
Esses sistemas empregam recursos da cie^ncia e da engenharia da
computac~ao para melhorar e ampliar as funcionalidades de sistemas
meca^nicos, eletricos, termicos, qumicos, biologicos e suas combinac~oes
(KIM, 2010). Quando ha um forte foco na interac~ao entre diferentes
dispositivos fsicos, o sistema resultante esta sendo qualicado como
um Cyber-Physical System (CPS).
Cyber-Physical System (CPS) e o termo que esta sendo adotado
atualmente para qualicar sistemas computacionais embarcados que
encontram-se intimamente ligados a dispositivos fsicos (LEE, 2008). E
possvel considerar que os Cyber-Physical Systems referem-se a uma
nova gerac~ao de sistemas embarcados, a qual explora as capacidades
de interac~ao e expans~ao das funcionalidades dos dispositivos do mundo
fsico atraves da computac~ao, comunicac~ao e controle (BAHETI; GILL,
2011). Tal cenario esta representado gracamente na Figura 1
De forma geral, e possvel considerar que os CPSs tem um papel a
desempenhar no desenvolvimento de uma nova teoria de sistemas fsicos
mediados por computador (BAHETI; GILL, 2009). Uma vez que, desaos
consideraveis s~ao encontrados durante o processo de desenvolvimento
deste tipo de sistema, principalmente, porque os componentes fsicos
destes sistemas introduzem requisitos de seguranca e conabilidade
qualitativamente diferentes daqueles comumente encontrados na com-
2Figura 1 { Representac~ao Graca de CPSs
putac~ao de proposito geral. Alem disso, a grande quantidade de
funcionalidades que esta sendo associada a este tipo de sistema tambem
contribui com o aumento da complexidade dos mesmos.
A tende^ncia de aumento do uso dos CPSs oferece novas opor-
tunidades, tanto no espaco de pesquisa, como para novas aplicac~oes.
Oportunidades e desaos de pesquisa nesta area incluem o projeto e
o desenvolvimento da nova gerac~ao de aeronaves, veculos espaciais,
veculos automotores, robotica movel, conduc~ao urbana totalmente
auto^noma, proteses que permitem que os sinais do cerebro controlem
objetos fsicos, entre outros. A linha de pesquisa que explora a integra-
c~ao virtual dos diferentes tipos de modelos utilizados durante o processo
de desenvolvimento de um sistema embarcado possui uma comunidade
bastante ativa atualmente.
O desenvolvimento orientado a modelo (MDD) e um paradigma
de engenharia que facilita a denic~ao, composic~ao e integrac~ao de
sistemas de software complexos. Nele a evoluc~ao de um modelo ocorre
atraves de renamentos, transformac~oes e gerac~ao de codigo, possi-
velmente automatizado com o apoio de ferramentas, formando a base
da engenharia dirigida a modelos (MDE). Na vis~ao da MDE, modelos
de software s~ao elevados a um papel central e regem o processo de
desenvolvimento, atingindo um nvel mais alto de abstrac~ao do que e
possvel com as linguagens atuais de programac~ao de terceira gerac~ao
(SELIC, 2007), (MAZZINI; PURI; VARDANEGA, 2009).
Pesquisas sobre projeto de sistemas embarcados apontam que o
desenvolvimento a partir de nveis mais elevados de abstrac~ao podem
contribuir com o sucesso de um projeto. Alguns autores, como (SELIC,
2003) e (SCHMIDT, 2006) argumentam ha algum tempo que a MDE
e uma forma viavel de lidar com a complexidade encontrada nas
3novas gerac~oes de sistemas embarcados. Usando essa abordagem, os
modelos de sistemas embarcados devem evoluir a partir de vis~oes de alto
nvel para implementac~oes reais, garantindo um processo relativamente
suave e potencialmente mais conavel em comparac~ao com as formas
tradicionais de engenharia.
O desenvolvimento de sistemas embarcados tambem envolve a
integrac~ao de varios domnios, sendo que a cooperac~ao destes domnios
e essencial para o e^xito do desenvolvimento destes sistemas. Neste
sentido, varias ferramentas de modelagem surgiram ou se adaptaram
ao conceito da engenharia dirigida por modelos e s~ao capazes de gerar
codigo, facilitando consideravelmente o processo de desenvolvimento de
sistemas embarcados. No entanto, estas ferramentas ou se concentram
nos aspectos funcionais da aplicac~ao, ou em aspectos da arquitetura
em tempo de execuc~ao, dividindo assim, o desenvolvimento em partes
com notac~oes de modelagem heteroge^neas e com uma coordenac~ao fraca
(DELANGE et al., 2010).
1.2 CONTEXTUALIZAC~AO DO PROBLEMA DE PESQUISA
O fato de um sistema computacional precisar controlar um sis-
tema fsico (por completo ou apenas uma parte) faz com que o processo
de desenvolvimento de um CPS seja uma atividade multidisciplinar. O
projeto completo de um CPS normalmente e composto pelo projeto da
dina^mica do sistema fsico, pelo projeto dos algoritmos de controle e
pelo projeto do sistema computacional embarcado (SCE) (LEE, 2008).
O projeto da dina^mica do sistema fsico representa a criac~ao
de uma modelagem matematica do dispositivo eletromeca^nico a ser
controlado. O que pode ser t~ao simples como uma variavel booleana,
o que poderia, por exemplo, representar o estado de um LED, ou t~ao
complexo como um conjunto de equac~oes diferenciais, o que poderia,
por exemplo, representar a dina^mica de um Veculo Aereo N~ao Tri-
pulado (UAV). Uma das raz~oes para a modelagem da dina^mica do
sistema fsico e a possibilidade de testar os algoritmos de controle que
s~ao desenvolvidos ao longo do projeto.
O Simulink e o exemplo de uma ferramenta usualmente adotada
pelos engenheiros de controle para a modelagem e simulac~ao dos CPSs,
o que abrange a concepc~ao da dina^mica do sistema fsico e os algoritmos
de controle. Embora, esta ferramenta ofereca a possibilidade de gerac~ao
de codigo, ela tem um fraco suporte para a express~ao e gerac~ao do
projeto do SCE (GONCALVES et al., 2013). Ao considerar o projeto
4de um CPS, genericamente, as mesmas caractersticas e desvantagens
se aplicam a outras ferramentas de simulac~ao relacionadas, como o
LabVIEW, Modelica, Scilab e outros. Assim, cabe ao engenheiro de
computac~ao reprojetar a arquitetura do SCE a partir do codigo gerado
pela ferramenta de modelagem e simulac~ao usada. Alem de ineciente,
esta pratica causa um desacoplamento entre o modelo funcional e o
modelo arquitetural do sistema.
Linguagens de descric~ao de arquitetura, em particular a Lin-
guagem de Projeto e Analise de Arquitetura (AADL), s~ao adequadas
para representar o projeto do SCE. Alem de permitir expressar em
detalhes a organizac~ao do software, a AADL tambem fornece meios para
expressar a plataforma de hardware e tambem a sua associac~ao com os
componentes de software. Alem disso, ela possui suporte de ferramentas
adequadas para realizar diversos tipos de analises e vericac~oes do
modelo, o que permite reduzir o risco de erros de projeto (P. Feiler and
J. Hudak., 2006).
Como pode ser observado na Figura 16, os modelos funcionais e
de arquitetura gerados durante o processo de desenvolvimento de um
CPS podem ser considerados complementares, uma vez que os modelos
funcionais fornecem o comportamento (geralmente na forma de codigo
fonte) para os componentes de software do modelo de arquitetura.
Figura 2 { Relac~ao entre Modelos Funcionais e o Modelo de Arquitetura
de um CPS
De acordo com Raghav et.al (RAGHAV et al., 2009b), o frequente
desacoplamento entre os modelos funcionais e o modelo de arquite-
tura do sistema acontece porque estes modelos fornecem diferentes
abstrac~oes do sistema que esta sendo projetado. Ou seja, os modelos
funcionais contem informac~oes que expressam as funcionalidades de um
CPS. Por outro lado, o modelo de arquitetura do sistema (modelo de
5arquitetura de software + modelo de arquitetura de hardware), que
comp~oem o projeto do SCE, se preocupa com o numero de processado-
res, com a organizac~ao do software em termos de processos e threads,
e em como eles s~ao escalonados.
Neste cenario, percebe-se que uma diculdade eminente e a
forma de como se deve estabelecer a ligac~ao entre os componentes do
modelo funcional (tecnicas de controle) e os componentes do modelo de
arquitetura de software do SCE. Isso acontece porque que os modelos
funcionais e de arquitetura conte^m abstrac~oes distintas do sistema
em desenvolvimento. Assim, considerando (i) que se faz necessario
a utilizac~ao de diferentes tipos de modelos para se projetar um CPS
e (ii) que estes modelos precisam ser consistentes entre si, esta tese
de doutorado apresenta um mecanismo que auxilia a transic~ao entre a
modelagem funcional e a modelagem arquitetural durante o processo
de desenvolvimento de CPSs, a qual e considerada por muitos uma
transic~ao de projeto bastante crtica.
O mecanismo apresentado neste documento de tese, chamado de
Transformac~ao Assistida de Modelos (AST), oferece suporte para a ex-
trac~ao de informac~oes de um modelo funcional, modelo este, gerado em
uma etapa anterior do processo de desenvolvimento, sem que para isso
seja necessario dominar tecnicas de controle, nem t~ao pouco analisar o
codigo fonte gerado pelas ferramentas de modelagem e simulac~ao. Para
tanto, foram empregadas tecnicas da MDE para denir um conjunto de
regras de transformac~ao capaz de executar a transformac~ao de modelos
funcionais, utilizados para a modelagem funcional e simulac~oes, em
modelos de arquitetura.
Na AST ummodelo funcional, que foi gerado levando em conside-
rac~ao um conjunto de diretrizes de modelagem, e importado e um motor
de transformac~ao executa um conjunto de transformac~oes previamente
denido, gerando como resultado um modelo preliminar do modelo
de arquitetura de software do SCE, modelo este, hierarquicamente
estruturado conforme o modelo funcional importado. No contexto da
AST, os modelos funcionais devem representar a topologia do sistema,
a qual descreve a hierarquia estrutural do sistema de controle por meio
de subsistemas, suas interfaces e conex~oes. Os subsistemas representam
as funcionalidades do CPS extradas da especicac~ao de requisitos
funcionais do sistema.
O mecanismo proposto nesta tese de doutorado encontra-se si-
tuado no escopo de um projeto mais abrangente, o qual busca prover
um processo de desenvolvimento baseado em modelos que explora o uso
combinado de modelos funcionais e de arquitetura durante a concepc~ao
6de sistemas embarcados crticos, incluindo os CPS (CORREA et al.,
2010). O processo de desenvolvimento sugerido incentiva a explorac~ao
do recurso de simulac~ao, oferecido pelas ferramentas modelagem funci-
onal, e a submiss~ao do modelo de arquitetura do sistema a diferentes
tipos de analises e vericac~oes, objetivando a gerac~ao de um modelo de
arquitetura do sistema completo, valido, seguro e conavel.
Como pode ser observado na Figura 3, o processo de desen-
volvimento em quest~ao prop~oe um conjunto e um encadeamento de
atividades a serem realizadas durante a concepc~ao de um sistema
embarcado crtico.
Figura 3 { Encadeamento das Atividades do Processo de Desenvolvi-
mento
Fonte:(CORREA et al., 2010)
De acordo com o uxo de projeto sugerido pela Figura 3, o
processo de desenvolvimento em quest~ao sugere que o primeiro modelo
a ser desenvolvido seja o modelo funcional do sistema, o que e feito com
o uso de ferramentas de modelagem e simulac~ao, como por exemplo, o
Simulink ou o SCADE. Na seque^ncia, e criado uma especie de diagrama
de contexto do sistema, representando a interac~ao do sistema com
dispositivos externos, tais como, sensores e atuadores, usando para
7isso uma linguagem de descric~ao de arquitetura, como por exemplo,
a AADL. Ainda utilizando uma linguagem de descric~ao de arquitetura,
posteriormente, deve ser realizada a modelagem da arquitetura de
software, atividade esta, responsavel pelo mapeamento das funciona-
lidades do sistema (provenientes do Simulink ou do SCADE) para os
componentes de software do modelo de arquitetura do sistema. No
modelo de arquitetura de software do sistema e possvel especicar o
comportamento esperado dos componentes do modelo, como threads
e devices, e submeter o modelo resultante a vericac~ao formal de
propriedades. Dentre os pontos passveis de vericac~ao, destacam-se as
propriedades comportamentais das threads, tais como vivacidade, au-
se^ncia de bloqueio e justica. Posteriormente, ou em paralelo ao projeto
da arquitetura de software, deve ser feita a modelagem da arquitetura
de hardware, momento em que e denida a plataforma de execuc~ao
do sistema. Dando continuidade ao processo de desenvolvimento, e
feita a integrac~ao entre os componentes da arquitetura de software e os
componentes da arquitetura de hardware (o chamado deployment do
software). A partir desse mapeamento e possvel submeter o modelo a
vericac~ao de propriedades temporais, utilizando para isso, informac~oes
como periodicidades, deadlines e tempos de execuc~ao inseridas no
modelo no modelo de arquitetura do sistema.
Entretanto, um dos pontos em aberto neste processo de de-
senvolvimento e justamente a denic~ao da maneira como se da a
transformac~ao do modelo funcional para um modelo de arquitetura.
Neste cenario, a AST aparece como um mecanismo para auxiliar a
criac~ao de um modelo de arquitetura de software preliminar a partir de
informac~oes estruturais, operacionais (modos de operac~ao) e compor-
tamentais extradas de um modelo funcional.
1.3 JUSTIFICATIVA
Diferentes processos de desenvolvimento para CPS sugerem o
desenvolvimento de um modelo funcional nas fases iniciais do processo
de desenvolvimento (veja (DELANGE et al., 2010), (CORREA et al., 2010),
(JENSEN; CHANG; LEE, 2011)). Ou seja, o desenvolvimento de um
CPS partindo da modelagem funcional combinada com a simulac~ao,
utilizando ferramentas de modelagem como o Simulink ou Scade, e
considerada interessante, uma vez que esta abordagem de desenvolvi-
mento contribui com a compreens~ao das funcionalidades do sistema e
com o encadeamento das mesmas, isto em uma fase inicial do processo
8de desenvolvimento.
Considerando a abordagem de desenvolvimento descrita acima, o
mecanismo proposto neste documento oferece suporte para a execuc~ao
da transic~ao entre a modelagem funcional e a modelagem arquitetural
durante o processo de desenvolvimento de CPSs, a qual e considerada
por muitos prossionais uma transic~ao de projeto bastante crtica. O
mecanismo proposto facilita o estabelecimento de uma ligac~ao entre o
modelo funcional (tecnicas de controle) e a arquitetura computacional
do sistema, buscando garantir desta forma a consiste^ncia entre os
modelo funcional e de arquitetura.
As abordagens de integrac~ao de modelos funcional e de ar-
quitetura que apresentam resultados interessantes concentram-se na
utilizac~ao de em linguagens de modelagem de alto nvel para a mo-
delagem dos requisitos funcionais em nvel de aplicac~ao (Simulink
ou Scade) e numa linguagem em nvel de arquitetura (AADL) para
modelar os aspectos n~ao funcionais do sistema. As limitac~oes destas
abordagens motivaram e justicam o desenvolvimento do mecanismo
de transformac~ao de modelos proposto nesta tese de doutorado. As
limitac~oes destas abordagens s~ao descritas em mais detalhes no captulo
3 deste documento.
1.4 OBJETIVOS
O principal objetivo desta pesquisa de doutorado e contribuir
com o processo de desenvolvimento de sistemas embarcados, incluindo
CPSs, propondo um mecanismo que ofereca suporte a execuc~ao da
transformac~ao de um modelo funcional em um modelo de arquitetura
preliminar. Uma vez delineado o objetivo geral desta pesquisa, os
objetivos especcos s~ao listados abaixo:
1. Sugerir como relacionar os elementos do modelo funcional com os
componentes de software do modelo de arquitetura do sistema;
2. Extrair aspectos estruturais (possveis modos de operac~ao e o
comportamento dos componentes) de um modelo funcional para
gerar um modelo de arquitetura preliminar do sistema;
3. Diminuir a ocorre^ncia de erros de integrac~ao e de inconsiste^ncia
entre os modelos que orientam o processo de transformac~ao de
modelos proposto;
91.5 METODOLOGIA
Este trabalho de pesquisa foi desenvolvido em 4 etapas prin-
cipais. Na primeira etapa foi feita uma fundamentac~ao teorica, nela
buscou-se compreender o funcionamento da tecnica de transformac~ao
de modelos proposta pela MDE, compreender o princpio de funcio-
namento e identicar caractersticas comuns aos modelos gerados por
diferentes ferramentas de modelagem funcional e simulac~ao de algorit-
mos de controle, e tambem compreender o princpio de funcionamento
e identicar caractersticas comuns aos modelos de arquitetura de
sistemas, especicados utilizando diferentes linguagens de descric~ao de
arquitetura.
Na segunda etapa foi feito um levantamento do estado da arte, o
qual buscou identicar e compreender as abordagens voltadas especi-
camente a transformac~ao ou integrac~ao de modelos funcionais Simulink
e modelos de arquitetura em AADL durante a concepc~ao de sistemas
embarcados. Uma vez que a ferramenta Simulink e a linguagem AADL
foi a combinac~ao de ferramenta de modelagem funcional e de linguagem
de descric~ao de arquitetura denida para gerar, respectivamente, o
modelo fonte e o modelo alvo do processo de transformac~ao de modelos
proposto por este trabalho de pesquisa.
Na terceira etapa foi feita a estruturac~ao propriamente dita do
mecanismo proposto neste trabalho de pesquisa, o qual visa auxiliar
a execuc~ao da transic~ao de projeto entre a modelagem funcional e
a modelagem arquitetural durante o processo de desenvolvimento de
CPSs. Nesta etapa tambem foi implementado o prototipo de uma
ferramenta que automatiza o processo de transformac~ao de modelos
proposto.
Na quarta etapa foi feita a avaliac~ao do mecanismo proposto. A
referida avaliac~ao foi baseada no desenvolvimento de alguns estudos de
caso. Dentre os quais, dois deles s~ao apresentados com mais detalhes no
decorrer deste documento. Um dos estudos de caso apresentados neste
documento utilizou como entrada o modelo funcional Simulink de um
sistema embarcado que realiza manobras de estacionamento de forma
auto^noma (SIAMES). Neste caso, foi possvel avaliar a execuc~ao das
regras de transformac~ao responsaveis pelos mapeamentos estrutural,
dos modos de operac~ao e comportamental propostas pela AST. A m
de vericar se o mecanismo proposto possua capacidade de operar
modelos mais complexos, foi utilizado como estudo de caso o modelo
funcional Simulink de um Veculo Aereo N~ao Tripulado (VANT). Os
modelos funcionais Simulink do SIAMES e do VANT foram dispo-
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nibilizados pelo grupo de pesquisa em Desenvolvimento de Sistemas
Embarcados Crticos do Departamento de Automac~ao e Sistemas da
Universidade Federal de Santa Catarina.
1.6 ORGANIZAC~AO DO DOCUMENTO
Este documento de tese esta organizado da seguinte maneira:
Captulo 2: apresenta uma vis~ao geral dos conceitos basicos
usados durante o desenvolvimento desta teste. Ele introduz noc~oes da
Engenharia Dirigida por Modelos (MDE), Desenvolvimento Dirigido
por Modelos (MDD), Arquitetura Dirigida por Modelos (MDA), alem
dos conceitos de modelo, metamodelo, metamodelagem, e transforma-
c~ao de modelos. Alem disso, ele tambem apresenta alguns ambientes
de desenvolvimento dirigido por modelos e algumas linguagens de
descric~ao de arquitetura, em especial a Linguagem de Projeto e Analise
de Arquitetura (AADL), que podem ser utilizados durante o processo
de desenvolvimento de CPS.
Captulo 3: Apresenta as abordagens existentes voltadas especi-
camente a transformac~ao ou integrac~ao de modelos Simulink e modelos
AADL durante a concepc~ao de sistemas embarcados.
Captulo 4: apresenta o mecanismo proposto para transformar
um modelo funcional em um modelo de arquitetura de software durante
o processo de desenvolvimento de Cyber-Physical Systems (CPS). Tal
soluc~ao e chamada de Transformac~ao Assistida de Modelos (AST).
Captulo 5: apresenta a aplicac~ao da AST na transformac~ao de
modelos funcionais Simulink em modelos de arquitetura AADL.
Captulo 6: apresenta o desenvolvimento de um estudo de caso
que foi desenvolvido com o intuito de avaliar a completude e a utilidade
da soluc~ao proposta, quando aplicada para obter o SCE de um CPS.
Captulo 7: apresenta as considerac~oes nais, os resultados
alcancados e algumas sugest~oes de trabalhos futuros.
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2 FUNDAMENTAC~AO TEORICA
Este captulo apresenta uma vis~ao geral dos conceitos basicos da
Engenharia Dirigida por Modelos (MDE), do Desenvolvimento Dirigido
por Modelos (MDD) e da Arquitetura Dirigida por Modelos (MDA).
Apresenta tambem os conceitos de modelo, metamodelo, metamode-
lagem, e transformac~ao de modelos, todos conceitos usados ao longo
deste trabalho de pesquisa. Alem disso, s~ao apresentadas algumas
das ferramentas de modelagem funcional e linguagens de descric~ao de
arquitetura mais comumente utilizadas durante o processo de desenvol-
vimento de CPSs.
2.1 ENGENHARIA DIRIGIDA DE MODELOS
A Engenharia Dirigida por Modelos se concentra em criar e
explorar modelos ao inves de codigo fonte durante o processo de desen-
volvimento de um sistema. Seu objetivo e aumentar a produtividade,
permitindo o desenvolvimento de sistemas complexos por meio de
modelos denidos com conceitos, que s~ao menos ligados a tecnologia
de implementac~ao e mais proximos do domnio do problema. Isso faz
com que os modelos sejam mais faceis de especicar, entender e manter,
facilitando a compreens~ao de problemas complexos e suas possveis
soluc~oes atraves de abstrac~oes (SELIC, 2003).
De acordo com (SCHMIDT, 2006) a MDE combina: (i) linguagens
de domnio especco (DSLs), que e a utilizac~ao de uma linguagem
adequada ao domnio de aplicac~ao; e (ii) motores de transformac~ao,
que e a aplicac~ao de sucessivas transformac~oes a partir de modelos
iniciais. Estes motores de transformac~ao podem gerar diferentes tipos
de artefatos que implementam a aplicac~ao desejada. Existem dois
tipos de transformac~oes, a saber: (i) transformac~ao de modelo para
modelo (M2M); e (ii) transformac~ao de modelo para codigo (M2T).
Transformac~oes M2M permitem a replicac~ao de elementos em diferentes
pontos de determinados modelos, assim como a replicac~ao de elementos
dentro de um mesmo modelo. Transformac~oes M2T geram um codigo
fonte a partir de um modelo de especicac~ao.
Processos de desenvolvimento dirigidos por modelos (MDD) s~ao
propostos para aplicar de forma estruturada os princpios da MDE, cuja
principal meta e a utilizac~ao de modelo(s) como o principal artefato
a ser manipulado durante a concepc~ao de um sistema. A OMG
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(Object Management Group) deniu um conjunto de padronizac~oes que
possibilita a denic~ao de abordagens de desenvolvimento, orientado por
modelos independentes de plataforma. Este conjunto de padronizac~oes
e conhecido como Arquitetura Dirigida por Modelos (MDA - Model
Driven Architecture), e tem como foco principal a separac~ao entre a
especicac~ao das funcionalidades e a especicac~ao da implementac~ao
em uma plataforma especca (OMG, 2003). Abordagens baseadas em
MDA permitem o desenvolvimento de software atraves da modelagem
e aplicac~ao de mapeamentos automaticos entre os modelos e suas
respectivas implementac~oes. O objetivo da OMG com a MDA e
permitir que os desenvolvedores se concentrem em determinar os requi-
sitos do sistema, n~ao se preocupando com a plataforma em particular
onde ser~ao implementados. A MDA adota a UML como linguagem
de modelagem padr~ao. Independentemente do nvel de abstrac~ao,
a MDA classica as linguagens de modelagem como: (i) linguagens
independentes de plataforma, que s~ao orientadas a especicac~ao do
sistema; e (ii) linguagens dependentes de plataforma, que s~ao orientadas
a implementac~ao do sistema. Ela tambem aplica o conceito de ma-
peamento, por meio de mecanismos automaticos ou semi-automaticos
para transformar Modelos Independentes de Plataforma (PIM) em
Modelos Dependentes de Plataforma (PSM). As linguagens utilizadas
para expressar os modelos PIM e PSM s~ao denidas por meio de
metamodelos, que s~ao modelos capazes de representar tanto a sintaxe
abstrata quanto a concreta, quanto a sema^ntica operacional de cada
linguagem de modelagem.
O Eclipse Modeling Framework (EMF) tambem e considerado
uma abordagem MDE bastante signicativa. Ele fornece um framework
de modelagem e gerac~ao de codigo para aplicac~oes Eclipse baseado em
modelos de dados estruturados. Ele e um framework para descrever
modelos de classe e gerac~ao de codigo Java, suporta a criac~ao, mo-
dicac~ao, armazenamento e carregamento de insta^ncias desse modelo.
Alem disso, fornece geradores para apoiar a edic~ao de modelos EMF.
O EMF unica tre^s importantes tecnologias: Java, XML e UML.
Independentemente de qual e usada para denir o modelo, um modelo
EMF pode ser considerado como a representac~ao comum que incorpora
as outras. O nucleo do framework EMF possui um metamodelo para
descrever os modelos, ou seja, para denir a estrutura dos modelos
que os desenvolvedores usam para manter os dados da aplicac~ao. O
Graphical Modeling Framework (GMF) permite que os modelos, ora
gerenciados atraves do EMF, sejam manipulados de forma graca
(ELIPSE, 2012).
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A MDA e o EMF s~ao abordagens MDD representativas que pos-
suem como objetivo comum, a meta de produzir um modelo que contem
detalhes sucientes para gerac~ao automatica ou semi-automatica de
codigo executavel. Essas abordagens baseiam-se em um conjunto de
princpios que envolvem os conceitos de modelo, metamodelo, metamo-
delagem e transformac~ao de modelos. Como alguns destes conceitos
podem ter signicados diferentes em outros contextos, as subsec~oes
seguintes apresentam informac~oes mais detalhadas sobre os mesmos.
2.1.1 Modelos e Metamodelos
O desenvolvimento de software orientado a modelos esta centrado
na utilizac~ao de modelos. Modelos s~ao abstrac~oes do sistema ou do seu
ambiente, e permitem aos desenvolvedores ou as partes interessadas
abordar de forma ecaz os requisitos do sistema. Alem disso, os
modelos s~ao mais baratos para construir do que um sistema real.
Por exemplo, engenheiros civis criam modelos estruturais estaticos e
dina^micos de pontes para vericar a seguranca estrutural, uma vez que a
modelagem e certamente mais barata e mais ecaz do que a construc~ao
de pontes reais, para ver em que situac~oes elas v~ao entrar em colapso
(CZARNECKI; HELSEN, 2006). Para (CETINKAYA; VERBRAECK, 2011),
os modelos representam diferentes vis~oes do sistema
A MDE busca estimular o uso de linguagens de modelagem
como linguagens de programac~ao, e n~ao apenas como linguagens de
projeto para gerar documentac~ao. Com isso, os modelos deixam de ser
apenas artefatos de documentac~ao para serem os principais artefatos
do processo de desenvolvimento de software. Para isso, os modelos
necessitam de uma maior precis~ao para serem parte direta do processo
de produc~ao de software. No escopo da MDE, os modelos s~ao os
artefatos de entrada para a construc~ao de um sistema atraves da
execuc~ao de transformac~oes (MAIA, 2006).
De acordo com (RUSCIO, 2007), na MDE os modelos precisam
ser entendidos e manipulados automaticamente. Neste cenario, a
metamodelagem desempenha um papel fundamental, uma vez que ela se
apresenta como uma tecnica para denir a sintaxe abstrata de modelos
e as inter-relac~oes entre os elementos do modelo. A metamodelagem
pode ser vista como a construc~ao de um conjunto de\conceitos" (coisas,
termos, etc) dentro de um determinado domnio. Um modelo e uma
abstrac~ao dos feno^menos do mundo real, e um metamodelo e mais uma
abstrac~ao, que realca as propriedades do proprio modelo. Um modelo
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esta em conformidade com seu metamodelo, assim como um programa
esta em conformidade com a gramatica da linguagem de programac~ao
em que ele esta escrito (BEZIVIN, 2005).
Para (MELLOR et al., 2004), um metamodelo normalmente e
representado como um diagrama de classes UML, ele dene a estrutura,
a sintaxe e as restric~oes para uma famlia de modelos, isto e, grupos
de modelos que compartilham uma sintaxe e uma sema^ntica comuns.
Enm, um metamodelo e uma denic~ao precisa das construc~oes e
regras necessarias para criar modelos sema^nticos, e sua estrutura e uma
conseque^ncia das relac~oes entre seus elementos.
A OMG apresentou uma arquitetura de metamodelagem em
quatro nveis, como ilustrado na gura 4. Na parte inferior, o nvel M0
representa o sistema real. Um modelo que representa este sistema ca
no nvel M1. Este modelo esta em conformidade com o seu metamodelo
denido no nvel M2, e o metamodelo em si, esta em conformidade com
o metametamodelo do nvel M3. O metametamodelo representado no
nvel M3 esta em conformidade consigo mesmo. Esta arquitetura de
metamodelagem tambem e comum a outros espacos tecnologicos, por
exemplo, a organizac~ao das linguagens de programac~ao. As relac~oes
entre documentos XML e esquemas XSD (XML Schema Denition)
tambem seguem os mesmos princpios descritos na Figura 4.
Figura 4 { Os quatro nveis da arquitetura de metamodelagem
Fonte:(RUSCIO, 2007)
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2.1.2 Linguagens de Metamodelagem
A metamodelagem e amplamente aceita como uma forma de
descrever modelos no contexto da MDE. Um metamodelo e a denic~ao
de uma linguagem de modelagem, que por sua vez, tambem deve ser
denido com uma linguagem de modelagem (SPRINKLE et al., 2010).
Uma linguagem de modelagem consiste de uma sintaxe abstrata,
uma sintaxe concreta e de uma sema^ntica concreta. A sintaxe abstrata
descreve o vocabulario de conceitos fornecidos pela linguagem de mode-
lagem, e como eles podem ser conectados para criar os modelos. Trata-
se dos conceitos, relac~oes e regras de boa formac~ao. As regras de boa
formac~ao denem como os conceitos podem ser legalmente combinados.
Por outro lado, a sintaxe concreta apresenta um modelo na forma de
um diagrama (sintaxe visual), ou na forma textual estrutural (sintaxe
textual). Ja a sema^ntica concreta de uma linguagem de modelagem
explica o que a sintaxe abstrata realmente signica (HAREL; RUMPE,
2004).
A metamodelagem e o processo de especicac~ao completo e
preciso de uma linguagem de modelagem de domnio especco, que
por sua vez, pode ser utilizada para denir os modelos de tal domnio
(ACHILLEOS; GEORGALAS; YANG, 2007). Uma linguagem de domnio
especco (DSL) e uma linguagem de modelagem dedicada a um dom-
nio especco. As DSLs est~ao mais proximas do domnio do problema e
conceitos do que as linguagens de modelagem de proposito geral, como
a UML.
Um metamodelo descreve a sintaxe abstrata de uma linguagem
de modelagem, ele e denido por meio de uma linguagem de metamo-
delagem. Uma linguagem de metamodelagem e uma linguagem usada
para descrever novas linguagens de modelagem. O metamodelo de uma
linguagem de metamodelagem e chamado de metametamodelo. Para
(CETINKAYA; VERBRAECK, 2011), modelo, metamodelo, e metameta-
modelo formam um padr~ao de modelagem de tre^s nveis, semelhantes
ao apresentado na primeira coluna da gura 4.
Existem varias linguagens de metamodelagem disponveis atual-
mente, porem as mais comumente utilizadas s~ao Facility Meta Object
(MOF), Eclipse ECORE. Sendo que:
• MOF: e uma especicac~ao da OMG que dene uma linguagem
abstrata para a descric~ao de modelos, mais especicamente, uma
linguagem usada para descrever metamodelos. MOF permite
especicar formalmente uma linguagem de modelagem. Um
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exemplo bastante conhecido da descric~ao de modelos utilizando
MOF e o metamodelo da Linguagem de Modelagem Unicada
(UML). Um padr~ao de apoio do MOF e o XMI (XML Metadata
Interchange), que dene um formato para troca de dados base-
ado em XML para os modelos nos nveis M3, M2, ou M1 da
arquitetura de metamodelagem em quatro nveis, representados
gracamente na gura 4 (OMG, 2006)
• ECORE: e a linguagem de metamodelagem do EMF. De acordo
com (BUDINSKY, 2004), no EMF um modelo de nucleo corres-
ponde a um metamodelo. O metamodelo para os modelos de
nucleo e chamado Ecore. Isto e, o Ecore dene a estrutura do
modelo de nucleo, que por sua vez dene a estrutura dos modelos
usados para manter os dados da aplicac~ao. Assim, Ecore e o
metametamodelo para os modelos de nucleo (metamodelos). Se
for considerada novamente a gura da arquitetura de metamo-
delagem em quatro nveis representada da gura 4, Ecore esta
no nvel M3, e os modelos EMF no nvel M2. A abordagem de
modelagem da linguagem ECORE e semelhante a da linguagem
MOF. Na verdade, EMF suporta MOF Essential (EMOF), que e
parte da especicac~ao OMG MOF 2.0.
2.1.3 Transformac~ao de Modelos
A atividade de transformac~ao de modelos ocupa um papel im-
portante em abordagens MDE, alem disso, ela esta essencialmente
enraizada na engenharia de software (CZARNECKI; HELSEN, 2006).
Transformac~oes de modelos s~ao usadas para criar novos modelos com
base em informac~oes existentes em todo o processo de desenvolvimento
(SENDALL; KOZACZYNSKI, 2003). Em vez de criar modelos a partir
do zero durante as diferentes fases do ciclo de vida e atividades de
desenvolvimento, o processo de transformac~ao de modelos permite a
reutilizac~ao de informac~oes que ja tenham sido modeladas uma vez.
De acordo com (MENS; GORP, 2006), a transformac~ao de modelos
e o processo de convers~ao de um modelo fonte para um modelo alvo,
de acordo com um conjunto de regras de transformac~ao. Uma regra
de transformac~ao e constituda por duas partes: um lado esquerdo
que acessa o modelo fonte (LHS), e um lado direito que expande
o modelo alvo (RHS). Sendo que o modelo fonte precisa estar em
conformidade com o metamodelo fonte e o modelo alvo precisa estar
em conformidade com o metamodelo alvo. Durante o processo de
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transformac~ao de modelos, o modelo fonte permanece inalterado. As
regras de transformac~ao podem ser especicadas com uma linguagem
de transformac~ao de modelos.
Segundo (KLEPPE; WARMER; BAST, 2003), o processo de trans-
formac~ao de modelos e a gerac~ao automatica de um modelo alvo a
partir de um modelo fonte, de acordo com uma denic~ao de trans-
formac~ao. Uma denic~ao de transformac~ao e um conjunto de regras
de transformac~ao que, juntas, descrevem como um modelo na lingua-
gem fonte pode ser transformado em um modelo na linguagem alvo.
Uma regra de transformac~ao e uma descric~ao de como uma ou mais
construc~oes na linguagem fonte podem ser transformadas em uma ou
mais construc~oes na linguagem alvo. Para a OMG, a transformac~ao de
modelos e um processo que converte o modelo de um sistema em outro
modelo do mesmo sistema (OMG, 2003). Para (BAUDRY et al., 2006), a
transformac~ao de modelos e utilizada para relacionar linguagens.
Em uma transformac~ao de modelos simples, existe um modelo de
entrada e um modelo de sada, e ambos devem estar em conformidade
com seus respectivos metamodelos. As regras de transformac~ao devem
ser denidas respeitando os metamodelos, e executadas por um motor
de transformac~ao. Uma transformac~ao de modelos tambem pode
ter varios modelos fonte e alvo, sendo que os metamodelos fonte
e alvo podem ser o mesmo em algumas situac~oes. Entretanto, e
importante ressaltar que se for necessario executar transformac~oes com
multiplos modelos fonte e varios modelos alvo, n~ao e possvel haver
mais do que duas linguagens diferentes envolvidas (MENS; GORP, 2006)
e (CZARNECKI; HELSEN, 2006).
A Figura 5 apresenta a vis~ao geral dos principais conceitos
envolvidos em um processo de transformac~ao de modelos, bem como
os relacionamentos entre eles.
De acordo com o processo de transformac~ao de modelos apresen-
tado na gura 5, um modelo fonteMa, que deve estar em conformidade
com seu metamodelo MMa, e transformado no modelo alvo Mb, que
deve estar em conformidade com o metamodelo MMb. A transfor-
mac~ao e denida pelo modelo de transformac~ao (conjunto de regras de
tranformac~ao)Mt, que deve estar de acordo o metamodelo de transfor-
mac~ao MMt. O metamodelo de transformac~ao MMt, o metamodelo
fonte MMa, e o metamodelo alvo MMb devem, obrigatoriamente,
estar em conformidade com metametamodelo MMM.
A seguir s~ao apresentados alguns conceitos relacionados ao do-
mnio de transformac~ao de modelos, importantes para o entendimento
do mecanismo proposto neste documento tese.
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Figura 5 { Vis~ao Geral de um Processo de Transformac~ao de Modelos
Fonte:(LINA; NANTES, 2006)
• Regras de Transformac~ao. As regras de transformac~ao baseiam-
se essencialmente em mapeamentos. Mapeamentos especicam
as corresponde^ncias ou inter-relac~oes entre os elementos de dois
metamodelos diferentes. O processo de identicac~ao e caracteri-
zac~ao das inter-relac~oes entre os elementos de dois metamodelos
e chamado de esquema de corresponde^ncia (RAHM; BERNSTEIN,
2001).
De acordo com (LOPES et al., 2006), os mapeamentos ligam ele-
mentos do modelo fonte a elementos do modelo alvo. A multi-
plicidade ou cardinalidade destas ligac~oes pode ser do tipo: um
para um, um para muitos, ou muitos para um. A Figura 6 exibe
uma representac~ao graca destes tre^s tipos de multiplicidade de
um mapeamento.
Os mapeamentos s~ao caracterizados por elementos do modelo alvo
que representam a mesma estrutura e possuem a mesma sema^n-
tica de elementos do modelo fonte. Como pode ser observado na
Figura 6, o mapeamento do tipo um para um (1:1) representa
que um elemento do modelo alvo possui a mesma sema^ntica de
um elemento do modelo fonte. O mapeamento do tipo muitos
para um (n:1) signica que um elemento do modelo alvo possui a
mesma sema^ntica de um conjunto de elementos do modelo fonte.
O mapeamento do tipo um para muitos (1:n) representa que um
conjunto de elementos do modelo alvo possui a mesma sema^ntica
de um elemento do modelo fonte.
Outra classicac~ao interessante para mapeamentos e a utilizada
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Figura 6 { Categorias de mapeamento (a)um-para-um, (b)um-para-
muitos e (c) muitos-para-um
Fonte: (LOPES et al., 2006)
pelo framework MDA da OMG, o qual dene tre^s categorias
basicas de mapeamentos (OMG, 2003):
1) Mapeamento de TIPOS: esta categoria inclui mapeamentos
denidos de acordo com os tipos dos elementos dos modelos.
Por exemplo, em uma transformac~ao entre um modelo de classe
UML e um modelo relacional, um possvel mapeamento poderia
ser denido entre os elementos do tipo classe e do tipo tabela.
Com isso, todas as classes seriam mapeadas como tabelas apos a
execuc~ao da respectiva regra de transformac~ao. O mapeamento
de tipos e capaz de expressar apenas regras de transformac~ao
que geram tipos de elementos no modelo alvo a partir de tipos
de elementos do modelo fonte (por exemplo, transformar classes
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em tabelas). Ou seja, neste caso, a transformac~ao e sempre
executada de forma determinstica e guiada por informac~oes pre
estabelecidas.
2) Mapeamento de INSTA^NCIAS - nesta categoria, os elemen-
tos mapeados possuem marcac~oes que indicam como a transfor-
mac~ao sera realizada. A diferenca para a categoria anterior esta
no fato de que os elementos, que s~ao insta^ncias de um mesmo
tipo, podem ser mapeados de forma diferente, de acordo com as
marcas que eles possuem.
Para realizar o mapeamento de insta^ncias, a MDA especica
marcas. Marcas representam conceitos do modelo ALVO, que
s~ao aplicadas a elementos do modelo fonte para indicar como
estes devem ser transformados. Ou seja, as marcas denem
quais elementos devem ser criados no modelo alvo a partir de
um elemento marcado no modelo fonte (OMG, 2003). O uso das
marcas cria um passo adicional no processo de transformac~ao de
modelos, ou seja, as marcas devem ser inseridas nos elementos
do modelo FONTE antes das regras de transformac~ao serem
executadas, criando assim um modelo intermediario. O novo
modelo fonte, o qual que possui as marcas, e chamado de modelo
fonte marcado. O modelo fonte marcado deve ser utilizado como
entrada no processo de transformac~ao de modelos para gerar
o modelo alvo. A gura 7 e uma adaptac~ao da Figura 5, e
representa gracamente o papel das marcas em um processo de
transformac~ao de modelos.
Figura 7 { Mapeamento de Insta^ncias com marcas
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Para serem corretamente utilizadas, as marcas precisam ser estru-
turadas, restritas e modeladas. Isso porque, determinadas marcas
podem ser aplicadas somente a certos elementos do modelo fonte,
enquanto outras podem ser mutuamente exclusivas
3) MapeamentoCOMBINADO: Este tipo de mapeamento com-
bina caractersticas dos dois tipos de mapeamento ja citados.
Assim, um mapeamento de tipos, pode ser, de certa forma, con-
gurado atraves do uso de marcas. Neste caso, as marcas indicam
caractersticas presentes no modelo ALVO que n~ao poderiam ser
denidas atraves dos tipos de elementos existentes no modelo
FONTE.
• Tipos de Transformac~ao de Modelos. De acordo com (MENS;
GORP, 2006), as transformac~oes de modelo podem ser classica-
das de acordo com as linguagens de modelagem envolvidas e de
acordo com o nvel de abstrac~ao dos modelos.
Com base na linguagem em que os modelos de origem e de destino
de uma transformac~ao s~ao expressos, pode ser feita uma distin-
c~ao entre transformac~oes endogenas e exogenas. Transformac~oes
endogenas s~ao transformac~oes entre modelos expressos na mesma
linguagem. Transformac~oes exogenas s~ao transformac~oes entre
modelos expressos usando diferentes linguagens. Ou seja, se os
metamodelos de origem e de destino s~ao ide^nticos, a transforma-
c~ao e chamada de endogena, caso contrario, ela e chamada de
exogena.
Uma transformac~ao horizontal e uma transformac~ao onde os mo-
delos de origem e de destino residem no mesmo nvel de abstrac~ao.
Um exemplo tpico e a refatorac~ao. Uma transformac~ao vertical
e uma transformac~ao em que os modelos de origem e de destino
residem em diferentes nveis de abstrac~ao. Um exemplo tpico
e o renamento, onde uma mesma especicac~ao e gradualmente
renada em uma implementac~ao de pleno direito, por meio de
passos de renamento sucessivos que adicionam detalhes mais
concretos.
A Tabela 1 mostra que as dimens~oes horizontais vs verticais e
engogenas vs exogenas s~ao verdadeiramente ortogonais, dando
um exemplo concreto das combinac~oes possveis. Como um
esclarecimento para o renamento formal mencionado na tabela1,
uma especicac~ao logica de predicados de primeira ordem ou
teoria de conjuntos pode ser gradualmente renada de tal forma
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que o resultado nal usa exatamente a mesma linguagem que a
especicac~ao original (por exemplo, pela adic~ao de mais axiomas).
Horizontal Vertical
Endogenas Refatorac~ao Renamento Formal
Exogenas Migrac~ao de Linguagem Gerac~ao de Codigo
Tabela 1 { Dimens~oes Ortogonais das Transformac~oes de Modelo
Fonte:(MENS; GORP, 2006)
De acordo com (CZARNECKI; HELSEN, 2006), em alto nvel, e
possvel identicar duas categorias principais de abordagens de
transformac~ao de modelo, sendo elas: (i) transformac~ao de mo-
delo para modelo (M2M), e (ii) transformac~ao modelo para texto
(M2T). A diferenca entre elas e que, enquanto uma transformac~ao
M2M cria seu modelo destino como uma insta^ncia do metamodelo
de destino, uma transformac~ao M2T gera essencialmente strings.
Abordagens M2T s~ao uteis para a gerac~ao de codigo executavel
e artefatos de documentac~ao. Em geral, e possvel considerar as
transformac~oes M2T como um caso especial de transformac~oes
M2M, desde que seja fornecido um metamodelo da linguagem de
programac~ao alvo. No entanto, por raz~oes praticas de reutilizac~ao
de tecnologia de compilac~ao existente e simplicidade, o codigo e
muitas vezes gerado como texto, que e ent~ao introduzido e um
compilador.
Na categoria M2T, e possvel distinguir entre abordagens baseada
em Visitor (Visitor-Based Approaches) e abordagens baseadas
em Templates. Na categoria M2M e possvel distinguir entre
as abordagens de manipulac~ao direta, orientadas a estrutura,
operacional, baseadas em template, relacional, baseadas em trans-
formac~oes gracas, e hbridas.
• Criterios de Avaliac~ao para Transformac~oes de Modelos.
De acordo com (CETINKAYA; VERBRAECK, 2011), o objetivo das
transformac~oes de modelo e gerar automaticamente diferentes
vis~oes de um sistema a partir de um modelo fonte, e suportar
a gerac~ao de codigo. Tanto o modelo de destino, quanto as
regras de transformac~ao podem ser avaliadas de acordo com
alguns princpios basicos derivados da engenharia de software.
Sendo assim, alguns criterios de avaliac~ao de transformac~oes de
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modelo sugeridos por (CETINKAYA; VERBRAECK, 2011), os quais
estendem o trabalho de (MENS; GORP, 2006) s~ao os seguintes:
{ Correc~ao: A correc~ao de uma transformac~ao de modelos
e analisada de duas maneiras: a correc~ao sintatica e a
sema^ntica (MENS; GORP, 2006). Se o modelo de destino esta
em conformidade com a especicac~ao do metamodelo alvo,
ent~ao a transformac~ao do modelo e sintaticamente correta.
Se a transformac~ao do modelo preserva o comportamento do
modelo de origem, ent~ao e sema^nticamente correta (EHRIG;
ERMEL, 2008).
{ Completude: A m de preservar e reutilizar as informa-
c~oes no modelo fonte, a transformac~ao precisa ser completa.
Se para cada elemento do modelo fonte houver um elemento
correspondente no modelo alvo, ent~ao a transformac~ao de
modelos e completa (MENS; GORP, 2006).
{ Singularidade: Se a transformac~ao de modelos gera
modelos de destino exclusivos para cada modelo fonte, ent~ao
ela fornece singularidade;
{ Terminac~ao: Se a transformac~ao de modelos sempre
termina e leva a um resultado, consequentemente ela fornece
terminac~ao.
{ Legibilidade: Se as regras de transformac~ao s~ao legveis
e compreensveis, ent~ao a transformac~ao de modelos fornece
legibilidade.
{ Ecie^ncia: As transformac~oes de modelos precisam ser
executadas de forma eciente. A ecie^ncia da transformac~ao
pode ser avaliada atraves da analise de quantos passos de
transformac~ao s~ao necessarios, e quantas func~oes s~ao aplica-
das durante cada transformac~ao especca.
{ Manutenc~ao: O grau de esforco despendido para a mudar,
amplicar ou reaplicar a transformac~ao de modelos dene a
manutenc~ao.
{ Escalabilidade: A capacidade de lidar com grandes
modelos sem sacricar o desempenho dene a escalabilidade
(MENS; GORP, 2006).
{ Usabilidade: Uma vez implementada, se a transforma-
c~ao de modelos pode ser facilmente executada, ent~ao ela e
utilizavel.
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{ Reutilizac~ao: Reutilizac~ao pode ser medida com a possi-
bilidade de adaptac~ao e reutilizac~ao de uma transformac~ao
de modelos atraves de varios mecanismos de reutilizac~ao,
como parametrizac~ao ou o uso de templates (MENS; GORP,
2006).
{ Precis~ao: Se todos os possveis erros s~ao tratados, e se a
transformac~ao de modelos consegue gerenciar os modelos de
origem incompletos, ent~ao ela oferece precis~ao.
{ Robustez: Se a maioria dos erros inesperados podem ser
tratados, e se a transformac~ao de modelo consegue gerenciar
os modelos de origem invalidos, ent~ao ela fornece robustez.
A diferenca em relac~ao a Precis~ao e que um modelo fonte
incompleto pode ser visto pela ferramenta de modelagem
associada, ao passo que um modelo fonte invalido n~ao pode
ser visualizado pela ferramenta de modelagem associada.
{ Modularidade: A modularidade pode ser denida como a
capacidade de combinar transformac~oes existentes em novos
compostos. A decomposic~ao de uma transformac~ao com-
plexa em pequenos passos pode exigir um mecanismo para
especicar como essas transformac~oes menores devem ser
combinadas (SENDALL; KOZACZYNSKI, 2003).
{ Validade: Uma vez que as transformac~oes podem ser con-
sideradas como um tipo especial de programa de software,
as tecnicas de teste e de validac~ao podem ser aplicadas nas
transformac~oes para assegurar que elas te^m o comporta-
mento desejado (MENS; GORP, 2006).
{ Consiste^ncia: Transformac~oes de modelos precisam ser
consistentes e inequvocas. Se a transformac~ao de modelos
detecta e possivelmente resolve as contradic~oes internas e
inconsiste^ncias, ent~ao ela e consistente (MENS; GORP, 2006).
{ Parcimo^nia: Um modelo de destino deve ser o mais
parcimonioso e t~ao leve quanto possvel. Simplicidade e falta
de redunda^ncia podem denir o nvel de parcimo^nia.
{ Rastreabilidade: A rastreabilidade e a propriedade de ter
um registro das ligac~oes entre os elementos de origem e de
destino, bem como as varias fases do processo de transfor-
mac~ao. Ligac~oes de rastreabilidade podem ser armazenadas
tanto no modelo de destino quanto separadamente (DEHAYNI
et al., 2009).
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{ Reversibilidade: Um modelo de transformac~ao a partir
de S para T e reversvel se houver um modelo de transforma-
c~ao de T para S. Esta propriedade pode ser util para cancelar
os efeitos de uma transformac~ao (DEHAYNI et al., 2009).
{ Nvel de Automac~ao: Pode e deve ser feita uma distinc~ao
entre as transformac~oes de modelo que podem ser automa-
tizadas e as transformac~oes que precisam ser executadas
manualmente, ou que pelo menos precisam de uma certa
quantidade de intervenc~ao manual.
E fato que existem muitas maneiras de especicar um mecanismo
de transformac~ao de modelos. Porem n~ao existe uma regra ou
orientac~ao que pode ser fornecida para denir uma boa soluc~ao
geral. No entanto, com base em criterios bem denidos e possvel
analisar os mecanismos de transformac~ao de modelos disponveis,
e os resultados podem ser utilizados para denir o melhor meca-
nismo de transformac~ao de modelos para o problema em quest~ao.
• Linguagens de Transformac~ao de Modelos. O uso de lin-
guagens de programac~ao de proposito geral, como Java, para
especicar diretamente transformac~oes de modelos e possvel,
porem, normalmente e mais oneroso do que o uso de lingua-
gens dedicadas a transformac~ao de modelos (MENS; GORP, 2006).
Desta forma, muitas linguagens e ferramentas te^m sido propostas
para especicar e executar programas de transformac~ao. Mesmo
a OMG propondo a linguagem de transformac~ao de modelos QVT
(Query/View/Transformation) como padr~ao, a area de transfor-
mac~ao de modelos continua a ser um assunto de intensa pesquisa.
Nos ultimos anos, uma serie de abordagens de transformac~ao de
modelos te^m sido propostas, tanto no meio acade^mico quanto
na industria. Os paradigmas, as construc~oes, as abordagens de
modelagem e o suporte de ferramentas, diferenciam-se com uma
certa adequac~ao para um determinado conjunto de problemas.
(RUSCIO, 2007).
Existem varias linguagens classicadas como linguagens de trans-
formac~ao de modelos, algumas proprias para transformac~oes do
tipo M2M, e outras para transformac~oes do tipo M2T. Conside-
rando que o contexto desta pesquisa e a transformac~ao M2M, s~ao
descritas a seguir duas linguagens que te^m sido bastante utilizadas
neste domnio, a QVT (Query/View/Transforamtion) da OMG e
a ATL (Atlas Transformation Language).
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A linguagemMOF QVT ou simplesmente QVT e uma especi-
cac~ao da OMG dentro do contexto MDA, que tem como objetivo
permitir a denic~ao de regras sobre a vericac~ao e transformac~ao
entre modelos. Ela permite denir mapeamentos entre modelos de
diferentes metamodelos, usando construc~oes MOF. Enm, atraves
de um programa QVT e possvel denir os modelos envolvidos
na transformac~ao, o tipo de transformac~ao que sera feita, a
direc~ao desta transformac~ao (modelo fonte para modelo alvo), os
domnios de cada transformac~ao, clausulas when/where, relac~oes
entre os modelos de cada domnio, relac~oes de nveis mais altos
ou mais baixos, tipos de transformac~ao check e enforce onde se
pode somente vericar modelos (OMG, 2008).
A linguagem ATL (Atlas Transformation Language) e uma lin-
guagem de transformac~ao de modelos desenvolvida pelo grupo
ATLAS (INRIA e LINA). No domnio da MDE, a ATL possui
recursos para produzir e denir modelos de destino a partir
de modelos de origem. Ela foi desenvolvida sobre plataforma
Eclipse, e seu entorno integrado possui ferramentas que permitem
um facil desenvolvimento de integrac~ao relativo a tecnicas de
transformac~ao entre modelos. Uma vez que a ATL esta denida
como um padr~ao Eclipse, se torna mais facil desenvolver e integrar
modelos e metamodelos ECORE a linguagem de transformac~ao
ATL, permitindo um trabalho conjunto entre eles. ATL foi criada
tendo como conceitos de inspirac~ao a linguagem QVT da OMG,
e atualmente fornece suporte as linguagens de metamodelagem
MOF e Ecore. Isto signica que a ATL e capaz de manipular
metamodelos que foram especicados de acordo com padr~ao MOF
ou com a sema^ntica Ecore (FOUNDATION, ).
A Figura 8 e uma adaptac~ao da gura 5, e demonstra o papel das
linguagens de metamodelagem e de transformac~ao de modelos
durante o processo de transformac~ao de modelos.
2.2 FERRAMENTAS DE MODELAGEM FUNCIONAL
Muitas pesquisas te^m sido realizadas no sentido de criar fer-
ramentas e ambientes de desenvolvimento baseados em MDE para
serem utilizados no desenvolvimento de CPS. Nestes ambientes, os
modelos representam a especicac~ao do sistema, seu comportamento,
suas condic~oes de operac~ao, e tambem a forma como o sistema deve
responder ao ambiente em que esta inserido. Algumas das ferramentas
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Figura 8 { Papel das Linguagens em um Processo de Transformac~ao de
Modelos
que aplicam princpios da MDE, e que s~ao comumente utilizadas pela
industria e tambem exploradas pela comunidade acade^mica para o
desenvolvimento de CPS, s~ao apresentadas brevemente a seguir.
• MATLAB/Simulink/Stateow. MATLAB e uma linguagem
de alto desempenho para calculos numericos desenvolvida e dis-
tribuda pela empresa The MathWorks. O nome e derivado de
Matlab MATrix Laboratory. Ela integra computac~ao, visualiza-
c~ao e programac~ao em um ambiente de desenvolvimento onde
problemas e soluc~oes s~ao expressos em notac~ao matematica.
O Simulink e uma ferramenta de modelagem graca complemen-
tar para o MATLAB, que proporciona a linguagem MATLAB a
capacidade de projetar e simular sistemas dina^micos e lineares em
um ambiente graco. Ele pode trabalhar com sistemas lineares,
n~ao-lineares, continuous-time, tempo discreto, multivariavel e
multirate.
A maioria dos CPS encontrados na vida real s~ao sistemas hbridos,
ou seja, apresentam comportamento contnuo e discreto. Sistemas
hbridos podem ser modelados, simulados e analisados utilizando
Simulink. Um modelo Simulink e especicado textualmente por
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meio de uma linguagem de marcac~ao propria da MathWorks,
e armazenado em um arquivo de texto ASCII em um formato
especco. Os arquivos de modelos Simulink possuem a extens~ao
\.mdl".
Os modelos Simulink de sistemas dina^micos s~ao representados
gracamente como diagramas de blocos, compostos por blocos
que representam um subsistema primario dina^mico, e por linhas
que representam conex~oes entre as entradas e sadas dos blocos.
Cada bloco e uma caixa preta no sentido classico, com um
conjunto de entradas e sadas, e um conjunto de estados que
s~ao internos ao bloco. Intrnseco ao bloco, esta um conjunto de
func~oes matematicas que especica as relac~oes tempo-dependente
entre suas entradas, estados internos e sadas. A natureza exata
dessa relac~ao matematica n~ao esta disponvel em um arquivo
mdl, no entanto, um tipo de bloco exclusivo no arquivo mdl
serve como refere^ncia. Propriedades chave de blocos padr~oes
s~ao parametrizadas. Os valores dos para^metros s~ao constantes
ou express~oes MATLAB. Os para^metros para todos os blocos
est~ao disponveis como pares nome/valor no arquivo mdl. A
ferramenta Simulink suporta a composic~ao hierarquica de um
sistema complexo por meio de subsistemas, cada qual composto
por um diagrama de blocos (MATHWORKS, 2011).
O Stateow e uma ferramenta de design graco interativo que
trabalha com Simulink para modelar e simular sistemas orien-
tados por eventos, tambem chamados de sistemas reativos. Ele
fornece um editor graco, no qual os objetos gracos do Stateow
contidos na paleta de projeto podem ser utilizados para criar
maquinas de estado nito. Um bloco Stateow e tratado como
um bloco padr~ao do Simulink e, portanto, pode ser inserido
normalmente em modelos Simulink. Ou seja, dados podem ser
transmitidos de blocos Simulink para gracos Stateow, e vice-
versa.
• SCADE Suite. E um ambiente de desenvolvimento de apli-
cac~oes crticas, ele fornece uma entrada graca e um ambiente
de simulac~ao que permitem a representac~ao visual e intuitiva
de sistemas de controle. Os requisitos do sistema tambem s~ao
claramente representados no SCADE. Testes funcionais podem
ser realizados atraves de simulac~oes, e os recursos de vericac~ao
formal disponveis no SCADE Suite permitem a validac~ao do
comportamento do projeto e a detecc~ao precoce de erros. SCADE
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tambem gera automaticamente codigo C e ADA legvel, rastreavel
e conavel. O processo de gerac~ao de todo o codigo e compatvel
com o padr~ao para aviac~ao civil DO-178B. O KCG, que e o
gerador de codigo do SCADE Suite, e classicado de acordo com
o padr~ao DO-178B, como sendo de Nvel A, eliminando assim a
necessidade de vericac~ao do codigo gerado. Ao automatizar a
validac~ao e a gerac~ao de codigo embarcado o SCADE permite a
detecc~ao precoce de erros de projeto e reduz o tempo e o custo
de desenvolvimento.
O SCADE Suite fornece suporte a integrac~ao de modelos Simulink
com modelos criados no SCADE, e tal integrac~ao e suportada
pelo SCADE Simulink Gateway. Ambos, Simulink e SCADE
permitem a modelagem e simulac~ao de sistemas de controle, e,
tambem, permitem uma representac~ao de uxo de dados. Eles
possuem mecanismos semelhantes que facilitam a captac~ao e
representac~ao graca de sistemas de controle, mas ha diferencas
importantes entre eles, uma vez que, originalmente, o Simulink
e uma ferramenta de modelagem matematica, e n~ao uma fer-
ramenta de desenvolvimento de software, e que o SCADE por
outro lado, foi concebido como uma ferramenta de especicac~ao
e implementac~ao de software. A principal vantagem de integrar
modelos Simulink com modelos SCADE e aumentar a produti-
vidade das equipes de desenvolvimento, uma vez que o SCADE
oferece recursos que podem tornar os projetos desenvolvidos em
Simulink mais seguros, permitindo, por exemplo, a gerac~ao de
codigo potencialmente certicado, exato, seguro e que atende aos
requisitos do projeto do software (TECHNOLOGIES, 2011).
• LabVIEW. O ambiente de programac~ao graco LabVIEW (La-
boratory Virtual Instrument Engineering Workbench), projetado
pela empresa National Instruments, e utilizado principalmente
para desenvolver sistemas de teste, medic~ao e controle. Ele oferece
suporte a linguagem de programac~ao graca baseada em uxo de
dados LabVIEW. Nesta linguagem, o uxo de dados determina a
execuc~ao do sistema (WIKIPEDIA, 2013).
Utilizando o LabVIEW e possvel interagir com o hardware para a
medic~ao e controle, analisar dados, compartilhar resultados e dis-
tribuir sistemas. O LabVIEW oferece func~oes para medic~ao e ana-
lise, possibilidade de execuc~ao em multiplataformas e dispositivos
embarcados. Ele oferece suporte a comunicac~ao com diversos
hardwares industriais, como GPIB, VXI, PIX, RS-232, RS-485 e
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dispositivos DAQ plug-in, e tambem possui recursos internos para
conectar uma aplicac~ao a Internet, utilizando LabVIEW Web
Server e aplicativos ActiveX e redes TCP/IP (CORPORATION,
2013).
Programas LabVIEW s~ao chamados de instrumentos virtuais, ou
VIs, isso porque sua apare^ncia e operac~ao imitam instrumentos
fsicos, como osciloscopios e multmetros. Cada VI e composto
por tre^s partes principais a saber: o painel frontal (\panel"), o
diagrama de blocos (\diagram") e o ligador de cones. O painel
frontal e a interface com o usuario que permite introduzir e/ou
xar valores em um sistema, e depois vericar os seus efeitos
e sadas no diagrama. Devido ao fato do painel frontal ser
muito semelhante ao painel frontal de um aparelho de medida
verdadeiro, as entradas s~ao chamadas de controles, e as sadas
s~ao chamadas de indicadores. E possvel utilizar uma grande
variedade de controles e indicadores, tais como: interruptores,
bot~oes, telas gracas, etc. Tudo isto para projetar um painel
frontal com comandos facilmente identicaveis e compreensveis.
Cada painel frontal tem o seu diagrama de blocos correspondente
(CINEL, 2004).
O diagrama de blocos e construdo usando a linguagem graca
de programac~ao G, e pode ser entendido como um codigo-fonte
(contem o codigo graco do programa). Os componentes do
diagrama de blocos constituem os nos do programa, por exemplo,
estruturas como \Loops" e \Cases", ou ainda func~oes aritmeticas.
Os componentes ou estruturas s~ao ligados atraves de tracos que
podem representar os condutores ou simplesmente um uxo de
dados. E possvel utilizar o conector de cones para transformar
um VI em um componente de outro VI, neste caso um sub-VI,
que pode ser considerado como sendo um sub-programa de um
diagrama de blocos de outro VI. Um cone inserido gracamente
representa o VI (de escopo inferior) que foi inserido no diagrama
de blocos do VI principal ou superior. Os terminais do cone
indicam onde se deve ligar as entradas e sadas do cone. Os
terminais do sub-VI comportam-se como sendo para^metros de
um sub-programa, e correspondem aos controles e indicadores do
painel frontal do VI. A versatilidade do Labview reside essencial-
mente na modularidade dos VIs e nas relac~oes de hierarquia que
e possvel estabelecer entre eles. Apos o usuario ter criado um VI,
ele pode invoca-lo e usa-lo como sendo um sub-VI no diagrama
de outro VI de escopo superior. N~ao existe limite para o numero
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de nveis hierarquicos dos VIs. Entretanto, em projetos de grande
dimens~ao e muito importante planejar a estrutura do VI principal
desde o incio ((WIKIPEDIA, 2013), (CINEL, 2004)).
• Modelica. De acordo com (FRITZSON, 2010) e (ASSOCIATION,
2012), a linguagem Modelica e uma linguagem de modelagem
declarativa, orientada a objetos e multi-domnio que permite a
especicac~ao de modelos matematicos de sistemas fsicos grandes,
complexos e heteroge^neos para ns de simulac~ao computacional.
Entre os sistemas fsicos que podem ser modelados com a lingua-
gem Modelica est~ao os sistemas meca^nicos, eletricos, hidraulicos,
termicos e de controle. Modelica e uma linguagem free e de
codigo aberto desenvolvida pela organizac~ao sem ns lucrativos
Modelica Association, a qual tambem desenvolveu a biblioteca
padr~ao Modelica que contem centenas de modelos de componentes
genericos e func~oes em varios domnios.
Do ponto de vista do usuario, os modelos s~ao descritos por
esquemas, tambem chamados de diagramas de blocos. Um es-
quema consiste de componentes ligados. Um componente tem
\conectores" (muitas vezes tambem chamado de \portas") que
descrevem as possibilidades de interac~ao, como por exemplo, um
pino eletrico, ou um sinal de entrada. Ao desenhar linhas de
conex~ao entre os conectores um sistema fsico ou diagrama de
blocos e construdo. Internamente um componente e denido por
um outro esquema ou no nvel "baixo, por uma descric~ao da
equac~ao base do modelo na sintaxe Modelica.
A linguagem Modelica e uma descric~ao textual utilizada para
denir todas as partes de um modelo e estruturar os compo-
nentes do modelo em bibliotecas, chamadas de pacotes. Um
ambiente de simulac~ao Modelica apropriado e necessario para
editar gracamente uma especicac~ao, realizar simulac~oes e ou-
tras analises. Informac~oes sobre tais ambientes est~ao disponveis
no www.modelica.org/tools. Basicamente, todos os elementos
de linguagem Modelica s~ao mapeados em equac~oes diferenciais,
algebricas e discretas.
• Scilab. De acordo com (CAMPBELL; CHANCELIER; NIKOUKHAH,
2006) e (MA; XIA; PENG, 2008), o Scilab e um software cientco
para computac~ao numerica semelhante ao Matlab que fornece um
ambiente computacional aberto para aplicac~oes cientcas. Em
desenvolvimento desde 1990 pelos pesquisadores do INRIA (Ins-
titut National de Recherche en Informatique et en Automatique) e
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do ENPC (Ecole Nationale des Ponts et Chaussees), e distribudo
gratuitamente e em codigo aberto atraves da Internet desde 1994.
A partir de 2003, passou a ser de responsabilidade do Consorcio
Scilab, e desde julho de 2012 e mantido e desenvolvido pelo Scilab
Enterprises.
Scilab e uma linguagem de programac~ao de alto nvel, orientada
a analise numerica. Possui func~oes especializadas para compu-
tac~ao numerica, organizadas em bibliotecas chamadas de caixas
de ferramentas que cobrem areas como simulac~ao, otimizac~ao,
sistemas de controle e processamento de sinais. Estas func~oes
reduzem consideravelmente a carga de programac~ao em aplicac~oes
cientcas.
A linguagem Scilab possui um ambiente de modelagem e simu-
lac~ao de sistemas conhecido como Scicos, ele fornece um editor
graco de diagrama de blocos para a construc~ao e simulac~ao
de sistemas dina^micos. Scilab/Scicos e a unica alternativa de
codigo aberto para ferramentas comerciais de modelagem e simu-
lac~ao de sistemas dina^micos, como MATLAB/Simulink e MA-
TRIXx/SystemBuild. Scilab/Scicos e particularmente util em
processamento de sinais, sistemas de controle, estudo de las,
fsica e sistemas biologicos. Ele permite ao usuario modelar
e simular a dina^mica de sistemas dina^micos hbridos atraves
da criac~ao de diagramas de blocos, usando um editor baseado
em GUI, e compilar modelos em codigos executaveis. Ha um
grande numero de blocos padr~ao disponvel nas paletas. Tambem
e possvel que o usuario programe novos blocos em C, For-
tran, ou Linguagem Scilab, e construa uma biblioteca de blocos
reutilizaveis que podem ser utilizados em sistemas diferentes.
Scilab/Scicos permite a execuc~ao de simulac~oes em tempo real e
gerac~ao de codigo C a partir do modelo Scicos usando um gerador
de codigo.
2.3 LINGUAGENS DE DESCRIC~AO DE ARQUITETURA
De acordo com (CHKOURI; BOZGA, 2009), uma linguagem de
descric~ao de arquitetura (ADL) e uma linguagem que oferece recursos
para a modelagem da arquitetura conceitual de um sistema de software,
e se distingue da implementac~ao do sistema. ADLs fornecem uma sin-
taxe concreta e uma estrutura conceitual para especicar arquiteturas.
Os blocos de construc~ao de uma ADL s~ao componentes, conectores,
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e congurac~oes arquiteto^nicas. Um componente em uma arquitetura e
uma unidade de computac~ao ou um repositorio de dados. Os conectores
s~ao links arquiteturais usados para modelar as interac~oes entre os
componentes e as regras que regem essas interac~oes. As congurac~oes
arquiteto^nicas ou topologias, s~ao gracos de componentes e conecto-
res que descrevem uma estrutura arquiteto^nica. Esta informac~ao e
necessaria para determinar se os componentes est~ao apropriadamente
conectados, se suas interfaces (conectores) permitem uma comunicac~ao
adequada, e se sua sema^ntica combinada resulta no comportamento
desejado para o sistema. Enm, uma ADL deve modelar de forma
explcita os componentes, os conectores e suas congurac~oes, alem disso,
para ser verdadeiramente usavel e util, ela deve possuir suporte de
ferramenta(s).
O termo ADL tem sido utilizado no contexto da concepc~ao de
ambas arquiteturas, de software e de hardware. ADLs de software
s~ao usadas para representar e analisar arquiteturas de software, elas
capturam as especicac~oes de comportamento dos componentes e suas
interac~oes comp~oem a arquitetura do software. No entanto, ADLs
de hardware capturaram a estrutura (componentes de hardware e
sua conectividade), e o comportamento (conjunto de instruc~oes) de
arquiteturas de processadores (MISHRA; DUTT, 2005). Foram propostas
varias ADLs para a modelagem de arquiteturas, tanto dentro de um
domnio particular, como linguagens de modelagem de arquietura de
uso geral. Algumas das linguagens comumente referidas como ADL s~ao
C2 (MEDVIDOVIC et al., 1996), (MEDVIDOVIC; ROSENBLUM; TAYLOR,
1999), Rapide (LUCKHAM et al., 1995), Darwin (MAGEE; KRAMER,
1996), UniCon (SHAW et al., 1995), SADL (MORICONI; RIEMENSCH-
NEIDER, 1997), (CRETTAZ et al., 2001)), AADL (SAE, 2011b).
De acordo com (CHKOURI; BOZGA, 2009), as comparac~oes en-
tre as linguagens apresentadas nas Tabelas 2 e 3 s~ao em relac~ao a
componentes, conex~oes, prioridades entre os componentes, descric~ao
do comportamento e suporte para sistemas embarcados distribudos.
Todas estas linguagens fazem distinc~ao entre a interface do com-
ponente e a insta^ncia de um componente que apresenta essa interface,
e todas as linguagens fornecem sintaxe e sema^ntica para a especicac~ao
da interface do componente. Todas as linguagens exibem uma especi-
cac~ao de interface do componente como sendo a denic~ao de um tipo
de componente, podendo haver varias insta^ncias de componentes que
apresentam essa mesma interface. Todas as linguagens tambem supor-
tam uma composic~ao hierarquica que permite descrever arquiteturas de
sistemas de software em diferentes nveis, por meio de um conjunto de
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Componente
Interface Implementation Propriedades
N~ao-Funcionais
C2 Portas superiores e
inferiores
componente
implementation
nenhum
SADL Portas de entrada e
sada(iports e oports
componente
implementation
requer modicac~ao
de componente
Rapide ac~ao, servico interface,
componente
implementation
nenhum
Darwin servicos componente
implementation
nenhum
Unicon players (atores) componente
implementation
atributos para ana-
lise de escalonabili-
dade
AADL portas de entrada e
sada (event e data);
parametros in e out
componente
implementation
atributos de restri-
c~oes de tempo, esca-
lonabilidade, safety
Tabela 2 { Comparac~ao entre ADLs
Fonte: fonte:(CHKOURI; BOZGA, 2009)
subcomponentes e conex~oes entre esses subcomponentes. Alem disso,
C2, Darwin, SADL e UniCon compartilham muito do seu vocabulario,
e se referem a eles simplesmente como componentes; no Rapide eles s~ao
interfaces, e em AADL categorias de componente.
AADL e uma ADL que oferece suporte para a especicac~ao de
sistemas embarcados, prioridade para a analise de escalonabilidade,
comportamento usando maquina de estado e propriedades funcionais
e n~ao-funcionais. Alem disso, o que e notavel sobre a AADL e o seu
forte apoio sintatico e sema^ntico para arquiteturas que consistem de
componentes de um numero limitado de categorias funcionais. Junto a
isso, ela permite adicionar propriedades n~ao-funcionais a componentes
da arquitetura, como o timing, o consumo de memoria e propriedades de
safety. Dessa maneira, o modelo de uma arquitetura de sistema permite
que ferramentas especcas veriquem propriedades n~ao funcionais do
sistema em fases iniciais do projeto, o que faz com que a notac~ao AADL
seja particularmente interessante para o desenvolvimento de software
embarcados.
Em comparac~ao a outras linguagens de modelagem, AADL de-
ne abstrac~oes de baixo nvel, incluindo descric~oes de hardware. Estas
abstrac~oes s~ao mais propensas a ajudar a projetar um modelo detalhado
perto do produto nal. AADL foi introduzida pela primeira vez para
modelar arquiteturas de software e hardware nos domnios avio^nico e
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Componente
Conectores Prioridades Comportamento Distribudo
C2 Interface
com cada
componente
via uma porta
separada.
prioridade alta Consiste de uma
invariante e um
um conjunto de
operac~oes. A in-
variante e usada
para especicar
propriedades que
devem ser ver-
dadeiras em to-
dos os estados do
componente.
sim
SADL Especica os ti-
pos de dados su-
portados
Escalonamento
do processo
usando
prioridade
estatica
Calculo
Matematico
nenhum
Rapide connection, in-
line
Informac~oes de
prioridade para
analise de esca-
lonabilidade
Consiste de um
conjunto de re-
gras de transic~ao
sim
Dawin binding, in-
line, nenhuma
modelagem
explcita de
interac~oes entre
componentes
Informac~oes de
prioridade para
analise de esca-
lonabilidade
Usa CORBA sim
UniCon conector; Informac~oes de
prioridade para
analise de esca-
lonabilidade
Atributos para
analise de
escalonabilidade
sim
AADL conectores (por-
tas, para^metros,
data access)
Security Level usa subprograms
C/C++, ADA;
maquinas de es-
tado
sim
Tabela 3 { Comparac~ao entre ADLs
Fonte: fonte:(CHKOURI; BOZGA, 2009)
automotivo.
Considerando a escolha da linguagem AADL como a linguagem
dos modelos alvo gerados pelo mecanismo de transformac~ao de modelos
proposto nesta tese de doutorado, a proxima sec~ao apresenta em mais
detalhes a linguagem AADL.
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2.4 LINGUAGEM DE PROJETO E ANALISE DE ARQUITETURA
- AADL
A Linguagem de Projeto e Analise de Arquitetura (AADL)
padronizada pela SAE (Society of Automotive Engineers) em 2004 (P.
Feiler and J. Hudak., 2006) foi desenvolvida para o domnio avio^nico
e e utilizada para modelar sistemas embarcados crticos e de tempo
real. Ela dene a arquitetura de um sistema como um conjunto de
componentes interligados, e a modelagem dos componentes consiste
em descrever suas interfaces, sua implementac~ao e suas propriedades.
A linguagem AADL possui representac~ao textual, graca e XML (que
facilita o interca^mbio de modelos entre ferramentas). Alem disso,
AADL e uma linguagem extensvel, ou seja, linguagens externas podem
ser utilizadas para denir anexos. AADL possui anexos para especicar
o comportamento detalhado das aplicac~oes, para a representac~ao de
dados e a modelagem de erros, bem como diretrizes para gerac~ao de
codigo.
A representac~ao graca da AADL proporciona uma vis~ao de alto
nvel do sistema, ela facilita uma apresentac~ao visual da hierarquia
estrutural do sistema, da topologia de comunicac~ao, e fornece uma base
para perspectivas distintas da arquitetura. A representac~ao textual
permite visualizar e editar todos os detalhes do modelo de arquitetura
do sistema. E a representac~ao XML permite que o modelo AADL possa
ser processado por ferramentas de terceiros, ou seja, as insta^ncias de
um modelo de arquitetura do sistema s~ao criadas e armazenadas como
especicac~oes (modelos) representados em XML, e as ferramentas de
analise e de gerac~ao de codigo operam sobre estas insta^ncias do sistema.
A Figura 9 resume as representac~oes alternativas de uma especicac~ao
AADL, e a Figura 10 apresenta a notac~ao graca dos componentes
AADL.
Os conceitos fundamentais da linguagem e os elementos chave
de uma especicac~ao AADL s~ao resumidos na gura 11. Em AADL,
componentes s~ao denidos atraves de declarac~oes Component Type e
Component Implementation. Uma declarac~ao Component Type dene
a categoria e as interfaces (features) do componente. Uma declarac~ao
Component Implementation dene a estrutura interna de um compo-
nente em termos de subcomponentes, conex~oes com subcomponentes,
seque^ncia de chamadas de subprograms, modes, e as implementac~oes dos
ows e properties. Os componentes AADL s~ao agrupados em categorias
de software, de plataforma de execuc~ao (hardware), composto e generic.
Os Packages permitem a organizac~ao dos elementos AADL em grupos
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Figura 9 { Representac~oes AADL
Fonte: (P. Feiler and J. Hudak., 2006)
Figura 10 { Notac~ao Graca dos componentes AADL
Fonte: (P. Feiler and J. Hudak., 2006)
nomeados. Property Sets e Annnex Libraries habilitam um projetista
estender a linguagem e personalizar uma especicac~ao AADL para
atender a um projeto de domnio, ou necessidades especcas.
O padr~ao AADL dene quatro conjuntos distintos de categorias
de componentes para descrever um sistema. A Tabela 4 lista as catego-
rias de componentes AADL existentes, seus respectivos componentes, e
a combinac~ao possvel entre eles, ou seja, a relac~ao de subcomponentes
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Figura 11 { Componentes e Conex~oes AADL
Fonte: (FEILER, 2010)
que um componente suporta.
Em relac~ao a tabela 4:
• Componentes do tipo software: s~ao utilizados para descre-
ver a arquitetura de software de um sistema embarcado.
thread: e uma unidade escalonavel de execuc~ao simulta^nea;
data: s~ao tipos de dados e dados estaticos no codigo-fonte;
thread group: e uma unidade de composic~ao para a
organizac~ao de threads;
process: e um espaco de endereco protegido;
subprogram: representa um codigo executavel que pode
ser chamado sequencialmente.
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Categoria Categoria Subcomponentes Subcomponente
de Grupo de Componente permitidos permitido de
process thread system
data
thread group
thread data process
Software thread group
data data process
thread
data
threadgroup
system
threadgroup data process
thread threadgroup
subprogram nenhum permitido nenhum permitido
processor memory system
memory memory processor
Plataforma memory
de system
Execuc~ao bus Nenhum permitido system
device Nenhum permitido system
system process system
data
processor
Composto/ memory
Hbrido bus
device
system
Generico abstract nenhum permitido nenhum permitido
Tabela 4 { Relac~ao permitida entre componentes e subcomponentes
AADL
Fonte: Adaptado a partir de (P. Feiler and J. Hudak., 2006)
• Componentes do tipo Plataforma de Execuc~ao: s~ao uti-
lizados para descrever a arquitetura de hardware do sistema
embarcado.
memory: s~ao componentes que armazenam dados e codigo;
bus: s~ao componentes que permitem o acesso entre os
componentes da plataforma de execuc~ao;
virtual bus: representa uma abstrac~ao de comunicac~ao,
como um canal virtual ou um protocolo de comunicac~ao. Com-
ponente adicionado na AADL v2;
processor: s~ao componentes que executam threads;
virtual processor: recurso logico que e capaz de escalonar
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e executar threads que devem estar vinculadas a um ou mais
processadores fsicos. Componente adicionado na AADL v2;
device: s~ao componentes que fazem interface e representam
o ambiente externo.
• Componente hbrido ou composto: permitem a integrac~ao
de outros componentes em unidades distintas dentro da arquite-
tura
system: s~ao composic~oes que podem ser constitudas de
outros sistemas, bem como de componentes de software ou de
hardware.
• Categoria Generico: especica a intenc~ao de gerar um
componente. Esta categoria foi adicionada na AADL v2.
abstract: dene um componente neutro (conceitual) que
pode ser renado em outra categoria de componente. Compo-
nente adicionado na AADL v2.
Com a AADL e possvel especicar modelos que descrevem
individualmente o modelo de arquitetura de software e o modelo de ar-
quitetura de hardware de um sistema, e tambem a integrac~ao entre estes
modelos. Para que um modelo AADL possa ser considerado completo,
os componentes de software devem ser mapeados sob uma plataforma
de execuc~ao por meio de relac~oes de ligac~ao. Essas ligac~oes denem
onde o codigo e executado, e onde os dados e o codigo executavel s~ao
armazenadas dentro de um sistema. Por exemplo, uma thread deve
estar ligada a um processador para sua execuc~ao, e um processo deve
estar vinculado a uma memoria. Da mesma forma, as conex~oes entre os
componentes dentro de um sistema devem estar ligados a componentes
da plataforma de execuc~ao (barramentos). Uma ligac~ao fsica entre
um device e um processador tambem pode ser estabelecida por um
barramento.
A sema^ntica bem denida dos conceitos da AADL permite que
varios tipos de vericac~oes e analises quantitativas possam ser aplicadas
as insta^ncias de um modelo AADL. Entretanto, antes de submeter a
insta^ncia de um modelo AADL a analises e vericac~oes, e necessario
especicar algumas propriedades de execuc~ao das threads, tais como
dispatch protocol, period, deadline e compute exectuion time. Alem das
polticas de escalonamento e a velocidade do processador. Depois disso,
e uma vez tendo estabelecido as ligac~oes das threads com o processador,
e possvel avaliar a utilizac~ao do processador, e fazer uma analise de
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escalonamento para determinar se as ligac~oes existentes s~ao aceitaveis.
Alem disso, tambem e possvel atribuir orcamentos de recursos em
termos de ciclos de CPU e memoria para os subsistemas da aplicac~ao, e
capacidades de recursos para a plataforma de execuc~ao. Diante desses
dados, e possvel analisar diversas ligac~oes entre os componentes da
aplicac~ao com a plataforma de execuc~ao, e garantir que os orcamentos
n~ao excedam a capacidades especcas da plataforma.
Outro recurso interessante da AADL e a capacidade que ela
possui de modelar e analisar caminhos de uxo de dados atraves de
um sistema. Por exemplo, e possvel analisar o tempo necessario para
um sinal viajar a partir da unidade de interface, por meio do sistema de
controle, ate o acionamento do atuador, isto em resultado a uma ac~ao
especca. Para que isto seja possvel, e preciso adicionar no modelo
AADL especicac~oes de uxos nos componentes individuais do sistema
(processos e devices), e especicar o uxo ent-to-end no sistema raiz
do modelo AADL, e com base nestas especicac~oes realizar analises de
uxo, como por exemplo, a analise de tempo de resposta end-to-end.
Um modelo AADL tambem pode ser submetido a vericac~ao
formal de propriedades, para assegurar a correc~ao do comportamento
do modelo. Porem, antes disso, e preciso especicar o comportamento
dos devices e das threads utilizando o anexo comportamental da AADL.
Dentre os pontos passveis de vericac~ao, destacam-se as propriedades
comportamentais das threads, tais como: vivacidade, ause^ncia de blo-
queio e justica. A cadeia de vericac~ao disponvel no projeto Topcased,
por meio do plugin AAADL2FIACRE (BERTHOMIEU et al., 2010) torna
possvel que modelos descritos na linguagem AADL sejam transforma-
dos para modelos com um nvel mais baixo de abstrac~ao na linguagem
Fiacre, que, por sua vez, s~ao transformados para modelos TTS, com
um nvel de abstrac~ao ainda mais baixo, servindo de entrada para a
ferramenta de vericac~ao SELT (BERTHOMIEU*; RIBET; VERNADAT,
2004). A Figura 12 apresenta a cadeia de vericac~ao de propriedades
comportamentais do projeto Topcased.
Alem das vericac~oes e analises ja comentadas, o modelo AADL
tambem pode ser submetido a outros tipos de analise, como a analise
de erros, a qual faz uso do anexo de erros da AADL.
As ferramentas listadas a seguir oferecem suporte a criac~ao e
edic~ao de modelos AADL:
• OSATE: O Instituto de Engenharia de Software da Universidade
Carnegie Mellon desenvolveu o Open Source AADL Tool Environ-
ment(OSATE). OSATE e composto por um conjunto de plugins
para a plataforma Eclipse. O OSATE possui um compilador
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Figura 12 { Cadeia de Vericac~ao do Projeto Topcased
Fonte:(CORREA et al., 2010)
para AADL textual, um editor graco para AADL, um gerador
de insta^ncias de modelos AADL, e suporte para o formato de
interca^mbio de dados XMI baseado em XML para AADL, com
base em sua especicac~ao do metamodelo. O editor de graco
Adele para OSATE foi fornecido pela Ellidiss (www.ellidiss.com).
Uma serie de ferramentas de analise e gerac~ao de codigo fonte
foram integrados com OSATE atraves do formato de interca^mbio
XMI. OSATE esta integrado com a sute de ferramentas do
TOPCASED para o desenvolvimento de sistemas embarcados.
• STOOD: E uma ferramenta comercial para o desenvolvimento de
sistemas embarcados (www.ellidiss.com), que abrange o ciclo de
vida completo partindo de requisitos ate a construc~ao do sistema.
Originalmente, desenvolvido para apoiar HOOD-RT, foi esten-
dido para suportar modelos AADL. Ele fornece uma interface
graca para o projeto arquiteto^nico e gera AADL textual. Ele in-
clui um AADL Inspector para validac~ao do modelo AADL e uma
capacidade para extrac~ao de informac~oes arquiteturais a partir do
codigo fonte. STOOD foi integrado com ferramentas de analise e
simuladores como interface com outras cadeias ferramenta AADL,
incluindo OSATE e Ocarina, para tirar proveito de sua capacidade
de analise e gerac~ao.
• O conjunto de ferramentas da Rockwell Collins META estende
o OSATE, fornecendo um editor graco para AADL baseado
em um editor SysML, uma ferramenta padr~ao de projeto arqui-
teto^nico, uma ferramenta de vericac~ao do modelo estatico, e
uma ferramenta de vericac~ao de composic~ao. O editor graco
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foi interligado com OSATE para converter os modelos textuais
AADL editados dentro OSATE e modelos gracos editados dentro
do Enterprise Architect, um editor SysML.
• TASTE: O TASTE (ASSERT Set of Tools for Engineering) e
um conjunto de ferramentas que foi desenvolvido pela Age^ncia Es-
pacial Europeia (ESA) e seus parceiros. Ele fornece um conjunto
de editores gracos para criar a arquitetura de software, a arqui-
tetura de hardware, e a implantac~ao do software no hardware.
Estes editores fornecem uma interface de usuario simplicada,
eliminando a necessidade de aprender a sintaxe textual de AADL.
• Ferramentas UML usando um perl para AADL tambem podem
criar modelos AADL. Uma implementac~ao do prototipo de tal
perl foi feito para Rhapsody na iniciativa chamada SAVI (System
Architecture Virtual Integration) da industria aeroespacial.
• AADL Inspector: E uma ferramenta independente para veri-
car a consiste^ncia de modelos AADL textual (www.ellidiss.com).
E integrado com a ferramenta de analise de escalonamento Ched-
dar e com um motor de simulac~ao multiagentes para a simulac~ao
dina^mica de modelos AADL.
• TOPCASED: E um ambiente opensource para desenvolvimento
de sistemas embarcados crticos baseado na plataforma do projeto
de modelagem eclipse, ele fornece um conjunto de ferramentas
tais como: editores gracos e de texto, tradutores de modelos,
geradores de teste, de documentac~ao e de codigo, ferramentas
de controle de vers~ao, ferramentas de vericac~ao de modelo,
ferramentas de validac~ao de requisitos, entre outros recursos, os
quais permitem lidar com os diversos modelos que podem compor
o projeto de um sistema embarcado crtico, incluindo modelos
AADL (FARAIL et al., 2006).
• Outras organizac~oes te^m criado ferramentas que geram modelos
AADL a partir do conteudo de bases de dados de projetos, e para
extrair modelos AADL a partir de modelos Simulink existentes.
A abordagens que apresentaram resultados mais signicativos na
extrac~ao de modelos AADL a partir de modelos Simulink, s~ao
apresentadas em mais detalhes na proxima sec~ao.
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2.5 CONSIDERAC~OES
Embora o mecanismo de suporte a execuc~ao da transic~ao de
projeto entre a modelagem funcional e a modelagem arquitetural du-
rante o processo de desenvolvimento de CPSs proposto por esta tese
de doutorado seja generico, ou seja, que o mecanismo proposto possa
ser utilizado com diferentes combinac~oes de ferramentas de modelagem
funcional e de linguagem de descric~ao de arquitetura, foi necessario
denir uma ferramenta de modelagem funcional e uma linguagem de
descric~ao de arquitetura para gerar, respectivamente, o modelo fonte e
o modelo destino, e assim tornar possvel a avaliac~ao e a validac~ao do
processo de transformac~ao de modelos por este trabalho de pesquisa.
A escolha da ferramenta Simulink como ferramenta de modela-
gem funcional para gerar os modelos fonte do mecanismo de transfor-
mac~ao de modelos proposto nesta tese de doutorado, foi devido ao seu
grau de maturidade e popularidade entre os engenheiros de controle e
automac~ao. Alem disso, a ferramenta Simulink possui um conjunto de
caractersticas comum as outras ferramentas de modelagem funcional
apresentadas neste captulo, como o fato de possibilitar a organizac~ao
de seus modelos de forma hierarquica utilizando o conceito de diagrama
de blocos.
A escolha da linguagem de descric~ao de arquitetura dos modelos
alvo gerados pelo mecanismo de transformac~ao de modelos proposto foi
feita levando em considerac~ao o resultado das comparac~oes feitas entre
as ADLs apresentado anteriormente neste captulo. Portanto, a escolha
da linguagem AADL deve-se ao fato dela fornecer recursos que possibi-
litam descrever individualmente o modelo de arquitetura de software,
o modelo de arquitetura de hardware, composto por processadores,
barramentos e memoria, alem de possibilitar especicar a integrac~ao
entre estes modelos para compor o modelo de arquitetura completo do
sistema embarcado. Outra quest~ao que inuenciou sua escolha foi o fato
da quantidade crescente de ferramentas de analise disponveis para esta
linguagem, o que aponta que, tanto a comunidade cientca quanto a
industria est~ao usando a linguagem AADL para explorar novas tecnicas
de analise para o modelo de arquitetura de CPS (DELANGE et al., 2010).
Por m, destaca-se que as abordagens existentes voltadas a integrac~ao
de modelos funcional e de arquitetura concentram-se na integrac~ao de
modelos funcionais Simulink ou Scade com modelos de arquitetura de
sistemas especicados usando a linguagem de descric~ao de arquitetura
AADL.
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3 TRABALHOS RELACIONADOS
Este captulo apresenta as abordagens existentes voltadas ao ma-
peamento e a integrac~ao de modelos funcionais Simulink com modelos
de arquiteura AADL durante a concepc~ao de CPSs.
3.1 PROJETO ASSERT
De acordo (ESTEC-ESA, 2008), o projeto ASSERT prop~oe uma
metodologia de desenvolvimento de software que possibilita projetar
sistemas complexos usando varias ferramentas de modelagem atraves
de uma cadeia de ferramentas. O projeto ASSERT foi nanciado
pela ESA (Age^ncia Espacial Europeia) e pela Comiss~ao Europeia,
com o proposito melhorar o processo de desenvolvimento de sistemas
embarcados crticos de tempo real.
A metodologia ASSERT e apoiada por um conjunto de ferramen-
tas desenvolvidas ao longo do projeto. O principal objetivo da cadeia
de ferramentas do projeto ASSERT e permitir que equipes de desenvol-
vimento de componentes individuais possam escolher a ferramenta de
modelagem que melhor atenda aos requisitos do respectivo componente,
e ao mesmo tempo assegurar a integrac~ao destes componentes com
uma arquitetura global, isso, sem a necessidade de implementar codigo
manualmente.
Para lidar com a diferenca entre as notac~oes dina^micas e es-
taticas, a cadeia de ferramentas ASSERT utiliza um modelo de alto
nvel do sistema global, que descreve os subsistemas individuais e suas
interfaces de forma abstrata. Isto foi possvel atraves da utilizac~ao
de uma ferramenta de modelagem independente e pela combinac~ao
das linguagens AADL e ASN.1 para fornecer uma descric~ao formal,
precisa e completa da arquitetura do sistema e dos dados. Sendo
assim, a linguagem AADL na sua forma graca e usada para descrever
o modelo do sistema de alto nvel, ou seja, os subsistemas, suas
propriedades n~ao-funcionais (por exemplo, WCET) e suas interfaces.
Ela tambem e usada para descrever as congurac~oes de implantac~ao
do sistema (por exemplo, qual subsistema e atribudo a qual CPU). A
linguagem ASN.1 (Abstract Syntax Notation number One) e usada para
descrever as mensagens trocadas entre os subsistemas. Em esse^ncia, a
cadeia de ferramentas gerada no projeto ASSERT permite que codigos
gerados por ferramentas de modelagem diferentes possam interagir de
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forma transparente, sem a participac~ao do usuario no processo de
empacotamento de mensagens.
3.2 IME - INTEGRATED MODELING ENVIRONMENT
A empresa Emmeskay oferece servicos e ferramentas de suporte
ao desenvolvimento baseado em modelos de sistemas embarcados. Uma
das ferramentas oferecidas por tal empresa e o IME (Integrated Mode-
ling Environment) que utiliza como padr~ao a Linguagem Descric~ao da
Arquitetura de Sistemas (SADL)(IME, 2011).
Os estudos apresentados em (RAGHAV et al., 2009b), (RAGHAV
et al., 2009a) e (RAGHAV; GOPALSWAMY, 2009), demonstram a possibi-
lidade do IME oferecer suporte para gerar um modelo de arquitetura
do sistema em AADL a partir de informac~oes estruturais extradas de
um modelo funcional Simulink; e tambem demonstram a possibilidade
do IME permitir anexar submodelos Simulink aos componentes de um
modelo de arquitetura de sistema em AADL pre-existente. Entretanto,
para que isso seja possvel, um modelo de arquitetura do sistema inter-
mediario em SADL precisa ser marcado com marcas que representam
conceitos AADL, para ent~ao ser transformado em um modelo AADL
textual. Nesta abordagem, as marcas s~ao chamadas de atributos. As
marcas que s~ao utilizadas para marcar um modelo em SADL, e que
guiam as regras de transformac~ao entre os modelos SADL e AADL s~ao
apresentadas na Tabela 5. Os mesmos estudos tambem apresentam
a possibilidade de que um modelo de arquitetura descrito em AADL
poder ser importado pelo IME, desde que o mesmo esteja em um
formato XML (arquivo .aaxl). Neste caso, o mapeamento ocorre no
sentido do modelo AADL para o modelo SADL. A Figura 13 demonstra
o mapeamento suportado pelo IME entre os modelos Simulink, SADL
e AADL
Modelo SADL Tipo de Componente
AADL e Implementation
Sem Atributos System
Tipo IME com atributo Processor Processor
Tipo IME com atributo Process Process
Tipo IME com atributo Thread Thread
Tipo Simulink Subprogram
Tabela 5 { Conjunto de Marcas do IME
Fonte:(RAGHAV; GOPALSWAMY, 2009)
47
Figura 13 { Mapeamento Simulink-SADL-AADL
fonte:(RAGHAV; GOPALSWAMY, 2009).
3.3 POLYCHRONY
Polychrony e um conjunto de ferramentas de projeto auxiliado
por computador que implementa o modelo de computac~ao e comuni-
cac~ao para capturar semanticamente arquiteturas embarcadas denomi-
nadas GALS (Globalmente Assncronas e Localmente Sncronas) (MA,
2010). Ele fornece uma representac~ao deste modelo de computac~ao
atraves de um ambiente Eclipse para facilitar a sua utilizac~ao e inter-
operac~ao com a heterogeneidade de linguagens e modelos comumente
utilizados nos domnios de aplicac~ao aeroespacial e automotivo. Base-
ado na linguagem Signal, o nucleo do Polychrony fornece uma ampla
gama de servicos de analise, transformac~ao, vericac~ao e sntese para
auxiliar o engenheiro com as tarefas necessarias que levam a simulac~ao,
teste, vericac~ao e de gerac~ao de codigo para arquiteturas de software.
Em dezembro de 2010, o conjunto de ferramentas Polychrony cou
disponvel sob licenca EPL e GPL v2.0 pelo INRIA (INRIA, 2010).
Signal e uma linguagem para especicac~ao e programac~ao para apli-
cac~oes embarcadas crticas e de tempo-real (LEGUERNIC et al., 1991).
Polychrony e o resultado de pesquisas da equipe de projeto ESPRESSO
(INRIA, 2010).
(YU et al., 2011) prop~oe uma abordagem para a quest~ao da
composic~ao, integrac~ao e simulac~ao de modelos heteroge^neos em um
uxo de co-design de sistema utilizando Polycrhrony no contexto do
projeto CESAR (Cost-ecient methods and processes for safety rele-
vant embedded systems)(CESAR. . . , 2010). Neste caso, a ferramenta
Polychrony foi integrada a Reference Technology Platform (RTP) do
projeto CESAR para servir como um framework de cooperac~ao para
a modelagem e explorac~ao de arquitetura. De acordo com a Figura
14, o comportamento do sistema e modelado usando o modelo de
computac~ao sncrono do Simulink/GeneAuto (TOOM et al., 2008), e o
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modelo de arquitetura e especicado usando o modelo de computac~ao
assncrono da AADL. Estes modelos de alto nvel s~ao transformados
em programas Signal atraves do SME (Signal-Meta Eclipse). Signal
suporta um modelo de computac~ao sncrono multi-clock que permite a
descric~ao de sistemas localmente sncronos e globalmente assncronos.
Posteriormente o codigo C ou Java e gerado a partir dos programas
Signal. A simulac~ao pode, por exemplo, ser realizada com a nali-
dade de avaliac~ao de desempenho. O Polychrony e suas ferramentas
associadas permitem uma simulac~ao rapida e ecaz, e uma avaliac~ao
e validac~ao de arquiteturas a nvel de sistema, sem a necessidade de
traduc~oes adicionais para outros formalismos, ou seja, a vericac~ao
formal, a simulac~ao, e a analise podem ser realizadas diretamente neste
formalismo (signal), sem a necessidade de traduc~oes complementares
para outros formalismos (YU et al., 2011).
Figura 14 { Processo de Design para a Modelagem e Simulac~ao
Heteroge^nea dentro do Polychrony
fonte:(YU et al., 2011)
3.4 INTEGRAC~AO DOS CODIGOS-FONTE DE MODELOS SIMU-
LINK E AADL
O objetivo principal da proposta apresentada em (DELANGE et
al., 2010) e demonstrar como integrar o codigo fonte gerado a partir de
modelos Simulink com o codigo fonte gerado a partir de modelos AADL,
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tendo como objetivo nal a obtenc~ao do codigo executavel completo do
sistema projetado, possibilitando o desenvolvimento de todo o sistema
a partir de modelos.
A soluc~ao de integrac~ao de modelos proposta nesta abordagem
possibilita que dois uxos de trabalho possam ser executados. O
primeiro uxo de trabalho dene que inicialmente devem ser gerados
os modelos funcionais Simulink, e, posteriormente, deve ser gerado um
modelo de arquitetura de software descrito em AADL. Em seguida,
deve ser feita a associac~ao dos modelos funcionais Simulink com os
componentes de software do modelo de arquitetura AADL. Por ultimo,
o modelo de arquitetura deve ser anotado e submetido a ferramentas de
vericac~ao e analises disponveis para modelos AADL. O segundo uxo
de trabalho inicia com o projeto da arquitetura de software descrito
em AADL, em seguida os componentes funcionais s~ao implementados
em Simulink, sendo que suas interfaces devem coincidir com a interface
descrita no modelo AADL. Em seguida, os componentes de software
do modelo de arquitetura AADL s~ao renados para fazer refere^ncia a
estes componentes funcionais.
Nesta abordagem, a integrac~ao dos modelos subdivide-se em tre^s
atividades: (i) Importac~ao dos dados do aplicativo para AADL; (ii)
Importac~ao das func~oes do aplicativo para AADL; e (iii) Gerac~ao e
integrac~ao de codigo.
A importac~ao dos dados especcos do modelo Simulink e viabi-
lizada atraves do componente AADL data. A importac~ao das func~oes
do aplicativo e feita atraves do componente AADL subprogram, o
qual modela o uxo de instruc~oes executadas em outro componente
AADL chamado thread. A gerac~ao de codigo em nvel de aplicac~ao
e de responsabilidade dos geradores de codigo especcos, neste caso,
o Real-Time Workshop para Simulink e o KCG para SCADE, os
quais fornecem funcionalidades importantes que podem ser usadas
para conseguir o interca^mbio de dados entre os nveis de aplicac~ao e
de arquitetura. O codigo fonte a nvel de arquitetura e gerado pelo
conjunto de ferramentas OCARINA (LASNIER et al., 2009).
3.5 PLUGINS IMPORTER.SIMULINK E IMPORTER.SCADE PARA
OSATE2
O Software Engineering Institute (SEI) esta implementando um
importador de modelos Simulink (em formato .slx) e um importador de
modelos Scade para o OSATE2, que visa permitir ao ambiente OSATE2
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importar um modelo Simulink no formato SLX ou um modelo Scade e
gerar a partir deste o esqueleto do modelo de arquitetura de um sistema
em AADL. Este e um projeto em desenvolvimento, ele foi apresentado
na SAE AeroTech Conference & Exhibition que ocorreu na cidade
Montreal, Quebec, Canada, em setembro de 2013. Uma vers~ao de teste
dos plugins importer.simulink e importer.scade foi disponibilizada no
site https://github.com/osate/ osate2-plugins/tree/develop em fevereiro
de 2014.
O projeto do plugin importer.simulink encontra-se em uma fase
de desenvolvimento precoce, e por este motivo, ate o momento, n~ao
existe qualquer publicac~ao, documentac~ao ou relatorio tecnico dispon-
vel para consulta. O importador em quest~ao esta sendo desenvolvido
para o programa SAVI (The System Architecture Virtual Integration
Program).
O programa AVSI SAVI (\savvy") ((AVSI), 2010) e uma colabora-
c~ao entre os interessados no desenvolvimento de sistemas aeroespaciais,
e tem como objetivo avancar o estado da arte das tecnologias que
permitem integrac~ao virtual de sistemas complexos. Membros atuais do
Programa de SAVI incluem Airbus, Boeing, BAE Systems, U.S. DoD,
Embraer, U.S FAA, Goodrich, Honeywell, U.S. NASA, Rockwell Collins
e o Software Engineering Institute/CMU. O SAVI e um projeto dentro
do Aerospace Vehicle Systems Institute, uma cooperativa de pesquisa
da industria aeroespacial, que faz parte do Texas A&M University
System, e cujos membros executam projetos colaborativos de pesquisa
e tecnologia aplicada.
3.6 LIMITAC~OES DAS ABORDAGENS EXISTENTES
Iniciando pelo projeto ASSERT, e possvel reconhecer que ele
trouxe contribuic~oes signicativas no domnio de desenvolvimento de
sistemas embarcados crticos, apresentando uma metodologia de desen-
volvimento bem estruturada e um conjunto de ferramentas que ofere-
cem suporte a aplicac~ao de tal metodologia, possibilitando a utilizac~ao
de varias ferramentas de modelagem e, consequentemente, diferentes
modelos durante o processo de desenvolvimento e um sistema em-
barcado crtico. Entretanto, acredita-se n~ao ser uma boa pratica o
modelo proposto pelo ASSERT de iniciar um projeto pela denic~ao da
arquitetura de software. Os modelos funcionais podem ser criados por
diferentes ferramentas de modelagem para atender tal arquitetura de
software projetada previamente. Desta forma, o modelo de arquitetura
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de software n~ao e gerado a partir de um modelo funcional existente,
mas sim modelos funcionais especcos e que s~ao criados para serem
consistentes de uma arquitetura de software previamente especicada.
Ja a proposta de adaptac~ao da ferramenta IME possui algumas
limitac~oes quanto ao mapeamento de modelos SADL para modelos
AADL. Isto pode ser atribudo a falta de compatibilidade completa
entre as duas DSLs. De acordo com (RAGHAV; GOPALSWAMY, 2009),
as portas de dados SADL s~ao traduzidas para portas de dados AADL,
ja o mapeamento de outras portas de dados mais complexos n~ao
e suportado atualmente. Alem disso, a exportac~ao para AADL de
informac~oes adicionais acrescentadas pelo usuario diretamente no IME
e limitada. Outra limitac~ao, e que o IME n~ao oferece suporte a todos
os componentes de hardware da AADL. Esta ultima limitac~ao, em
particular, pode prejudicar a criac~ao de um modelo de arquitetura do
sistema detalhado e mais proximo do produto nal. O IME tambem
n~ao extrai dos modelos funcionais Simulink possveis modos de operac~ao
ou comportamento dos componentes de software, uma vez que ele n~ao
suporta mapear o comportamento de um componente funcional que
esteja representado por um diagrama Stateow. Isso acontece porque
a linguagem SADL n~ao suporta representar comportamento usando
state-machines (CHKOURI; BOZGA, 2009), veja Tabela 3. Alem disso,
o estudo viabilizando a integrac~ao de modelos Simulink e AADL pro-
posto pela Emmeskay atraves da ferramenta IME, foi feito em carater
experimental, e parece que n~ao esta sendo comercializado atualmente
como parte da ferramenta.
Em (YU et al., 2011), a ferramenta Polychrony foi integrada ao
projeto CESAR para servir como um framework de cooperac~ao para
modelagem e explorac~ao de arquitetura. No escopo do projeto CESAR
a ferramenta de co-modelagem Polychrony suporta a importac~ao de
modelos de alto nvel Simulink (funcional) e especicac~oes AADL
(arquitetural). Esta func~ao de importac~ao esta atualmente implemen-
tada por duas transformac~oes diferentes, a saber, Simulink-to-Signal e
AADL-to-Signal. Para integrar os programas Signal resultantes des-
sas transformac~oes, algumas interfaces Signal precisam ser executadas
manualmente. A composic~ao de modelos Simulink e AADL, depende,
portanto, de projetistas de sistemas para implementar estas interfaces,
o que torna difcil a manutenc~ao e a validac~ao do modelo resultante.
Em relac~ao a abordagem apresentada em (DELANGE et al., 2010).
Considerando que o estudo descrito foi desenvolvido como uma prova
de conceito, focando exclusivamente a integrac~ao dos codigos-fonte
gerados a partir de modelos Simulink e AADL para compor o codigo-
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fonte completo da aplicac~ao, algumas quest~oes importantes n~ao foram
contempladas. Dentre elas: a) Os modelos Simulink e AADL s~ao
criados de forma independente, ou seja, um n~ao e gerado a partir do
outro; b) Os componentes dos modelos s~ao interligados por associac~oes
feitas de forma manual; c) N~ao garante a sincronizac~ao dos modelos,
ou seja, possveis alterac~oes em um determinado modelo n~ao s~ao ne-
cessariamente reetidas no outro; e d) A consiste^ncia entre a interface
dos blocos de um modelo Simulink e a interface dos componentes de
software AADL deve ser garantida de forma manual.
Quanto ao plugin importer.simulink, aparentemente ele n~ao su-
porta a importac~ao de modelos Simulink em formato mdl, o mapea-
mento estrutural gera apenas componentes do tipo system, e o mape-
amento comportamental suporta o mapeamento de blocos Stateow
hierarquicos. No entanto, o foco do mapeamento comportamental
parece ser a identicac~ao de problemas arquiteto^nicos relacionados ao
compartilhamento de dados, e n~ao a vericac~ao de propriedades com-
portamentais. O plugin importer.simulink parece tambem n~ao suportar
o mapeamento de possveis modos de operac~ao do sistema especicados
em modelos funcionais Simulink para o modelo de arquitetura AADL
correspondente.
A Tabela 6 apresenta um quadro comparativo com algumas
perguntas-chave que permitem a identicac~ao das principais caracte-
rsticas e limitac~oes das abordagens de transformac~ao e integrac~ao de
modelos Simulink e AADL apresentadas anteriormente.
ASSERT IME Polychrony Integrac~ao
Codigos-
Fonte
Plugin
importer.
simulink
Gera Modelo de Arqui-
tetura a partir de Mo-
delo Funcional?
n~ao sim n~ao n~ao sim
Preve^ um mapeamento
direto entre modelos
Simulink e AADL?
n~ao n~ao n~ao n~ao sim
Aplica a tecnica de
transformac~ao de mo-
delos M2M?
sim sim sim n~ao sim
Suporta mapeamento
estrutural?
sim sim n~ao n~ao sim
Suporta mapeamento
comportamental?
n~ao n~ao n~ao n~ao sim
Suporta mapeamento
de modos de operac~ao?
n~ao n~ao n~ao n~ao n~ao
Possui suporte
de ferramenta
computacional?
sim sim sim n~ao sim
Tabela 6 { Quadro Comparativo dos Trabalhos Relacionados
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3.7 CONSIDERAC~OES
Tanto quanto foi possvel vericar, n~ao ha uma soluc~ao de-
nitiva para o problema do mapeamento de modelos Simulink para
modelos AADL. Algumas das abordagens existentes fornecem maneiras
de relacionar os modelos, mas n~ao uma alternativa no sentido de
uma transformac~ao de modelos. Dentre os trabalhos ((ESTEC-ESA,
2008; RAGHAV et al., 2009b; YU et al., 2011)) que cobrem mapeamento,
nenhum destes aborda o mapeamento comportamental. Em relac~ao ao
mapeamento estrutural, todos os estes fazem uso de uma linguagem
intermediaria, limitando as possibilidades de mapeamento e a posterior
manutenc~ao da integrac~ao dos modelos.
O plugin importer.simulink e o mecanismo de transformac~ao de
modelos apresentado neste trabalho de pesquisa parecem ter o mesmo
objetivo, apesar de aparentemente adotarem uma abordagem diferente
para realizar os mapeamentos estrutural e comportamental entre os
modelos Simulink e AADL. O projeto do plugin importer.simulink
esta em um estagio inicial de desenvolvimento se comparado com o
projeto do mecanismo de transformac~ao de modelos apresentado neste
documento de tese. Na medida do que foi possvel compreender, em
consulta ao pouco material encontrado e a vers~ao de teste disponvel
do plugin importer.simulink, ele n~ao suporta a importac~ao de modelos
Simulink em formato mdl, o mapeamento estrutural gera apenas tem
componentes do tipo system e mapeamento comportamental suporta o
mapeamento de blocos Stateow hierarquicos. No entanto, o foco do
mapeamento comportamental parece ser a identicac~ao de problemas
arquiteto^nicos relacionados ao compartilhamento de dados, e n~ao a ve-
ricac~ao de propriedades comportamentais como e o caso do mecanismo
proposto por esta tese de doutorado. Alem disso, parece que o plugin
importer.simulink n~ao suporta o mapeamento de possveis modos de
operac~ao do sistema especicados em modelos funcionais Simulink para
o modelo de arquitetura AADL correspondente.
Na realidade, foi muito difcil reproduzir os resultados dos traba-
lhos relacionados. Isso se deve ao fato de que a documentac~ao disponvel
e na maioria das vezes incompleta, e tambem devido a falta de ferramen-
tas computacionais de suporte disponveis para auxiliar a aplicac~ao das
abordagens propostas. Todas estas quest~oes motivaram a apresentac~ao
de um mecanismo capaz de oferecer suporte ao mapeamento de aspectos
estruturais, comportamentais e de possveis modos de operac~ao de um
modelo funcional Simulink para um modelo preliminar de arquitetura
AADL durante o processo de desenvolvimento de CPSs.
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4 TRANSFORMAC~AO ASSISTIDA DE MODELOS -
AST
Este captulo apresenta o ponto central desta tese de doutorado,
o qual consiste de um mecanismo que contribui com a gerac~ao da ar-
quitetura de Sistemas Computacionais Embarcados (ECS), mais espe-
cicamente, um mecanismo para transformar um modelo funcional em
um modelo de arquitetura de software preliminar durante o processo de
desenvolvimento de CPSs. Tal mecanismo e chamado de Transformac~ao
Assistida de Modelos (AST).
4.1 CONTEXTUALIZAC~AO DO MECANISMO PROPOSTO
O mecanismo de Transformac~ao \ASssistida" de modelos (AST)
tem por nalidade contribuir com a reduc~ao do grau de diculdade
de relacionar os componentes de um modelo funcional com os compo-
nentes do modelo de arquitetura de software do respectivo CPS em
desenvolvimento.
A Figura 15 apresenta uma re-leitura do processo de desenvolvi-
mento proposto por (CORREA et al., 2010) feita por esta autora e seus
orientadores. O processo em quest~ao adota diferentes linguagens de
modelagem ao longo do ciclo de vida do desenvolvimento, de modo que
artefatos com ns especcos podem ser gerados ao longo do projeto. A
necessidade de adotar mais do que uma linguagem esta relacionada ao
fato de que ha uma enorme lacuna sema^ntica entre as necessidades dos
usuarios e o codigo nal que precisa ser escrito para implementa-las. A
introduc~ao dessas linguagens permite que a equipe de desenvolvimento
mude gradativamente a representac~ao do sistema, partindo de uma
linguagem mais abstrata (ou informal) para outra representac~ao mais
concreta (ou rigorosa). Isso tambem permite a adic~ao gradual de
detalhes relevantes nos modelos.
Figura 15 { Principais atividades e artefatos do metodo para desenvol-
ver CPSs.
As linguagens utilizadas neste processo permitem que os seguin-
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tes artefatos facam parte do processo de desenvolvimento, para apoiar
em diferentes nveis a especicac~ao, o projeto e a implementac~ao do
sistema em quest~ao:
1. Especicac~ao de Requisitos (escrito em uma linguagem natural)
2. Casos de Uso e suas descric~oes textuais
3. Modelos de Simulac~ao
4. Modelos de Arquitetura Software/Hardware
5. Programas de Software
E compreensvel que, para um projeto diferente, para um tipo
distinto de sistema, ou para um contexto diferente, possam ser adotadas
outras linguagens. Alem disso, deve ser obvio de que e possvel escolher
uma linguagem diferente para ns de implementac~ao.
Em relac~ao ao encadeamento das atividades apresentado na
gura 15:
• Denic~ao do Escopo do Sistema: o primeiro passo do processo de
desenvolvimento e denir o escopo do sistema. Isto implica em
elicitar os requisitos das fontes (normalmente os stakeholders).
Este e um passo n~ao trivial a ser realizado, uma vez que implica
na identicac~ao das necessidades dos usuarios no que diz respeito
ao sistema a ser construdo. Ha muitas tecnicas que podem ser
usadas nesta etapa, como entrevistas, analise de tarefas, analise de
domnio, a introspecc~ao, o debate e a observac~ao. Um bom estudo
sobre tecnicas de elicitac~ao pode ser encontrado em (ZOWGHI;
COULIN, 2005). Como e habitual nestas situac~oes, n~ao ha regras
rgidas para decidir quais tecnicas utilizar. As tecnicas que s~ao
utilizadas para uma dada situac~ao dependem de uma avaliac~ao
criteriosa feita pelo engenheiro. O resultado nal desta etapa e
uma especicac~ao dos requisitos dos usuarios, tanto funcionais
quanto n~ao funcionais, escrita em uma linguagem natural. Esta
especicac~ao serve principalmente como meio de comunicac~ao
entre os usuarios e os membros do projeto.
Quando a especicac~ao de requisitos e considerada completa, a
equipe de desenvolvimento pode produzir um diagrama de casos
de uso. Ao construir este diagrama, a equipe de desenvolvimento
precisa denir duas quest~oes principais:
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1. Os atores que o sistema interage. Isto e, o ambiente ou
contexto do sistema;
2. Os casos de uso fornecidos pelo sistema, ou seja, as principais
funcionalidades disponveis para seus usuarios.
• Criac~ao do Projeto Preliminar : O proximo passo consiste na
criac~ao de um projeto preliminar para o CPS, com foco tanto
na representac~ao matematica do dispositivo eletromeca^nico a ser
controlado quanto na criac~ao de um primeiro esboco de sua
soluc~ao arquiteto^nica. Devem participar da execuc~ao desta tarefa
membros da equipe com conhecimento em sistemas de controle e
engenheiros da computac~ao.
Nesta atividade, e sugerido que a equipe de desenvolvimento
utilize uma linguagem que permita a estruturac~ao do CPS em
componentes e/ou subsistemas, e que tambem permita que o
CPS possa ser simulado - tanto o controlador, quanto o ambi-
ente. A linguagem precisa ser executavel (para ns de simulac~ao)
e graca, permitindo que o designer represente visualmente a
arquitetura do CPS. Alem disso, a equipe de desenvolvimento
tambem deve julgar sobre a necessidade da utilizac~ao de modos
de operac~ao para o sistema que esta sendo projetado.
Cada componente da arquitetura deve ser renado, introduzindo
novos componentes ou a descric~ao do comportamento dina^mico
do componente, ou ambos. Este processo e repetido ate que todos
os componentes estejam adequadamente especicados.
• Criac~ao do Projeto Detalhado: A criac~ao de um projeto detalhado
e obrigatorio em qualquer projeto de engenharia, e n~ao e diferente
ao projetar um CPS. Nesta etapa, a equipe do projeto deve
produzir um modelo com um nvel de detalhamento que torne
sua implementac~ao a mais simples possvel. E ainda melhor se
esse modelo puder ser objeto de analise, possibilitando que a
equipe do projeto possa utilizar tal modelo para julgar decis~oes de
projeto tomadas antes da implementac~ao do modelo, de modo que
possveis erros de projeto possam ser antecipados e devidamente
corrigidos.
Especicamente no caso de um projeto CPS, a equipe deve decidir
sobre a alocac~ao das funcionalidades em processos e threads, e
tambem sobre a implementac~ao de tais tarefas em uma plataforma
de execuc~ao (hardware), que por sinal tambem deve ser denida.
Alem disso, as diferentes restric~oes relacionadas a implementac~ao
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do sistema devem ser levadas em considerac~ao, como por exemplo,
restric~oes de tempo e de consumo de energia.
• Gerac~ao do Codigo Fonte: Assim que o projeto detalhado e con-
cludo, e necessario traduzi-lo em uma linguagem de programac~ao.
Esta etapa tambem pode estar relacionada com o co-projeto
de software/hardware, mas, por uma quest~ao de simplicidade,
e considerado apenas como gerac~ao de software. A gerac~ao de
codigo pode ser executada manualmente ou automaticamente.
Por convenie^ncia, a gerac~ao automatica de codigo e prefervel.
Conforme ja comentado no captulo 1 deste documento, um dos
pontos em aberto neste processo de desenvolvimento, e, justamente, a
denic~ao da maneira como se da a transformac~ao do projeto prelimi-
nar (modelo funcional Simulink) para o projeto detalhado do sistema
(especicac~ao AADL). Neste contexto, a AST e apresentada como um
mecanismo para auxiliar a criac~ao do modelo de arquitetura de software
a partir de informac~oes estruturais, operacionais (modos de operac~ao)
e comportamentais extradas de um modelo funcional previamente
especicado.
4.2 APRESENTAC~AO DO MECANISMO PROPOSTO
Durante o processo de desenvolvimento de um CPS e comum
a utilizac~ao de diferentes tipos de modelos. Dentre eles, e comum a
existe^ncia do modelo da planta fsica do sistema, o qual apresenta a
modelagem matematica do dispositivo eletromeca^nico a ser controlado,
a existe^ncia do modelo funcional, que apresenta a especicac~ao dos
componentes de software do sistema em desenvolvimento. Este modelo
em particular possibilita a execuc~ao de simulac~oes dos algoritmos de
controle, e em ultima insta^ncia ele fornece o codigo-fonte das func~oes
do sistema. Ja o modelo de arquitetura do sistema e responsavel pela
estruturac~ao do software em termos de processos e threads e apresen-
tando as propriedades de execuc~ao destes componentes do sistema. No
modelo de arquitetura tambem e denida a plataforma de execuc~ao do
sistema, em termos de processadores, memorias e barramentos, bem
como suas propriedades de execuc~ao. O que torna possvel a validac~ao
das caractersticas esperadas do sistema em termos de escalonamento,
seguranca e comportamento, isto, por meio da execuc~ao de diferentes
tipos de analises e vericac~oes.
A Figura 16 representa gracamente a relac~ao entre os modelos
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funcionais e o modelo de arquitetura de um CPS.
Figura 16 { Relac~ao entre Modelos Funcionais e o Modelo de
Arquitetura de um CPS
Como pode ser observado na Figura 16, os modelos funcionais
e de arquitetura gerados durante o processo de desenvolvimento de
um CPS s~ao considerados complementares, uma vez que os modelos
funcionais fornecem aos componentes de software do modelo de arqui-
tetura os codigos-fonte das funcionalidades do sistema. Sendo assim,
e fundamental que estes modelos sejam consistentes entre si, e que
alem disso, eles estejam devidamente integrados. Os codigos-fonte das
funcionalidades do sistema podem ser gerados a partir de diagramas
de blocos, o quais s~ao frequentemente utilizados por engenheiros para
especicar os algoritmos de controle de CPSs.
O processo de desenvolvimento de CPSs tende a ser uma ati-
vidade multidisciplinar. Como pode ser observado na Figura 17,
enquanto os engenheiros de controle e automac~ao est~ao preocupados
com a modelagem funcional do sistema (implementac~ao dos algoritmos
de controle), os engenheiros de computac~ao denem a arquitetura do
sistema. Entretanto, um problema frequentemente encontrado neste
cenario e a falta de integrac~ao e a inconsiste^ncia entre os diferentes
modelos funcionais e de arquitetura do sistema.
Visando contornar tal problema e tornar a transic~ao de projeto
entre a modelagem funcional e a modelagem de arquitetura do sis-
tema mais suave, esta tese de doutorado apresenta um mecanismo de
transformac~ao assistida de modelos, denominado AST, que sugere uma
forma coerente de relacionar os elementos do modelo funcional com os
componentes de software do modelo de arquitetura do sistema. A AST
oferece suporte para a extrac~ao de informac~oes de um modelo funcional,
gerado em uma etapa anterior do processo de desenvolvimento, sem
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Figura 17 { Caracterstica Multidisciplinar do Processo de Desenvolvi-
mento de CPSs
que para isso seja necessario dominar tecnicas de controle, nem t~ao
pouco analisar o codigo-fonte gerado pelas ferramentas de modelagem
e simulac~ao. Para tanto, foram empregadas tecnicas da MDE para
estruturar um motor de transformac~ao capaz de executar a transfor-
mac~ao de modelos funcionais utilizados para a modelagem funcional e
simulac~ao em modelos preliminares de arquitetura do sistema.
Conforme pode ser observado na Figura 18, e seguindo a tecnica
de transformac~ao de modelos do tipo M2M da MDE, a AST consiste de
um motor de transformac~ao que importa um modelo funcional, executa
um conjunto de regras de transformac~ao previamente denido e gera
como resultado um modelo de arquitetura preliminar do SCE, modelo
este, hierarquicamente estruturado conforme o modelo funcional im-
portado. Tanto o modelo funcional importado, quanto o modelo de
arquitetura gerado, devem estar em conformidade com seus respectivos
metamodelos.
A estrutura da AST apresentada na Figura 18 segue o esquema
de transformac~ao de modelos sugerido por (LINA; NANTES, 2006) e
apresentado na Figura 5 do Captulo 2 deste documento.
As regras de transformac~ao da AST executam mapeamentos com
multiplicidade de um para um (1:1) ou de um para muitos (1:n).
Os mapeamentos da AST podem ser classicados como sendo do tipo
combinado, ou seja, eles combinam caractersticas do mapeamento de
tipos e do mapeamento de insta^ncias. No mapeamento combinado, um
mapeamento de tipos, pode ser, de certa forma, congurado atraves do
uso de marcas. Neste caso, as marcas indicam caractersticas presentes
no modelo funcional que n~ao poderiam ser denidas atraves dos tipos
de elementos existentes no modelo de arquitetura. Ate este ponto da
pesquisa, as regras de transformac~ao da AST s~ao unidirecionais, ou seja,
elas tratam do mapeamento partindo de um modelo funcional para um
modelo de arquitetura.
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Figura 18 { Estrutura do Mecanismo de Transformac~ao ASSsistida de
Modelos.
As regras de transformac~ao da AST oferecem suporte para a
extrac~ao de aspectos estruturais, comportamentais (comportamento
de determinados componentes de software) e de possveis modos de
operac~ao do sistema do modelo funcional para gerar o modelo de
arquitetura do SCE. A identicac~ao destes diferentes aspectos se baseia
exclusivamente na posic~ao hierarquica de certos componentes dentro
do modelo funcional e na composic~ao interna destes componentes. A
quest~ao do mapeamento comportamental e dos modos de operac~ao e
melhor detalhada no proximo captulo, o qual apresenta a utilizac~ao
a AST para transformar modelos funcionais Simulink em modelos de
arquitetura AADL.
A decis~ao pela utilizac~ao do recurso de marcas foi tomada du-
rante a especicac~ao das regras de transformac~ao da AST. Ou seja, foi
constatado que um diagrama de blocos no modelo funcional poderia
gerar diferentes componentes de software ou de hardware no modelo de
arquitetura do SCE durante o processo de transformac~ao de modelos
previsto. As variac~oes de mapeamento identicadas est~ao diretamente
relacionadas com a posic~ao hierarquica do diagrama de blocos dentro
do modelo funcional e com a composic~ao interna do mesmo. Portanto,
devido as variac~oes de mapeamento identicadas durante a especi-
cac~ao das regras de transformac~ao foi necessario denir algum tipo
de interac~ao do usuario com o processo de transformac~ao de modelos
previsto. A interac~ao do usuario com o processo de transformac~ao de
modelos da AST ocorre, justamente, por meio da inserc~ao das marcas
nos blocos que possuem internamente um diagrama de blocos, diagrama
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este, responsavel pelo funcionamento de determinada funcionalidade do
sistema. A necessidade da interac~ao do usuario atraves da inserc~ao das
marcas motivou a denominar o mecanismo proposto como Transfor-
mac~ao \ASssistida" de modelos (AST). Vale observar que o conjunto
de marcas que pode ser utilizado para marcar um modelo funcional,
e consequentemente, guiar a execuc~ao das regras de transformac~ao da
AST, deve ser previamente denido. Observe que o conjunto de marcas
aparece representado na Figura 18 atraves da caixa marcas.
4.3 CORRELAC~AO PROPOSTA ENTRE OS MODELOS FUNCIO-
NAL E DE ARQUITETURA
Qualquer regra de transformac~ao deve ser baseada em correlac~oes
existentes entre componentes dos modelos (e metamodelos) envolvidos
no processo de transformac~ao de modelos. Como pode ser observado
na Figura 19, um modelo funcional pode possuir diferentes nveis de
abstrac~ao, mas em ultima insta^ncia um modelo funcional gera o codigo-
fonte de uma func~ao do sistema. Este codigo normalmente e gerado a
partir de um diagrama de blocos. Este diagrama de blocos, por sua
vez, pode estar alocado hierarquicamente dentro de outro diagrama
de blocos, e assim sucessivamente. E justamente esta estruturac~ao
hierarquica que possibilita a identicac~ao de aspectos arquiteturais em
um modelo funcional.
Figura 19 { Estrutura Hierarquica de um Diagrama de Blocos.
Visando explorar a possibilidade de estruturac~ao dos modelos
funcionais apresentada acima, o mecanismo de AST dene que os
modelos funcionais que ser~ao importados pelo motor de transformac~ao,
devem, obrigatoriamente, descrever a hierarquia estrutural do sistema
de controle por meio de subsistemas, suas interfaces e conex~oes. Sendo
que cada subsistema deve estar especicado no modelo funcional como
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um diagrama de blocos. Ferramentas de modelagem funcional bastante
conhecidas como Simulink, Scade, LabVIEW e Scilab fazem uso do
conceito de diagrama de blocos para estruturar seus modelos.
Para facilitar a compreens~ao da correlac~ao entre os modelos
funcional e de arquitetura sugerida por este trabalho de pesquisa,
considere modelos funcionais gerados com o uso da ferramenta Simulink
e modelos de arquitetura especicados utilizando a linguagem AADL.
De acordo com a Figura 20, em um modelo funcional Simulink cada
bloco Subsystem possui internamente um diagrama de blocos, que
agrupa blocos de controle responsaveis pelo funcionamento de deter-
minada func~ao do sistema. Em AADL, o componente Subprogram
e o componente que esta associado ao codigo-fonte de uma func~ao
do sistema (atraves de uma propriedade especca que aponta para
o nome do arquivo do codigo-fonte). Este componente, por sua vez
e invocado ou chamado por um outro componente AADL chamado
Thread. Em um modelo AADL um componente de software do tipo
Thread deve estar alocado obrigatoriamente dentro de um componente
AADL do tipo Process, e um componente Process deve estar alocado
dentro de um componente System. Como pode ser observado na Figura
20 a estruturac~ao hierarquica dos modelos funcional e de arquitetura
possibilitam a identicac~ao de correlac~oes estruturais equivalentes entre
eles.
Figura 20 { Correlac~ao ente os Modelos Funcional e de Arquitetura.
4.4 DIRETRIZES DE MODELAGEM BASICAS
No nvel mais alto de abstrac~ao, o modelo de arquitetura gerado
pela AST deve apresentar os dispositivos que interagem com o sistema,
e nos nveis mais baixos de abstrac~ao, os componentes de software
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do modelo de arquitetura do sistema. Porem, e importante destacar
que a AST somente podera extrair as informac~oes esperadas de um
modelo funcional se este estiver corretamente estruturado. Ou seja,
o modelo funcional precisa expressar a hierarquia funcional do CPS.
Uma hierarquia funcional deve expressar a hierarquia estrutural dos
subsistemas que comp~oem o sistema de controle, suas interfaces e
conex~oes. Este modelo funcional tambem pode ser usado durante o
processo de desenvolvimento de um CPS para transmitir os requi-
sitos do sistema para os responsaveis por projetar ou implementar
os componentes do modelo funcional, caso estes ainda n~ao estejam
prontos. Os componentes de um modelo funcional (blocos que possuem
internamente uma hierarquia de diagrama de bloco) correspondem a
outros modelos funcionais.
Sendo assim, esta sec~ao apresenta algumas diretrizes de mode-
lagem para os modelos funcionais que ser~ao utilizados como modelos
de entrada para a AST. A n~ao aplicac~ao das diretrizes de modela-
gem por parte do usuario pode dicultar a identicac~ao de aspectos
estruturais no modelo funcional, e como conseque^ncia, o modelo de
arquitetura gerado pela AST pode n~ao reetir de forma satisfatoria
a arquitetura SCE. Ou seja, o modelo de arquitetura vai ser gerado
pela AST independentemente da aplicac~ao das diretrizes de modelagem
no modelo funcional importado, entretanto, neste caso, o modelo de
arquitetura gerado pela AST pode requerer uma quantidade maior
ajustes adicionais.
As diretrizes de modelagem recomendadas para os modelos fun-
cionais que ser~ao importados pela AST s~ao as seguintes:
• Diretriz de Modelagem 1: Os blocos de controle responsaveis
por func~oes ou sub-func~oes do sistema devem estar obrigatoria-
mente agrupados em blocos que representem subsistemas.
• Diretriz de Modelagem 2: Os tipos das portas de um bloco
que representa um subsistema, e o tipo dos dados que podem ser
recebidos ou transmitidos por estas portas devem estar correta-
mente denidos.
• Diretriz de Modelagem 3: O bloco ou o conjunto de blocos
que venham a representar um sensor ou atuador no sistema de
controle, devem, obrigatoriamente, estar sub-alocados em um
bloco do tipo subsistema.
• Diretriz de Modelagem 4: N~ao utilizar acentos e espacos entre
palavras para nomear blocos do tipo subsistema e as portas de
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entrada e sada destes blocos.
As diretrizes de modelagem basicas denidas nesta sec~ao tem
como principal objetivo facilitar a identicac~ao de aspectos estruturais
no modelo funcional de um CPS, principalmente a diretriz de mode-
lagem 1. Como pode ser observado, as diretrizes apresentadas s~ao
bastante simples e n~ao restringem a criac~ao de um modelo funcional.
Alem disso, alguns manuais fornecidos pelos fabricantes das ferramentas
de modelagem, como por exemplo o Simulink, recomendam a utilizac~ao
de blocos do tipo subsistema (Subsystem) para a organizar hierarqui-
camente os modelos.
Dependendo do par ferramenta de modelagem funcional/linguagem
de descric~ao de arquitetura utilizado durante o processo de desenvol-
vimento de um CPS, pode surgir a necessidade da denic~ao de novas
diretrizes de modelagem. A necessidade de denic~ao de diretrizes de
modelagem adicionais esta diretamente relacionada a quantidade de
recursos oferecidos ou pela ferramenta de modelagem funcional ou pela
linguagem de descric~ao de arquitetura adotados.
4.5 ESTRUTURA HIERARQUICA GENERICA DE UM MODELO
DE ARQUITETURA GERADO PELA AST
A Figura 21 apresenta a estrutura hierarquica generica de um
modelo de arquitetura gerado pela AST. O modelo de arquitetura
gerado pela AST e uma arvore de componentes hierarquicamente estru-
turados. Espera-se que o modelo de arquitetura gerado pela AST possa
ser instanciado atraves de uma hierarquia de componentes, partindo de
um elemento raiz (system) para as folhas (subprograms).
E importante compreender que o modelo de arquitetura gerado
pela AST e um modelo preliminar. Ou seja, o projetista precisa,
posteriormente, especicar uma plataforma de execuc~ao que suporte a
execuc~ao dos componentes da aplicac~ao, e tambem inserir informac~oes
adicionais nos componentes do modelo de arquitetura gerado, para que
ele possa ent~ao, ser submetido a analises e vericac~oes, e assim ser
validado. E por este motivo, que os componentes processor, memory e
bus aparecem pontilhados na gura 21.
Uma caracterstica da AST que tende a agilizar consideravel-
mente o trabalho do projetista e que contribui com a consiste^ncia e
integrac~ao entre os modelos funcional e de arquitetura de um CPS, e o
fato dela gerar um sistema raiz que pode ser diretamente instanciado,
composto por componentes subgram, chamadas de subprogramas dentro
66
Figura 21 { Estrutura Hierarquica Generica de Modelo de Arquitetura
gerado pela AST
das threads, e que possui os tipos de dados das portas do tipo data port
e event data port devidamente especicados e consistentes como modelo
funcional.
Conforme ja comentado, a interac~ao do usuario com o processo
de transformac~ao de modelos da AST ocorre, basicamente, por meio da
atividade de inserc~ao das marcas nos blocos que possuem internamente
diagramas de bloco e que representam dispositivos externos, como
sensores ou atuadores, no modelo funcional, ou ainda, pela inserc~ao
ou edic~ao das marcas em outros blocos que possuam internamente
diagramas de bloco. As marcas representam um conceito similar a
um esteriotipo UML. Uma vez que a interac~ao do projetista esteja
concluda, o motor de transformac~ao da AST e capaz de gerar o modelo
de arquitetura preliminar.
4.6 VALIDAC~AO DE UM MODELO DE ARQUITETURA GERADO
PELA AST
A validac~ao de um modelo de arquitetura de sistema pode ser
feita de diversas formas. Validar a sintaxe e evidentemente necessario,
mas alem disso e interessante validar outros aspectos do sistema, como
por exemplo, seguranca, late^ncia, escalonabilidade, etc. Entretanto,
estas analises requerem que o modelo de arquitetura contenha uma
plataforma de execuc~ao denida (processadores, memoria, etc.).
Como ja mencionado, o objetivo da AST e gerar um modelo
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de arquitetura do sistema a partir de informac~oes extradas de um
modelo funcional. Entretanto, posteriormente, o projetista precisa
denir a plataforma de execuc~ao do sistema, ou seja, ele precisa denir
o hardware que suporta a execuc~ao dos componentes da aplicac~ao
gerados pela AST, e o hardware que suporta as conex~oes logicas entre
os componentes da aplicac~ao.
Antes de submeter a insta^ncia de um modelo de arquitetura
gerado pela AST a analises e vericac~oes, tambem e necesario que o
projetista especique algumas propriedades de execuc~ao dos compo-
nentes de software, tais como: dispatch protocol, period, deadline e
compute exectuion time. Alem de tambem especicar as polticas de
escalonamento e a capacidade de processamento do processador. Depois
disso, e uma vez tendo estabelecido as ligac~oes entre os componentes
de software com o(s) processador(es) e possvel avaliar a taxa de
utilizac~ao do(s) processador(es) e fazer uma analise de escalonamento
para determinar se as ligac~oes existentes s~ao aceitaveis. Tambem e
possvel atribuir orcamentos de recursos em termos de ciclos de CPU e
memoria para os subsistemas da aplicac~ao e capacidades de recursos
para a plataforma de execuc~ao. Diante desses dados, o projetista
pode analisar diversas ligac~oes entre os componentes da aplicac~ao e
a plataforma de execuc~ao, e garantir que os orcamentos n~ao excedem a
capacidades especcas da plataforma denida.
Para que o modelo de arquitetura gerado pela AST possa ser
submetido a analises de uxo, como a analise de tempo de resposta, o
projetista precisa adicionar especicac~oes de uxo nos componentes do
sistema, e especicar o uxo end-to-end no sistema raiz do modelo de
arquitetura.
Para submeter o modelo de arquitetura gerado pela AST a
vericac~ao formal de propriedades comportamentais, e assegurar a
corretude do comportamento do modelo, e necessario que antes disso
o projetista especique o comportamento dos devices e das threads
utilizando para isso os recursos disponveis pela linguagem de descric~ao
de arquitetura que esta sendo utilizada. Dentre os pontos passveis de
vericac~ao, destacam-se, por exemplo, as propriedades comportamen-
tais das threads, tais como vivacidade, ause^ncia de bloqueio e justica.
Neste caso, o mapeamento comportamental da AST agiliza a especi-
cac~ao destes comportamentos, uma vez que algumas threads do modelo
de arquitetura gerado pela AST podem possuir seu comportamento
previamente especicado.
Enm, a AST gera um modelo de arquitetura preliminar, apto
a receber informac~oes como a especicac~ao de uma plataforma de
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execuc~ao que suporte a execuc~ao dos componentes da aplicac~ao, e
tambem a inserc~ao informac~oes adicionais nos componentes do modelo
de arquitetura para que ent~ao, o referido modelo possa ser submetido
a diversos tipos de analises e vericac~oes n~ao disponveis para modelos
funcionais.
4.7 CONSIDERAC~OES
Considerando que os engenheiros est~ao habituados a utilizar
ferramentas de modelagem funcional para demonstrar os aspectos fun-
cionais de seus sistemas atraves de uma hierarquia de diagramas de
blocos, a AST oferece suporte para que as ferramentas de modelagem
funcional possam atuar como um front-end para gerar modelos de
arquitetura preliminares.
A AST combina de forma coerente alguns recursos de mape-
amento e princpios de correlac~ao entre os modelos sugeridos pelas
abordagens de mapeamento entre modelos funcionais e de arquitetura
apresentadas por (RAGHAV et al., 2009b) e (DELANGE et al., 2010). Ou
seja, assim como acontece em (RAGHAV et al., 2009b), a AST explora
a capacidade que as ferramentas de modelagem possuem de organizar
seus projetos utilizando diagramas de blocos hierarquicos, e as regras
de transformac~ao da AST tambem s~ao guiadas por marcas inseridas em
determinados componentes do modelo funcional.
Alem disso, a AST mapeia os tipos de dados que trafegam pelas
portas dos blocos do modelo funcional em componentes de software
do tipo data no modelo de arquitetura, e tambem mapeiam para cada
func~ao do sistema como um componente de software do tipo thread que
chama internamente outro componente do tipo subprogram, assim como
e sugerido pela abordagem apresentada por (DELANGE et al., 2010).
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5 APLICAC~AO DA AST NA TRANSFORMAC~AO DE
MODELOS FUNCIONAIS SIMULINK EM MODELOS
DE ARQUITETURA AADL
Para avaliar o mecanismo de transformac~ao assistido de modelos
proposto por este trabalho de pesquisa, foi denido um par ferramenta
de modelagem funcional/linguagem de descric~ao de arquitetura para
gerar, respectivamente, os modelos de entrada e de sada do motor de
transformac~ao de modelos proposto.
O Simulink foi escolhido como a ferramenta de modelagem fun-
cional por ser uma ferramenta comumente utilizada para projetar
algoritmos e tecnicas de controle de sistemas embarcados de diversos
domnios de aplicac~ao, tais como, automotivo, metroviario, industrial e
aeroespacial. Como linguagem de descric~ao de arquitetura foi escolhida
a linguagem AADL, ela foi escolhida porque possibilita especicar
adequadamente modelos que descrevem individualmente a arquitetura
de software, a plataforma de execuc~ao, composta por processadores,
barramentos e memoria, e a integrac~ao entre estes dois modelos para
compor o modelo de arquitetura completo do sistema embarcado, o que
n~ao esta disponvel no mesmo grau de detalhe para os modelos Simulink.
Alem disso, a linguagem AADL possui ferramentas de suporte adequa-
das para realizar diferentes tipos de analises e vericac~oes no modelo
de arquitetura do sistema, as quais tambem n~ao est~ao disponveis para
modelos Simulink [(CORREA et al., 2010), (JENSEN; CHANG; LEE, 2011)].
A gura 22 apresenta uma adaptac~ao do processo de transfor-
mac~ao da AST apresentado na gura 18, considerando, neste caso, a
transformac~ao assistida de modelos entre ummodelo funcional Simulink
e um modelo de arquitetura AADL.
Considerando a transformac~ao assistida de modelos entre os mo-
delos Simulink e AADL, primeiro foi preciso especicar e compreender
os metamodelos Simulink e AADL. Na seque^ncia, foi preciso especicar
o conjunto de marcas que pode ser utilizado para marcar o modelo
funcional Simulink e especicar o conjunto de regras de transformac~ao
propriamente dito. Para ent~ao, ser possvel implementar o motor
de transformac~ao capaz de importar um modelo funcional Simulink,
aplicar de forma automatizada as regras de transformac~ao denidas
anteriormente e gerar o modelo AADL preliminar.
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Figura 22 { Estrutura do Processo da Transformac~ao ASSsistida de
modelos Simulink/AADL.
5.1 METAMODELOS
Ummetamodelo normalmente e representado como um diagrama
de classes UML e dene a estrutura, a sema^ntica e as retric~oes de uma
famlia de modelos. Os metamodelos s~ao elementos muito importantes
no processo de transformac~ao de modelos da AST, uma vez que eles
desempenham o papel de orientar o desenvolvimento dos modelos
fonte e alvo, e tambem, porque guiaram a especicac~ao das regras de
transformac~ao, do conjunto de marcas e das diretrizes de modelagem
adicionais.
5.1.1 Metamodelo Simulink
Como n~ao ha uma vers~ao ocial do metamodelo Simulink dis-
ponvel, e como os metamodelos apresentados em (NEEMA, 2001),
(LEGROS et al., 2007) e (BOSTROM et al., 2010) se mostraram insuci-
entes para estruturar as regras de mapeamento da AST, foi necessario
especicar um novo metamodelo Simulink para atender aos objetivos
da AST. O metamodelo Simulink proposto fornece uma descric~ao
compacta dos aspectos estruturais de modelos Simulink.
A Figura 23 apresenta o metamodelo Simulink proposto no
escopo deste trabalho.
Os componentes do metamodelo Simulink e suas relac~oes s~ao
descritos brevemente a seguir:
Model: E o componente raiz em um arquivo mdl, e por
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Figura 23 { Metamodelo Simulink
conseque^ncia o elemento raiz do metamodelo Simulink. Cada projeto
Simulink contem uma unica insta^ncia do componente Model. Ele
captura opc~oes gerais de um projeto Simulink, as quais incluem: prefe-
re^ncias visuais, prefere^ncias de impress~ao, informac~oes sobre o projeto,
opc~oes de simulac~ao/solver, opc~oes de gerac~ao de codigo, etc. O
componente Model e composto por um unico componente System.
System: Este componente encapsula um modelo Simulink, e
serve como um container para um diagrama de blocos ou para um
modelo dina^mico. O componente System e composto por um ou mais
componentes Block e por componentes Line.
Block: E o principal elemento do componente System. Ele
representa um componente funcional do modelo. Um bloco pode ser
especializado como sendo do tipo:
1. Subsystem: s~ao blocos que agrupam blocos de controle de
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uma mesma funcionalidade. Um bloco do tipo Subsystem e composto
por um outro diagrama de blocos. Esta composic~ao e indireta atraves
de um componente System, e isto, e o que permite a representac~ao
hierarquica de um sistema complexo. Um bloco do tipo Subsystem
pode ser do tipo:
1.1 Composite: s~ao blocos compostos por outros blocos
Subsystem do tipo Composite, Stateow, MATLAB Function, e/ou
Simple.
1.2 Stateow: este bloco representa o comportamento dina^-
mico de um sistema ou subsistema atraves de um diagrama Stateow.
1.3 MATLAB Function: s~ao blocos capazes de armazenar
funcionalidades do sistema escritas em linguagens de programac~ao, tais
como MATLAB, C, C++ ou Fortran.
1.4 Simple: s~ao blocos que podem possuir internamente blocos
do tipo primitive, S-Function e Reference.
2. Primitive: s~ao blocos que est~ao disponveis nas bibliotecas
do Simulink.
3. Reference: s~ao blocos criados pelo proprio usuario e que
podem ser reutilizados em diferentes modelos Simulink.
4. S-Function: s~ao blocos que permitem o acesso a S-
Functions escritas em MATLAB, C, C++ ou Fortran a partir de um
diagrama de blocos.
Line: e um componente que conecta os blocos de um modelo
atraves de suas portas de entrada e de sada.
Port: dene a interface dos blocos. As portas de entrada
e sada de um bloco Subsystem s~ao especicadas respectivamente por
blocos primitivos Inport e Outport.
Machine: representa o componente raiz na hierarquia Sta-
teow. Pode haver no maximo um elemento Machine por projeto
Simulink. Este componente pode conter componentes Event e Data
de diferentes componentes Chart.
Chart: representa o graco da maquina de estados nito. Pode
haver varios componentes Chart associados a um componenteMachine.
State: s~ao os componentes basicos de um Stateow, e represen-
tam os modos de operac~ao de um sistema dina^mico. Estados podem
estar ativos ou inativos, estado ativo signica que o Stateow esta nesse
modo de operac~ao. Existem dois tipos de composic~ao sema^ntica para os
estados. A composic~ao sequencial, onde apenas um estado pode estar
ativo por vez, e a composic~ao paralela, onde varios estados podem estar
ativos em um dado momento, representando assim o paralelismo. Cada
estado do Stateow pode estar associado a Actions. No arquivo mdl
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o elemento Action e uma propriedade identicada como labelString no
estado. O componente State pode ser especializado em dois tipos, sendo
eles:
1- BasicState: este componente representa um estado simples
de uma maquina de estados;
2- SuperState: este componente e o responsavel por oferecer
suporte a composic~ao hierarquica de maquinas de estado, ou seja, s~ao
estados que conte^m outros diagramas Stateow.
Event: este componente representa um mecanismo de disparo.
Ele pode estar associado ao componente Machine, condicionando a
ativac~ao do mesmo a determinado evento. Um componente Event
tambem pode estar associado a uma transic~ao, indicando quando a
mesma deve disparar. Caso exista mais de um evento que possa disparar
um Machine ou uma Transition, e possvel utilizar o operador logico
\ou".
Data: este componente representa informac~oes. Este compo-
nente e o componente Event s~ao utilizados pelos blocos Simulink e
Stateow para o interca^mbio de informac~oes.
Transition: este componente representa a passagem de um
estado de origem para um estado destino. Transic~oes podem ser dispa-
radas por eventos, e possuir condic~oes de guarda, ac~oes de condic~oes, e
ac~oes de transic~ao.
Condition: este componente esta diretamente ligado ao com-
ponente Transition, uma vez que ele imp~oe uma condic~ao que deve
ser satisfeita para que a transic~ao seja disparada. No arquivo mdl o
elemento Condition e uma propriedade identicada como labelString na
transic~ao. Caso exista mais de uma condic~ao para habilitar o disparo
da transic~ao e possvel utilizar os operadores logicos\e , ou"para fazer a
combinac~ao. Ela aparece entre colchetes [ ] no rotulo de uma transic~ao
no diagrama Stateow.
ConditionAction: representa uma ac~ao que deve ser executada
assim que a condic~ao e avaliada como verdadeira, antes do destino
da transic~ao ser alcancado. Se nenhuma condic~ao for especicada
na transic~ao, uma condic~ao implcita e avaliada como verdadeira e a
condic~ao da ac~ao e executada. Ela aparece entre colchetes f g apos a
condic~ao no rotulo de uma transic~ao no diagrama Stateow.
TransitionAction: representa uma ac~ao que deve ser exe-
cutada apos o destino da transic~ao ter sido alcancado, desde que a
condic~ao, se especicada, seja verdadeira. A ac~ao de uma transic~ao
aparece depois de uma condic~ao de ac~ao antecedida com uma barra
invertida (=) no rotulo de uma transic~ao no diagrama Stateow.
74
5.1.2 Metamodelo AADL
Durante a estruturac~ao da AST o metamodelo AADL foi uti-
lizado como refere^ncia para denir o conjunto de marcas, o qual e
utilizado pelo projetista para marcar um modelo funcional Simulink,
e tambem para estruturar as regras de transformac~ao e possiblitar a
criac~ao do modelo da arquitetura de software em AADL, o qual e
considerado o modelo alvo do processo de transformac~ao de modelos
da AST. Como a vers~ao ocial do metamodelo AADL usada pelo
OSATE e disponvel em (SAE, 2006), possui pelo menos 100 entidades
e esta subdividido em diferentes arquivos ECORE, foi gerada uma
vers~ao simplicada do metamodelo ocial da AADL para facilitar a
leitura e o entendimento do mesmo. A Figura 24 apresenta a vers~ao
simplicada do metamodelo ocial da AADL. A parte referente ao
anexo comportamental da vers~ao simplicada do metamodelo AADL,
apresentado na gura 24, foi criada utilizando como refere^ncia o me-
tamodelo apresentado em (LASNIER et al., 2011) e na interpretac~ao do
AADL Behavior Annex (SAE, 2011a).
Figura 24 { Vers~ao Simplicada do Metamodelo da AADL
Os componentes do metamodelo AADL e suas relac~oes s~ao des-
critos brevemente a seguir:
Package: todo os componentes que comp~oem um modelo
AAADL cam alocados dentro de um Package. Packages permitem
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a organizac~ao dos elementos.
ComponentCategory: este componente pode ser especializado
nos componentes: System, Process, GroupThread, Thread, Data, Sub-
program, Device. Um modelo AADL possui varios destes componentes
para descrever um sistema.
ComponentType e ComponentImpl: os componentes de
um modelo AADL s~ao denidos atraves de declarac~oes ComponentType
e ComponentImplementation. Uma declarac~ao ComponentType dene
a categoria e as interfaces (features) do componente. Uma declarac~ao
ComponentImplementation dene a estrutura interna de um compo-
nente em termos de subcomponentes, conex~oes com subcomponentes,
modes e comportamento.
Connections: representa os componentes responsaveis pela
comunicac~ao entre diferentes ComponentType de um modelo AADL.
Um determinado ComponentImpl pode receber ou enviar dados, even-
tos e dados/eventos atraves de portas de entrada e sada.
Modes: este componente permite especicar os modos de funci-
onamento ou estados operacionais de qualquer ComponentType de um
modelo AADL. Os modos de operac~ao s~ao representados por estados
dentro de uma abstrac~ao de maquina de estados, chamada de maquina
de estados modal do componente. A subsec~ao modes tambem contem
eventos que possuem ou n~ao condic~oes, as quais causam as transic~oes
entre os modos de operac~ao do componente.
System: este componente representa um sistema. Ele pode
ser composto por um ou varios componentes Process, um ou varios
componentes data, um o varios componentes device, e ate mesmo por
outros componentes System. Todo modelo AADL deve possuir um
elemento System raz.
Process: este componente representa um espaco de endereco
protegido. Ele pode ser composto por nenhum, um ou varios compo-
nentes ThreadGroup; um ou varios componentes Thread; e um ou varios
componentes data.
ThreadGroup: este componente representa uma unidade de
composic~ao para organizac~ao de threads. Desta forma, ele pode ser
composto por um ou varios componentes Thread, por um ou varios
componentes data, e ate mesmo por outros componentes GroupThread.
Thread: este componente representa uma unidade escalonavel
de execuc~ao simulta^nea, ou seja, representa basicamente uma func~ao
ou tarefa a ser executada pelo sistema. Este componente pode ser
composto por um ou varios componentes data e chamar um ou varios
componentes subprogram .
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Data: este componente representa os tipos de dados, e os dados
estaticos do codigo fonte da aplicac~ao. Ele pode ser composto apenas
de outros componentes data.
Subprogram: este componente representa um codigo execu-
tavel a ser chamado sequencialmente dentro de uma thread. Ele n~ao
suporta nenhum subcomponente.
BehaviorAnnex: e o componente raiz da descric~ao do com-
portamento de um ComponentType. O Anexo Comportamental da
linguagem AADL permite descrever o comportamento de qualquer tipo
de componente atraves de um sistema de transic~ao de estados com
condic~oes de guarda e ac~oes. O auto^mato estendido que representa
o comportamento de um componente e basicamente composto por
variables, states, e transitions. Se o comportamento estiver anexado
diretamente ao tipo de componente, todos os componentes daquele
tipo utilizados no modelo possuir~ao o mesmo comportamento. Se o
comportamento estiver anexado especicamente a um componente (em
sua implementation), o comportamento descrito sera seguido apenas
por aquele componente.
Variable: este componente representa variaveis locais. Estas
variaveis podem ser utilizadas para manter o controle dos resultados
intermediarios dentro do escopo do componente BehaviorAnnex, elas
s~ao espacos reservados para dados do aplicativo que podem requerer
armazenamento temporario.
State: representam os estados do auto^mato utilizado para
representar o comportamento do componente (System, Process, Thread,
Subprogram, etc.) no modelo AADL. O componente State pode ser
especializado como initial ,complete, nal, execution, ou suas combina-
c~oes. Um estado sem tipo denido sera considerado automaticamente
um estado de execuc~ao. O comportamento de um auto^mato deve
comecar a partir de um estado inicial e termina em um estado nal.
Transition: este componente dene as transic~oes de um estado
fonte para um estado destino. Um componente Transition pode estar
associado a uma Condition e opcionalmente a uma Action.
Condition: este componente determina se uma transic~ao e
disparada.
Action: este componente especifca a ac~ao ou ac~oes a serem
executadas quando a condic~ao for avaliada como verdadeira.
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5.2 CORRELAC~OES ENTRE OS METAMODELOS SIMULINK E
AADL
De acordo com (FEILER; GLUCH, 2012) os modelos Simulink po-
dem ser usados para complementar os componentes AADL, fornecendo
suas funcionalidades. As funcionalidades em si n~ao podem ser expressas
usando a sintaxe AADL, elas s~ao representadas como componentes
do tipo \black-box" que s~ao usados por outros componentes AADL.
Na verdade, este componente do tipo \black-box" e normalmente um
componente de software AADL do tipo subprogram, que normalmente
esta associado a (ou e invocado por) uma thread AADL. O que pode
ser representado utilizando a sintaxe da AADL e o comportamento de
uma determinada funcionalidade, utilizando para isso o anexo compor-
tamental da AADL.
Em Simulink, tal especicac~ao funcional esta presente em qual-
quer bloco Subsystem do tipo Composite, Simple, Stateow ou Ma-
tlabFunction. Portanto, e possvel considerar que os blocos Subsystem,
com suas respectivas portas e conex~oes, podem ser mapeados para uma
estrutura hierarquica AADL System-Process-Thread-Subprogram. Isso
constitui o que e considerado pela AST como uma \correlac~ao a^ncora".
A partir desta correlac~ao, as demais correlac~oes foram especicadas
utilizando uma navegac~ao de cima para baixo nos metamodelos. A
Figura 25 apresenta gracamente a correlac~ao descrita.
Figura 25 { Correlac~ao ente os Modelos Simulink e AADL.
Em AADL, os Devices representam elementos externos que inte-
ragem com o sistema, como sensores, atuadores, HMI ou toda a planta
do sistema sob controle. Este tipo de elemento normalmente existe no
modelo Simulink, mas deve ser devidamente identicado pelo projetista
atraves da inserc~ao de marcas.
78
O bloco Simulink Stateow pode ser mapeado para AADL como
sendo os modos de operac~ao do sistema, ou ent~ao, como a especi-
cac~ao do comportamento interno de uma Thread. Ele representa os
modos de operac~ao do sistema quando ele esta localizado em um nvel
hierarquico mais elevado dentro do modelo Simulink. Como esperado,
ele representa o comportamento interno de uma Thread quando esta
localizado em nveis hierarquicos inferiores do modelo Simulink.
As correlac~oes observadas so se aplicam quando se considera um
projeto de modelos Simulink hierarquico. Obviamente, se um modelo
Simulink plano e criado, n~ao e possvel estabelecer tais correlac~oes.
Portanto, para que os projetistas utilizem a AST, os engenheiros de
controle devem obrigatoriamente, trabalhar com modelos hierarquicos.
Em outras palavras, isto signica que as restric~oes de modelagem
apresentadas no captulo anterior devem ser satisfeitas pelo modelo
funcional Simulink.
5.3 DIRETRIZES DE MODELAGEM ADICIONAIS
Devido aos recursos especcos oferecidos pela ferramenta de
modelagem funcional Simulink e pela linguagem de descric~ao de ar-
quitetura AADL, foram denidas algumas diretrizes de modelagem
adicionais, alem das diretrizes de modelagem basicas apresentadas no
captulo anterior. Tais diretrizes facilitam a identicac~ao e o posterior
mapeamento dos modos de operac~ao do sistema e do comportamento
de outros componentes do sistema do modelo funcional Simulink para
o modelo de arquitetura AADL.
• Diretrizes de Modelagem para Especicac~ao de Diagra-
mas Stateow que Expressam os Modos de Operac~ao de
um Sistema de Controle
Durante a especicac~ao das regras de transformac~ao da AST foi
preciso denir algumas diretrizes de modelagem adicionais para
tornar possvel o mapeamento dos modos de operac~ao, uma vez
que a linguagem utilizada para expressar diagramas Stateow
possui um conjunto de estruturas e recursos muito maior do que os
disponveis para expressar os modos de operac~ao de componentes
em modelos AADL. Sendo assim, as diretrizes de modelagem a
seguir tambem precisam ser satisfeitas pelos modelos funcionais
Simulink para que o mapeamento operacional da AST possa
extrair as informac~oes desejadas.
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{ Diretriz de Modelagem 5: O bloco Subsystem do tipo
Stateow que possui o papel de especicar os modos de
operac~ao do sistema deve estar posicionado, obrigatoria-
mente, no primeiro ou segundo nvel hierarquico do modelo
funcional Simulink.
{ Diretriz de Modelagem 6: O diagrama Stateow do
bloco Subsystem do tipo Stateow que especica os modos
de operac~ao do sistema, deve ser composto por estados
basicos e exclusivos, por ac~oes de estado, e por transic~oes
de estado sem condic~oes de guarda, e exclusivamente desen-
cadeadas por eventos. As transic~oes de estado n~ao podem
possuir ac~oes de condic~ao e ac~oes de transic~ao. Qualquer
outra estrutura disponvel para diagramas Stateow deve
ser evitada. As ac~oes de estado devem especicar os blocos
Subsystem a serem ativados no momento que determinado
estado (modo de operac~ao) estiver ativo.
{ Diretriz de Modelagem 7: As portas de entrada e sada
de um bloco Subsystem do tipo Stateow que recebeu a
marca mode devem receber e enviar exclusivamente eventos.
• Diretrizes para Especicac~ao de Diagramas Stateow que
Expressam o Comportamento Interno de uma Funciona-
lidade do Sistema de Controle
A exemplo do que aconteceu com o mapeamento dos modos de
operac~ao, durante a especicac~ao das regras de transformac~ao da
AST tambem foi preciso denir algumas restric~oes para tornar
mais seguro o mapeamento comportamental. Neste caso, para
que n~ao fosse necessario reescrever alguns elementos em um dia-
grama Stateow antes de realizar o mapeamento comportamental,
optamos por inicialmente fazer o mapeamento de apenas um
subconjunto de estruturas. Sendo assim, mais duas diretrizes
de modelagem precisam ser satisfeitas pelos modelos funcionais
Simulink para que o mapeamento comportamental da AST possa
extrair as informac~oes desejadas.
{ Diretriz de Modelagem 8: O diagrama Stateow do
bloco Subsystem do tipo Stateow que possui o papel de
especicar o comportamento interno de uma thread, deve
estar posicionado no ultimo nvel hierarquico do modelo
funcional Simulink.
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{ Diretriz de Modelagem 9: O diagrama Stateow do
bloco Subsystem do tipo Stateow que especica o com-
portamento de uma thread deve ser composto apenas por
estados basicos e exclusivos, por ac~oes de estado, e por
transic~oes de estado, com ou sem condic~oes de guarda,
as quais podem ser combinadas usando cojunc~oes(&&) ou
disjunc~oes(j), e desencadeadas ou n~ao por diferentes eventos
separados pelo operador logico j (ou). As transic~oes podem
possuir ac~oes de transic~ao, mas n~ao devem possuir ac~oes de
condic~ao. Os estados podem possuir uxogramas. Qualquer
outra estrutura disponvel para diagramas Stateow deve ser
evitada.
5.4 CONJUNTO DE MARCAS
As marcas representam conceitos AADL e s~ao utilizadas para
marcar os blocos Subsystem no modelo funcional, elas indicam as
decis~oes de projeto tomadas pelo projetista. A Figura 26 apresenta o
conjunto de marcas que pode ser utilizado pelo projetista para marcar
os blocos Subsystem do modelo funcional Simulink. A primeira coluna
indica os tipos de blocos Subystem que podem ser marcados no modelo
funcional Simulink, a segunda coluna apresenta as marcas que estes
blocos podem receber, e a terceira coluna apresenta a posic~ao hierar-
quica que o bloco Subsystem precisa ocupar dentro modelo funcional
Simulink para receber a respectiva marca.
Para facilitar a compreens~ao do papel que as marcas desempe-
nham no processo de transformac~ao de modelos da AST, considere as
situac~oes descritas a seguir:
• Quando a marca system e inserida em um bloco Subsystem do
tipo Composite que esta no primeiro nvel hierarquico do mo-
delo funcional Simulink, o motor de transformac~ao da AST gera
no modelo AADL resultante um componente system de mesmo
nome. Porem, e importante o projetista ter conscie^ncia de que os
blocos Subsystem pertencentes a ele, devem, obrigatoriamente,
receber as marcas system, process ou process/thread para que
o modelo AADL gerado pelo motor de transformac~ao possa ser
considerado sintaticamente valido.
• Quando a marca process/thread e inserida em um bloco Subsys-
tem do tipo Composite que esta posicionado em qualquer nvel
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Figura 26 { Conjunto de Marcas - Marcac~ao Manual.
hierarquico do modelo funcional Simulink, o projetista deve ter
conscie^ncia de que os blocos Subsystem pertencentes a ele n~ao
devem receber qualquer tipo de marca, uma vez que estas se-
r~ao ignoradas pelo motor de transformac~ao da AST. Ou seja,
quando um bloco Subsystem do tipo Composite recebe a marca
process/thread, o motor de transformac~ao da AST gera no modelo
AADL resultante um componente de software do tipo process, que
possui como subcomponente um unico componente thread, que
por sua vez possui a chamada a um componente subprogram.
• Quando a marca process/thread e inserida em um bloco Subsystem
do tipo Simple que esta posicionado no primeiro ou segundo nvel
hierarquico do modelo funcional Simulink, o motor de transforma-
c~ao da AST baseado no mapeamento estrutural gera no modelo
AADL resultante um componente de software do tipo process,
que possui um subcomponente thread, que por sua vez possui a
chamada a um componente subprogram.
• Quando a marca thread/behavior e inserida em um bloco Subsys-
tem do tipo Stateow que esta posicionado no terceiro nvel hie-
rarquico do modelo funcional Simulink, o motor de transformac~ao
da AST baseado no mapeamento comportamental gera no modelo
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AADL resultante um componente de software process, que possui
um subcomponente thread, que por sua vez possui seu comporta-
mento especicado na sec~ao annex behavior specication.
As portas de entrada e sada de qualquer componente AADL
gerado pelo motor de transformac~ao da AST devem suportar o envio
ou o recebimento do mesmo tipo de dado e devem possuir o mesmo
nome das portas do bloco Subsystem do modelo funcional Simulink
que o originou. Isto e o que garante a consiste^ncia entre as interfaces
dos blocos Subsystem do modelo funcional Simulink e dos componentes
de software do modelo AADL gerado pelo motor de transformac~ao da
AST.
Para adicionar as marcas nos blocos Subsystem do modelo fun-
cional Simulink o projetista pode utilizar o recurso de inserc~ao de
anotac~oes da propria ferramenta Simulink. Para isto, basta clicar
com o bot~ao direito do mouse sobre o bloco Subsystem que deseja
marcar, selecionar a opc~ao Properties e na guia Block Annotation
digitar a marca desejada na caixa de dialogo Enter text and tokens for
annotation, conforme indicado na Figura 27, e em seguida conrmar
Ok. As marcas a serem utilizadas pelo projetista est~ao restritas ao
conjunto pre-denido, apresentado na Figura 26, alem disso, devem
ser respeitadas as especicac~oes de tipo de bloco Subsystem e a posic~ao
hierarquica destes blocos dentro do modelo funcional Simulink, como
especicado previamente na mesma tabela.
Caso preferir, o projetista tambem pode utilizar o Assistente de
Marcac~ao que foi implementado no escopo deste trabalho. O Assistende
de Marcac~ao percorre o arquivo mdl e marca automaticamente os
blocos Subsystem do modelo funcional Simulink de acordo com o
tipo e a posic~ao hierarquica dos mesmos, respeitando, neste caso,
as especicac~oes da Figura 28. A unica marca n~ao inserida pelo
assistente de marcac~ao e a marca Device. Portanto, o projetista precisa
inserir a marca Device em qualquer bloco Subsystem que represente
um dispositivo externo que interage com o sistema, como um sensor,
atuador, HMI ou toda a planta do sistema sob controle. Este tipo de
elemento normalmente existe em um modelo Simulink, mas deve ser
devidamente identicado pelo projetista.
Quando um modelo funcional Simulink marcado de forma ma-
nual e importado pelo motor de transformac~ao (plugin AS2T ) as marcas
s~ao preservadas. Quando um modelo funcional Simulink que n~ao foi
previamente marcado e importado pelo plugin AS2T, o assistente
de marcac~ao do plugin insere automaticamente as marcas nos blocos
Subsystem considerando o tipo e a posic~ao hierarquica do mesmo. As
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Figura 27 { Caixa de Dialogo do Simulink: Block Properties
Figura 28 { Conjunto de Marcas - Marcac~ao Automatica.
diferencas entre a marcac~ao manual e a marcac~ao automatica s~ao as
variac~oes de mapeamento. Como pode ser observado na Figura 26, a
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marcac~ao manual possibilita diferentes variac~oes do mapeamento para
um mesmo tipo e posic~ao hierarquica de bloco Subsystem, enquanto que
a marcac~ao automatica, conforme Figura 28, possui uma unica opc~ao
de marcac~ao para cada tipo e posic~ao hierarquica de bloco Subystem.
5.5 REGRAS DE TRANSFORMAC~AO
Esta sec~ao apresenta as regras de transformac~ao do processo de
transformac~ao de modelos proposto pela AST para transformar mode-
los funcionais Simulink em modelos de arquitetura AADL. As regras
de transformac~ao da AST s~ao unidirecionais, ou seja, elas especicam
como ocorre a transformac~ao de um componente do modelo funcional
Simulink em um componente de software do modelo de arquitetura em
AADL.
Depois de analisar as caractersticas dos metamodelos, e levando
sempre em considerac~ao a correlac~ao a^ncora apresentada anterior-
mente, foram denidas as regras de transformac~ao da AST. As regras
de transformac~ao foram especicadas em nvel de metamodelo, de tal
forma que elas s~ao aplicaveis a todo o conjunto de modelos fonte que
estejam em conformidade com o metamodelo dado. Elas s~ao guiadas
diretamente pelas marcas inseridas nos blocos Subsystem do modelo
funcional Simulink, podendo ser classicadas em tre^s categorias: mape-
amento estrutural, mapeamento dos modos de operac~ao e mapeamento
comportamental.
Durante a execuc~ao do mapeamento estrutural todos os blocos
Subsystem marcados no modelo funcional Simulink geram pelo menos
um componente de software no modelo AADL com a mesma interface
(portas). Por outro lado, o mapeamento dos modos de operac~ao e
o mapeamento comportamental n~ao geram componentes no modelo
AADL, eles geram sec~oes na especicac~ao de determinados compo-
nentes de software que foram gerados pelo mapeamento estrutural.
Isso acontece porque eles manipulam diretamente blocos Stateow. O
mapeamento dos componentes (estados, transic~oes, condic~oes e ac~oes)
do diagrama Stateow correspondente, nos dois casos, e sempre de
um para um. O mapeamento dos modos de operac~ao e executado
exclusivamente quando um bloco Stateow esta posicionado no segundo
nvel hierarquico do modelo funcional Simulink, ou ent~ao, no mesmo
nvel dos processos. Ja o mapeamento comportamental e executado
somente quando o bloco Stateow esta posicionado no ultimo nvel
hierarquico do modelo funcional Simulink.
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Segundo (SAQUI-SANNES; HUGUES et al., 2012), o mapeamento de
um para um alem de garantir uma fronteira rigorosa entre dois domnios
distintos, torna possvel a implementac~ao futura de um mapeamento
reverso, alem de ser um recurso altamente beneco para assegurar a
rastreabilidade dos componentes.
A Figura 29 apresenta as possveis variac~oes de mapeamento para
os tipos de blocos Subsystem de um modelo funcional Simulink.
Figura 29 { Variac~oes de Mapeamento
De acordo com a Figura 29, um bloco Subsystem do tipo Simple
(BS-Simple) pode ser mapeado no segundo nvel hierarquico do mo-
delo de arquitetura AADL como um componente de software do tipo
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Process, que possui no terceiro nvel hierarquico um componente de
software do tipo Thread, que por sua vez possui no quarto nvel hie-
rarquico um componente Subprogram. Outra variac~ao de mapeamento
para um bloco Subsystem do tipo Simple (BS-Simple), e que ele pode
ser mapeado no terceiro nvel hierarquico do modelo de arquitetura
AADL como um componente de software do tipo Thread que possui
no quarto nvel hierarquico um componente Subprogram. As variac~oes
de mapeamento para os blocos Subsystem dos tipos Composite, State-
ow e MatlabFunction podem ser interpretadas seguindo a logica das
variac~oes de mapeamento do bloco Subsystem do tipo Simple descrita
anteriormente.
As variac~oes de mapeamento est~ao diretamente relacionadas
com as regras de transformac~ao da AST. O que dene a variac~ao de
mapeamento e consequentemente a regra de transformac~ao que vai ser
executada pelo motor de transformac~ao da AST e a marca que o bloco
Subsystem possui.
5.5.1 Mapeamento Estrutural
O principal objetivo do mapeamento estrutural da AST e extrair
aspectos arquiteturais do modelo funcional Simulink para gerar um mo-
delo de arquitetura de software preliminar em AADL. O mapeamento
estrutural da AST possui as seguintes regras de transformac~ao:
• Simple-to-Process/Thread. Um bloco Subsystem do tipo
Simple que recebeu a marca process/thread e mapeado como um
componente AADL do tipo Process que encapsula uma Thread
que chama um subprogram - tre^s componentes AADL s~ao gerados
neste caso.
• Simple-to-Thread. Um bloco Subsystem do tipo Simple que
recebeu a marca thread e mapeado como uma Thread que chama
um subprogram - dois componentes AADL s~ao gerados neste caso.
• Simple-to-Device. Um bloco Subsystem do tipo Simple com a
marca Device e mapeado como um componente AADL do tipo
Device.
• Composite-to-System. Um bloco Subsystem do tipo Compo-
site que recebeu a marca system e mapeado como um componente
AADL do tipo System.
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• Composite-to-Process. Um bloco Subsystem do tipo Compo-
site que recebeu a marca process e mapeado como um componente
AADL do tipo Process.
• Composite-to-Device. Um bloco Subsystem do tipo Composite
com a marca Device e mapeado como um componente AADL do
tipo Device.
• MATLABFunction-to-Process/Thread. Um bloco Subsys-
tem do tipoMatlabFunction que recebeu a marca process/thread e
mapeado como um componente AADL do tipo Process que encap-
sula uma Thread que chama um subprogram - tre^s componentes
AADL s~ao gerados neste caso.
• MATLABFunction-to-Thread. Um bloco Subsystem do tipo
MatlabFunction que recebeu a marca thread e mapeado como uma
Thread que chama um subprogram - dois componentes AADL s~ao
gerados neste caso.
As portas dos tipos signal name, port number e port number
and signal name de um bloco Subsystem do modelo funcional Simulink
s~ao mapeadas respectivamente como portas do tipo event port, data
port e event data port dos respectivos componentes no modelo AADL.
Os tipos de dados suportados pelas portas do bloco Subsystem s~ao
mapeados como sendo o tipo de dado suportado pelas respectivas
portas do tipo data port e event data port do componente no modelo
AADL. O mapeamento estrutural gera no modelo AADL um pacote
chamado dados com os tipos de dados que trafegam pelas portas dos
blocos Subsystem no modelo funcional Simulink, e tambem um pacote
chamado subprograms com especicac~oes basicas dos subprogramas
chamados pelas threads no modelo AADL. As linhas que conectam
as portas dos blocos Subsystem no modelo funcional Simulink s~ao
mapeadas como conex~oes entre seus respectivos componentes no modelo
AADL.
Visando um melhor entendimento do papel das marcas e da
execuc~ao do mapeamento estrutural da AST, observe o exemplo graco
apresentado na Figura 30, a qual apresenta o primeiro nvel hierarquico
do modelo funcional Simulink de um sistema embarcado que realiza
manobras de estacionamento de forma auto^noma (SIAMES). Ele e
responsavel por controlar a velocidade do veculo, por encontrar uma
vaga de estacionamento compatvel com o veculo e por controlar a
manobra de estacionamento propriamente dita.
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O primeiro nvel hierarquico do modelo funcional Simulink e o
ponto de partida do processo de transformac~ao de modelos da AST.
Neste nvel o modelo e composto por quatro blocos subsystem, um que
representa o sistema propriamente dito (SystemParking), que e do tipo
Composite, outro que representa a interac~ao do sistema com o mundo
exterior (UserInterface), que e do tipo Simple. Os blocos SensorSlot
e SensorSpeed s~ao blocos subsystem do tipo Simple e representam
dois sensores que enviam sinais para o sistema. Os blocos Subsystem
foram marcados manualmente utilizando o recurso de anotac~ao de
blocos da propria ferramenta Simulink, e principalmente, levando em
considerac~ao a posic~ao hierarquica de cada bloco Subsystem dentro do
modelo funcional Simulink. As marcas aparecem na parte inferior do
blocos.
Figura 30 { Modelo Funcional Simulink de Nvel 1- SIAMES
O modelo AADL correspondente de nvel 1 gerado pelo ma-
peamento estrutural da AST e mostrado na Figura 31. Note que
na linha 1 este modelo contem um componente system raz chamado
s siames.impl, que possui como subcomponentes um componente sys-
tem chamado s systemparking e outros tre^s componentes devices iden-
ticados como d userinterface, d sensorspeed e d sensorslot (linhas 3
a 6). Todos os componentes foram mapeados levando em considerac~ao
suas respectivas marcas. As portas e as linhas dos blocos do modelo
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1 SYSTEM IMPLEMENTATION s_siames.impl
2 subcomponents
3 d_userinterface: device d_userinterface.impl;
4 s_systemparking: system s_systemparking.impl;
5 d_sensorspeed: device d_sensorspeed.impl;
6 d_ssensorslot: device d_sensorslot.impl;
7 connections
8 port userinterface.on -> systemparking.on;
9 port userinterface.off -> systemparking.off;
10 port userinterface.searchslot -> systemparking.searchslot;
11 port userinterface.park -> systemparking.park;
12 port userinterface.nextslot -> systemparking.nextslot;
13 port systemparking.highspeed -> userinterface.highspeed;
14 port systemparking.slotfound -> userinterface.slotfound;
15 port systemparking.running -> userinterface.running;
16 port systemparking.finished -> userinterface.finished;
17 port sensorspeed.sensorspeed ->systemparking.sensorspeed;
18 port sensorslot.sensorslot -> systemparking.sensorslot;
19 END siames.impl;
Figura 31 { Modelo AADL de Nvel 1 - SIAMES)
funcional Simulink foram mapeadas automaticamente como portas e
conex~oes no modelo AADL (linhas 7 a 18).
Outra perspectiva do mapeamento estrutural entre os modelos
Simulink e AADL e apresentado na Figura 32. No lado esquerdo
aparece um trecho do arquivo .mdl do modelo funcional Simulink do
sistema SIAMES e do lado direito aparece o trecho correspondente
do arquivo .aadl gerado apos a execuc~ao do mapeamento estrutural.
Os trechos destacados em vermelho mostram que o bloco Subsystem
chamado SearchingSlot que recebeu a marca Process gerou no modelo
AADL um componente de software do tipo Process chamado Sear-
chingSlot. Os trechos em azul mostram que os blocos do tipo Inport e
Outport que pertencem ao bloco Subsystem SearchingSlot no arquivo
.mdl foram mapeado no modelo AADL como portas de entrada e sada
do componente Process SearchingSlot no modelo AADL. Os trechos
em verde mostram que as linhas do bloco Subsystem SerachingSlot
foram mapeadas como conex~oes do componente Process SearchingSlot
no modelo AADL.
5.5.2 Mapeamento dos Modos de Operac~ao
Como o nome sugere, o objetivo deste mapeamento e obter
informac~oes sobre os possveis modos de operac~ao do modelo funcional
Simulink e mapear para o modelo de arquitetura AADL. Portanto, e
necessario o uso de informac~oes dos blocos Subsystem do tipo Stateow,
que podem expressar Maquinas de Estado - nomeados em Simulink
como Diagramas Stateow. Em AADL os modos de operac~ao est~ao
associados a componentes e s~ao representados por uma maquina de
90
Figura 32 { Exemplo da Execuc~ao do Mapeamento Estrutural
estados modal. Esse mapeamento possui a seguinte regra de transfor-
mac~ao:
• Stateow-to-OperationMode. Um bloco Subsystem do tipo
Stateow que recebeu a marca modes afeta o seu bloco Subsystem
pai (o bloco no nvel hierarquico imediatamente superior). O
componente AADL correspondente (gerado de acordo com o
mapeamento estrutural) recebe os modos de operac~ao. Os estados
do diagrama Stateow representam os modos de operac~ao, as
transic~oes entre os estados representam as transic~oes entre os
modos de operac~ao, e as ac~oes dos estados representam a gerac~ao
dos eventos que desencadeiam a ativac~ao dos processos AADL
relacionados.
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Em linhas gerais, o mapeamento dos modos de operac~ao mapeia
apenas as portas de entrada de um diagrama Stateow, isso porque
s~ao elas que disparam as transic~oes entre os modos de operac~ao do
sistema. O mapeamento dos modos de operac~ao da AST identica os
processos que devem estar ativos em cada modo de operac~ao do sistema
a partir das ac~oes especicadas nos estados do diagrama Stateow que
esta sendo mapeado, e adiciona a declarac~ao in modes nos respectivos
processos do sistema no modelo AADL.
Dando continuidade ao exemplo, apresenta-se na Figura 33 o
segundo nvel hierarquico do modelo funcional Simulink do sistema
SIAMES, modelo este correspondente ao renamento do bloco System-
Parking da Figura 30. Neste nvel hierarquico, o modelo funcional
Simulink possui quatro blocos Subsystem, sendo um do tipo State-
ow identicado como OperationModes, outros dois do tipo Compo-
site identicados como SpeedController, SearchingSlot, e um outro do
tipo Simple identicado como ParkingManouver. Conforme informado
anteriormente, a marca que cada bloco Subsystem recebeu aparece na
parte inferior dos mesmos.
Figura 33 { Modelo Funcional de Nvel 2 - Renamento do Bloco
SystemPark - SIAMES
O diagrama Stateow do bloco OperationModes e apresentado
na Figura 34. Ele e formado por tre^s estados basicos identicados
como Idle, Lookup e Park, os quais representam os modos de operac~ao
do sistema, e possui um conjunto de transic~oes de estado ativadas
exclusivamente por eventos. Observe que os estados Lookup e Park
possuem ac~oes de estado do tipo during. Estas ac~oes de estado ativam
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os blocos SpeedController e SearchingSlot enquanto o sistema estiver
com o modo de operac~ao Lookup ativo, e os blocos SpeedController e
ParkingManouver enquanto o sistema estiver com o modo de operac~ao
Park ativo.
Figura 34 { Diagrama Stateow do bloco Stateow ModosDeOperac~ao
O modelo AADL correspondente gerado pela AST e apresentado
na Figura 35. Neste caso, o mapeamento estrutural gerou tre^s compo-
nentes de software do tipo Process identicados como p speedcontroller,
p searchingslot e p parkingmanouver dentro do componente systempar-
king do modelo AADL de nvel 2, veja linhas 3 a 6. Mesmo suprimido
da Figura 35, o processo p parkingmanouver possui internamente um
componente de software do tipo thread que chama um componente
subprogram, isso aconteceu porque o bloco Subsystem ParkingManouver
recebeu a marca process thread no modelo funcional Simulink de nvel
2.
Considerando que o bloco Stateow recebeu a marca modes,
e que isto aconteceu porque ele esta posicionado no segundo nvel
hierarquico do modelo funcional Simulink, o mapeamento dos modos
de operac~ao da AST gerou a maquina de estados modal do componente
s systemparking do modelo AADL. Ou seja, o componente pai do
bloco Stateow, veja linhas 18 a 35. Baseados nas ac~oes de estado
especicadas no diagrama Stateow da gura 34, os processos s~ao
ativados de acordo modo de operac~ao ativo do sistema. Em AADL, o
comando in modes e utilizado para especicar em que modo de operac~ao
o processo deve ser ativado.
A Figura 36 apresenta outra perspectiva do mapeamento dos
modos de operac~ao do modelo funcional Simulink para o modelo de
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1 SYSTEM IMPLEMENTATION s_systemparking.impl
2 SUBCOMPONENTS
3 p_speedcontroller : PROCESS p_speedcontroller.impl
4 in modes (m_lookup,m_park);
5 p_searchingslot : PROCESS p_searchingslot.impl in modes (m_lookup);
6 p_parkingmanouver : PROCESS p_parkingmanouver.impl in modes (m_park);
7 CONNECTIONS
8 PORT sensorspeed -> p_speedcontroller.sensorspeed;
10 PORT p_searchingslot.slotfound -> slotfound;
11 PORT sensorslot -> p_searchingslot.sensorslot;
12 PORT nextslot -> p_searchingslot.nextslot;
13 PORT p_parkingmanouver.running -> running;
14 PORT p_speedcontroller.highspeed -> highspeed;
15 p_speedcontroller.highspeed -> p_searchingslot.highspeed;
17 PORT p_parkingmanouver.finished -> finished;
18 modes
19 m_idle: initial mode;
20 m_lookup: mode;
21 m_park: mode;
22
23 m_idle: initial mode;
24 m_lookup: mode;
25 m_park: mode;
26 m_idle -[on]-> m_idle;
27 m_park -[p_parkingmanouver.finished]-> m_idle;
28 m_park -[p_searchingslot.highspeed]-> m_idle;
29 m_park -[p_speedcontroller.highspeed]-> m_idle;
30 m_park -[off]-> m_idle;
31 m_lookup-[p_searchingslot.highspeed]-> m_idle;
32 m_lookup-[p_speedcontroller.highspeed]-> m_idle;
33 m_lookup-[off]-> m_idle;
34 m_idle -[searchslot]-> m_lookup;
35 m_lookup-[park]-> m_park;
36 END s_systemparking.impl;
Figura 35 { Modelo AADL de Nvel 2 - Renamento do
componente system s systemparking.impl - SIAMES
arquitetura AADL. Os trechos em vermelho mostram que o bloco do
tipo Subsystem chamado SystemParking no modelo funcional Simulink
(arquivo .mdl) foi mapeado no modelo AADL (arquivo .aadl) como um
componente do tipo System chamado s systemParking.impl. Os trechos
em azul mostram que o bloco Subsystem chamado OperationModes
que possui a marca Modes e que pertence ao bloco SystemParking no
arquivo .mdl gerou no arquivo .aadl a sec~ao MODES, a qual especica
os modos de operac~ao do componente s systemparking.impl do modelo
AADL. Todo bloco Subsystem do tipo Stateow no modelo Simulink
(arquivo .mdl) possui associado a ele um Chart, como pode ser obser-
vado na Figura 36. Um bloco Subsystem e classicado como sendo do
tipo Stateow quando ele possuir a propriedade SFBlock Type denida
como \Chart". Os trechos em verde mostram que os estados do Chart
OperationModes foram mapeados como sendo os modos de operac~ao do
sistema no modelo AADL. Ja os trechos em laranja demonstram que
as transic~oes do Chart OperationModes foram mapeadas como sendo
as transic~oes entre os modos de operac~ao no modelo AADL.
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Figura 36 { Exemplo da Execuc~ao do Mapeamento dos Modos de
Operac~ao
5.5.3 Mapeamento Comportamental
O principal objetivo do mapeamento comportamental e extrair
os aspectos comportamentais de blocos Subsystem do modelo funcional
Simulink e mapear para componentes do modelo de arquitetura AADL.
Como acontece no mapeamento dos modos de operac~ao, o mapeamento
comportamental tambem manipula os blocos Stateow. No entanto,
neste caso, eles devem estar posicionados dentro de um bloco Subsystem
que recebeu a marca process.
O resultado deste mapeamento e a gerac~ao de um componente
de software AADL do tipo Thread, com seu comportamento interno
devidamente especicado. Em AADL, a especicac~ao do comporta-
mento interno de um componente e representado por uma especie
de maquina de estados com condic~oes de guarda e ac~oes, conforme
denic~ao do anexo comportamental da AADL (SAE, 2011a). A sec~ao
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annex behavior specication, no caso do mapeamento comportamental,
e inserida no respectivo componente Thread. Segue o conjunto de
transformac~oes realizadas neste nvel.
• Stateow-to-thread/behavior. O bloco Subsystem do tipo
Stateow que recebeu a marca thread/behavior e mapeado es-
truturalmente como uma Thread no modelo AADL. Essa Th-
read recebe uma sec~ao chamada annex behavior specication
gerada a partir do diagrama Stateow. A sec~ao annex beha-
vior specication especica o comportamento interno da Thread,
isto inclui estados, transic~oes, condic~oes de guarda e ac~oes. Dife-
rentemente das ac~oes que ocorrem durante a especicac~ao dos
modos de operac~ao, aqui as ac~oes representam especicac~oes
denidas pelo usuario que ocorrem quando o estado de destino
e alcancado.
Finalizando o exemplo graco, observe a Figura 37. Esta gura
apresenta o renamento do bloco Subsystem SpeedController da Figura
33, o qual possui internamente um bloco Stateow denominado Speed-
Controller1. O bloco Stateow SpeedController1 possui um diagrama
Stateow que esta posicionado no ultimo nvel hierarquico do modelo
funcional Simulink. Este diagrama Stateow e apresentado na Figura
38, ele e composto por tre^s estados basicos identicados como Idle,
NormalSpeed e HighSpeed, os quais representam o comportamento
da func~ao responsavel pelo monitoramento de velocidade do sistema
SIAMES, e possui tambem um conjunto de transic~oes de estado que
s~ao disparadas de acordo com chegada de eventos e/ou dados pelas
portas bloco Stateow.
Figura 37 { Modelo Funcional de Nvel 3 - Renamento do Bloco
SpeedController - SIAMES
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Figura 38 { Diagrama Stateow do bloco Stateow SpeedController1
O modelo AADL correspondente gerado pela AST e mostrado na
Figura 39. Neste caso, o mapeamento comportamental gerou a partir da
marca thread/behavior um componente AADL do tipo thread chamado
t speedcontroller.impl, que por sua vez e um subcomponente do processo
p speedcontroller, veja linhas 9 e 10. Vale frisar, que o processo
p speedcontroller foi criado anteriormente a partir do mapeamento do
modelo funcional Simulink de nvel 2 (veja Figura 33).
O mapeamento comportamental da AST, baseado no diagrama
Stateow do bloco Stateow gerou o comportamento interno da thread
t speedcontroller (veja linhas de 25 a 54). Neste caso, n~ao existe a
chamada de um subprogram, isso acontece porque o comportamento
da thread e especicado pela sec~ao annex behavior specication, estes
recursos s~ao mutuamente exclusivos.
A Figura 40 apresenta outra perspectiva do mapeamento com-
portamental do modelo funcional Simulink para o modelo de arqui-
tetura AADL. Os trechos em vermelho mostram que o bloco do tipo
Subsystem chamado SpeedController1 que possui a marca thread/behavior
no arquivo .mdl gerou no modelo AADL como um componente de
software do tipo Thread chamado t speedController1 que possui a sec~ao
annex behavior specication denida. Os trechos em azul mostram que
os estados do Chart SpeedController1 foram mapeados como sendo os
estados do comportamento da Thread t speedController1 no modelo
AADL. Os trechos em verde demonstram que as transic~oes do Chart
SpeedController1 do arquivo .mdl foram mapeadas como sendo as tran-
sic~oes entre os estados do comportamento da Thread t speedController1
no modelo AADL. Ja os trechos em laranja demonstram que os dados
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1 PROCESS p_speedcontroller
2 FEATURES
3 sensorspeed : IN EVENT DATA PORT base_types::integer;
4 speedcontroller : IN EVENT PORT ;
5 highspeed : OUT EVENT PORT ;
6 END p_speedcontroller;
7
8 PROCESS IMPLEMENTATION p_speedcontroller.impl
9 SUBCOMPONENTS
10 t_speedcontroller : THREAD t_speedcontroller.impl;
11 CONNECTIONS
12 c1 : PORT sensorspeed -> t_speedcontroller.sensorspeed;
13 c2 : PORT speedcontroller -> t_speedcontroller.speedcontroller;
14 c3 : PORT t_speedcontroller.highspeed -> highspeed;
15 END p_speedcontroller.impl;
16
17 THREAD t_speedcontroller
18 FEATURES
19 sensorspeed : IN EVENT DATA PORT base_types::integer ;
20 speedcontroller : IN EVENT PORT;
21 highspeed : OUT EVENT PORT;
22 END t_speedcontroller;
23
24 THREAD IMPLEMENTATION t_speedcontroller.impl
25 subcomponents
26 dt_sensorspeed: data Base_Types::integer;
27 annex behavior_specification {**
28 states
29 s_idle : initial complete state;
30 s_intermediate_normalspeed: state;
31 s_normalspeed : complete state;
32 s_intermediate_highspeed: state;
33 s_highspeed : complete state;
34
35 transitions
36 s_idle -[on dispatch speedcontroller]-> s_intermediate_normalspeed
37 {sensorspeed?(dt_sensorspeed)};
38 s_intermediate_normalspeed -[dt_sensorspeed <= 20]-> s_normalspeed;
39 s_normalspeed -[on dispatch speedcontroller]-> s_idle;
40
41 s_idle -[on dispatch speedcontroller]-> s_intermediate_highspeed
42 {sensorspeed?(dt_sensorspeed)};
43 s_intermediate_highspeed -[dt_sensorspeed > 20]-> s_highspeed{highspeed!};
44 s_highspeed -[on dispatch speedcontroller]-> s_idle;
45
46 s_highspeed -[on dispatch sensorspeed]-> s_intermediate_highspeed
47 {sensorspeed?(dt_sensorspeed)};
48 s_intermediate_highspeed -[dt_sensorspeed <= 20 ]-> s_normalspeed;
49
50 s_normalspeed -[on dispatch sensorspeed]-> s_intermediate_normalspeed
51 {sensorspeed?(dt_sensorspeed)};
54 s_intermediate_normalspeed -[dt_sensorspeed > 20 ]-> s_highspeed{highspeed!};
54 **};
55 END t_speedcontroller.impl;
Figura 39 { Modelo AADL de Nvel 3 - Comportamento da thread
t speedcontroller.impl - SIAMES
do Chart SpeedController1 foram mapeados como dados que s~ao mani-
pulados pelo comportamento da Thread t speedcontroller1 no modelo
AADL.
5.6 PLUGIN AS2T
O plugin AS2T (Tradutor Simulink/AADL) foi implementado
no escopo deste trabalho de pesquisa como uma prova de conceito
para vericar a execuc~ao dos mapeamentos propostos pela AST quando
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Figura 40 { Exemplo da Execuc~ao do Mapeamento Comportamental
automatizados. De acordo com a Figura 41, o plugin AS2T gera
um modelo AADL textual a partir de informac~oes extradas de um
modelo funcional Simulink importado. O plugin AS2T foi imple-
mentado usando a linguagem de programac~ao Java e empacotado
como um plugin para o ambiente OSATE (Open Source Architectural
Environment Tool).
Figura 41 { Estrutura do Plugin AS2T
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O plugin AS2T possui um metodo parser que le^ linha a linha o
arquivo .mdl importado, identica e gera uma lista encadeada contendo
todos os elementos pai e os respectivos elementos lhos de cada bloco
Subsystem existente no modelo funcional Simulink importado. Uma
variavel chamada mdlFile gerada pelo parser possui apenas as pro-
priedades dos blocos Subsystem relevantes para a execuc~ao das regras
de transformac~ao da AST, isso foi feito para tornar a implementac~ao
das regras de transformac~ao mais simples, e, alem disso, proporcionar
ganho no tempo de execuc~ao das mesmas.
O plugin AS2T possui um metodo autoMark, conhecido como
assistente de marcac~ao, ele tem a responsabilidade de inserir as marcas
nos blocos Subsystem da variavel mdlFile, caso estes n~ao possuam
marcas previamente inseridas pelo projetista. Como ja discutido,
as marcas s~ao inseridas de acordo com o tipo do bloco Subsystem
(Composite, Simple, Stateow ou MATLABFunction) e de acordo com
a posic~ao hierarquica do mesmo dentro do arquivo mdl.
Depois da execuc~ao dos metodos parser e do autoMark o motor
de transformac~ao (transformEngine) executa as regras de transforma-
c~ao da AST, gera o objeto AADL e posteriormente escreve o modelo
AADL propriamente dito. A Figura 42 apresenta a regra de transfor-
mac~ao que e executada quando a marca process/thread e encontrada em
algum bloco Subsystem da variavel mdlFile. Neste caso em especco,
e gerado no modelo AADL um componente de software do tipo Process
que possui internamente um componente de software do tipo Thread
com as mesmas portas de entrada e sada do componente Process pai.
Figura 42 { Regra de transformac~ao ativada pela marca process/thread
A Figura 43 apresenta a regra de transformac~ao que e executada
quando a marca thread/behavior e encontrada em algum bloco Subsys-
tem da variavel mdlFile. Esta regra mapeia o bloco Subsystem com tal
marca como um componente de software do tipo Thread com uma sec~ao
annex behavior specication no modelo AADL. A sec~ao annex behavior
specicacion possui os estados e as transic~oes do diagrama Stateow
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associado ao bloco Subsystem que recebeu a marca thread/behavior no
modelo funcional Simulink.
Figura 43 { Regra de transformac~ao correspondente a marca th-
read/behavior
Uma vez que o plugin \as2t v1.0.0.jar" foi copiado para dentro
da pasta plugins do OSATE, para utilizar o transformador de modelos
AS2T basta instanciar o ambiente OSATE, criar um projeto AADL que
armazenara o arquivo AADL gerado, clicar com o bot~ao direito sobre o
projeto AADL gerado e selecionar a opc~ao Import. A caixa de dialogo
que sera aberta e apresentada na gura 44. Dentro da caixa de dialogo
basta selecionar a opc~ao Importar Arquivo da pasta AS2T conforme
indicado na gura 44 e clicar no bot~ao Next.
Na proxima caixa de dialogo e preciso selecionar o modelo funcio-
nal Simulink (arquivo .mdl) que sera importado, a pasta onde ele cara
armazenado e clicar no bot~ao Finish, conforme indicado na gura 45.
E nesta mesma pasta que ser~ao armazenados os arquivos .aadl gerados
pelo transformador de modelos AS2T.
E possvel observar na gura 46 que s~ao adicionados a pasta
selecionada na caixa de dialogo anterior (gura 45), o arquivo .mdl
correspondente ao modelo funcional Simulink, o arquivo .aadl cor-
respondente ao modelo de arquitetura de software AADL, o arquivo
Base Types Simulink.aadl que armazena os tipos de dados que trafe-
gam entre as portas do tipo data port e event data port do modelo
AADL gerado, e o arquivo Programs Simulink.aadl que armazena os
subprograms chamados pelas threads no modelo AADL gerado.
A partir deste ponto, basta o projetista anotar o modelo AADL
gerado com informac~oes adicionais referentes a plataforma de execuc~ao
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Figura 44 { Janela: Importar e Converter Arquivo MDL
e propriedades dos componentes de software, e submeter o modelo as
analises e vericac~oes desejadas.
Embora o modelo gerado pelo plugin AS2T seja considerado
preliminar, grande parte do trabalho empregado para especicar os
componentes de software do modelo de arquitetura do sistema e rea-
lizado de forma automatica. Evitando, por exemplo, inconsiste^ncias
na denic~ao das conex~oes entre as portas dos componentes de software
(systems,devices e threads), e garantindo a consiste^ncia dos dados entre
as portas envolvidas nestas conex~oes. Outra contribuic~ao interessante
do plugin AS2T, que agiliza consideravelmente o trabalho do projetista,
e que ele gera o sistema raiz que pode ser instanciado diretamente,
composto por componentes subgram, chamadas de subprogramas dentro
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Figura 45 { Janela: Importar e Converter Arquivo MDL
das threads, e com os tipos de dados das portas do tipo data port e event
data port devidamente especicados.
5.7 POSSIVEIS AMEACAS RELACIONADAS A UTILIZAC~AO DA
AST
Por ser resultado de um trabalho de pesquisa experimental, a
AST pode trazer possveis problemas ao processo de desenvolvimento
de um CPS.
Primeiramente, a AST somente podera extrair as informac~oes
esperadas de um modelo funcional se este estiver corretamente estru-
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Figura 46 { Modelo de Arquitetura de Software Preliminar Gerado pelo
Plugin AS2T
turado. Ou seja, o modelo funcional precisa expressar a hierarquia
funcional do CPS. Uma hierarquia funcional deve expressar a hierarquia
estrutural dos subsistemas que comp~oem o sistema de controle, suas
interfaces e conex~oes. Sendo assim, a n~ao aplicac~ao das diretrizes de
modelagem basicas apresentadas anterior por parte do usuario pode
dicultar a identicac~ao de aspectos estruturais no modelo funcional,
e, como conseque^ncia, o modelo de arquitetura gerado pela AST pode
n~ao reetir de forma satisfatoria a arquitetura SCE. O modelo de ar-
quitetura vai ser gerado pela AST independentemente da aplicac~ao das
diretrizes de modelagem no modelo funcional importado, entretanto,
neste caso, o modelo de arquitetura gerado pela AST pode requerer
uma quantidade maior ajustes adicionais.
Um segundo ponto que pode gerar questionamentos, e o fato de
que o motor de transformac~ao de modelos da AST poder gerar modelos
de arquitetura diferentes para um mesmo sistema, ou seja, a partir de
um mesmo modelo funcional Simulink. Entretanto, vale lembrar que
esta quest~ao esta relacionada com as variac~oes de mapeamento supor-
tadas pela AST, as quais por sua vez, est~ao diretamente relacionadas
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com as marcas inseridas pelo usuario modelo no funcional Simulink.
Sendo assim, o motor de transformac~ao de modelos da AST vai gerar
um modelo de arquitetura que reete as decis~oes de projeto tomadas
pelo usuario no momento da marcac~ao do modelo funcional Simulink.
Para nalizar, as diretrizes de modelagem para os modelos fun-
cionais e a atividade de inserc~ao de marcas no modelo funcional podem
ser consideradas limitac~oes da AST, entretanto, esta quest~ao pode ser
facilmente contornada com um treinamento basico da equipe de desen-
volvimento, apresentando para a mesma o processo de transformac~ao
de modelos proposto pela AST.
5.8 AVALIAC~AO DA AST FRENTE AOS TRABALHOS RELACIO-
NADOS
A AST explora a capacidade que as ferramentas de modelagem
possuem de permitir o renamento e a organizac~ao do projeto detalhado
de um sistema de controle por meio blocos que armazenem internamente
uma hierarquia de diagramas de blocos. Estes blocos permitem a
identicac~ao de aspectos arquiteturais de um sistema de controle,
viabilizando assim a gerac~ao de componentes de software no modelo
de arquitetura do sistema. E possvel armar que a AST estende
o que foi proposto por (RAGHAV et al., 2009b), uma vez que ela
oferece suporte para um mapeamento entre diferentes combinac~oes
de ferramentas de modelagem funcional e de linguagens de descric~ao
de arquitetura, e que alem disso, preve^ o mapeamento de aspectos
estruturais, operacionais e comportamentais de um modelo funcional
para um modelo de arquitetura do sistema. Na AST estes tipos de
mapeamento est~ao diretamente relacionados com a posic~ao hierarquica
do diagrama de blocos dentro do modelo funcional e com a composic~ao
interna do mesmo.
O plugin importer.simulink e o mecanismo de transformac~ao
de modelos apresentado neste trabalho de pesquisa parecem ter o
mesmo objetivo, apesar de aparentemente adotarem uma abordagem
diferente para realizar os mapeamentos estrutural e comportamental
entre os modelos Simulink e AADL. Um comparativo entre o plugin
importer.simulink e a AST apontam que: (i) o projeto do plugin
importer.simulink esta em um estagio inicial de desenvolvimento se
comparado com o projeto do mecanismo de transformac~ao de modelos
apresentado neste documento de tese, (ii) ele n~ao suporta a importac~ao
de modelos Simulink em formato mdl, (iii) o mapeamento estrutural
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gera apenas componentes do tipo System e (iv) o mapeamento com-
portamental suporta o mapeamento de blocos Stateow hierarquicos.
No entanto, o foco do mapeamento comportamental parece ser a identi-
cac~ao de problemas arquiteto^nicos relacionados ao compartilhamento
de dados, e n~ao a vericac~ao de propriedades comportamentais como e
o caso do mecanismo proposto por esta tese de doutorado. Alem disso,
parece que o plugin importer.simulink n~ao suporta o mapeamento de
possveis modos de operac~ao do sistema especicados em modelos fun-
cionais Simulink para o modelo de arquitetura AADL correspondente.
A AST pode n~ao ser uma soluc~ao denitiva para a quest~ao da
transformac~ao de modelos funcionais Simulink em modelos de Arqui-
tetura AADL, mas como pode ser observado na Tabela 7, ela oferece
suporte a uma quantidade maior de recursos se comparada com os
trabalhos relacionados apresentados no Captulo 3 deste documento.
ASSERT IME Polychrony Integrac~ao
Codigos-
Fonte
Plugin im-
porter. si-
mulink
AST
Gera Modelo de
Arquitetura a
partir de Modelo
Funcional?
n~ao sim n~ao n~ao sim sim
Preve^ um mapea-
mento direto entre
modelos Simulink e
AADL?
n~ao n~ao n~ao n~ao sim sim
Aplica a tecnica de
transformac~ao de
modelos M2M?
sim sim sim n~ao sim sim
Suporta
mapeamento
estrutural?
sim sim n~ao n~ao sim sim
Suporta
mapeamento
comportamental?
n~ao n~ao n~ao n~ao sim sim
Suporta
mapeamento
de modos de
operac~ao?
n~ao n~ao n~ao n~ao n~ao sim
Possui suporte de
ferramenta compu-
tacional?
sim sim sim n~ao sim sim
Tabela 7 { Quadro Comparativo dos Trabalhos Relacionados
5.9 CONSIDERAC~OES
Atualmente, o metamodelo Simulink n~ao e utilizado para vali-
dar o modelo funcional Simulink de entrada, ou seja, n~ao existe um
mecanismo implementado no motor de transformac~ao responsavel por
esta validac~ao. Parte-se do princpio de que as diretrizes de modelagem
foram seguidas, e que, portanto, o modelo de entrada e valido. Em
relac~ao ao metamodelo AADL, consideramos que o modelo AADL
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gerado esta consistente com o metamodelo AADL se o mesmo for
reconhecido pelo editor de modelos AADL chamado OSATE.
E fato que o modelo AADL gerado AST e considerado preli-
minar, ou seja, o projetista precisa, posteriormente, especicar uma
plataforma de execuc~ao que suporte a execuc~ao dos componentes da
aplicac~ao, e, tambem, inserir informac~oes adicionais nos componentes
do modelo AADL para que ele possa ser submetido a analises e veri-
cac~oes e consequentemente validado.
Embora neste trabalho de pesquisa tenha sido explorada de
forma pratica a transformac~ao de modelos funcionais Simulink em
modelos de arquitetura de software AADL, e possvel inferir que a AST
pode ser generalizada. Ou seja, a soluc~ao proposta tambem pode ser
aplicada com outras de ferramentas modelagem funcional, desde que
estas sejam baseadas em diagramas de blocos, como por exemplo, as
ferramentas LabView e Scilab.
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6 VALIDAC~AO EXPERIMENTAL DA AST
O estudo de caso apresentado neste captulo foi desenvolvido com
o objetivo de avaliar o processo de transformac~ao de modelos proposto
pela AST. Para tal proposito, foi utilizado como entrada o modelo
funcional Simulink de um Veculo Aereo N~ao Tripulado (VANT).
O modelo funcional do VANT foi desenvolvido por integrantes
do projeto ProVant1. O projeto ProVant esta em desenvolvimento no
Departamento de Automac~ao e Sistemas (DAS) da Universidade Fede-
ral de Santa Catarina (UFSC), e tem como objetivo o desenvolvimento
de uma aeronave n~ao tripulada de pequena escala capaz de realizar voos
de maneira auto^noma (vide (GONCALVES et al., 2013)).
6.1 VIS~AO GERAL DO PROJETO PROVANT
O VANT em desenvolvimento deve ser capaz de realizar voos
auto^nomos de acordo com miss~oes pre-denidas, ou seja, o VANT
deve ser capaz de receber como entrada uma determinada trajetoria
e a seguir automaticamente. A miss~ao e denida pelo operador do
sistema atraves de uma aplicac~ao especca, que e executada em um
computador remoto denominado estac~ao base (BS). A BS se comunica
com o VANT por meio de uma interface de comunicac~ao sem o. Alem
de permitir a denic~ao da miss~ao, atraves da BS tambem e possvel:
• Iniciar um voo auto^nomo para executar uma miss~ao.
• Abortar uma miss~ao por meio de duas ac~oes distintas: (i) retornar
para base ou (ii) pouso de emerge^ncia.
• Monitorar informac~oes do voo (telemetria).
• Realizar testes individuais de dispositivos eletro/eletro^nicos.
Cada uma destas ac~oes deve desencadear uma operac~ao diferente
no VANT. Estas operac~oes s~ao executadas na plataforma de computa-
c~ao embarcada que comp~oe o VANT. Antes de iniciar um voo auto^nomo
e necessario carregar uma miss~ao para o VANT e conrmar o incio da
miss~ao. Depois disso e necessario executar alguns subsistemas, tais
como, controle de estabilidade, controle de trajetoria, monitoramento
da bateria e procedimentos de pouso e decolagem.
1http://provant.das.ufsc.br
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Abortar uma miss~ao pode ser visto como uma ac~ao extraor-
dinaria, excepcional, que pode acontecer devido a varias raz~oes, que
v~ao desde mas condic~oes meteorologicas ate uma descoberta de falha
no sistema. Duas ac~oes diferentes podem ser acionadas no caso de
abortar uma miss~ao, sendo que a primeira e identicada como retornar
para base, onde o VANT deve retornar a uma localizac~ao geograca
especca (normalmente perto da BS). A outra ac~ao e um possvel
pouso de emerge^ncia o mais proximo possvel da localizac~ao corrente
do VANT.
O monitoramento de informac~oes do voo (telemetria) e uma ac~ao
opcional que pode ou n~ao ser solicitada pelo operador. Atraves dessa
opc~ao, o operador pode manter uma vigila^ncia constante no VANT e
tomar decis~oes imediatas em caso de eventos extraordinarios.
Finalizando, os testes individuais de dispositivos eletro/eletro^nicos
do VANT podem ser realizados como uma ac~ao preventiva, semelhante
ao que os pilotos de avi~ao fazem antes de iniciar seus voos. Esta ac~ao
desencadeia uma rotina de testes no VANT para assegurar a integridade
do sistema, bem como a vericac~ao do canal de comunicac~ao com a
estac~ao base.
Em relac~ao a infraestrutura computacional do VANT, a mesma e
composta por um computador pessoal (estac~ao base) e pela plataforma
embarcada do VANT, a qual consiste da placa denominada Beaglebone,
equipada com um microcontrolador ARM Cortex-A8 superescalar de
720MHz, e de uma placa Discovery, equipada com um microcontrolador
ARM Cortex-M4F de 168MHz. O transmissor MRF24J40MC da
Microchip e utilizado para suportar a comunicac~ao do VANT com a
BS. Tal transmissor usa o padr~ao IEEE. 802.15.4 2.4 GHz e possui um
modo de transmiss~ao avancado capaz de atingir uma dista^ncia de ate
1.200 metros. Em relac~ao aos perifericos, s~ao utilizados os seguintes
sensores e atuadores:
• 1 Sonar
• 1 GPS
• 1 Inertial Measurement Unit (IMU)
• 2 Brushless-controllers (ESCs)
• 2 Servo-motors
O projeto PROVANT vem sendo conduzido levando em con-
siderac~ao o processo de desenvolvimento descrito na Sec~ao 4 deste
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documento, cuja representac~ao graca e apresentada novamente na
Figura 47.
Figura 47 { Principais atividades e artefatos do metodo para desenvol-
ver CPSs.
6.2 APLICAC~AO DA AST NO PROJETO PROVANT
A aplicac~ao da AST durante o processo de desenvolvimento do
VANT ocorreu durante a transic~ao entre a etapa denominada Projeto
Preliminar e a etapa do Projeto Detalhado. Mais especicamente, a
aplicac~ao da AST deu suporte para fazer a transic~ao entre modelo
funcional Simulink e o modelo de arquitetura de software em AADL do
sistema. O modelo funcional Simulink do VANT expressa a hierarquia
estrutural dos subsistemas que comp~oem o sistema de controle, suas
interfaces e conex~oes. O modelo funcional Simulink completo do VANT
e resultado de um trabalho conjunto entre um engenheiro de controle
e um engenheiro de computac~ao, membros integrantes do projeto
ProVANT, e entre outras nalidades, e utilizado para testar e simular
os algoritmos de controle desenvolvidos ao longo do projeto. Conforme
discutido ao longo deste captulo, a aplicac~ao da AST facilitou consi-
deravelmente a gerac~ao de uma vers~ao preliminar do modelo AADL do
sistema do VANT a partir de informac~oes extradas do modelo funcional
Simulink.
Detalhando a aplicac~ao da AST, o processo teve incio com o ma-
peamento do primeiro nvel hierarquico do modelo funcional Simulink, o
qual e ilustrado na Figura 48. Neste nvel, o modelo funcional Simulink
e composto por tre^s blocos Subsystem, sendo um do tipo Simple e dois
do tipo Composite. Um dos blocos Subsystem representa o sistema
de controle do UAV propriamente dito, um representa a aplicac~ao da
Estac~ao Base, e o outro representa um dispositivo de Controle Remoto
que pode enviar comandos diretamente para o VANT. Para permitir a
aplicac~ao da AST, todos os blocos Subsystem que comp~oem o modelo
funcional Simulink do VANT foram devidamente marcados. E possvel
conferir as marcac~oes efetuadas, tanto no modelo da Figura 48 quanto
nos proximos, observando a parte inferior dos blocos Subsystem.
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Figura 48 { Modelo Funcional Simulink - VANT
A Figura 49 mostra o segundo nvel hierarquico do modelo
funcional Simulink, correspondente ao renamento do bloco UAV do
modelo nvel 1 apresentado na gura 48. Neste nvel, o modelo possui 12
blocos Subsystem, sendo um do tipo Stateow identicado como Ope-
rationModes e 10 blocos do tipo Composite. O bloco SensorInterface e
responsavel por receber os dados dos diversos sensores e encaminha-los
para o blocoDataProcessing, que tem como responsabilidade fusionar os
dados e gerar as informac~oes necessarias ao bloco StabilizationControl.
O bloco StabilizationControl e responsavel por estabilizar a aeronave.
O bloco TrajectoryControl e responsavel por fazer o UAV percorrer
os waypoints previamente denidos pela trajetoria especicada pela
miss~ao. Ja o bloco ControlMission recebe a miss~ao denida pelo usuario
via estac~ao base e emite a trajetoria que deve ser percorrida pelo
UAV. O bloco RCSignalDecoder recebe os sinais emitidos pelo controle
remoto e repassa para o bloco RCControl, que estara ativo quando o
VANT estiver operando em modo manual. O bloco WirelessModule e
responsavel por gerenciar a comunicac~ao entre o VANT e a BS. Como
a plataforma de execuc~ao do VANT preve^ a utilizac~ao de dois proces-
sadores, os blocos BeagleCommunication e DiscoreveryCommuncation
s~ao responsaveis pela comunicac~ao entre os blocos alocados em cada um
destes processadores. O bloco subsystem UAV Dinamycs representa a
planta do VANT, ou seja, as equac~oes que descrevem o comportamento
da estrutura eletromeca^nica que constitui a aeronave.
O diagrama Stateow do bloco OperationModes (Figura 49) e
apresentado na gura 50. Ele e formado por seis estados basicos
denominados Neutral, Automatic Mode, RadioControled Mode, Main-
tenance Mode, EmergencyLanding Mode, ReturnToHome Mode. Estes
estados representam os modos de operac~ao do sistema e possuem um
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Figura 49 { Modelo Funcional Simulink de Nvel 2 - Renamento do
bloco VANT.
conjunto de transic~oes ativadas exclusivamente por eventos. Os estados
possuem ac~oes que ativam determinados blocos em cada modo de
operac~ao do sistema.
A Figura 51 apresenta o diagrama Stateow que esta posicionado
hierarquicamente dentro do bloco subsystem ControlMission, estando,
portanto, no terceiro nvel hierarquico do modelo. Este diagrama
tem como nalidade especicar o comportamento esperado da funci-
onalidade do sistema responsavel por controlar a execuc~ao da miss~ao
recebida pelo UAV.
Para contribuir com a compreens~ao das vantagens da aplicac~ao
da AST durante o processo de desenvolvimento de um CPS de modo
geral, vale destacar que o modelo de arquitetura do sistema em AADL
do VANT apresentado a partir deste ponto do documento foi gerado
a partir da extrac~ao de informac~oes estruturais, operacionais (modos
de operac~ao) e comportamentais do modelo funcional Simulink apre-
sentado. O modelo AADL do VANT foi gerado de forma automatica,
utilizando o prototipo da ferramenta que automatiza o uso da AST.
O modelo AADL de nvel 1 mostrado na Figura 52 foi gerado
pelo mapeamento estrutural da AST aplicado sobre o modelo funcional
Simulink de nvel 1 apresentado na Figura 48. E possvel observar
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Figura 50 { Diagrama Stateow do bloco Stateow ModosDeOperac~ao
que o modelo AADL gerado contem um componente System raiz
chamado arquitetura uav.impl que possui como subcomponentes dois
devices chamados de d remotecontrol e d basestation (linhas 3 e 4) e um
outro componente system chamado de s uavsystem (linha 5). Alem dos
subcomponentes, o sistema raiz possui as conex~oes mapeadas a partir
das linhas do modelo funcional Simulink de nvel 1 (linhas 6 a 9). O
device d remotecontrol, o device d basestation e o sistema s uavsystem
foram gerados pelo mapeamento estrutural a partir das marcas device
e system inseridas nos blocos Subsystem. As conex~oes foram geradas
a partir das linhas existentes entre os blocos Subsystem do modelo
funcional Simulink do VANT.
O modelo AADL de nvel 2 gerado pelo mapeamento estrutural
da AST e mostrado na Figura 53. De acordo com as marcas recebidas,
todos os blocos Subsystem do modelo funcional Simulink de Nvel 2
(Figura 49) foram mapeados estruturalmente no modelo AADL como
subcomponentes do componente System denominado s uav.impl (linhas
2 a 26). As linhas entre os blocos Subsystem do modelo funcional de
Nvel 2 (Figura 49) foram mapeadas estruturalmente como conex~oes no
modelo AADL (linhas 28 a 37).
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Figura 51 { Diagrama Stateow do bloco ControlMission
1 SYSTEM IMPLEMENTATION uav.impl
2 SUBCOMPONENTS
3 d_base_station: DEVICE d_base_station.impl;
4 d_remotecontrol: DEVICE d_remotecontrol.impl;
5 s_uav: SYSTEM s_uav.impl;
6 CONNECTIONS
7 C1: PORT d_base_station.wireless_signal_out -> s_uav.wireless_signal_in;
8 C2: PORT s_uav.wireless_signal_out -> d_base_station.wireless_signal_in;
9 C3: PORT d_remotecontrol.rcsignal -> s_uav.rcsignal;
10 END uav.impl;
Figura 52 { Modelo AADL de Nvel 1 - VANT
O mapeamento dos modos de operac~ao da AST, baseado no dia-
grama Stateow do bloco UAVStateow do modelo funcional Simulink
de nvel 2, gerou a maquina de estados modal do componente System
s uav.impl no modelo AADL, conforme exibido nas linhas 39 a 45 da
Figura 53. As transic~oes de estado do diagrama Stateow geraram as
transic~oes entre os modos de operac~ao da maquina de estados modal,
conforme exibido nas linhas 47 a 54 da Figura 53. A exemplo do que
acontece no diagrama Stateow da gura 50, os processos s~ao ativados
de acordo com o modo de operac~ao ativo do sistema. Em AADL, o
comando in modes e utilizado para especicar em que modo de operac~ao
cada processo do componente system s uavsystem deve ser ativado.
Neste estudo de caso, o mapeamento estrutural da AST tam-
bem gerou um subcomponente thread para cada um dos processos.
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1 SYSTEM IMPLEMENTATION s_uav.impl
2 SUBCOMPONENTS
3 p_beaglecommunication: PROCESS p_beaglecommunication.impl in modes
4 (m_neutral, m_automatic_mode, m_radiocontroled_mode, m_emergencylanding_mode,
5 m_returntohome_mode);
6 p_controlmission: PROCESS p_controlmission.impl in modes
7 (m_automatic_mode, m_emergencylanding_mode, m_returntohome_mode);
8 p_data_processing: PROCESS p_data_processing.impl in modes
9 (m_neutral, m_automatic_mode, m_radiocontroled_mode, m_emergencylanding_mode,
10 m_returntohome_mode);
11 p_discoverycommunication: PROCESS p_discoverycommunication.impl in modes
12 (m_neutral, m_automatic_mode, m_radiocontroled_mode, m_emergencylanding_mode,
13 m_returntohome_mode);
14 p_rccontrol: PROCESS p_rccontrol.impl in modes(m_radiocontroled_mode,
15 m_emergencylanding_mode, m_returntohome_mode);
16 p_rc_signaldecoder: PROCESS p_rc_signaldecoder.impl in modes(m_radiocontroled_mode,
17 m_emergencylanding_mode, m_returntohome_mode);
18 p_sensorinterface: PROCESS p_sensorinterface.impl in modes (m_neutral, m_automatic_mode,
19 m_radiocontroled_mode, m_emergencylanding_mode, m_returntohome_mode);
20 p_stabilization_control: PROCESS p_stabilization_control.impl in modes(m_automatic_mode,
21 m_emergencylanding_mode, m_returntohome_mode);
22 p_trajectory_control: PROCESS p_trajectory_control.impl in modes(m_automatic_mode,
23 m_emergencylanding_mode, m_returntohome_mode);
24 d_uav_dinamycs: DEVICE d_uav_dinamycs.impl;
25 p_wireless_module: PROCESS p_wireless_module.impl in modes(m_neutral, m_automatic_mode,
26 m_radiocontroled_mode, m_emergencylanding_mode, m_returntohome_mode);
27
28 CONNECTIONS
29 C1: PORT p_wireless_module.wireless_signal_out -> wireless_signal_out;
30 C2: PORT wireless_signal_in -> p_wireless_module.wireless_signal_in;
31 C3: PORT d_uav_dinamycs.servoangle -> p_data_processing.servoangle;
32 C4: PORT d_uav_dinamycs.rotorspeed -> p_data_processing.rotorspeed;
33 C5: PORT d_uav_dinamycs.heading -> p_data_processing.heading;
34 C6: PORT d_uav_dinamycs.altitude -> p_data_processing.altitude;
35 C7: PORT d_uav_dinamycs.yaw -> p_data_processing.yaw;
36 C8: PORT p_stabilization_control.yaw -> p_trajectory_control.yaw;
37 ... o restante das conex~oes foi suprimido
38
39 MODES
40 m_returntohome_mode: mode;
41 m_maintenance_mode: mode;
42 m_raciocontroled_mode: mode;
43 m_emergencylanding_mode: mode;
44 m_automatic_mode: mode;
45 m_neutral: initial mode;
46
47 m_neutral -[p_wireless_module.start]-> m_neutral;
48 m_returntohome_mode -[p_wireless_module.landingfinished]-> m_neutral;
49 m_returntohome_mode -[p_trajectory_control.landingfinished]-> m_neutral;
50 m_emergencylanding_mode -[p_wireless_module.landingfinished]-> m_neutral;
51 m_emergencylanding_mode -[p_trajectory_control.landingfinished]-> m_neutral;
52 m_automatic_mode -[p_wireless_module.landingfinished]-> m_neutral;
53 m_automatic_mode -[p_trajectory_control.landingfinished]-> m_neutral;
54 ... o restante das transic~oes foi suprimido
55 END s_uav.impl;
Figura 53 { Modelo AADL de Nvel 2 - VANT
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1 PROCESS p_stabilization_control
2 FEATURES
3 uavstatus: OUT DATA PORT Base_Types_Simulink::integer;
4 failsignal: OUT DATA PORT Base_Types_Simulink::integer;
5 velocity_reference: OUT DATA PORT Base_Types_Simulink::integer;
6 position_reference: OUT DATA PORT Base_Types_Simulink::integer;
7 roll: OUT DATA PORT Base_Types_Simulink::integer;
8 pitch: OUT DATA PORT Base_Types_Simulink::integer;
9 yaw: OUT DATA PORT Base_Types_Simulink::integer;
10 position_estimated: IN DATA PORT Base_Types_Simulink::integer;
11 linearvelocity: IN DATA PORT Base_Types_Simulink::integer;
12 altitude_estimated: IN DATA PORT Base_Types_Simulink::integer;
13 angularvelocity: IN DATA PORT Base_Types_Simulink::integer;
14 END p_stabilization_control;
15
16 PROCESS IMPLEMENTATION p_stabilization_control.impl
17 SUBCOMPONENTS
18 t_stabilization_control: THREAD t_stabilization_control.impl;
19 CONNECTIONS
21 C1: PORT position_estimated -> t_stabilization_control.position_estimated;
22 C2: PORT linearvelocity -> t_stabilization_control.linearvelocity;
23 C3: PORT altitude_estimated -> t_stabilization_control.altitude_estimated;
24 C4: PORT angularvelocity -> t_stabilization_control.angularvelocity;
25 C5: PORT t_stabilization_control.uavstatus -> uavstatus;
26 C6: PORT t_stabilization_control.failsignal -> failsignal;
27 C7: PORT t_stabilization_control.velocity_reference -> velocity_reference;
28 C8: PORT t_stabilization_control.position_reference -> position_reference;
29 C9: PORT t_stabilization_control.roll -> roll;
30 C10: PORT t_stabilization_control.pitch -> pitch;
31 C11: PORT t_stabilization_control.yaw -> yaw;
32 END p_stabilization_control.impl;
33 THREAD t_stabilization_control
34 FEATURES
35 uavstatus: OUT DATA PORT Base_Types_Simulink::integer;
36 failsignal: OUT DATA PORT Base_Types_Simulink::integer;
37 velocity_reference: OUT DATA PORT Base_Types_Simulink::integer;
38 position_reference: OUT DATA PORT Base_Types_Simulink::integer;
39 roll: OUT DATA PORT Base_Types_Simulink::integer;
40 pitch: OUT DATA PORT Base_Types_Simulink::integer;
41 yaw: OUT DATA PORT Base_Types_Simulink::integer;
42 position_estimated: IN DATA PORT Base_Types_Simulink::integer;
43 linearvelocity: IN DATA PORT Base_Types_Simulink::integer;
44 altitude_estimated: IN DATA PORT Base_Types_Simulink::integer;
45 angularvelocity: IN DATA PORT Base_Types_Simulink::integer;
46 END t_stabilization_control;
47 THREAD IMPLEMENTATION t_stabilization_control.impl
48 calls
49 Mycalls: {
50 P_Spg : subprogram programs_simulink::stabilization_control;
51 };
52 END t_stabilization_control.impl;
Figura 54 { Modelo AADL de Nvel 3 - VANT
Com a nalidade de ilustrar a estrutura de um processo, a Figura
54 apresenta o modelo AADL de nvel 3 gerado para o processo
p Stabilization Control, onde o subcomponente t stabilization control
pode ser visto na linha 18. Tambem e possvel observar nesta -
gura que todas as portas do processo p Stabilization Control possuem
os tipos de dados devidamente especicados (veja linhas 3 a 13).
Alem disso, existe a chamada a um subprogram feita pela thread
t stabilization control.impl, conforme pode ser observado nas linhas 48
a 51.
O mapeamento comportamental realizado se baseou no diagrama
Stateow do bloco ControlMission do modelo de nvel 2. O mesmo
gerou a sec~ao annex behavior specication da thread ControlMission
116
no modelo AADL, conforme exibido nas as linhas 2 a 21 da Figura 55.
Vale ressaltar que quando o mapeamento comportamental e executado,
a sec~ao annex behavior specication e consequentemente gerada, sendo
que o mapeamento estrutural n~ao gera a chamada de um componente
subprogram para esta thread. Isto acontece por que os dois recursos s~ao
mutuamente exclusivos, uma vez que ambos s~ao utilizados em AADL
para especicar o comportamento de uma thread.
1 THREAD IMPLEMENTATION t_control_mission.impl
2 annex behavior_specification{**
3 states
4 s_idle: initial complete state;
5 s_loading_mission: complete state;
6 s_taking_off: complete state;
7 s_execution_mission:complete state;
8 s_return_to_home: complete state;
9 s_landing: complete state;
10 s_emergency_landing: complete state;
11 transitions
12 s_idle -[mission]-> s_loading_mission;
13 s_loading_mission -[startmission]-> s_taking_off;
14 s_taking_off[on dispatch -[finished]-> s_execution_mission;
15 s_execution_mission -[finished ]-> s_landing;
16 s_execution_mission -[abort]-> s_return_to_home;
17 s_execution_mission -[fail]-> s_emergency_landing;
18 s_landing -[finished]-> s_idle; ]
19 s_return_to_home -[finished]-> s_idle;
20 s_emergency_landing -[finished]-> s_idle;
21 **};
22 END t_control_mission.impl;
Figura 55 { Modelo AADL de Nvel 3 - thread ControlMission
6.3 VALIDAC~AO DO MODELO AADL DO VANT
A validac~ao de um modelo de arquitetura AADL pode ser feita
de diversas formas. Validar a sintaxe e necessario, mas, alem disso,
e necessario validar outros aspectos do sistema, como, por exemplo,
seguranca, late^ncia, escalonabilidade, etc. Entretanto, estas analises
requerem que o modelo AADL possua uma plataforma de execuc~ao
denida (processadores, memoria, etc.). As informac~oes referentes a
plataforma de execuc~ao foram adicionadas manualmente no modelo
AADL do VANT, uma vez as mesmas n~ao s~ao passveis de gerac~ao
automatica a partir do modelo funcional.
A plataforma de execuc~ao do sistema do VANT, denida para
a validac~ao do modelo AADL gerado pela AST, e composta por 2
processadores e uma memoria associada a cada um deles. Assumiu-
se que ambos os processadores utilizam o protocolo de escalonamento
Rate Monotonic (RM).
Para o estudo de caso do VANT foram realizadas analises de
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escalonabilidade, de tempo de resposta e tambem a vericac~ao de
algumas propriedades comportamentais do modelo. A realizac~ao destas
analises e vericac~oes possibilitaram ajustar propriedades de execuc~ao
e o comportamento esperado de determinados componentes de software
do sistema em desenvolvimento. Alguns dos resultados obtidos a partir
da realizac~ao destas analises e vericac~oes s~ao apresentados a seguir.
6.3.1 Analise de Escalonabilidade
Para que fosse possvel realizar a analise de escalonabilidade foi
necessario denir algumas propriedades de execuc~ao das threads e tam-
bem alocar estas threads nos processadores que comp~oem a plataforma
de execuc~ao do sistema. As Tabelas 8 e 9 apresentam a alocac~ao das
threads nos processadores, bem como algumas propriedades de execuc~ao
das threads.
Propriedades/ Wireless Data Stabilization Trajectory Beagle
Thread Module Processing Control Control Communication
Processador cortex a8 cortex a8 cortex a8 cortex a8 cortex a8
Peridiocidade Periodica Periodica Periodica Periodica Periodica
Perodo 10ms 10ms 3ms 12ms 10ms
Deadline 10ms 10ms 3ms 12ms 10ms
Tabela 8 { Caractersticas Plataforma de Execuc~ao
Propriedades/ Discovery RCSignal RCControl Sensor Control
Thread Communication Decoder Interface Mission
Processador cortex m4f cortex m4f cortex m4f cortex m4f cortex a8
Peridiocidade Periodica Periodica Periodica Periodica Periodica
Perodo 10ms 10ms 10ms 10ms 10ms
Deadline 10ms 10ms 10ms 10ms 10ms
Tabela 9 { Caractersticas Plataforma de Execuc~ao - continuac~ao
A Figura 56 apresenta o modelo AADL do VANT com a plata-
forma de execuc~ao devidamente especicada. Observe que nas linhas
de 11 a 15 s~ao denidos os dois processadores citados anteriormente,
bem como uma memoria para cada um deles. As linhas de 26 a 37
e de 49 a 55 apresentam a distribuic~ao das threads em relac~ao aos
processadores da plataforma de execuc~ao, e as linhas de 40 a 47 e 58 a
63 apresentam a associac~ao entre os processos e as memorias de cada
um dos processadores.
A analise de escalonabilidade de modelos AADL requer que
pelo menos as propriedades de execuc~ao: dispatch protocol, period, e
deadline das threads estejam especicadas. Observe as linhas de 14 a
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1 SYSTEM IMPLEMENTATION s_uav.impl
2 SUBCOMPONENTS
3 p_beaglecommunication: PROCESS p_beaglecommunication.impl in modes
4 (m_neutral, m_automatic_mode, m_radiocontroled_mode, m_emergencylanding_mode,
5 m_returntohome_mode);
9 ... o restante dos processos foi suprimido
11 CORTEX_A8: processor execution_plataform::CORTEX_A8.impl;
12 Stand_Memory: memory execution_plataform::ram.impl;
13
14 CORTEX_CORTEX_M4F: processor execution_plataform::CORTEX_M4F.impl;
15 Stand_Memory2: memory execution_plataform::ram.impl;
16 CONNECTIONS
17 C1: PORT p_wireless_module.wireless_signal_out -> wireless_signal_out;
18 ... o restante das conex~oes foi suprimido
19 MODES
20 m_neutral: initial mode;
21 m_automatic_mode: mode;
22 ......
23 m_neutral -[p_wireless_module.start]-> m_neutral;
24 m_returntohome_mode -[p_wireless_module.landingfinished]-> m_neutral;
25 ......
26 PROPERTIES
27 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
28 p_wireless_module.t_wireless_module;
29 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
30 p_data_processing.t_data_processing;
31 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
32 p_stabilization_control.t_stabilization_control;
33 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
34 p_trajectory_control.t_trajectory_control;
35 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
36 p_beaglecommunication.t_beaglecommunication;
37 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
38 p_controlmission.t_control_mission;
39
40 Actual_Memory_Binding => (reference(Stand_Memory)) applies to p_wireless_module;
41 Actual_Memory_Binding => (reference(Stand_Memory)) applies to p_data_processing;
42 Actual_Memory_Binding => (reference(Stand_Memory)) applies to
43 p_stabilization_control;
44 Actual_Memory_Binding => (reference(Stand_Memory)) applies to p_trajectory_control;
45 Actual_Memory_Binding => (reference(Stand_Memory)) applies to
46 p_beaglecommunication;
47 Actual_Memory_Binding => (reference(Stand_Memory)) applies to p_controlmission;
48
49 Actual_Processor_Binding => (reference(CORTEX_M4F)) applies to
50 p_discoverycommunication.t_discoverycommunication;
51 Actual_Processor_Binding => (reference(CORTEX_M4F)) applies to
52 p_rc_signaldecoder.t_rc_signaldecoder;
53 Actual_Processor_Binding => (reference(CORTEX_M4F)) applies to
54 p_rccontrol.t_rccontrol;
55 Actual_Processor_Binding => (reference(CORTEX_M4F)) applies to
56 p_sensorinterface.t_sensorinterface;
57
58 Actual_Memory_Binding => (reference(Stand_Memory2)) applies to
59 p_discoverycommunication;
60 Actual_Memory_Binding => (reference(Stand_Memory2)) applies to p_rc_signaldecoder;
61 Actual_Memory_Binding => (reference(Stand_Memory2)) applies to p_rccontrol;
62 Actual_Memory_Binding => (reference(Stand_Memory2)) applies to p_sensorinterface;
63 END s_uav.impl;
Figura 56 { Modelo AADL de Nvel 2 - UAV com a plataforma de
execuc~ao denida
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1 THREAD t_stabilization_control
2 FEATURES
3 uavstatus: OUT DATA PORT Base_Types_Simulink::integer;
4 failsignal: OUT DATA PORT Base_Types_Simulink::integer;
5 velocity_reference: OUT DATA PORT Base_Types_Simulink::integer;
6 position_reference: OUT DATA PORT Base_Types_Simulink::integer;
7 roll: OUT DATA PORT Base_Types_Simulink::integer;
8 pitch: OUT DATA PORT Base_Types_Simulink::integer;
9 yaw: OUT DATA PORT Base_Types_Simulink::integer;
10 position_estimated: IN DATA PORT Base_Types_Simulink::integer;
11 linearvelocity: IN DATA PORT Base_Types_Simulink::integer;
12 altitude_estimated: IN DATA PORT Base_Types_Simulink::integer;
13 angularvelocity: IN DATA PORT Base_Types_Simulink::integer;
14 PROPERTIES
15 dispatch_protocol => periodic;
16 period => 3 ms;
17 deadline => 3 ms;
18 END t_stabilization_control;
Figura 57 { Especicac~ao AADL da thread t stabilization control
17 da Figura 57, este trecho de codigo apresenta a especicac~ao das
propriedades de execuc~ao da thread t stabilization control.
A Figura 58 apresenta o resultado da analise de escalonabilidade
do modelo AADL do VANT realizada no OSATE, o qual esta ligado
a varias ferramentas de analise. Observando a Figura 58 e possvel
constatar que a partir do conjunto de propriedades denido, o sistema
do VANT se mostrou escalonavel, e, alem disso, e possvel observar o
percentual de utilizac~ao de cada processador em cada modo de operac~ao
do sistema.
6.3.2 Analises de Fluxos de Late^ncia
O modelo AADL do VANT tambem foi submetido a analise de
tempo de resposta. Ou seja, foi analisado o tempo necessario para um
sinal leva para viajar a partir de uma unidade de interface, trafegar
pelo sistema de controle e retornar uma resposta. Para realizar tal
analise, foi necessario adicionar no modelo AADL especicac~oes de
uxo nos componentes individuais do sistema (processos e threads), e,
alem disso, especicar um uxo end-to-end no sistema raiz do modelo
AADL. Neste caso, foi analisado o tempo que o sinal responsavel por
transmitir a posic~ao do UAV (valor do GPS) demora para percorrer os
processos SensorInterface, DiscoveryCommunication, BeagleCommuni-
cation e DataProcessing, ate chegar ao processo (Stabilization Control)
que precisa deste valor para estabilizar o UAV.
Observe que na linha 11 da Figura 59 foi especicada a origem
do uxo que foi analisado, e na linha 29 o destino do uxo. O caminho
que o uxo percorre dentro do sistema do UAV pode ser observado nas
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Figura 58 { Analise de Escalonabilidade do Modelo AADL do UAV
linhas 21 a 27 da Figura 60. Embora n~ao tenha sido demonstrado,
todo o caminho que o uxo percorreu dentro dos processos Senso-
rInterface, DiscoveryCommunication, BeagleCommunication e Data-
Processing tambem precisou ser especicado, bem como a late^ncia
prevista para cada um dos trechos percorridos. A Figura 61 apresenta
o resultado da analise de tempo de resposta especicada anteriormente,
e a partir dela e possvel observar que o tempo que o sinal leva para
percorrer o caminho indicado n~ao excede o limite de tempo especicado,
que e de 70ms.
6.3.3 Vericac~ao de Propriedades Comportamentais
E possvel vericar a corretude do comportamento de um modelo
AADL a partir da vericac~ao formal de propriedades. Dentre os pontos
passveis de vericac~ao, destacam-se as propriedades comportamentais
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1 DEVICE d_uav_dinamycs
2 FEATURES
3 servos_measurement: OUT DATA PORT Base_Types_Simulink::integer;
4 escs_measurement: OUT DATA PORT Base_Types_Simulink::integer;
5 gps_measurement: OUT DATA PORT Base_Types_Simulink::integer;
6 imu_measurement: OUT DATA PORT Base_Types_Simulink::integer;
7 sonar_measurement: OUT DATA PORT Base_Types_Simulink::integer;
8 angles_ref: IN DATA PORT Base_Types_Simulink::integer;
9 velocity_ref: IN DATA PORT Base_Types_Simulink::integer;
10 flows
11 position_flow_src: flow source gps_measurement {latency => 5ms.. 5ms;};
12 END d_uav_dinamycs;
13
14 PROCESS p_stabilization_control
15 FEATURES
16 uav_status: OUT DATA PORT Base_Types_Simulink::integer;
17 failsignal: OUT DATA PORT Base_Types_Simulink::integer;
18 position_estimated: OUT DATA PORT Base_Types_Simulink::integer;
19 roll_estimated: OUT DATA PORT Base_Types_Simulink::integer;
20 pitch_estimated: OUT DATA PORT Base_Types_Simulink::integer;
21 yaw_estimated: OUT DATA PORT Base_Types_Simulink::integer;
22 position: IN DATA PORT Base_Types_Simulink::integer;
23 linear_velocity: IN DATA PORT Base_Types_Simulink::integer;
24 linear_acceleration: IN DATA PORT Base_Types_Simulink::integer;
25 pressure: IN DATA PORT Base_Types_Simulink::integer;
26 altitude: IN DATA PORT Base_Types_Simulink::integer;
27 angular_velocity: IN DATA PORT Base_Types_Simulink::integer;
28 flows
29 position_flow_snk: flow sink position {latency => 8 ms .. 8 ms;};
30 END p_stabilization_control;
Figura 59 { Especicac~ao do caminho percorrido por um uxo no modelo
AADL
das threads, tais como vivacidade, ause^ncia de bloqueio, justica, etc.
Entretanto, para isso, e preciso especicar o comportamento dos devices
e das threads utilizando o anexo comportamental da AADL, e pos-
teriormente utilizar a cadeia de transformac~ao de modelos disponvel
no ambiente Topcased, a qual foi apresentada no Captulo 2 deste
documento.
A Tabela 10 apresenta o resultado de tre^s diferentes verica-
c~oes comportamentais executadas sobre o comportamento da thread
ControlMission do modelo AADL. O comportamento desta thread
foi especicado utilizando o anexo comportamental da AADL, gerado
automaticamente a partir da execuc~ao do mapeamento comportal-
mental da AST. O modelo gerado pela AST foi submetido ao plugin
AAADL2FIACRE da cadeia de vericac~ao do ambiente Topcased,
posteriormente as propriedades de vericac~ao puderam ser descritas uti-
lizando a logica temporal LTL e processadas pelo model checker SELT.
A primeira propriedade verica a ause^ncia de deadlock e a segunda
verica a ause^ncia de diverge^ncia temporal. A terceria propriedade
verica se quando atingido, estado Taking-O (decolando) bloqueia
o comportamento da thread, neste caso em particular, a vericac~ao
retornou \FALSE" e apresentou um contra-exemplo, este resultado
demonstra que o estado em quest~ao n~ao bloqueia o comportamento
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1 SYSTEM IMPLEMENTATION s_uav.impl
2 SUBCOMPONENTS
3 p_beaglecommunication: PROCESS p_beaglecommunication.impl in modes
4 (m_neutral, m_automatic_mode, m_radiocontroled_mode, m_emergencylanding_mode,
5 m_returntohome_mode);
9 ... o restante dos processos foi suprimido
10
11 CORTEX_A8: processor execution_plataform::CORTEX_A8.impl;
12 Stand_Memory: memory execution_plataform::ram.impl;
13
14 CORTEX_M4F: processor execution_plataform::CORTEX_M4F.impl;
15 Stand_Memory2: memory execution_plataform::ram.impl;
16
17 CONNECTIONS
18 C1: PORT p_wireless_module.wireless_signal_out -> wireless_signal_out;
19 ... o restante das conex~oes foi suprimido
20
21 flows
22 position_end_to_end: end to end flow d_uav_dinamycs.position_flow_src -> c45 ->
23 p_sensorinterface.position_flow_path -> C32 ->
24 p_discoverycommunication.position_flow_path1 -> C29
25 -> p_beaglecommunication.position_flow_path2 -> c38 ->
26 p_data_processing.position_flow_path3 -> C4 ->
27 p_stabilization_control.position_flow_snk {latency => 70 ms .. 70 ms;};
28
29 MODES
30 m_neutral: initial mode;
31 m_automatic_mode: mode;
32 ... o restante das conex~oes foi suprimido
33 m_neutral -[p_wireless_module.start]-> m_neutral;
34 m_returntohome_mode -[p_wireless_module.landingfinished]-> m_neutral;
35 ... o restante das conex~oes foi suprimido
36
37 PROPERTIES
38 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
39 p_wireless_module.t_wireless_module;
40 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
41 p_data_processing.t_data_processing;
42 Actual_Processor_Binding => (reference(CORTEX_A8)) applies to
43 p_stabilization_control.t_stabilization_control;
44 ... o restante foi suprimido
45 END s_uav.impl;
Figura 60 { Especicac~ao do caminho percorrido por um uxo no modelo
AADL
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Figura 61 { Analise de Tempo de Resposta no Modelo AADL do UAV
da thread, e o model-checker SELT apresenta um caminho para provar
tal armac~ao.
Propriedade Retorno SELT Contra-Exemplo
-dead TRUE
-div TRUE
[]startmission FALSE STATE 0:
-mission...(preserving T) ->
STATE 4:
-finished . . . (preserving - startmission) ->
STATE5:
[accepting all]
Tabela 10 { Resultados das Vericac~oes das Propriedades Comporta-
mentais
Alem das analises realizadas ate o momento, e conforme ja
discutido, outros tipos de analises e vericac~oes est~ao disponveis para
modelos AADL. Dentre elas podemos citar a analise de falhas, a analise
de carga da largura de banda para as conex~oes, a analise de carga
total de banda nos barramentos, a analise de consumo de energia nos
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barramentos, a analise de alocac~ao de recursos para processadores e
memorias, analise do orcamento total de recursos para os processadores
e memorias, a vericac~ao de incompatibilidade entre conex~oes, a veri-
cac~ao da existe^ncia de portas para conex~oes requeridas, a vericac~ao
de invers~ao de prioridade considerando a prioridade dos componentes
atribuda pelo usuario, a vericac~ao de security e de safety entre outras.
Considerando que o projeto ProVant ainda esta em desenvolvimento, e
provavel que o modelo de arquitetura do mesmo (modelo AADL) seja
submetido a outros tipos de analises e vericac~oes.
6.4 AVALIAC~AO DA TRANSFORMAC~AO DE MODELOS
Esta sec~ao apresenta os resultados de uma avaliac~ao do processo
de transformac~ao de modelos proposto pela AST, avaliac~ao esta, que
leva em considerac~ao os criterios de correc~ao, completude, singulari-
dade, terminac~ao, escalabilidade, usabilidade, reutilizac~ao, precis~ao,
legibilidade, parcimo^nia, rastreabilidade, reversibilidade e nvel de au-
tomac~ao, apresentados anteriormente na sec~ao 2.1.3 deste documento.
Estes criterios foram avaliados durante o desenvolvimento dos estudos
de caso do projeto SIAMES (apresentado no Captulo 5) e do projeto
ProVant (apresentado neste Captulo).
• Correc~ao. O processador de modelos AADL OSATE demons-
trou que o modelo AADL gerado pela AST esta em conformidade
com a gramatica da AADL, ou seja, ele esta em conformidade
com a especicac~ao do metamodelo da AADL. Sendo assim, a
transformac~ao de modelos realizada pela AST e sintaticamente
correta. No caso do mapeamento operacional e comportamental,
a AST tambem preserva o comportamento especicado no modelo
funcional no modelo de arquitetura. Nestes casos, a transforma-
c~ao de modelos da AST e sema^nticamente correta.
• Completude. Para cada elemento marcado no modelo funcional
Simulink (bloco Subsystem) existe um elemento correspondente
no modelo de arquitetura gerado pela AST. Sendo assim, a trans-
formac~ao de modelos da AST pode ser considerada completa.
• Singularidade. A transformac~ao de modelos da AST fornece
singularidade, isso porque ela gera um modelo de arquitetura
AADL exclusivo para cada modelo funcional Simulink importado.
Alem disso, de acordo com a marcac~ao feita no modelo funcional
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Simulink importado, a AST gera diferentes modelos de arquite-
tura AADL.
• Terminac~ao. O modelo de arquitetura vai ser gerado pela AST
independentemente da aplicac~ao das diretrizes de modelagem no
modelo funcional importado, entretanto, neste caso, o modelo
de arquitetura gerado pela AST pode requerer uma quantidade
maior ajustes adicionais. Sendo assim, a transformac~ao de mode-
los da AST fornece terminac~ao, uma vez que ela sempre termina
e leva a um resultado.
• Legibilidade. As regras de transformac~ao apresentadas no Ca-
ptulo 5 s~ao simples, legveis e compreensveis, prova disto, e que
elas puderam ser automatizadas no plugin AS2T. Sendo assim, a
transformac~ao de modelos sugerida fornece legibilidade.
• Escalabilidade. Considerando o modelo funcional Simulink do
SIAMES apresentado no captulo 5 e modelo funcional Simulink
do VANT apresentado neste captulo, alem de outros modelos
funcionais Simulink que foram testados, a AST mostrou-se capaz
de operar modelos simples e mais complexos sem sacricar o
desempenho. Portanto, e possvel armar que transformac~ao de
modelos proposta pela AST possui escalabilidade.
• Usabilidade. O desenvolvimento dos estudos de caso demons-
trou que a transformac~ao de modelos proposta pela AST pode
ser facilmente executada, tanto de forma manual quanto de forma
automatica, desde que o modelo funcional Simulink esteja devi-
damente estruturado e marcado. Isso demonstrou que a transfor-
mac~ao de modelos sugerida e utilizavel.
• Precis~ao. A transformac~ao de modelos proposta pela AST e
considerada precisa, uma vez que a AST possui a capacidade
de importar modelos funcionais incompletos. Embora a AST
suporte importar modelos funcionais Simulink incompletos, e
recomendado que o modelo importado pela AST seja um modelo
completo, isso porque o modelo AADL gerado pela AST reete
a estrutura hierarquica do modelo funcional Simulink importado,
estando ele completo ou incompleto.
• Parcimo^nia. Como o modelo AADL gerado pela AST e um
modelo simples e sem redunda^ncia, a transformac~ao de modelos
sugerida pela AST possui um bom nvel de parcimo^nia.
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• Rastreabilidade. A AST n~ao oferece, ate este momento, a
capacidade de rastrear as ligac~oes entre os elementos do modelo do
modelo funcional Simulink importado e o modelo de arquitetura
AADL gerado.
• Reversibilidade. Ate este ponto da pesquisa, as regras de
transformac~ao da AST s~ao unidirecionais, ou seja, elas especi-
cam como ocorre a transformac~ao de um componente do modelo
funcional Simulink em um componente de software do modelo de
arquitetura em AADL.
• Nvel de Automac~ao. O nvel de automac~ao da AST e alto,
uma vez que foi possvel automatizar todas as regras de trans-
formac~ao denidas no Captulo 5. As informac~oes adicionais que
precisam ser inseridas no modelo de arquitetura AADL gerado
pela AST s~ao informac~oes que n~ao se encontram no modelo
funcional Simulink, portanto, n~ao e possvel mapea-las.
6.5 CONSIDERAC~OES
O desevolvimento do estudo de caso apresentado neste Captulo
demonstrou que usando a AST e possvel criar um modelo AADL que
especica a arquitetura de software de um CPS, a partir de informac~oes
extradas de um modelo funcional Simulink previamente especicado.
Tanto no caso do projeto ProVant quanto em testes complementares, as
\correlac~oes a^ncora" foram devidamente identicadas pelo mecanismo
de transformac~ao de modelos da AST. Os poucos casos em que isso n~ao
foi possvel, ve^m de modelos Simulink planos.
Grande parte do trabalho e do tempo empregados para especi-
car os componentes de software do modelo de arquitetura do sistema
e reduzido, uma vez que o modelo AADL preliminar pode ser gerado
de forma automatica utilizando o plugin AS2T. No caso do projeto
ProVant, o plugin AS2T gerou um modelo AADL modularizado, com
669 linhas de codigo, 1 sistema raiz, 3 devices, 1 subsistema, 10
processos, 17 threads, 17 subprogramas, 195 portas e 189 conex~oes.
O modelo AADL do Vant apos a inserc~ao da plataforma de execuc~ao e
das propriedades de execuc~ao dos componentes de software cou com
810 linhas de codigo, sendo assim, a utilizac~ao do plugin AS2T gerou de
forma automatica cerca de 80% do modelo de arquitetura do sistema.
A AST tende a diminuir, principalmente se for aplicada de
forma automatizada, a incide^ncia de inconsiste^ncias na denic~ao das
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conex~oes entre as portas dos componentes de software, alem de garantir
a consiste^ncia dos dados entre as portas envolvidas nestas conex~oes.
Alem disso, possibilita a integrac~ao e a consiste^ncia entre os modelos
funcional Simulink e de arquitetura AADL. Ou seja, a AST busca
garantir a consiste^ncia entre o modelo AADL e os todos modelos
Simulink (blocos Subsystem) associados aos componentes do modelo
AADL.
Considerando que um modelo de arquitetura AADL pode ser
submetido a varios tipos de analises e vericac~oes n~ao disponveis para
modelos projetados com a ferramenta Simulink, a AST contribui com a
integrac~ao de aplicac~oes vericadas em arquiteturas validadas, visando
tornar o processo de desenvolvimento de CPSs mais robusto e conavel.
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7 CONCLUS~OES E PERSPECTIVAS
Esse trabalho de tese propo^s uma forma de abordar o projeto do
sistema computacional embarcado de um CPS baseada na modelagem
funcional do mesmo. A abordagem proposta, a AST, fundamenta-se
em tecnicas da MDE para sugerir como relacionar os elementos de um
modelo funcional com os elementos de um modelo de arquitetura do
sistema.
Considerando que durante a concepc~ao de um CPS e comum a
utilizac~ao de linguagens de modelagem de alto nvel, como Simulink,
para a modelagem dos requisitos funcionais do sistema, e a utilizac~ao
de uma linguagem em nvel de arquitetura, como a AADL, para
modelar os aspectos n~ao funcionais do mesmo sistema. A soluc~ao
apresentada nesta tese, a AST, viabiliza a transformac~ao de modelos
Simulink, desenvolvidos para ns de simulac~ao das funcionalidades
esperadas do sistema, em modelos de arquitetura de software expressos
em AADL, contribuindo assim com a composic~ao do projeto do sistema
computacional embarcado do CPS em desenvolvimento. A AST busca
evitar a criac~ao de modelos funcionais e arquiteto^nicos dissociados, pro-
mover uma abordagem de projeto dirigido por modelos, e, alem disso,
proporcionar benefcios como independe^ncia de plataforma, nveis de
abstrac~ao mais altos, e a reutilizac~ao de informac~oes durante o processo
de desenvolvimento de um CPS.
No escopo da AST, os modelos Simulink e AADL s~ao conside-
rados complementares. Ou seja, Simulink permite a captura, a mode-
lagem e a simulac~ao dos requisitos funcionais do sistema de controle, e
a AADL suporta renar o projeto representado pelo modelo funcional
Simulink em termos de arquitetura e comportamento. A combinac~ao
das duas notac~oes permite um processo combinado que mescla as
vantagens da modelagem de alto nvel, voltada para a compreens~ao das
funcionalidades do CPS na fase inicial do processo de desenvolvimento,
com as vantagens da modelagem de baixo nvel voltada para analises,
vericac~oes, validac~ao da plataforma de execuc~ao, e implementac~ao do
codigo-fonte completo da aplicac~ao (funcionalidades+arquitetura).
A AST explora a capacidade que o Simulink possui de renar e
organizar o projeto detalhado de um sistema de controle por meio blocos
do tipo Subsystem. S~ao estes os blocos que permitem a identicac~ao de
aspectos arquiteturais de um sistema de controle, viabilizando assim a
gerac~ao de componentes de software AADL no modelo de arquitetura
do sistema.
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O plugin AS2T foi implementado como prova de conceito para
vericar o comportamento dos mapeamentos propostos pela AST quando
automatizados. Seu funcionamento apresentou resultados satisfatorios
durante os experimentos realizados. Mesmo que o modelo AADL
gerado pelo plugin AS2T seja considerado preliminar, grande parte
do trabalho manual empregado para especicar os componentes de
software do modelo de arquitetura do sistema e realizado de forma
automatica. Alem disso, o modelo AADL textual gerado pelo plugin
AS2T pode ser considerado legvel, facil de editar e mais completo, se
comparado com um modelo AADL textual equivalente gerado por uma
ferramenta que gera o codigo AADL textual a partir de especicac~oes
gracas, chamada ADELE.
O modelo AADL gerado pelo plugin AS2T pode ser diretamente
instanciado, as portas do tipo data port e event data port dos com-
ponentes AADL possuem seus dados devidamente especicados, e as
threads que o comp~oem possuem chamadas de subprogramas. Alem
do mais, os tipos de dados suportados pelas portas dos componentes
AADL, herdados do modelo funcional Simulink, bem como os sub-
programas que s~ao chamados pelas threads, cam armazenados em
arquivos .aadl diferentes do modelo AADL raiz, o que e interessante
para organizar sistemas complexos.
Embora a AST tenha explorado especicamente a transformac~ao
de modelos funcionais Simulink em modelos de arquitetura de software
AADL, e possvel amar que a esse^ncia da AST pode ser generalizada.
Ou seja, a soluc~ao proposta tambem pode ser aplicada com outras
ferramentas de modelagem funcional, desde que estas sejam baseadas
em diagramas de blocos, como por exemplo, as ferramentas LabView e
Scilab.
7.1 APLICABILIDADE E LIMITAC~OES DA TESE
O processo de transformac~ao de modelos proposto nesta tese,
a AST, oferece suporte a realizac~ao de uma transic~ao bastante crtica
durante o processo de desenvolvimento de um CPS, que e a transfor-
mac~ao do projeto preliminar (modelo simulink) no projeto detalhado
(especicac~ao AADL). A AST facilita o estabelecimento de uma ligac~ao
entre os elementos de um modelo funcional (tecnicas de controle)
e os elementos do modelo de arquitetura computacional do sistema,
contribuindo com a consiste^ncia e integrac~ao destes modelos durante o
processo de desenvolvimento do sistema.
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A integrac~ao de diferentes modelos e ferramentas durante o
processo de desenvolvimento de um CPS fornece a possibilidade de
explorar os melhores recursos que cada uma delas oferece, recursos estes
voltados a analises, vericac~oes e gerac~ao de codigo. No caso especco
da AST, e gerado um modelo de arquitetura AADL apto a ser anotado
com informac~oes adicionais e ser submetido a varios tipos de analises
e vericac~oes que n~ao est~ao disponveis para modelos Simulink, o que
contribui diretamente com a concepc~ao de um projeto de arquitetura de
sistema mais seguro. Sendo assim, a AST contribui com a integrac~ao
de aplicativos vericados com arquiteturas devidamente validadas, o
que tende a tornar o processo de desenvolvimento de um CPS como
um todo mais conavel.
Como limitac~oes da soluc~ao proposta, pode-se dizer que: (i)
como AADL foi essencialmente concebida para representar a estrutura,
e n~ao o comportamento, n~ao foi possvel fazer uso completo do poder de
expressividade dos diagramas Stateow, (ii) o projetista ainda precisa
inserir informac~oes adicionais no modelo AADL gerado pela AST, para
que ent~ao tal modelo possa ser submetido a analises e vericac~oes,
e (iii) n~ao foi projetado e implementado um mecanismo adicional
para garantir a sincronizac~ao entre os modelos funcional e arquitetural
integrados pela AST.
7.2 CONTRIBUIC~OES
No transcorrer deste trabalho foram identicadas as seguintes
contribuic~oes proporcionadas pelo uso da AST:
1. Promove avancos em relac~ao a trabalhos relacionados, uma vez
que abrange o mapeamento de construc~oes estruturais, compor-
tamentais e operacionais (modos de operac~ao).
2. Disponibiliza um metamodelo para modelos Simulink e uma ver-
s~ao simplicada do metamodelo AADL;
3. Acelera a gerac~ao do modelo de arquitetura do sistema (em
AADL) durante o processo de desenvolvimento de um CPS.
4. Estimula o trabalho em conjunto entre os engenheiros de compu-
tac~ao e de controle nas fases iniciais do processo de desenvolvi-
mento de um CPS.
5. Oferece suporte para que os engenheiros de computac~ao extraiam
informac~oes arquiteturais, operacionais e comportamentais dos
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modelos funcionais, gerados pelos engenheiros de controle, sem
que para isso precisem dominar as tecnicas de controle e nem
t~ao pouco precisem analisar o codigo gerado pela ferramenta
Simulink;
6. Viabiliza a integrac~ao de aspectos funcionais com aspectos arqui-
teturais durante a concepc~ao de um CPS, diminuindo o desaco-
plamento entre os dois tipos de modelos atraves da reutilizac~ao de
informac~oes durante o processo de desenvolvimento de um CPS;
7. Estimula que aspectos arquiteto^nicos sejam discutidos - e possi-
velmente testados - em uma fase inicial do processo de desenvol-
vimento.
8. Contribui com a integrac~ao de aplicativos vericados em arqui-
teturas validadas tornando o processo de desenvolvimento mais
robusto.
9. Gera o sistema raiz do modelo de arquitetura AADL que pode
ser diretamente instanciado, composto por componentes subgram,
chamadas de subprogramas dentro das threads, e com os tipos de
dados das portas do tipo data port e event data port devidamente
especicados;
10. Diminui a ocorre^ncia de erros de inconsiste^ncia na denic~ao
das conex~oes entre as portas dos componentes de software no
modelo de arquitetura AADL, e garante a consiste^ncia dos dados
entre as portas envolvidas nestas conex~oes. Uma vez que as
corresponde^ncias entre os elementos do modelo funcional e de
arquitetura est~ao bem denidas.
11. Contribui com a realizac~ao de analises e vericac~oes no modelo
de arquitetura completo (funcionalidades+arquitetura), contri-
buindo com a concepc~ao de um modelo arquitetura seguro para
CPS;
12. Contribui com a integrac~ao de duas ferramentas reconhecidas
tanto pela comunidade cientca quanto pela industria durante
o processo de desenvolvimento de CPS. Oferecendo suporte para
que a ferramenta simulink possa atuar como um front-end para
gerar modelos AADL.
13. Facilita a integrac~ao de modelos Simulink com o ambiente TOP-
CASED. Ou seja, considerando que ambiente de desenvolvimento
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TOPCASED faz uso do OSATE, e que este ainda n~ao suporta a
transformac~ao de modelos Simulink para AADL, o plugin AS2T
tambem pode ser utilizado para estender a cadeia de transforma-
c~ao do TOPCASED, e facilitar a integrac~ao de modelos Simulink
com o ambiente TOPCASED.
7.3 PUBLICAC~OES RESULTANTES DA TESE
A produc~ao tecnica vinculada a esta tese resultou nas seguintes
publicac~oes cientcas:
1. XXVI Simposio Brasileiro de Engenharia de Software - SBES 2012
(PASSARINI; FARINES; BECKER, 2012)
Ttulo do Trabalho: Embedded Systems Design: Solution for
Generating AADL Architectural Models from Functional Models
in Simulink
2. III Simposio Brasileiro de Engenharia de Sistemas Computacio-
nais - SBESC 2013 (PASSARINI; FARINES; BECKER, 2013)
Ttulo do Trabalho: The Assisted Transformation of Models:
Supporting Cyber-Physical Systems Design by Extracting Archi-
tectural Aspects and Operating Modes from Simulink Functional
Models
3. Springer Journal of Design Automation for Embedded Systems -
2014
The Assisted Transformation of Models: Supporting Cyber-
Physical Systems Design by Extracting Architectural Aspects and
Operating Modes from Simulink Functional Models. (ate o mo-
mento da pubicac~ao deste documento, o referido artigo encontra-
se em fase de analise por parte dos revisores)
7.4 SUGEST~OES PARA TRABALHOS FUTUROS
Na seque^ncia s~ao apresentadas quest~oes relevantes a serem con-
sideradas em trabalhos futuros, cujas investigac~oes contribuir~ao para
aprimorar o tema pesquisado.
1. Projetar e implementar um analisador sintatico e sema^ntico para
vericar se o modelo funcional importado atende as restric~oes
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de modelagem, validando assim, o modelo de entrada com seu
respectivo metamodelo.
2. Projetar e implementar um mecanismo adicional para garantir a
sincronizac~ao e a compatibilidade entre os modelos funcional e
arquitetural integrados pela AST.
3. Estender a soluc~ao proposta para que a mesma gere uma pla-
taforma de execuc~ao default, e que especique uma ligac~ao dos
componentes de software com os componentes da plataforma de
execuc~ao, facilitando a validac~ao do modelo AADL gerado.
4. Estender a soluc~ao proposta para que modelos funcionais gerados
por outras ferramentas de modelagem, tais como Scade, LabView
e Scilab, tambem possam ser transformados em modelos de ar-
quitetura AADL.
5. Explorar a aplicac~ao de padr~oes de projeto durante o processo de
transformac~ao de modelos proposto.
6. Considerando que a cadeia de vericac~ao do TopCased realiza
transformac~oes sucessivas no modelo AADL e gera um modelo
auto^mato equivalente, que pode ser vericado. A AST pode
estender a cadeia de vericac~ao existente e, assim, facilitar a inte-
grac~ao de modelos Simulink com o ambiente de desenvolvimento
TopCased. Portanto, como trabalhos futuros pretende-se sugerir
a integrac~ao da AST com o ambiente TopCased.
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