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P. 1 • History of the Report { /-la.bent. .ou.a 6a.ta. .UbetU.. 
Ve. .ut.te/UA , T eJLe.n.tla.nw., Mawr.tt6 • } . 
a) Working Group 2.1 on ALGOL of the International Federation for Infor-
mation Processing has discussed the development of "ALGOL X", a successor to 
ALGOL 60 [3] since 1963. At its meeting in Princeton in May 1965, WG 2.1 in-
vited written descriptions of the language based on the previous discussions. 
At the meeting near Grenoble in October 1965, three reports describing more 
or less complete languages were amongst the contributions, by Niklaus Wirth 
[6] f Gerhard Seegmuller [5] and Aad van Wijngaarden [7]. In _[5] and [6] , 
the descriptional technique of [3] was used, whereas [1] featured a new-
technique for language design and definition •. Other signi.f'i.cant contribu-.. 
tions were, a paper by Tony Hoa.re [2] a.nd a paper by Peter Naur [4]. 
• b) At meetings in Kootwijk in April 1966, Wars.aw in October 1966, Za.ndvoort 
near Amsterde.m in May 1967, '11irrenia near Pi.sa in June 1968, North Be:nci.clt 
near Edinburgh in July 1968 and Munich in December 1968, a number of s.ucces-
si ve approximations to a final report were submitted by a te.a.m w.orking in 
Amsterdam, consisting first of A.van Wijngaarden and Barry Mailloux 'r8J, 
later reinforced by John Peck [9], and finally by Kees Kos:cer [ 11 J. Vers-i.ona-
were used during courses on ALGOL 68 held in Ams:terdam ttaJ, Ba.kuriani [1al, 
Copenhagen [12], Esztergom [12], Calgary [12] and Chicago [14J. Tnes.-e ··- ,· 
courses served as test cases and the experience gained in explaining tli..e: 
language to skilled audiences and the reactions of the s:tudenta- influenced 
·t.he succeeding_ ve.rsioils. 
c) The authors acknowledge with pleas.ure and thanks. the lfu.ole.-hea.rted coop-
eration, support, interest, criticism and violent objections. from memoer~ of 
WG 2. 1 ·and many other people interes.ted in ALGOL. At the ri.slt of emtiarras.--
sing omissions, special mention should be made of Jan Ganrl.clt, Jack-Merner, 
Pe·cer Ingerman and Manfred Paul for [ 1 J , the Brus.sela group consi.st:i:ng of 
M. Sintzoff, P.Branquard, J.Lewi and P.Wodon for numerous. brainstornia,.T.van 
Gils of Apeldoorn, G.Goos of Munich, G.S.Tseytin of Leningrad and L.Meertene; 
of Amsterdam. An occasional choice of a;·not inherent!~ meaningful, identi-
fier in the sequel may compensate for not nienti.oning more. names- :tn tlii.s: irec-, 
tion. · 
P.2. Membership of the Working Group 
{ V VU.WI h.omi)t.eA no.to.6. .cSumeJte. odi.osum e:&:.t. 
P1to Ro!lci.o AmeJLi.no, M. T. Ci.c.elr.Q.} 
At this moment, the members of WG 2.1 are: 
F.L.Ba.uer, H.Bekic, L.Bolliet, E.W.Di.jks.tra,·F.G.Duncan, A!Pt·ErahOv, J.V. 
Garwick, G.Goos, A.Grau, C.A.R.Hoare, P.Z.Ingerman, E:.T.Irons:, C.Katz, r.o. 
Kerner, C.H.A.Koster, P.J .Landin, S.S.Lavrov, H..Lero;y-, C.H..Li:nds-ey·, J.Loecltlc, 
B.J.Maillou.x, A.Mazurkiewicz, J.McCartby', J.N~Merner, M.N:tva.t, M.Pa.celli, 
M.Paul, J.E.L.Peck, W.L.van der Poel, (Chairmanl, B.Randall, D.T.Roas:, lt. 
Samelson, G.Seegmu.ller, T.Simizu, M.Sintzofi", W:.M.Turski (Secre.ta.i,,.-1, A van 




The Working Group ree,lises that, as a result of. implementation studies, 
minor changes or modifications in the language might become necessary. To 
this end an ALGOL 68 Maintenance Group is established. Those who have sug-
-- gestions are encouraged to submit them to this Maintenance Group. 
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o.. Introduction 
0.1. Aims and principles of design 
a) In defining the Algorithmic Language ALGOL 68, the members ot Working 
Group 2.1 of the International Federatiori for Information Processing express 
their belief in the value of a common prdgramming language serving Ill8J.1Y" peo-
ple in many co:untries. · · · 
b) ALGOL 68 is designed to communicate algorithms, to execute them effi-
ciently on a variety of different computers, and to aid in teaching them to 
students. 
c) The members of the Group, influenced by several years of experience vith 
ALGOL 60 and other pr~gramming languages, hope that the follorlng ha.a been 
achieved: · ' · 
0.1.1. Completeness and clarity of description 
The Group wishes to contribute to the solution of the problems of de-
scribing a language clearly and completely. The method adopted in this Re-
port; is based upon a strict language compri~ing a language core, whose des-
cription is minimized. The remainder of the language is described in terms 
of this core, thereby reducing the amount of semantic description at the. 
cost of a heavier burden on the syntax. It is recognized, however, that this 
method may be difficult for the uninitiated reader. Therefore, a companion 
volun1e, entitled "Informal Introduction tb ALGOL 6811 , has.been prepared at 
the request of the Group by C.R.Lindsey a.rid S.G.van der Meulen, and further 
companion volumes on specific aspects of the language_ma.y well follow. 
0.1.2. Orthogonal design 
The number of independent primitive concepts vas minimized in order that 
the language be easy to describe, to learn, and to implement. On the other 
hand, these concepts have been applied "o~thogonally" in order to maximize 
the expressive power of the language, and:yet rithout introducing deleteri;,.-
ous superfluities. · .. 
O. 1. 3. Security 
ALGOL 68 has been designed in such a. way that ne~ly all syntactical and 
many other errors can be detected easily before they lead to calamitous re- ; 
sults. Furthermore, the opporlunities for ma.king such errors are greatly re-
stricted. 
0.1.4. Efficiency 
ALGO~ 68 allows the programmer to specify programs.which can be run ef-
ficiently on present-day computers and yet do not require sophisticated and. 





0.1.4.1. Static mode checking 
The syntax of ALGOL 68 is such that no mode checking during run time is 
necessary except during the elaboration of conformity relations, the use of 
. · which is required only in those . cases in which the programmer explicitly 
makes use of the flexibility offered by·the united mode feature. 
0.1.4.2. Static scope checking 
· · The syntax of ALGOL 68 is such that no scope checking during run time is. 
necessary except in same cases in which the programmer explicitly makes use 
of the flexibility o:f'fe:,;ed by the absence of syntactical scope restrictions. 
0.1.4.3. Mode independent parsing 
The syntax of ALGOL 68 is such that the parsing of a program can be per-
formed independently of the modes of its constituents. Moreover, there is an 
algorithm which determines in a finite number of steps whether an arbitrary 
given sequence of symbols is a proper prpgram. · 
0.1.4.4. Independent compilation 
I 
The syntax of' ALGOL 68 is such that the main line programs and proce- . 
dures can be compiled independently of one another without loss of object 
program efficiency, provided that during:each such.independent compilation;; 
specification of the mode of all nonlocal quantities is provided;: see the f 
remarks after 2. 3. c • · 
0.1.4.5. Loop optimization 
Iterative processes are formulated in ALGOL 68 in such a way that 
straightforward application of well-known optimization techniques yields : 
large gains during run time without excessive increase of compilation time.; 
0.1.4.6. Representations 
Representations of ALGOL 68 symbols have been chosen so that the lan-
guage may be implemented on computers with a minimal character set. At the 
same time implementers may take advantage of a larger character set, if it 
is available. 
0.2. Comparison with ALGOL 60 
a) ALGOL 68 is a language of wider applicability and power than ALGOL 60. 
Although influenced by the lessons learned from ALGOL 60, ALGOL 68 has not 
been designed as an expansion of ALGOL 60 but rather as a completely new 
language based on new insights into the essential, fundamental concepts of 
computing and a new descrip·Hon technique. 
0.2. continued 
b) The result is that the successful features of AtGOL' 60 reappear in 
ALGOL 68 but as special cases of' more general constructions, along with com-
pletely new features. It is, therefore, difficult to isolate differences be ... 
tween the two languages; however, the following sections are intended to 
give insigh'I; into some of the more striking.differences. 
0. 2. ·1 • Values in ALGOL 68 
a) Whereas ALGOL 60 has values of the ·types integer, real, boolean and 
string, ALGOL 68 fea·tures an infinity of "modes O , i.e. , . generalizations o.f 
the concep·t "type". 
b) Each plain value is either arithmetic, i.e. of integral or real mode and 
then it is of one of several lengths, or it is of boolean or character mode. 
c) In ALGOL 60, composition of values is possible into arrays, whereas in 
ALGOL 68, in addition to such "multiple" values, also "structured" values, 
composed of values of possibly different modes, are defined and manipulated. 
An example of a multiple value is the character array, which corresponds ap-
proximately to the ALGOL 60 string; examples of structured values are com-
plex numbers, machine words considered as sequences of bits or of- bytes, anct 
symbolic formulae. 
d) In ALGOL 68, the concept of a "name" is introduced, i.e., a value which 
is said to "r.ef'er to" another value; such a name-value pair corresponds to 
the ALGOL 60 variable. However, an.v name may take the value position in a 
name-value pair and thus chains of indirect addresses can be built up. 
e) The ALGOL 60 concept of procedure body is generalized in ALGOL 68 to 
the concept of "routine", which includes also the formal parameters, and 
which is itself a value and therefore can be manipulated like any other 
value; the ALGOL 68 c_oncept "format" ha~ no ALGOL 60 counterpart. 
f) In.con-trast with plain values and i;nultiple and structured values com-i-
posed of plain values only, the significance of a name, routine or format or 
of a multiple or structured value·composed of ne.mes, routines or formats, 
possibly amongst other values, is, in general, dependent on the context in 
which it appears. Therefore, the use of.names, routines and formats is sub-
ject to some natural restrictions related to their "scope". 
0.2·.2. Declarations in ALGOL 68 
a) Whereas ALGOL 60 has type declarations, array declarations, switch dec-
larations and procedure declarations, ALGOL 68 features the "identity dec-
laration" whose expressive power includes all of these, and more. In fa.ct, 
-the identity declaration declares not only variables, but also constants , of 
_any mode, and, moreover, forms the basis of a. highly efficient and powerful 











b) Moreover, in ALGOL 68, a "mode declaration" permits the construction of'., 
new modes from already existing ones. In particular, the modes of multiple 
values and or structured values may-be defined this way; in addition a Uhion 
of modes may be def'ined for use in an identity declaration allowing each 
value referred to by a given name to be any one of ·the uniting modes. 
c) · Finally~ iii ALGOL 68, ~ "priority declaration" and an "operation dec-
laration" permit the introduction of new operators~ the definition of their 
operation and the extension or revision of the class of operands applicable 
. to already established operators. 
0.2.3. Dynamic storage allocation in ALGOL 68 
;_Whereas ALGOL 60 (apart from the so-called "owri dynamic arrays"} impH.es 
· a .'1stack"-oriented storage-allocation regime, sufficient to cope with a 
statically (i.e., at compile time) determined number of values, ALGOL 68 
provides, in addition, the ability to generate a. dynamically (i.e. , a:l.i run 
time) determined number of values, which ability implies the use of addi-
tional, well established, storage-allocation ·techniques. 
b.2.4. Collateral elaboration in ALGOL 68 
Whereas, in ALGOL 60, statements are "executed consecutively", in 
ALGOL 68, "phrases" are "elaborated serially" or "collaterally". This last 
facility is conducive to more efficient object programs under many circum-
stances, and increases the expressive power of the language. Facilities for 
parallel programming, though restricted to the essentials in view of.the 
none-too-advanced state of the art, have been introduced. 
0.2.5. Standard declarations in ALGOL 68 
The ALGOL 60 standard functions are all included in ALGOL 68 along with 
many other standard declarations • .Amongst these ru.~e "environment enquiries",·. 
which make it possible to determine certain properties of an implementation, 
and "transput" declarations, which make it possible, at run time, to obtain 
data from and to deliver resuJ.·i;s to external media. 
0.2.6. Some particular constructions in ALGOL 68 
a) The ALGOL 60 concepts of block, compoU11d statement and parenthesized ex-
pressions are mlified in ALGOL 68 into "closed clause'~. A closed clause may 
be an expression and possess a value .. : Similarly, the ALGOL 68 "assignation", 
which is a generalization of the ALGOL 60 assignment statement, may be an 
expression and, as such, also possesses a value. 
b) The ALGOL 60 concept of subscription·is generalized to the ALGOL 68 con-
cept of "'indexing0 , which allows the selection not only of a single element 
of an array but also of subarrays with the same or any smaller dimensional-
ity and with possibly altered bounds. 
0.2.6. continued 
c) ALGOL 68 provides not only the multiple vail.ues. menti.one.d in 0.2.1.c, but 
also "collateral expressions" which s.erve to com:pos.e these values: or struc.;.. 
tured values :from other, simpler values .• 
d) · The ALGOL 60 :for statement is modi:fied into a more concise a.nd ef'±~:t.ci'ent . 
"repetitive statement11 • 
e) 'rhe ALGOL 60 conditional expres.sion and conditional statement, un.ified 
into a "conditional clause", are improved by requiring them to end lri.th a 
closing symbol whereby the two alternative .claus.es.; admit the s.ame s;y:ntacti.c 
possibilities. Moreover, the conditional claus.e. is; generali.zed into. a ucas:e 
clause" which allows the e:ff'icient s.electi.on from an arbitrary- numner of 
clauses depending on the value of an integral express.ion or of a con:formtty· 
relation. · 
f') Some less successful ALGOL 60 concepts, such. as. Ollll quantities: a11d inte-
ger labels have not been included in ALGOL 68, and. some. concepts: like des:tg .... 
national expressions· and switches. do not appea.r as s.uch. in ALGOL 6.8, but · 
their expressive power is included in other, more; general, cons.tructions:. 
· { T Jt.ue. f&tili.dom lino/05: 
,U:. mu.tSt c.omp!ti£e. 
.6ome. non.l\eJ'l4e 
<LS. a. c.omp1to111iAe., 
.e.ut 600-U. -5.liou..e.d 0ai:R. 
to 6lnd i.;t tali.:te... . 
GIUJoli.6:, Pi.e:.t f.te.i:n. } 
1.. Language 1;i,nd metalanguage 
1. L The method of cles.cription:. 
1.1.1. The strict, extend~d ,.and repres·eµtat.ioti: languages, 
a) ALOOL 68 is a. language ·i_n i•rhich· "pior.:raJT)s" 
puters 11 , i.e. tiautomata11 9:f '1human beintls". It 
the 11 strict: langµage"; the ''extended l~nguage" 
guae;e·11 • 
can ·be formulated for· "com..;, 
is a.efinea.-, in t})rei: stage·s ,. 
and the "represent.ation lan..: . •-' .. . . . .. 
b) In the definition, the "Ene;lish la!iguage" and a "formal ie.nguage" are i · 
used. For both of· these lc!,11guages, as .also· for the· strict language a.'1<;l. the 
exte.nded language, ·typographical and syntactic marks ar~ used· which bear no 
immediate relation to thos~ used for the representation language. 
1. 1.2. The syntax of the· strict lanp;uage 
a) The strict language i~ defined by means of a "syi:ita~". and "s'eman:tics 11 •: 
This syntax is a set of llp;roduction rules" for llnotions11 ; it .'.:ts· .expressed in 
11small syntactic marks 11 ;· tn this Report 11a 11 , "b", "ell, "d", "e", 11 f 11 , 11 /'.\11 , 
111111' "i11 llj u "1(11 "l't. ·11m11 "nu 11011 . uo" uqn.. "r11 "s" "t" "u" . , ' ' , . ,. ' ' . " , . , , . . ,. . ' . ' .' 
11 V11 , . 111\711 ' "x"' "y" .and,· "·Z 11 ; . . . . . . • . 
"large syntactic marks",'in this Beport "N', "B", "C!l, "IY1 , ."E", "F", "G11 , 
!IH'', "I", IIJ", "K" 111" "~'r' ·"N" "o·" up" "o" "R.". ""'" "Tit · "un .. ' J , l' , ' . . ' , "· ' , ,, , . , . , ·: 
11v11 , "Wll '.. II X" ; 11y11 and . II z fl ; and . . . . 
"other syntactic marks", · in this Report ,i." ("point"),~ ", It ( 11 cornma11 ), w: 11 
(
11 colon"), 11 ; 11 ("semicolon") and 11*11 ('!'asterisk") •. i 
{Not~ that. these marks are in another type font than the mark·s in 'this 
sentence.} 
b) A 11protonotion11 is a nonempty, possibly infinite, sequenc'e of :smail syn-
ta.ctic marks; a notion is ii protonotion f'or ,-rhich there. is a production 
rule; a "symbol" is· a protonotion ending with 'symbol'.: 
c) A nroduction rule for a given notion consists of that notion, possibly 
ureced~d by an asterisk, fo1lowed by a colon, a· "list of n6tioni3 11 {see d}, 
and anoint, in that order. The list of notions is· said to be a "direct :oro-
ductionn of the given notion. 
d) A list of notions .is a nonempty seq_vence of "members" separated by com-
mas; a member is either a notion and is. then· .said to be "productive" {, or 
nonterminal,} or is a symbol {, which is terminal,} or is empty, or is some 
other nrotonotion {and then the production rule of whose list of notions it 
is a member is said to be a ilblind alley 11 }. 
e) A '\Jroductionn of n giv.:m notion is.either a direct production of that 
f'.iven notion or a list of notions obtained b~r re!)lacing a prqductive member 
in some nroduc~icn of the given notion b~,r a direct production· of. that :nro.,-
ducti ve member. 
f)' A "terminal production 11 of a notion is a production of that noti.on each 
of whose' memh:rs is either a symbol or e:m11ty. · 
+• l.. c. continue a. ., 
{In the nroduction rule:. , · 
, variable point numeral : i11tegra.J. part !=)ptio~, fractional part. , . 
( 5. 1.2 .1. b) of th1,: strict language, the 'list of notions . 
'intep:ral part ·option,· fractional pp.rt', i. ;- . . . , , ,: 
is a direct production of the n9tioh. 1 variai:;>le po.int. r,i:umera.1 1 , _and .. --contaii+s; .. 
two members, both of which are productive. A termi.n~l. r,roductiori-. of '.this -- --:· 
same notion is . .. ', ,, . <:' :·: ·, ~;-' . : . : ·-::_·,x :'' -;':,<:, .\ /.: .· .';- . 
·'digit zero symbol, point symbol; digit· Cine symbol' ~ ' · : . . · . . r . 
'I'he meinber' '.digit zero symbol', is an. S?(ample of. a :sYJ]lbo.:(,•' and is' terminaiL,· 
The protoriot;i.on itwas brillig arid the slithy tpv~s' 'is neitlief··a symbo1':n6'r"· 
a notion in the sense of this !1eport, iri .that. it does ··not end with 'symbol' 
and ho production rule for i:t is giv~n (Ll.5.b.,-c).l:· · · 
1.1. 3 •. The syntax- of the metalanguage. 
a) Some production rule·s of the ·strict langµ~g~ are: giyen 'eXJ?l~citly and 
. others are obtain~.d with . t_he aid of a, 11metalangu_age1.1 'whoi¢ syntax is. a set · 
of production rules for 11-me:c:anotions". · · . ·. i .. . . . .. . 
b) A metan~tion is a non·empty sequence '<;Jf large syritactic marks.' 
'· 
c) A production r_ule for a, given metano~ion consists of that metanotion 
followed by a colon, a "list of ntetanotions 11 {see d}, ... ·ap.d a: point, in that 
order. The list of metanqti6ns is sa~d t6 be a direct production of the 
given metanotion. . 
d) A list of metanotions is a nonempty ~equence of_tlm~tamenibers" 9eparated 
by blanks; a metarnember- is 'ei'~her a meta.notion and ,;is then said :io be pro-
ductive, or a~. possibly empty, sequence qf .small sy11ta,ctic marks. 
i . 
e) A production of a given meta.notion is e:i,ther a alrect'production of that 
given metanotion or a list of m?tanotions obtained 'by repl,acing a productive: 
meta.member in some production of the ·gi vem meta.notion by a _direct production 
of that productive metamember. · 
f) A terminal proquction of a metanotion is a production of t.hat metanotion1 
none of whose metamembers is productive. 
{In the :production rule 'TAG : LETif,~.', derived' from ,1:.2.1.r; 'LETTER'. 
is a direct production of the' metanotion ;'TAG', and consists of ori~ ·m.et~ember·· 
which is productive. A particular terminal :product'io)i O'f t);le· ID!=t~notion: ..... 
1TAG 1 is 'letter :x: 1 ·(see 1.2.'Ls,t). In the nroduction rule 'EMPTV ·:· • 1 · 
( 1. 2. l. i), the metanotion 'EMPTY' has a dire-~t nro . duction' which consists of 
one empty meta.member.} · ·· 
1. 1. h. The proc;.uction rules of the meta1L:l1g'.1ae;e • ... 
The production rules of th~ metalanguage are.;.·the rule,:~· opt~ineC: :fx•om the: 
rules in Section l.2 in the_ followirig steps': .. · ... · .... · . · 
Sten 1: If some rule contains one. or more- seniic.oloris·~ thex:i it is re:placed. by 
t~m new rules, the first of which consists of the part of that rule. up ·to 
a.nd including the first' se·micolon wit°i1 that -se.m{9o;Lon ·re'.c:iiaced by ·a point',. 
and U1e second of which cqnsists of a copy of t·hat part ·of the r'\,lie u:o to 
and inclucl.ing the colon; .followed by th~ part:' o'r the .. 0-r;L'ginal rule follov- · 
inr:; .its first s~micol.o:P.., wµe;rnµpp~ St~:rf ~ is j;:~~-iij.g?,:;i.11;: ... ·., /.: · ' , 
1.1. 11. continued 
Step 2: A number of production rules for the metanot:i.o!) ''ALPHA' {1.2.1.t},, 
each of whose direct prodt,i.ctions is another srg.a;l.l synt;a.c~ic ·mark, may be: 
. added. 
{For instanc·e, the rule 
'TAG : LE'ITER ; TAG LETI'ER ; TAG 'DIGIT.', 
from 1.2.1.r, is replaced by the rules . . 
'TAG : LETrER.' and 'TAG : TAG IETIER ; TAG DIGIT~'~ 
a.'1d the second of these is replaced by · · 
I TAG : 'rAG LEE'IER. I and I TAG : TAG DIGIT. I ' 
th;.i.s resulting in three rules from the original one·. 
11·he reader might find it helpful to read 11 : 11 as 11 may be a", ", n as "followed, 
by a", and 11 ;" as "or a 11 .} 
1. 1. 5, The production rules of the strict language· 
a) A production rule of the .strict language is_ any rule obtained in the 
following steps from the· rules given in Chapters 2 up to·a inclusive in the 
sections whose heading is or begins with nsyntax": 
Step 1: Identical with Step 1 of 1.1. 4; 
Step 2: One of the rules obtained is considered; 
Ste:o 3: If the considered rule contains one or· more rhetanotions., then for 
some terminal production o:f such a metanotion, a new rule is obtained. by 
replacing thatmetanotion, throughout a copy.of the considered rule, by 
that terminal production, whereupon this new rule is considered instead 
and Step 3 is taken; otherwise, ~11 blanks in the considered rule are re-
moved a;d the rule so obtained is a production rule of· the strict l~-
guage. 
b) A number of production rules may be added·. for 'indicant' , 'dyadic 
indicant' and 'monadic indicant 1 {4.2.1.b,e,f}~ each of whose direct produc-
tions is a symbol different from any symbol given in this Report, w~th the· 
restriction that no terminal production of 'indicant' · is . also a terminal 
production of 'monadic indicant'. 
c) A number of production rules may be added for 'other comment item' 
{3.0.9.c} and 'other string item' {5.1.4.1.b} each of whose direct produc-
tions is a symbol different from any terminal produc-t;ion · of 'character · 
token' with the restrictions that no terminal production of 'other comment 
item' is 'comment symbol' and no terminal production of 'other string item' 
is 'quote symbol'. 
{The rule . 
1 actual LOWPER bound : strict IDHPEq bound. 1 
derived from 7 .1.1. t by Step 1 and considered in Step 2 is used in Step 3 t6 
provide either one of the following two p:r;-odu~tion_ rules of the strict lan-
p;uage: 
1 actuallowerbound:strictlowerbound. 1 and 
'actualupperbound: strictupperbound. ' ; 
hm:ever, to ease the burden on the reader, who may 'more easily ignore blanks. 
himself, sor:1e bianks will be retained in the symbols, notions and production· 
rules in the rest of this Report. Thus, the rules wi;I.1-be w:i;-itten in.the 
more readable form 
'actual lower bound 
1 <1.ctual unpc:.:: bov11d 
7fote that 
strict l9wer bound. ' and · . 
strict upper bound.'. 
'a~ctual lrn•:(::1 bound strict upper bound. 1 
is not a r,,roc'~;;.-::·cion rule of the strict language, since the replacement of 
1. 1. 5. continued 
.. ',.;' 
·.,, 
:'(: ;•·. '•, .'~ •, 'r, ·,::: 
the metanotion 'LOWPER' by one, of· itif pr'bd,uctiorts must be. cons.is't:e~t ._· .• 1 
throughout. . . . . · · · :. · · · ·. _!_ • • • • •• , ,.. 
Since, some metanotions have an infinite number of terminal ::produ¢ti'ions' t~e;'. 
number of not.ions in the str:i'.ct language is infinite,· and. the nmnbe:r,: of pro~ 
duct ion rules· for a given notion may be infinite; mor~bver, si~ce soie ·meta~. 
no:tions h_ave terminal prpductions of irifini te'. length, sbme notions·. are infi)-.\ 
nitely long. For exaprples see 4_.1.1 and ·a.5.2;2. These- hifiriities should ·n0~' 
worry·. the reader •. From· the sequel it :ro1iow~ that: ~n ¥1Y progr~ ~nl:y' .a -fi..;.'. · 
ni te number of ncitiop.s and ,production ruI.e.s .a:r-f! inv6lv~d, -an9- that alth01~gh· 
notions of ihfini te length may·· be involved··,· their ' .. cons-t:L-tUti.o.n- is ·a1'tv8.Y.-s 4~; . ·; 
termined by a simple s:ubstitution ·proceS$ .d~finea.' by a .finite numb·er oi' sym.:. ,'. r1 
bols, viz; the program; it i 9 ;this process r?,ther. thffi/. :it~ hypothet'ical/o'iit:;, 
come that matters. · ·.· ' · · ' ·' 
Some production rules obtained. frqm .a rule ,containing a:'·m~tanotion may be 
blind alleys in the sense that no l)roduction rule is given for some member 
to the right of the colon even though it• is not a symbol~} 
.) 
1.1.6. The semantics of the s.trict langu~ge 
a) A terminal P,roduction of a notion is considered· as a line13,rly\ ordered .. 
sequence of symbols. This order is termed. the 11textual order'I, and n-fo.llow- Y 
ing" ( "precedingn) starids for· "textually immedtately fol.lowing" ("textually' 
immediately preceding") in th~ rest· of this Report. Typ6gra:phical display 
features, such as blank space-, change to a new line,: and' change to !il- new 
page do not influence this order. 
b) A sequence of symbols (A
1
;protonotion) consisting:Qf ~ second sequence of. 
symbols ( a second protonotion) :preceded and/or'. folloifed by, ( a) nonempty se-, · · 
auence ( s) of svmbols ( of small syntactic marks) 11 contains" that second se- ·. 
quence of symb;ls · ( second protoriotion). · 
c) A "paranotion11 · when not ih a· section 'whose .heading ;is or beg1ns .with 
nsyntax", not between "apostrophe"s (" 1 ") and' not· contained :i.rt ,another pa~ 
ranotion "denotes" some number of protonotions, its -"originals 11 • A para.po- ·· 
tion is either , · · · 
i) a symbol a"'ld then it denotes its elf {, e.g.·, "begin symbol" denotes 
"bep;in symbol 11 } , ·or. 
ii) a r{;t{~~- wh;-s~--p-r_o_d_u_c'7tio;- rule -a:~;;·-(rules do) not begin with an aster-
isk, and then it denotes _its elf { , e.g. , "plusininus II denotes _"plusm:µmsll} ~ .. 
or 
iii) ~ notion whose production rule does (rules do) begin with an aste:i;-isk, · 
and then it denGtes any :of its direct productions {, whic;:h, in this Re- . ·· 
port, always is a notion or a symbol, e.g. , ·"trimscript 11 ( 8. 6. 1 • 1 • j) de;_ 
notes "trllflriler option" or 1'subscriptt1}, or . . 
iv) a paranotion in which one or more· ''°hyphen''s ( 11 ..:. 11 ) have been inserted 
and r't then denotes the originals of that naranotion before the inser-
tion(s) {,- e.g., "begin-symbol" denotes wh~t "begin symbol" denotes}, or 
v) a paranotion followed by "s" or a paraliotion,ending with 11y 11 in which 
that "y" has been repiaced by !lies" and it then· den6tes so:.:1e· number of the . 
originals of that para.notion before the modification {, e.g., · 
"trirnscripts" denotes some number of "'trir.rrner o-otionns and/or "subscriotus 
and "primaries" denotes some number of the noti~ns denoted by "primary''}' 
or ,. 
vi) a pa.ranotion whose first' small syntactic mark has been reulaced bv the 
corre;ponding lar,:.;e syntactic mark, and. it then _d~no~es ', the _qriginal~ of . 
that paranotion 'ctcfore the modification {, e._g., 11.Identifiers" denotes the 
notions denoted ;o' 0 11 ideritifiers11 }' or ' 
\.:UH U.!.UUt::,U 
. ... ,, ; ';·i:,, ·, . < •. ~· , ·. · · ,· :: .r/:<f·" · ·. ~:; .>.'. t· 
Vi.i )'a .P•ranoti~o .ioVh{c),\ ~~'4iia1 ~i°'.1~~1,;}ry :}/;!; ~~ '.ii~f eti~i\~;;·• .••. 
. and/or "of.·)NQID'. has bee~.p~1;tt~d,; anqL• 1:t<:y:tie.n.;, 9:¢?,?.p_t~s,:t.h~:origJ;:fl:EJ,ls _0£.:>: :;) 
· any -other; para.notion from which' the !'given .. pafanqt:i;,?rL :t~quld: ''tie/:q~ft)3.i~e4, by, -, _ 
omitting. a terminal prodµqtion of 1SOF,(.r 1 ~nd/6;:i:• of./•. 1SOME': '.and/ori\'~if".ND:t'JDt·1 
{' e.g. , '':juinp" denotes the notions deno:t~d by, 0M5iD JunfpiJ ',{.e·)~\7..''.!-'~c),; .-., '' 
11declaration" denote~ the' notions, denqtea °qY· 1'.SQME' declf¢a~i6n",'{9.:;2,._ i~a.; 
7 .,0. 1.a) arid flclaus.e 11 d~notes the not:ton~ .deh~teci<_,by',,11soij'.]:ETY-. sor.$'.JIDID:, 
clause" (6.1.1. a,6.2.Lb ,c ,d,:f?'6. 3.1.~\6.·4 .• 1l_8.'.,·c,,q\e:,~a. 1.·1_ •. i:i,), :~h'¢,}e -·:' >f .. 
II SORTET.C' (''SO~",, "Tl'()IJ)") stai:ids- for \Eiriy' terminal: :prodµdtioh o'r/·tne ··miita,-,' ,-
: t · 'sot:,rm;rnv .. , ·· ( "·s·oim:;,' · · ·1 rinrD· t ) } · · · i · · · ·. -- · ' · ·. · , no -_ion , n.L.c,.11.. . . Pu:.. _, ry. · • •. : , . 
. . . . i' , 
•-i 
{As· an aid to. the reader,, paranotions, ·wpen not und~r Synta:ic :~~ ;.h.eti-;i-~e~-, .:. · 
a-postronhes, are._provided with hyphens where·, otherwj,se?- they ·!ire :t,~pvidia·. ·. ' 
with bl~ks. Rule's beginning .with an ·asterisk ;ht3.ive '.been ;_iflclu<'i:i:!d 'in' .. 6.rd:e':r .-'#6". 
shorten. the ·semantics-$} . . . . . ·. ;:- ·.. . .. ~.: 
d) Except as otherwise specified 
rence" of any symbol denoted by it 
notion denoted by it considibred as 
that notion. 
f ,g · i. a pa;a.notion ?tands · fpr any "occ~-
and/or of ariy terminal.produc:ticin 6f any 
a terminal production of, specif·;i.callY: ,' .· 
e) An. occurrence Cl of a .terminal produbtion of a'1;riotion N ··is'. prod~¢ed by_ ~ 
tree of specific productions; for this ''.p.rbdubtlon tree" ar~ d.t;ifined:·. . ' 
a "direct descendent" of :N, L·e.; a l)l~mb.er 'ot\pie'.-clirect \,;l:'0duc\fon':of,N~ 
a· 11 descendent" of N, i.e., a direct descendent of 'eith.er N or a d~s·cendent 
of N; . 
a "visible descendent 11 of N, i.e., a descendent V. of N· which is, not a,lso a 
descendent of a second descendent V'• of N where V' is the same notion as 
eiih~r V or N; · ·· ·· · · · · 
the 11 offspl,"ing" of a descen~ent V of N, 'i.e. (if V'i,s }i:no~ion. (symbo,1), •. 
then the oqcurrence of the terminal J)roductioil of (the· occurrence o:r) 1) 
which is, or is contained in, ·o; ·· and · ·· 
a "direct constituent 11 ("constituent") o:t o,.i.e., the 6:ffsprfng of a·di;..' 
rect (visibl~) de~cendent of N. , 
{The terminal production of 'intep:r•al slice' (8.6.1.1.a)· Sl, viz.,.· 
i2U., i1UJJ,contains three occurrences o:tidi/?it one sympol'. (3.1,-1.b) 1 i; 
two occurrenc:!es of 'sub symbol' ( 3. 1. 1. e), [, and one ocG·i.lrrence of. a termi- --
nal production of 'integral slice' -S2, viz~, 1:1f1J, which is a constituent 
of S1. The first occurrence of 1 is a constituent of' SJ;. the :,:;econd· and 
third are constituents of S2 and,, since $2< is :b_oth. 'int;ep:ral slice'·· and a< 
constituent of ·S7, not constituents of -S;7 •. The first oc◊,Urren.'ce of [ is· a 
dL·ect constituent of S1 and. the second i.s a .direct -coris'ti tuertt of S2 but' 
iiOt a constituent Qf S 1 •}. . . . . 
f) A paranotion st.anding fbt the occurrences of symbols or of_terminal pro-
ductions of notions all of which.are (direct) cbnstitue:t1ts of terminal Pro-: 
ductions of notions denoted by a second par'anotion is a (direct) constituen~ 
of that second paranotion. . 
{Since -paranotions stand for occurrences of symbols or terminal produc...: 
tions, (d), j := 1 is a constituent assignation (8,3.1.La) of the assiP71a- .. 
tion i := J := 1, but not of the serial.:.;;~lausE! (6.1.1.a.): i .:= :,i :~.,i; k·,:= 2 · 
nor of the assirnations ,i : = 1 and k : = i : = ;1 · : = 1. ·- The assignation ,:.; . := 1 · 
is not a dire.ct.constit1.1.ent.,;of tll.eassigpatiofri :=-;f,:~.!1~·.~but· tll.e,source ... 
j := 1 is (8.3.L1.b).} . 
(') .· A parariotion which :i.s a direct. const:i.tueht. of t' secon_d paranotion: is a 
na1~anotion of that second .paranotton-, - ·· .... -- .. ,. · ......... -
1.1.6. continued 2 
{This permits the abbreyiation of "direct ·constituent of", which would,. 
appear frequently under Semantics, to 11 of 11 , 11 its 11 or eve~'i. "thell' e.g., -in . 
i := 1,·i is its destination (8.3.1.1.b) or i is the or a destination of , 
i-: : = 1, whereas i is a constituent destination but hot simply a destination 
· of t.he serial-clause i, : = 1; j : = _2. } · 
h) ln sections 2 up to 8 under "Semantic~"~ a meaning is ·associated with 
occurrences of certain sequences of symbols by_meahs of sentences in the 
English language, a~ a series pf processes (the "ela:boration" of those oc-: 
currences of sequences of symbols as terminal productions of given notions)~ 
each causing a specific effect. Any of these p:i;-ocesses may _be replaced ,by· · 
any process which causes the same effect. · 
i) If an occurr.ence of a sequence of symbols•- is bo·th the dffsp:ring: of a -rio;.:. 
tion N and of a direct descendent D of N which· is ·the only member. of a di,.. 
rect .production of N, then its "pre.elaboration II, pos:sibly yielding a: ripre-_ 
value" with a 11 premode" and a 11 prescope 11 ,as terminal production of N is its 
.elaboration' possibly yielding a. ttvalue" with 'a _"mod~" and a II scope 11 ' as 
term:i.nal production of'/) and, except as otherwise specified.{8.2}, its elab-
oration with value, mode and scope as terminal production ofN is its pre-_ 
elaboration with prevalue, premode and pres cope ·as terminal prod;µction of N. 
{'.rhe elaboration with v:alue, mode a,nd scope of the r:-i2ferenqe,-to-real-. 
confrontation (8.3.0.1.a) x := 3,14 is its preelaborat:£'.on with'prevalue, 
premode and pres cope which is its elaboration with valu_e, mode and scope as 
a reference-to-real-assignation. 
The syntax of the strict language has been chosen in such a way that a 
given seq_uence of symbols which is a terminal production Of· 'progr>am I is so 
by means of a unique set of productions, except, possibly, for J?roductio:ri 
rules inducing at most preelaboration, e.g. , de,ri vecl fron,1 rules 6. 2. 1 • e and 
6. )~. 1. d (balaridng of modes Y and from rule 7. ·1 • 1. cc in com1)ination with 
7,2.1.a and 7.!.i.1.a (order of terminal productidns of 'MOOD' in a terminal 
prod.uction of 'UNI'I'ED'); see.· also 2,3:a.} 
j) A terminal production of' a metanotion M is 11 enveloped11 by a notion N 'if 
it is: contained. once in N but not in another terminal pro,ducti9n of M con-
tained in N. 
{Thus, 'reference to real' is enveloped as terminal production of 'MODE.' 
by 'reference to real mode identifier', but 'real' is not.} 
k) If something is left 11 undefined11 or is said to be undefined., then this 
means that it is not defined.by this Report alone, and that, for its defini-
tion, information from'outside this Report has to betaken into account. 
1.1.7. The extended language 
The extended language encompasses the strict language; i.e. , a progr>ain 
in the strict language, possibly subjected to a number of notational changes 
by virtue of 11 extensions 11 given in Chapter 9, is a program in the extended 
language and has the same meaning. 
{Thus, .real x., y., z is a ;epresentation of ~ collateral-declaration in 
the extended language w~ich means the· saine as real, x., · real y., real.-. z which· 
is a r.epresentation of that collateral-declaration in the strict language; 
see 9.2.c.} 
·;;. 
:; l. :. ::P~::::::::::i::::::;r;,J~;:;j~~;-[~¥:Jik~\~f l~i~\e·;••····~•· · ·• · 
program irt ,th~, exteniied :1an~uag~.; i~ wh:ii,ch :a],l/~Y'Il)."90.:ts<·:are r;iplac~1d :PY ·cer-;.: , 
tain typogra;phical marks_ by, vi:rthe of. :!'fepre$·~_n:t~:tipi.1s.'\, given. ilf·se.ctfon .. · 
3.1.1.~ and in which all conµnas {n9t c9ri1rria...:symbo1s.} a?re':1de4-eted~-·•is::_a':pr6gram 
in the represent~tion language, and ha~ the same. meap:ip.g; ·/ · · .. /-\ ·,.·.·• ·. ·.· · 
b) Each version: .Of
0
the lan:gUag~ 'inwhiqh;repfe~entat_i_6_n~.-a;re':,;_se:0,,wh:iich ar~ 
sufficiently _close to ,the given representa~ions.:to-·bA re·c0gn·i'zeO:·w±tho.ut · 
further el~Qidation is als'q( a ·.r-~p;riis:~ntat$qn.i-ia.~guag~\: 'A'.:,v~:r,~1oA<~f.·the lan'.": 
:~:~:i ~~e~h~~~h n~.:~:! 0~;f 1~_~de~::::p1:~:~a.1!u{~l/~!lr;¥:~~i~~;t:\i'?6!(~~:;;~:~~: .. 
language If{ ,1. e., a version of the. language suii,ed·· to· the: s.upp9sed.pre·f~rence. 
of the human or me_chanical interpreter of t~~, ia.:ng\l;ag~}.>: ', .. _ .. ;. :._ · · ·.' · ·:· ' 
{e.g. , begin, begin , 1 BEGIN and I BEGIN I a:re all, re:presentations of the 
begin-symbol (3 .. 1.,1. e) in th~ representation language :_and some• com•bination 
of hole9 in a punched card:r,il~y be a rep:i;-es~nt:a{ion .c>f .it :in some hardware 
langu_ age;} · · · · ·,... · ·. •.· ' · ,:/' 
'· 
?,. • . / _ ,:,' : 
- ··•1·-·--··- ---.----. ' - ·-,-.-•-:"-·-: : .... ,: ,. 
1. 2. The metaproducti'on rules 


























M':)DE MJOD; UNITED. 
fl'OOD TY.PE ; STOWED. 
'I'YPE : PLAIN ; format ; .PROCEDURE ; reference to MODE •. 
PLAIN: INTREAL; boolea,ri; character. 
INTREAJ., : . INTEGRAL ; REAL.,, . 
INTEGRAL: LONGSETY integral. 
REAL : LONGSETY · real'., · 
L0NGSE'rY : long LONGSETY j _ EMPTY. 
F,f.'!PTY : • 
PROCEDUP.E : procedure PARAMETY MJID. 
PARMIIETY : with PARAMEIBRS ; EMPTY. 
PARAMETERS : PARAf1£TER ; PAPAME'TERS and PARAIVETER. 
PARAIViETER: MJDE parameter. 
r,'DID : !VODE ; void . 
.STO\'JED : structured with FIELIX-1 ; row of JVDDE~' 
FIELDS : F'IELD; FIELDS and FIELD. 
FIELD : f.".ODE field TAG. . 
TAG : LETTER ; TAG LETTER ; TAG· DIGIT •. 
LETI'ER : letter ALPHA' ; letter aleph;_ · · ·· 
ALPHA a ; b ; c ; ct' ; e ; f , fr h;, i ; 'J ; '½=) .t:; ~ .; n ; 
q ; r; ~; t; U-; V; W; X; Y f ~. 
DIGIT diP:'.it FIGURE~ . . . 
PIGURE zero ; one ; two ; three ; four ; five'.';· s;i~ ; seven ·; 
n~e. ·, 
UNITED union of LIVOODS M)OD mode. · ,:. 
urocms trv:ooD ; Lr-roDS IJV'CDD. 
u11..10D : rrooD and. 
0 ; p ; 
{Tne reader may find. i_t helpful to n~te tha:f .ai .m'¢tano~i_qn . ending with 
1Er.I'Y' always has 'EMPTY' as a prociuctidn;} .. ,; . , _·1 
1.2.2. Metaproduction rules associated with modes· 
a) PRIMITIVE :. integral ; real ; boolean , character.,, 'torimt •. 
b) ROWS : row of ; ROWS row of. 
c) ROWSETY: ROWS; EMPTY. 
d) ROWWSETY : ROWSETY. 
e) NOJ."J'ROW : NONSTOWF..D ; structured with FIELDS. · 
f) NONSTOWED : TYPE ; UNITED. . 
g) PEF'ETY : reference to ; EMPTY. . . . . . .. . . . . . . .• 
h) NONPROC : PLAIN ; format ; procedure tvl th PARAMETERS flOID. ; · 
reference to NONPROC ·; structured with FIELDS ; . row of NONPROC ; 
UNITED. . . 
i ) PRAM : procedure wlth LMODE parameter and RNDDE parameter tl()ID ; 
procedure with Rf'IDDE parameter MOID. 
,j ) I.,JVODE rr()DE. 
k) RJVODE : J\DDE. 
1 ) LM)OT : r,DOD and. 
m) Lr-lDOD'3ETY : MJOD and LJVKXlDSETY ; EMPTY. 
n) RM'.X)DSETY : RMOODSETY and fv:OOD , EMPTY. 
o} · LOSETY : LrV:OODSETY. · 
u) BOX : Uf.OOD.'3ETY box. 
q ) Lli'IELDSETY : FIELD.'3 and· , EMPTY. 
r) RF'IELDSETY : and FIELD.'S. ; EMPTY. 
s) COMPLEX : structured with real field letter r 'letter e and real field 
letter i letter m. -· . .. · _· . . . 
t) BITS: structured with row of boolean field IBNGTHETXletteraleph. 
u) LENG'l'HE'l1Y : LENGTH LENGTHETY ; EMPTY. . . 
v) LENGTH : letter 1 letter o letter n letter g. 
w) BYTES: structured with row of character field LENGTHETY letter aleph. 
x) STRING : row of character ; character. 
y ) MA.BEL : r.::ODE mode ; label. 
1. 2. 3. Metaproduction rules associated :with p~rases and co~rcion 
a) PHRASE: declaration; CLAUSE. 
b) CLAUSE : I'IOID clause. . _ 
c) SOME : serial ; unitary ; CLOSED ; choice ;, '11HELSE •.. 
d) CLOSED : closed ; collateral , conditional. 
e) 'TI-JELSE : then ; else. 
f) SORTETY : som.1 ; Er1PTY • · 
g) SOnT: stronr;; FEAT. 
· h) PEAT : firm ; weak ; soft. 
i) S'I'RONGETY : stronr; ; EMP',I'Y. 
,j) STIRM : strODf\ ; firm. 
k) /\DAP'rED : ADJUSTED ; widened ; rowed ; hipped ; .voided. 
1 ) ADJUSTED : FI'l1TED ; procedured ; united. 
n) PITIED: dereferenced; deprocedured. 
1.2.4. Mete.production rules associated with coel,'cends 
a) COERCEND : MOID FORf',t 
b) FDHJ\1 : confrontation ; FORESE. 
c ) :rDRESE : ADIC formula ; cohesion ; base·~ 
. 'l) AUIC. : PRIORITY ; monadic. 
e) PRIORITY: priority NUJ\'BER. 
f) NUMBER : one ; TWO ; THF.2:E ; FOUR ; . FIVE ;, SIX ; . SEVEN ; EIGH'I1 , NINE. 
, J· 
1.2.4. continued 
g) TWO : one plus one. 
h) THREE : TWO plus one. 
i) FOUR : THREE plus one. 
j ) FIVE : FOUR plus ·one. 
k) SIX : FIVE plus one. 
1) SEVEN : SIX plus one. 
m) EIGHT : SEVEN plus one. 
n) NINE : EIGHT plus one. 
1.2.5. Other metaproduction rules 
a) VIC'rAL VIRACT ; formal. 
b) VIRACT virtual ; actual. 
c ) LOWPER lower ; upper. 
d) ANY: KIND; suppressible KIND; replicatable KIND; 
replicatable suppressible KIND. 
e) KIND: sign; zero; digit; point; exponent; complex, string; 
character. 
f) NGrION : ALPHA ; · NGrION ALPHA. 
g) SEPARAIDR : LIST separator ; go on symbol , completer , sequencer •. 
h) LIST list; sequence. 
i) PACK: pack; package. 
{Rule f implies that all protonotions (1.1.2.b) are productions 
(1.1.3.e) of the metanotion (1.1.3,b) 'NGrION'; for the use of this meta-
notion see 3.0.1.b,c,d,g,h,i.} 
1.3. Pragmatics 
{"Weft, 1.6LUhy' me,a.n,6 'llihe.. a.n.d .o.li..my' • ••• 
You. 1.>ee li'.6 Uk.e..a. powna.n:te.a.u. .;.-;theJLe. Me. 
- :tl!Ja me.a.ru.n.9.6- pa.c.k.e.d . u.p -ln:to .. o n.e. woJui. .. " 
ThJiou.gh: ;the. Loolun.g-gla.M, Le..w.lo CaM.oll.} 
Scattered throughout this Report are "pragmatic" remarks included be-
tween the braces {and}. These do not form part of the definition of the 
language but are intended to help the reader to understand the implications 
of the definitions and to find corresponding sections or rules. 
{The rules under Syntax are provided with cross-references to be inter-
preted as follows. Let a 11hypernotion11 be either a protonotion or a sequence 
of one or more metanotions, possibly preceded and/or separated and/or fol-
lowed by protonotions; then each rule consists of a hypernotion followed by 
a colon followed by one or more hypernotions separated by commas or semico-
lons, and is closed by a point. By virtue of 1.1.5.a.Step 2, each hyperno-
tion eventually yields one or more protonotions. In each rule, a hypernotion 
before (after) the colon is followed by indicators of the.rules in which a 
· hypernotion yielding one or more protonotions also yielded by the first hy-
pernotion appears after (before) the colon, or by indicators of the repre-
sentations in section 3,1.1 of the symbols yielded by the first hypernotion. 
Here,,an indicator is, in principle, the section number followed by the let-
ter indicating the line where the rule or representation appears, with the 
1. 3. continued 
folloWing. cOnvention·s: ~·f · ,, - • :i 
i) the indicators whose -'s-ection numbe:r :i,s that of: the _;sectio:n. :irt which 
they appear, are given first andtheif sect:jj,nmµn.ber.Js·omi.t~e~·; e.g., 
"3,0.3.b 11 appears as "b" in section 11 3.0.,3",; 
ii) all points are omitted and 10 appe~rs;as A.i··e."gi.; "3,0.,3.-a11:appears·a~---
11303a" els-ewhere; _ · · ·. . : , ·. • .. / · _ _ ·: ,. · ·· · •.· ··-'~ ~ · · . 
iii) a final 1 is omitted;•e;g., 11 8lla'1 (anpear.s as1 ''Sia"r.· _ _ ' 
i V) a section number whi.ct is ~he sam~ '.i~: .in,. the pt,ece,ding indicator i,s; . 
omitted; e.g.,. 11 82la,82lb 11 appears as 11 82:J.a,1:/!'; .. . . . . , . 
v) numerous indicators of the rules·3~0.1.b. .. u-p:toh at-e r.enlaced_bvmore 
helpful indic.ators; e.g., .:Ln 6.,1.1.d, "chain or.; ,$tronp; void units, .· .· .. ·. '• 
separated by go on symbo1s{30c} 11 appears as 11cha,ip:' dr stro)-ig ,vofd · units{e}. 
separated by go on symbols { 3lf}:'; als9; j.ndi:ca:t'.i¢lt~ :tn.:-s·~c{tion 3~·0~ ';l. ~re · ... 
restricted to a bare minimum; . _; -' · .. ·· :;".··-:·;;;<:i:°'.i::,~.;,"°:::_:,.·,-.,; :·:.·_ :· :C:'.: .· • · .. '; '. 
vi) the absenqe of a. production :rule fci~_ orie ~:~ mo:b.{ ~~d;te>µqt:io~~ l-i:fiich afe 
not symbols and are yielded by the hypernotiori app.'ea.:dng after the· colon,· 
is indicated by 11 - 11 ; e.g., ,in 8.3.0.1.& after: 11MJ.J)Ec9nformity relation't_ 
appears {832a,..:.} since 8. 3:.:2. i. a yields only p:rod:uqtion r,ules for "booiean 
conformity relation", and no other rul·e provide,s the abse·nt productions.}. 
{Some of the pragmatic :r;emarks are exa~ples' in ~he i·epreseijtation lan-
guage; In these examples, id~htifier~ occur .dut of c9nte:kti from their defin.l. 
ing occurrences. Unless otherwise specified, the.Se occu:i;-rerice·S identify .. 
those in the standard-preiude (2.1.b and Chiipter· 10) (~~g.\ see 10,3.k for. 
random and 10. 3. a for pi):~: that i.n the ~xit ( 2. r. e) {viz. ; ·exit) ; 
1 
. . 
or those in: 
-J:nt i.,, ,i_, k., m., n; real a., b, x., y; bool p., a., ove!'fl~1iJ; . • 
ohar> a_; format f; butes r; _ strinrr s; bits t; compt'.· 11J.,.)f; 
!.!!.i r•eal ::ex, yy; [1:n] real .x1, yl; [1:m; 1:n] real x2;, 
r 1:n., .1:n] rea'l:_ y2; [.1:n] fnt i1; [1:m,):n] int ,i2:;· ·._ ·, 
·P-roa x or y = ref reaZ : (1"andom < • 5 I x I y); : 
vroa ncos = (int i) real. : cos ( 2 >< pi x 1: / n); · 
proc nsin = (in;t i) real : sin (2 x pi x i I n); 
proa g = (r>eal u) real ,; (afictan (u) - a + u - 1); 
pro a s·top = go to exit; . ' _ . _ 
pr>inaeton: grenoble: st pieT'.x;e de chartreu_s_e:. koo_fa,i,flu waPs.aw: zandvoort: 
amsterdam: ti1->ren1:a: n01•th beX'u)ick/ munieh: stop . }' . . 
{MeJte.ly c.o!VLob~Jt.ativ:~ ·.delcul; ,61±i11.ded 1::0· · 
give . cuc,;tU,Uc. l.ie.JU,6imiu,tu.fi,e ~ci an. ·othvwJ-Lo e 
bald cmd' u.nc.onvbtc.ing 11CUt1ta:4ve.. · 
Mika.do, ·•.· W. S. · .Gilb'ell;t. } 
2. The computer and the program 
{The progra.wner is conc:erned with particular-programs (2.1.d). These are 
always contained in a program (2,1.a), which also contains the standard-
prelude, i.e., a declaration-··prelude which is always the same (see Chapter 
10), possibly a library-prelude, i.e., a declaration-prelude which may de-
pend upon the implementation, the exit, i.e., ; exit : which enables the 
programmer to end a program any.-rhere by the jump exit, possibly a library-
postlude, and the standard-postlude (10.6).} 
2.1. Syntax 
a) program open symboH31e}, standard prelude{b}, 
library prelude{c} option:i particular program{d}, exit{e}, 
library postlude{fJ option, standard postlude{g}, close symbol{31e}. 
b) standard prelude{a} : declaration prelude{61b} sequence. 
c) library prelude{a} : declaration prelude{61b} sequence. 
d) particular program{a} : 
label{61k} sequence option., strong CLOSED void clause{62b,63a,64a}. 
e) exit{a} : go on symbol symbol.{31f}., 
letter e J.etter x letter i letter t {l.~ 1 c}, label symbol { 31 e}. 
f) library postlude{a} : statement interlude{61i}. 
g) standard postlude{a} : strong void clause train{61:i.}. 
2.2. Terminology { 11 When. I uh e. a. woitd, " Hwnp.ty Vwnp;ty -6 a.J..d, ,[n, 
11.a.thru1. a. /2c.01tn.6ld :tone., "U me,anJ.i jM;t wha;t 
I c..ho 0-6 e. ,Lt :to me.an. - n.Whe.Ji moli.e. ~wit .e.e/2-6 • " 
Ttvwugh .the. 1.oolun.g-glMl.l, Le..w)/2 CcwwU.} 
The meaning of a program is explained in terms of a hypothetical com-
puter which performs a set of "actions 11 {2 2.5}, the e1aboration of the 
program {2.3.a}. 'rhe computer deals with a set of "objects" {2.2.1} between 
which, o.t any given time, certain "relationships" {2.2.2} may "hold". 
2.2.1. Objects 
Each object is either 11 external" or "internal". External objects are 
occurrences of symbols or of terminal productions {1.1.2.f} of notions. In-
ternal objects are "instances" of values {2.2.3}. 
2.2.2. Relationships 
a) Relationships either are 11perma.nentu, i.e., independent of the program 
and its elaboration, or actions may cause them to hold or cease to hold. 
Each relationship is either between external objects or between an external 
object and an internal object or between internal objects. 
b) The relationships between external objects are: to contain {1.1.6.b}, to 
be a,constituent or direct constituent of {1.1.6.e} and 11to identify" {c}. 
c) A given occurrence of a terminal production of 'MABEL identifier' 
{ 4 • 1 • 1 • b} ( 1 MODE mode indication 1 { l.J • 2. 1 • b} or 'PRIORITY indication 1 
{ h. 2. 1 • e}, 1 PRA.i"'VI ADIC opera.tor' { l}. 3. 1 • b, c}) where "MABEL'1 ( "MODE" 
"PP)TORimy11 "PI:>Ant,H l!AD-r,11) . . . ' u_ J. .c. , . uu 1 , .,· .Lv stands for any terminal production of the meta-
notion 'l'fJJ\BEL 1 ( 1MODE 1 , 1 PRIORITY· 1 , 'PRAM', 'ADIC') ma.y identify a "defining 
occurrence 11 ( 11 ind.ication-defining occurx·ence", "operator-defining occur-
rence") of the same terminal m 0 orl11<'+.irm_ 
2.2.2. continued 
d) The relationship between an external object and an internal ob,1ect is·: 
"to possess 11 • 
e) Jm external object considered as an occurrence of a terminal production 
of a given notion may possess an instance of a value, termed 11the" value of 
the external object when it is clear which notion is meant; in general, 11 an 
(the) instance of a (the) value 11 is sometip.1es shortened in the sequel to "a 
(the) value" when it is clear which instance is meant. 
f) A ITDde-identifier (operator) may possess a value ({more specifically} a 
!!routine" {2.2,3.4}). This relationship is caused to hold by the elaboration 
of an identity-declaration {7.4.1.a} (operation-declaration {7.5.1.a}) and 
ceases to hold upon the end of tte elaboration of the smallest ser1al-c1ause 
{6.1.1.a.} containing that declaration. 
g) An external ob,ject other than an identifier or operator {e.g. serial-
clause (6.1.1.a)} considered as a terminal production of a given notion may 
be caused to possess a value by its elaboration as terminal production of 
that notion, and continues to possess that value until the next elaboration, 
if ruiy, of that external object is 11in:i.tiated 11 , • whereupon it ceases to pos,-
sess that value. 
h) The reJ.ationships between internal obtiects are: 11to be of the same mode 
as 11 , "to be equivalent to", l!to be smaller than", "to be a component of'' and 
11to refer to". A relationship said to hold between a given value and a (an 
instance of a) second value holds between any instanc~ of the given value 
and any (that) instance of the second value. 
i) An instance of a. value may be of the same mode as another one; this re-• 
lationship is permanent {2.2.4.1.a}. 
,j) A value may be equivalent to another value {2.2.3.1.d,f} and a value may 
be smaller than another value {2.2.3.1.c}. If one of these relationships is 
defined at all for a given pair of values , then either· it does not hold, or 
it does hold and is permanent. 
k) An instance of a given value is a comuonent of another one if it is a 
"field" {2.2.3.2}, "elementi: {2.2.3.3.a} or 11 subvalue 11 {2.2.3.3.c} of that 
.. other one or of one of its components. 
J.) Any "name 11 {2.2.3,5}, except 11n.-i,.f_rr {2.2.3.5.a}, refers to one instance 
of_ a."1other value. This relationship {may be caused to hold by an "assign-
,~ent" ( 8. 3 .1. 2. c) of that instance of that value to that name and} continues 
to hold until another instance of a value is caused to be referred to by 
that name. The words "refers to a.YJ. instance of1' are often shortened in the 
sequel to "refers to 11 • 
2.2,3. Values 
Values are "plain va.lues 11 {2.2.3.1}, "structured values" {2.2,3.2}, 
"multiple values" {2.2.3.3}, routines {2.2.3.4}, "formats" {2.2.3.J-i-}, and 
names {2.2.2.1, 2.2.3.5}. 
2.2.3.l. Plain values 
a) A plain value is either an "arithmetic value", i.e. an "integer" or a 
"real number", or is a "truth value" or a "character". 
b) A1.1 arithmetic v-alue has a "length number", i.e. a positive integer char-
acterising the degree of discri~ination with which the value is kept in the 
computer. The number of integers {real numbers) of given length number that 
can be distinguished increases with tht=;: length number up to a certain length 
number, the number of different lengths of integers (real numbers) 
{10.1.a,c}, after which it is constant. · 
c) For ea.ch pair of integers ( real numbers) of the same length number, the 
relationship to be smaller than is defined {10.2.3.a, 10.2.li .. a}. For ea.ch 
nair of integers of the same length number, a third integer of that length 
num·oer may exist, the first integer "minus 11 the other one {10.2.J.g}. Fi-
nally, for ea.ch pair of real nu.rube rs of the same length number, three real 
numbers of that length number may exist, the first real number "minus 11 
(''times", "divided by") the other one {10.2.4.g,l,m}; these real numbers are 
obtained "in the sense of numerical analysis", i.e. by performing the oper-
ations known in mathematics by these terms on real numbers which may deviate 
slightly from the given ones {; this deviation is left undefined in this 
'Report}. 
d) Each integer of given length number is equivalent to a real number of 
that length number. Also, each integer (real-number) of given length number 
is equivalent to an integer (real number) whose ·1ength number is greater by 
one. These eq_uivalences permit the "widening" {8.2.5} of an integer into a 
real number and the increa.se of the length number of an integer or real num-
ber {10.2.3,q, 10.2.4.n}. The inverse transformations are only possible on 
t1:0se rea.l numbers ( arithmetic values) which are equivalent to an integer 
·1.10.2.h.p} (a value of smaller length number {10.2.3.r, 10.2.li.o}). 
e) A truth value is either ".:tJLu.e." or '"6a.l6e.'1. 
f) Each character has an "integral equivalent" {10,J..h}, i.e. a nonnegative 
integer of length number one; this relationship is defined only to the extent 
that different characters have different integral equivalents. 
2,2,3,2. Structured values 
A structured value is composed of a nu..-rnber of other values, its fields, 
in a given order, each of which is "selected" {8.5.2.2.Step 2} by a specific 
field.:..selector {7 .1.1. i}. 
2.2.3.3. Multiple values 
a) A multiple value is composed of a "descri-otor 11 and a number of other 
values, its elements, each of which is selected {8.6.1.2.Step 7} by a. spe-
cific integer, its 1tindex". 
b) The descriptor consists of an "offsetn, c., and some number, n;:: 0, of 
"quintuples" (R.b U,j_, dh )., ;__, :ti) of integers, i.. = 1, • • • , n; l_,,r is the 
-L-th "lower bound", U.,L the ,<..-th "upper bound", d,j_ the i..-th "stride 11 , J.i,[ the 
..i.-th 11 lower state" and .t;_ the -l-th "upper. state". If for any i.., 
2.2,3.3. continued 
,{_ ::: 1, ... , n, u. < l., then the number of elements in the multiple value 
,{_ ,{, 
is zero; otherwise, it is (u 7 - .e.1 + 1) x • • • x (u. - .t + 1) • The descrip-n n. 
tor "describes II each element selected by c. + (Jt7 - l 1) x d 1 + • • • + 
(It,,, - l ) x d where .t . ~ 11. , ~ u . for each ,{_ = 1 , • • • , n. ,. n n ,<- ,<- ,<-
{To the name referring to a given multiple value a state of which is 7, 
no multiple value can be assigned (8.3.1.2.c.Step 4) in which the bound cor-
responding to that state differs from that in the given value.} 
c) A subvalue of a given multiple value is a multiple value which is (is 
referred to by) the value of a slice {8.6.1.1.a} the value of whose pr~ 
is (refers to) the given multiple value. 
2.2.3.4. Routines and formats 
A routine (format) is a sequence of symbols which is the same as some 
closed-clause {6.3.1.a} (format-denotation {5,5.1.a}). 
2.2.3,5, Names 
a) There is one name, vul., whose scope {2.2.4.2} is the program and which 
does not refer to any value; any other name is created by the elaboration of 
an actual-declarer {7.1.2.c.Step 8}, a rowed-coercend {8.2.6.2.step 7} or a 
skip {8.2.7.2.a} {, and refers to precisely one instance of a value}. 
b) If a given name refers to a structured value {2.2,3.2}, then to each of 
its fields there refers a name uniquely determined by the given name and the 
field-selector selecting that field, and whose scope is that of the given 
name. 
c) If a given name refers to a given multiple value {2.2.3.3}, then to each 
element (each multiple value composed of a descriptor and elements which are 
a proper subset of the elements of the given ·multiple value or composed of a 
descriptor different from that of the given multiple value and the elements) 
of the given multiple value there refers a name unig_uel~r determined by the 
given name and the index of that element (and that descriptor and those ele-
ments), and whose scope is that of' the given name. 
2.2.4. Modes and scopes 
2.2.4.1. Modes 
a) A mode is any terminal :production of' 1MODE 1 {1.2.1.a}. Each instance of 
a value is of one specific mode which is a terminal production of 1MOOD 1 
{1.£.1.b}; furthermore, all instances of a given value other than ill 
{2.2.3,5.a} are of one same mode, the mode of that given va1ue, and a 11 copy" 
of a given instance of a value is a new instance of that value which is of 
the same mode as the given instance. 
b) The mode of a truth value (character, forma,t) is 'boolean' ('character', 
'format 1 ). 
2.2.4.1. continued 
c) The mode of an integer ( a real nun1ber) of length number n is (n. - l) 
times 'lonp;' followed by 'integral 1 (by 'real' ) • 
d.) The mode of a structured Yalue is 'structured with' followed by one or 
more "portrayals 11 separated l)y 1 and 1 , one corresncmding to each field taken 
in the same order, each :portrayal being the mode of that field followed b;v 
'field' followed by a terminal production of irrAG' {1.2.1.r} whose terminal 
nroduction {field·-selector} selects {2.2.3.2} that field; it is "structured 
from" a second mode if the mode in one of its portrayals is or is structured 
from it. 
c) The mode of a multiple v-alue is a terminal production of 1 NONROW' 
{ 1. 2. 2. e} preceded by as many times I row of' as there are quintuples in the 
descriptor of that v-alue. 
f) The mode of a, routine is a terminal production of 'PROCEDURE' {.1.2.1.j}. 
g) The mode of a name is 1 reference to' followed by another mode. {See 
_ 7. 1. 2_. c. S_tep 8_. __ L 
2.2.l+.2. Scopes 
a) Each value has one specific scope. 
b) The scope of a plain value is the proP-Tam, 
that of a structured (multiple) v1:.lue is the smallest of the scones of its 
fields (clements), 
that of a routine or format -possessed by a given denotation {5.l+.l.a, 
5,5.l.a} is the smallest rani-,:e {l,.1.1.e} containing a defining occurrence 
{4.1.2.a} (indication-defining occurrence {4.2.2.a}, operator-defining 
occurrence {ti. 3. 2. a}) of a te:::-minal production of a notion ending with 
'identifier' ('indication', 1 operator 1 ), if any, an applied occurrence of 
which -but not a defining (indication-defining, operator-defining) occur-
rence of which is contained in that denotation, and otherwise, the 
program, and 
that of a name is some {2.2,3.5, 8.5.1.2.b} range. 
2.2.5. Actions {Su .. i,t ,the. ae,,tLon :to :the. wo1td, 
the. woJLd ;t_o :the. ae,,ti.on. 
Hamlet, Wiauun Shake-ope.Me..} 
a) An action is "inseparaole11 , "se:rial 11 or "collateral". A serial action 
consists of actions which take place one after the other, 
b) A collateral action consist.s of actions merged in time; i.e., it con-
sists of the inseparable actions which maXe up those actions provided only 
that each insepan .. ble action which would take place before another insepara-
ble action of t;:1e same action when not merged with the other actions, also 
takes place before it when merged. 
c) The ela-boration of any ( of the closed-clause follcwing the first do-
symbol {3.1,1.h} in any) closed-clause {6.3,1.a} which is a modified copy 
{ 8. Lt. 2} of the actual··pararneter · of tbe operation-·declaration { 7, 5. 1 . a} 
10.4.b (10.4.a) is an inseparable action. 
{What ot.her actions are inseparable iG 1eft undefined.} 
() 
D 
2.3. Semantics {"I c.an e..x.pleu,n a,U ,the. poe.m6 ;thcd e.vvi wvz.e. 
i..nven,ted ·- a.nd a, good ma.ny ;th.ax h.a.ve.n.' .t 
been inve.nted jtt6.t ye,t, 11 
Th.h .. ou.gh .:the. Look.,Ln.g-gla,M, Lw..i./2 Co.JUL.Oil .• } 
a) The elaboration of a. program is the elabora:tion of the strong-·closed-
void-clause {6.3.1.a} consisting of the same sequence of symbols. 
{In this Report, the syntax says which sequ.ences of' symbols a.re nrop:r•arrs 
and the semantics which act.ions are perforrned by the conmuter when e1abora-
ting a progr21n. Both syntax and semantics are recursive. Thcmgh certain se-
quences of symbols may be terminal product:i.on.s of 'nror:rrun' in more than one 
way (1.1.6.i), this syntactic ar.1bigu:ity does not lead to a. semantic arnbir,u-
.ity.} 
b) · In ALGOL 68, a specific nota-::;ion for external ob,j ects is used which, to= 
gether with its recm·sive definition, makes it possible to handle and to 
diit:i.ng·~1.ish between arbitrarily long se(Juences of symbols) to distinguish 
between arbitrarily many different values of a given mode (except 1hoolean 1 ) 
and to distinguish between arbitrarily many modes, ,,hi ch allows arbitrarily 
many ob,:lects to exist in the CO:JllJUter and which allows the elaboration of a 
nror:ram to involve a.n arbitrarily large, not necessarily finite, number of 
actions. ~'his is not meant to imply that the notation of the ob,1ects in th,➔ 
comnuter is that used in ALGOI, 68 nor that it has the same uossibilities. It 
is, on the contrary, not assumed that the computer can handle arbitrary a-
mounts of nresented information. It :i.s not assumed that these two notations 
are the sa.'Tle or even that a one-to-one correspondence exists between them; 
in fact, the set of different notations o:f ob,jects of a given ca.te13:ory may 
be finite. It is not assumed that the speed of the comnuter is sufficient to 
elaborate a given program within a prescribed lapse of time, nor that the 
mllllber of objects and relationships that can be established. is sufficient to 
elaborate it at all. 
c) J\ modeJ. of the h~•:rothetical computer, using a nhysical machine, is said 
to be an "implementation" of ALGOL 68, if it does not restrict the use of 
the lar,p:uaee in other respects than those mentioned above. Furthermore, if a 
lanp.:uap;e is defined whose partlcular-prograrns are partlcu.lar-prop-:ra-r1s of 
ALGOL 68 and baYe the same meaning, then that hmguaP,;e is Baid to be a sub-
languap;e of ALGOL 68. A moclcJ. is said to be a.n :!.mplementation of a sublan-
guage if it does not rest:r·ict tf1e use of tl1e stiblangu.a.ge ln otller respects 
than those mentioned above. 
{A seouence of syml)OlS whic11 is not a -o:::-•or:raJn but can. be turned into one 
by deleting or inserting a certain nu.'11ber of symbols and not a. smaller num-
ber could be regarded as a prop:rrnr1 with that number of syntactical errors. 
Any crop:r-ai;1 that can be obtained by deleting or inser",,j_ng that nUi--nber of 
symbols :may be termed a "possibly intended'' prop1:'81'1. Whether a prOF".1"8.m or 
one of the possibly intended prop:rarr:s has the effect its a.'-4thor in fact in-
tended. it to hB,ve, is a matter which falls outside this Report.} 
{In an inrnlementation, the particular-pror:ra.T, may be "compiled", i.e. 
transil.EJ.ted into an 11 ob,ject program'' in the code of the 1'hysical machine. Un-
der circumstances, it may be advantageous to corrmiJ.e narts of the 
-0.1.rticuJ.a.r-T:Jropram independently-, e.g. par·ts which are common to several 
nartJcula.r-pror:r'nms. If such a ·oart contains rnode-:1-dent:i.f'i.ers (indications, 
onerator>s·) ·irhose defining ( ind:i;a.tion-defining, :ipera.tor-def:lning) occur-
rences ( Chariter 4) are not contained in that part, then compilation into e.n 
_ ':~icient object p:rogram may be assured by preceding the 92.rt by- a, chain of 
2. 3. 'Continued 
formal-parameters (5.4.1.e) (mode-declarations (7.2.1.a) or priority-
declarations (7. 3. 1 . a) , captions ( 7. 5. 1 • b) ) · containing those defining 
(indication-defining,'operator-defining) occurrences.} 
. {Thi: definition of specific sublang1,1age,s and also the specification of 
'actions not definable by any program (e.g., compilation or initiation of the 
elaboration), is not given in this Rep6rt. However, the definition of the 
language allows, for instance, to let a special representation of the 
comment-symbol different from the ones:given in 3.1.1.i, viz. f, ao or 
comment, preferably E:_ or pragmat, have the effect that by a comment 
(3.0.9.b) beginning and ending with this special representation, the.com-
puter is invited to implement some such sublanguage or .ALGOL 68 itself.or to 
take·some such undef1nable action, as may be specified by the comment (e.g., 
JE:.. aZgoZ 68 E:_, EI:. run J2!:.. or JE:.. dump P!,) .} . ' ' . 
{E£_ aZgoZ 68 PE. 
begin 




Repotlt on tne Algotu:thmlc 
Language ALGOL 68.} 
3. Basic tokens arid general constructions 
,•• . ' .. ,
3. 0 •. Syntax: 
3.0.1. Introduction 
a)* basic token: letter token{302a} ; denotation token{303a}; 
action token{304a}; declaration token{305a}; 
syntactic token{306a}; sequencing token{307a}; 
hip token{308a}; extra token{309a}; special token{30Aa}. 
b) NOTION option : ·. NOTION ; EMPTY. . 
c) chain of NOTIONs separated bySEPARATORs{c,d} : NOTION; 
NOI1ION, SEPARATOR{e,f,31f,61j,l}, . 
chain of NOTIONs separated by SEPARATORs{c}. 
d) NOTION LIST : chain of NOI1I0Ns separated by LIST separators{c, e ,f} • 
e) list separator{c} : comma symbol{31e}. 
f) sequence separator{c} : EMPTY. 
g) NOTION LIST proper : NOTION, LIST separator{e,f}, NOTION LIST{d}. 
h) NOTION pack: open symbol{31e}, NOTION, close symbol{31e}. 
i) NOTION package: begin symbol{31e}, NOTION, end symbol{31e}. 
{Examples: 
a) a ; 0 ; + ; int ; :ft. ; . ; ni i ; for ; " ; 
b) O; ; (integral-part-options) 
c) o, 1, 2 ; (chain-of-strong-integr-al-units-separated-by-list-separators) 






1; 2, 3; (a strong-integral-unit-list-proper) 
(1, 2, 3) ; (a strong-integral-unit-list-proper-pack) 
begin x := 3.14; y := 2.72 end (a strong-serial-void-clause-package) } 
3.0.2. Letter tokens 
a)* letter token: IE'ITER{b}. 
b) LErrER{309d,41b,c,d,512h,55h,i,o,q,552b,e,f,553f,554a,555b,556b,557b, 
71j} : LErrER symbol{31a}. 
{Examples: 
a) a; (see 1.1.4.Step 2)} 
{Letter-tokens either are, or are constituents of, identifiers 
( 4. 1. 1. a), field..;selectors (7. 1. 1. i), real-denotations ( 5. 1. 2. 1 .a), format-
denotations (5.5.1.a) and string-items (5.3.1.d).} 
3.0.3. Denotation tokens 
a)* denotation token: number token{b}; true symbol{31b}; 
false symbol{31b}; formatter symbol{31b}; flipflop{e}; 
space symbol{31b}. 
b) number token{309d} : digit token{c}; point symbol{31b}; 
times ten to the power symbol{31b}. 
c) digit token{b,511a} : DIGIT{d}. 
d) . DIGIT{c, 41d,552c.} : DIGIT. symbol{ 31 b}. 
e) flipflop{309d,52c} : flip symbol{31b}; flop symbol{31b}. 
3.0.3. continued 
{Examples: 
a) 1 ; true ; [_a"lse ; $ ; 1 . . ; , 
b) 1 ; . ; 10 ; 
c) 1 ; 
d} 1 ; 
e) 1 . 0 , - } 
{Denotation-tokens are, or are constituents of, denotations (5.0.1.a}. 
Some denotation-tokens may, by themselves, be denotations, e.g., the digit-
token 1, whereas others, e.g., the formatter-symbol$, se1"Ve only to con-
struct denotations • } " 
3.0.4. Action tokens 
a)* action token: operator token{b} ; equals symbol{31c} ; 
tirres symbol{31c} ; confrontation token{d}. 
b} operator token{42e,f} : minus and becomes symbol{31c} ; 
plus and becomes symbol{31c}; times and becomes symbol{31c} ; 
divided by and becomes symbol{31c} ; over and becomes symbol{31c} ; 
modulo and becomes symbol{31c}; prus and becomes symbol{31c}; 
.or symbol{31c}; and symbol{31c} ; differs from symbol{31c}; 
is less than symbol{31c} ; is at most symbol{31c} ; 
is at least symbol{31c}; is greater than symbol{31c} ; 
plusminus{c} ; divided by symbol{31c} ; over symbol{31c} ; 
modulo symbol{31c} ; th element of symbol{31c} ; 
to the power symbol{31c} ; lower bound of symbol{31c} ; 
upper bound of symbol{31c} ; lower state of symbol{31c} , 
upper state of symbol{31c} ; plus i times symbol{31c}, 
not symbol{31c} ; down symbol{31c} ; up symbol{31c}; 
absolute value of symbol{31c} ; binal symbo1{31c}; 
representation of symbol{31c} ; lengthen symbol{31c} ; 
shorten symbol{ 31 c} ; odd symbol{ 31 c} ; sign symbol { 31 c} ; 
roun,d symbol{31c} ; entier symbol{31c} ; real part of symbol{31c} ; 
imaginary part of symbol { 31 c} ; conjugate of symbol { ~ ·1 c } ; 
booleans to bits symbol{31c} ; characters to bytes symbol{31c}. 
c) plusminus{b,512i,55p} : plus symbol{31c} ; minus symbol{31c}. 
d)* confrontation token: becomes symbol{31c}; conforms to symbol{31c}; 
conforms to and becomes symbol{31c}; is symbol{31c}; 
is not symbol{31c} ; cast of symbol{31c}. 
{Examples: 




-:=; +:=; x:=; /:=; +:=; ¼:;=; +=: ; V ; A ; +; < ; ~ ; ~; > 
+ ; I ; + ; + : ; D ; t ; L ; r ; l.. ; r ; .L ; ...., ; + ; t ; abs ; bin ; 
rep_r; Zeng ; short; odd; sign; round; entier; ~; im; aonj ; 
btb; atb ; 
·- ........ -.-:, .. ,1,.- •• .J. • , • T. ; : } 
{Operator-tokens are constituents of formulas (8.l~.1.a). An operator-
~en may be caused to possess an operation by the elaboration of ah 
·.·· ;.;i@n-declaration (7. 5. 1.a). Confrontation-tokens are constituents of 
Jntations (8.3.0.1.a).} 
3.0~5. Declaration tokens 
a)* declaration token: PRIMITIVE symbol{3ld} ; lonp: symbol{31d} ; 
structure symbol{3ld}; reference to symbol{3ld}; 
flexible symbol{3ld} ; either symbol{3ld} ; procedure symbol{31d} , 
union of i:;ymbol { 31d} ; mode symbol { 31d} ; complex symbol { 31d} ; 
. bits symbol{3id} ; bytes symbol{3ld} ; string syrnbol{31d} ; 
file symbol{3ld}; priority syrnbol{3ld} ; local syrnbol{3ld} ; 
operation symbol{3ld}. 
{Examples: 
a) int ; lonq ; str>uat ; ref ; flex ; either> ; proa ; union ; mode ; 
aompZ ; bits ; bytes ; string ; [1:te ; priority ; Zoo ; QE._ } 
{Declaration-tokens either are, or are constituents of, declarers 
( 7 .1.1. a), which specify modes ( 2. 2. 4), or of declarations ( 7. 2. 1. a, 
7.3.1.a, 7.4.1.b, 7,5.1.b).} 
3.0.6. Syntactic tokens 
a)* syntactic token : opem symbol{ 3le} ; close symbol{ 3le} ; 
· comma symbol{31e} ; parallel symbol{31e} ; sub symbol{3le}; 
bus.symbol{3le}; up to symbol{3le} ; at symbol{31e} ; 
if syrnbol{3le} ; THELSE symbol{3le} ; fi symbol{3le} ; 
of symbol{ 3le} ; label symbol{ 3le}. 
{Examples: 
a) ( ; ) ; ., ; par ; [ ; J ; : ; at ; ft. ; then ; fi:.. ; £f.. ; : } 
{Syntactic-tokens separate external objects or group thern together.} 
3.0.7. Sequencing tokens 
a)·~ sequencing token : go on symbol{31f} , completion symbol{3lf} ; 
p.;o to symbol{31f}. 
{Examples: 
a) ; ; • ; qo to } 
{Sequencinp,-tokens are constituents of clauses, in which they specify 
the order of elaboration (6 .• 1.1.c,d,j,1, 8.2.7.1.c).} 
3.0.8. Hip tokens 
a)* hip token : skip syrnbol{31g} , nil symbol{3lg},. 
{Examples: 
a) skip ; nit } 
{Hip-tokens function as skips and nihils (8.2.7.1.b,d).} 
3.0.9. Extra tokens and comments 
a)* extra token: global syrnbol{31h}; for symbol{31h} ; from syrnbol{31h} ; 
by symbol{31h}; to syrnbol{31h}; while symbol{31h} ; do symbol{31h}; 
then if syrnbol{31h}; else if symbol{31h}. 
b) comment{9.1} : cormnent symbol{31i}, comment item{c} sequence option, 
conment syrnbol{31i}. 
c) comment item{b} : character token{d}; other comment item{1.1.5.c}. 
d) character token{c,5l4b} : I.EITER{302b} ; number token{303b} ; 
~lipflop{303e}; plus i times symbol{31c}; open symbol{31e}; 
close symbol{31e}; comma symbol{31e}; space symbol{31b}. 
{Examples: 
a) ~ZobaZ ; for ; fro7 ; Eli. ; to ; whiZe ; do ; thef ; eZsf ; 
b) with respect to ; 
c) w ; ? ; 
d) a,. 1 · 1 · ~ · ( ·) ; · } '-'~' ' ,., ,..:.. 
3.0.10. Special tokens 
a)* special token: quote symbol{31i} ; comment symbol{31i} ; 
:i.ndicant{1.1.5.b}; dyadic :i.ndicant{1.1.5.b}; monadic indicant{L1.5.b}. 
{Examples: 
a) " ; f ; primitive ? ; & } 
3.1. Symbols 
3.1.1. Representations 
a) Letter tokens 
symbol representation 
letter a symbol{ 302b} a 
letter b symbol{302b} b 
letter c symbol{302b} a 
letter d symbol{302b} d 
letter e symbol{302b} e 
letter f symbol{302b} f 
letter g symbol { 302b} g 
letter h symbol { 302b} h 
letter i symbol{302b} i 
letter j symbol { 302b} j 
letter k symbol { 302b} k 
letter 1 symbol{302b} Z 
letter m symbol{302b} m 
symbol representation 
letter n symbol{302b} n 
letter o symbol{302b} 0 
letter p symbol{302b} p 
letter q symbol{302b} q 
letter r symbol{302b} I' 
letters symbol{302b} B 
letter t syrnbol{302b} t 
letter u symbol{302b} u 
letter v symbol{302b} 1) 
letter w symbol{302b} w 
letter x syrnbol{302b} :x; 
letter y symbol{302b} y 
letter z symbol{302b} z 
{No representation for 'letter aleph symbol' -is provided and the pro-
grammer cannot provide one himself; see 1.1~4.Step 2, 3.1.2.c)} 
3.1.1. continued 
b) Denotation tokens 
symbol 
digit zero symbol{303d} 
digit one symbol{303d,73b} 
digit two symbol{303d,73c} 
digit three symbol{303d,73d} 
digit four symbol{303d,73e} 
digit five symbol{303d,73f} 
digit six symbol{303d,73g} 
digit seven symbol{303d,73h} 
digit eight symbol{303d,73i} 
digit nine syrnbol{303d,73j} 
point syrnbol{303b,512d,553c} , 







c) Action tokens 
13ymbol 
minus and becomes symbol{304b} 
plus and becomes symbol{304b} 
. times and becomes symbol{304b} 
·· divided by and becomes symbol{304b} 
over and becomes symbol{304b} 
modulo and becomes symbol{304b} 
pru.J and becomes symbol{304b} 
01 symbol{ 304b} 
and symbol{304b} 
differs rrom symbol{304b} 
is less than symbol {3ol+b} 
is at most symbol{304b} 
is at least symbol{304b} 
is greater than symbol{304b} 
divided by symbol{304b} 
over symbol{304b} 
modulo symbol{304b} 
th element symbol{304b} 
to the power symbol{304b} 
lower bound of symbol{ 30lfb} 
upper bound of symbol{ 304b} 
lower state of symbol{304b} 
upper state of symbol{304b} 




absolute value of synrool{304b} 
binal symbol{304o} 
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entier symbol { 3ol1b} 
real part of symbo1{304b} 
imaginary part of symbol{304b} 
conjugate of symbol{304b} 
booleans to bits symbol{304b} 




-------times symbol{42e} -· -- - --
becomes syrnbol{831 
conforms to syrnbol{832b} 
confo1"ITIS to and becomes syrnbol{832b} 
is symbol{ 833b} 
is not symbol{833b} 
cast of syrnbol{834a} 
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up to symbol{7lr,86lf} 
at symbol{ 861g} 
if symbol{64a} 
theri symbol { 61+e} 
else symbol{6he} 
fi symbol{ 64a} 
of symbol{852a} 
label symbol{2e,61k} 
f) Sequencing tokens 
symbol 
Po on symbo1{2e,30c,54d,61ib,ctj} ·. 
corr:pletion symbol{6ll} 
fsO to symbol{827c} 













then if symbol{ 9. 4 • a} 
else if symbol{9.4.a,b} 
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3. 1.2, Remarks 
~) Where more than one :representation of a symbol is given, any one of them 
may be chosen. 
{However, discretion should be exercised, since the text 
( a > · b ~ b I a ti, 
though acceptable to an automaton, would be more intelligible to a.human' in 
either of the two represen~ations 
(a> b I b I a) 
or 
if. a > b then b etse a fi. 
Also, some representations may not be available _in a given implementation.} 
b) A represen·liation which is a sequence of underlined or bold-faced ma.r'ks 
or a sequence of marks preceded by a "bold-face shift" {:,e.g., apostrophe,} 
or between apostrophes is different from the sequence of those marks when 
not underlined, bold-faced, preceded riy a bold-face shift or between apos-
trophes. 
c) Representations of other terminal productions of 'letter token' 
'{1.1.4.Step 2}, 'indicant', 'dyadic indicant', 'monadic indicant• {1.1.5.b}, 
'other comment item' and 'other string item' {1.1.5.c} may be added, pro-
vided that no sequence of representations of symbols can be confused with 
any other such sequence. 
{e.g., do if. a.re representations of the do-symbol followed by the if'-
s~lbol, whereas doif migh~ be an ill-chosen representation of' an indicant;.-} 
d) The fact ·t;hat representations of the terminal -productions of I letter 
token' are usually spoken of as small letters is not meant to imply tha;li the 
so-called corresponding capital letters could not serve equally well as re-
.. -presentations. On the other hand, if both a small letter and the correspond-
ing capital letter occur, then one of them is the representation of another· 
terminal production of 'letter token' ·{ 1. 1. 4. Step 2}. 
{For certain different symbols, one same representation is given, e.g., 
for the cast-of-symbol, up-to-symbol and label-symbol, the representation 
11
•" is given. It follows uniquely from the syntax which of these three sym-
bols is represented by an occurrence of":" outside comments and row-of-
character-denotations. Also, some of the given representations appear to be 
"composite"; e.g., the representation":=" of the becomes-symbol appears to 
consist of":", the representation of the cast-of-symbol, etc., and"=", the 
representation of the equals-symbol. It follows from the syntax that 11 :=" 
can occur outside conments and row-of-character-denotations as representa-
tion of the becomes-symbol only (since"=" cannot occur as representation of 
a monadic-operator). Similarly, the other given composite representations do 





. {A proper program is ~ program !;3atisfyingthe context conditions~ e.g~,, 
if (reai x; x := 1) is cont.ained in a proper ,,prog:rrun,· then ·the. second occu,r-
rence of ;c is a refe;t:'ence-to--real-mod~~:(dentif:j.;er: 11oti s·¢1'cely;~e'qa,4l~f ◊f some 
production rule (though t;his niight :be poss,ibte'_'wiitp'_,a/ni6r~· ~+a~draife ;syp.t.ax)' 
but also because it ideptifii.es the first occiwfep.ce a:cco:rd.ihg ,to· one of .. the 
context conditions. This chapter descrlbes the methods. -of identification and 
contains other conte:x;t conditions which p:,revent such uµdesirabl~ construct:""' 
ions as mode a = a.}· · · 
4 .1. Identifiers 
{Identifiers are sequences of _letter-tokehs and/or <li~t-tokens in which 
the first is a letter-token, e.g. :cl. !\"ode-identifiers are made to possess 
values by the elaboration of identity-declarations (7.4.1.a). Some mode-
identifiers possessing values which are not names might., tn other lang"Uages, 
be termed constants, e.g. m in int m = 4096. •·Mode-identifiers ·possessing · 
names which refer to such va:)..ue;-;ight be termed variables and those pOS!- · 
sessing names wh:i.ch refer to names might be termed poi~ters. Such terminal:.. 
ogy is not used in this Report. Here, all mode-identifiers- pos·sess values, 
which are or are not names.} · 
4. 1.1. Syntax 
a)* identifier: MABEL identifier{b}. 
b) MABEL identifier{54e,6JJc,827c,860a} TAG{c,d,302b}. 
c) 'TAG IBTIER{b,c,d,71j} : TAG{c,d,302b}, LEr:IER{302b}., 
d) TAG DIGIT{b, c, d, 71j} : TAG{ c, d, 302b}, DIGIT{ 303d}. 
e)* ranp.:e : 'program{2a} ; SORTETY serial CLAUSE{61a} i 
procedure with PARAMETERS JVOID denotation{54b}. · 
{Examples: . 
b) x· ; x;;; ;· :cl ; amsterdam} 
{Rule b together with 1.2.1.r and 1.2.2.y gives rise to an infinity of· 
production rules of the strict language, one for each pair. o.f terminal prod-
uctions of 'MABEL' and 'TAG.'. For example, · 
1 real mode identifier : letter a letter b. '· 
is one such production rule. From. rule . . c and 3.0.2.b, one obtains 
'letter a letter b: letter a, letter b.', 
'letter a · letter a symbol. ' and · · 
'letter b : letter b symbol. ' , 
yielding 
'letter a symbol, letter b symbol' 
as a terminal production of I real mode identifier'. For additional insight . 
into the function of rules c and d, see 7,1.l;j and ffr5.2 •. 1.a.} 
4.1.2. Identification of identifiers 
{The method of identification is f~rst to ,distinguisl:l between defining. 
and applied occurrences of terminal productions of 'fl'.[ABEL identifier' and 
then t,o discover which defining occurrence is. :i:.dentifie¢L ·:by a' given applied 







a) .A given occurrence of ,a. terminal p:rod1.J.ctioli of. 'MABEL ident;:i,'fief I where 
11 JVfABEL11 stands for any terp\,inal production of, the metan9tion ·•JVfABEL' • is a 
•defining occurrence if it follows a form~l-de,clarer {7.1.1.b}, or if it is 
contained in a label {6.1.i.k};· otherwise, it is an. 11 ap~lied occtirrence''. 
b) If a given occurrence of a terminal production of I M.ABEI,i identifier' · 
( see a) is an applied occurrence, then it may ·identify a defining occurre.nce . 
of the same terminal production found by the folloving ifteps: . . 
Step 1: The given occurrence is tern;ied the 11home 11 anq. step. 2 ,is :taken; 
Step 2: If there exists a sn:tallest range containing the' home, then this 
range, with the exclusion of all ranges contained within it; is termed t)le 
home and Step 3 is taken{; otherwise, there is no:definingoccurrence 
which the given occurrence identifies; see 4·,lr.l.b}; ; . 
Step 3: If the home contains a defining occurrence of the same ~erni:tna.l 
production of 1 MABEL identifier'; then the given oceu:trence identifies it; 
otherwise, Step 2 is taken. 
{In the closed-c1ause ( st1oina s : = "aha"; <B[ 3] f 11d 1i), the fi:rist o·ccur~. 
rence of s is a d.efining occurrence of a termi.rtal production. of;}.referenee 
to row of character mode identifier'. The second occurrence of e'·xdehtifies • 
the first and, in order to satisfy the identification co~dition'T4 .4. i. a.), · 
is also a terminal production of 'reference to row of charact~r mode · ··· 
ident:1.fier'. Identifiers have no inherent meaning.} 
4.2. Indications 
{Indications are used for modes, priorities and operators.· The repres-
entation of indications chosen in this Report are sequences of bold.;..faced 
or underlined letters, e.g. c_o_n!J?_7:_ and p_Zus, but no production rule deter-
mines this sequence, The programmer may also create his own indications, 
provided that they cannot be· confused with an other symbol. ( 1. 1. 5. b, · 
3,1.2.c).} 'i 







indication : flDDE mode indication{b} ; ADIC lnclication{e,f}. 
MODE mode indication{7lb,ii,72a} : mode standard{c}; indicant{{1.1.5.b}. 
mode standard {b} : strirni:: symbol { 31d} ; file symbol { 31d} ; 
lonr symbol{31d} sequence option, complex symbol{31d} ; 
lonp; sym.ho1{3ld} sequence option, bits symbol{;3ld} ; 
lonr; symbol{31d} sequence option, bytes syrrboJ.{31d}. 
dyadfo indication: PRIORITY. indication{e}~ _ 
PRIORITY indication{li3b',73a} :J dyadic indicant{1.1.5,~b}, 
lon[2' symbo1{3ld} sequence option, operator \oken{304b} ; 
lonp:: syrrbol{ 31d} sequence option, equals symbol{ 316}. 
long syinbol{31d} sequence option, times syinbol{31c}. 
monadic indication{l}3c}: monadic in,;Licant{1.1.5,b}; 
long symbol{31d} sequence option, operator· token{304-b}. 
adic indication : ADIC indication{e,f}. · · 
{Examples: 
b) comvl ; r;rirrdt'l:ve ; 
c ) ;:;r:iiia ; [j Ze ; l2J:lsL oomo Z 
e) ? , + ; ::;: ; X ; 




bi i;s , . 'lo'>J:JL bytes 
4.2.2. Identification of indications 
{'I'he identification of ind:lcations is similar to that of identifiers.} 
a) A given occurrence of a terminal production of 'M)DE mode indication• 
( 'PRIORITY indication' ) where "tJ'.ODE" ( 11 PRIORI'I¥11). stands , f'br any. t~v.fuina.1 
production of the metanotion 1 ~'DDE 1 ( 1 PRIORITY 1 ) is ru1 ir1dicati'on-ilefin:i,ng, . 
occurrence if it precedes the equals-symbol of a mode-declaratj_on {7, 2. 1. a}' , 
( priority--declaration {7. 3.1. a,}); otherwise, it, is an ''indication-applied 
occurrence 11 • · · 
b) If a given occurrence of a terminal production of 'M)DE mode inqication , .. 
( 'PRIORITY indica1.;ion 1 ) (see, a) is an indication-applied occurrence, then it 
may identify an indication-defining occurrence of th.e same 'fif:!I'minai :product-:-
ion found by usj_ng the steps of 4.J;.2.b with Step 3 replaced py: .. .. 
"Steu 3: If the home contains" an indication--defining occur:rence of the same'· 
t~rminal production of I f/DDE mode j_nd:ication' ( I PRIORI'.IY indication I ) , . ' 
then the given .occurrence identiffos ·it; otherwise, Step ·2 is ·t,a.ken." 
.. 
{Indications have no inherent. meaning. A terminal production of 'monadic 
ind:lcation' has no indication-defining occurrence.} 
4.3. Operators 
{ Operators are either mon;:.i,dic-operators, i.e. , requfa:e a. right operand 
only, or are dyadic-operators~ i.e., require both a left; and a right operand, 
e.g. , abs and / in abs x and x I y. Operators are made t.9 possess routines 
by the elaboration of operatioa-declarations ( T. 5. 1 • a) • Operators are iden- •· 
tified by observing the modes of their operands, e.g., x + y, x + i, i + x, 
i + j each involves a different operator, see 10,2.4.i, 10.2.5.a, 10.2.5.b 
and 1 O, 2. 3. i. 'rhough the mode enveloped by the original of an. operator con-
tains the mode of' the value, . if any, delivered :by its rou·tine, . this mode is 
not involved. in the identification process.} 
4. 3.1. Syntax 
c) 
)* e 
onerator : PRAM ADIC operator{b ,c}, 
procedure with LM)DE paran1eter and RJViODE pa~rameteP JVOIO PRIORITY 
onerator{75b ,84b} : PRIORI'I'Y 5.ndication{42eJ. 
pro.cedure with R!V:ODE parameter MOID monadj_c operator{75b,84g} : 
monadic indicatlon{42f}. · 
dyadic operator : procedure with Ll\'DDE pararreter> and RJVDDE pai~a.rrieter> 
l\'DID PRIORTTY operator{b}. 
monadic operator 
procedure w:lth RMODE parameter l\'OID m:madic operator{ c}. 
{Examples: 
b) + 
c) abs } 
4. 3. 2. Identificatfon of operators 
{The identification of operators is .similar to tha.t qf ident.ifiers and 
indications, exce:pt that different occurrences. of one same terminal, product- . 
ion of 'ADIC indicat :ton' may 'be occurrences of.. more tl:).an one term.i.nal pro-
duction of 'PRAM l\DlC operator' and, therefore, the modes of the operands 
must be considered,} 
4 • 3 • 2 · continued \ ·.. c;;,,D)i{\~{j"·if itWit' • i. ' . 
a) A given: occi;irrence of'•a.'terminai PlfOdU<?tion o;f.: 'J?RAM;@;(O· ppe4ator' . \ t 
where 11 PRAM11 ( 11ADIC 11 ). stariq::i :for any . t~rmtm~J,. p:i'.odi+c·~iop.;OoJ .. ~hJ=\in~i;a,~qtipn 
'PRAM' ( 'ADIC Ir is an operator-:-c:le·finihg oe.cµir€3r.iqe,,.':.if ;i;£.; p:r~~-~~e·s,::the .. 
eq1.1q.ls-symbol' of. an Operat:i'.pn--declara#ion, '.{7.5.';l.~J;;•·_,oth~:¢1"1#,~:-,···tt- 'is ·'a,n: :·· ... 
11operat_or;.;;appl;ed occurr.e~c.e 11 ,_i::,· ;: i ~:,_\: ,• '· ,-,·?:-,·?:>:'.'.:_ ·i .·, .• 
tl.~I!i\!i ~~d;t;:x;:~~~it: 1~~:t:JZ 1)"i1•~~m,~t;~~:~01~· · .. · 
may identify ari: operator'..;.defining ocdu~r.ein:ce\bf t'he ),~~ .. 'termiril:!,l; pi-oduction ., 
found by using· the steps of l~.1.2. b, with St~p 3 reJjlac~d, 1:>y:' ..• 
11Step 3: If the home contains an: operatof_;definirig. occu±rence { •,. in an 
operation--declaration. (.7. 5. ·1. a,b) ~),:of.a _termina.J,. (p~odµq:t;io11·, of· 'PRAM 
ADIC operat,or' wh:i.cfr is.; t:he' :-satJie \e;drrifija,f·j):foa,1ict:ib~.:o:r '@IC indicat;ion·1 
.as the giv'E;ri. occui~~~ric~~ ,and which,,)~11 bt,iie.r '.icierr;ti,fications' hav;Lng 'beeµ 
made, is. suchi that som.e-'a~iginal { 14.l. 6~_c}<of :the', .formµla- env'.elops . ·. • -. . 
{ 1. 1 • 6: j} · t,h~ same ;mode( fl~ 'tr{a:t;. te.ryiin~f ,:PXP:d~ct:i.¢~ ;,oi;. tP;~ -APIQ'.· ' . · 
operator' , then the_ :gi v¢i:J. occurrence identifies •tha;t: opei"a,tor~definirig ... 
occurrence; otherwise, St,ep 2. is taken.": L · , 
{Operators have no inherent meaning; an operator-def'inip:g- occurrence. is 
made to possess a routine (2·.2.3.lf) by:the elaboration of an op~ration-
declaration ( 7. 5. 1. a). · . .. · 
A given ind:tcation may ·~e both a dyR-dic.:,,1nqicatiqn and · a dyadic-
operator. /\s, a dyadic-indication-, it :j.derit'ifies. its ;ipdicat{ori,--d~f'inirtg . 
occurrence. As a dyadic-operator,, it may identify ari ope:pa,tor.,.defining .. 
occurrence, wM.c}1 possesses a routine. Since ·t,he indicatiQn,preceding the-
r-:riuals-symbol of an operation-declaration is ·an indicati8n-,a.pplication, and 
an operator-defini tfon (but not an operator-application):, it follows that 
the set of those occurrences .. which idGint,ify a given dyaci:Lc"'.'QPeratcir is a 
subset of those occurrences which ide'ntify the' ,Sam~. dyad;ic~indiqa.tion. 
' In the closed'."'claus_e . . ' .. . .. , . ' . > ,· 0 : • ·I :. 
beain real x, y := 1, 5; priority min;::: .6;. , : :,- ' ... , : .. , . _,. . , 
9:2.. m-,:n = (-p~al a, b) real : (a > b 'I b I a);, x ·::.=· ?{ ~n::p.;i I 2, end·,· 
the f'.irs.t occurrence of min is an· indication-defining prib;r-ity;..SJX.,,; . 
indication. The second occµrrence of t!Zin is 'ind~ci:i.tion~appl,ied· and identif-
ies the first occurrence (4.2·.2), whereas, .at the same textUE!,l :position, min 
is also operator,-defined as . a [prrr ]-pr:,tority-SI:X-operatol?:, .rhere ll[prrr ]rr-
stands for "procedu...vie;..with~real-:-Parameter-and-fe_al-pararrieter,~reallf. The 
third occurrence of min is· indication-a.;ppli~d and, a;s_ su_cih;, ~~entifies the 
first occurren~·e, wh~rea.s, ~t the s··ame _'te~tlia.i!posi-t'j.o·n'; ritf.r}\~s 1;3.:l.~d · · 
operator-applied, and, as such, identifies the. ··s.·econ;d; cicC!.lir~~ence;.•this makes 
it, because of the identifi·cation_ condition, (4~4-1.a},: ~-[p_rrr}-pr;tority-
SIX-operator. This identification. of th~ _dyadi·~~operato:r· J,.$, made beca.ui=ie: 
i) min occ.urs in an operation-declarat:i.ori; 1 • ': · ·: • • .• •: •• • • • • • • 
ii) the base u can be firmly coerced to: the mode specified by t>eat, 
iii) the forrm1ia pi I 2 is a priori of ~he mode ·sj,~cified by i>eaZ, 
iv) min is thus, because of, the :i.dentif'icatiofr condition :a [prrr],-;priority-
SIX-:..operator. . . . _ . · · .. • .· .· · . , ' , .. , .· .. ·· . 
If the first 'three conditions were not ~atfsfied/~b:~11 'th~'·~~ar.ch' fc,r. 
another defining occuri·ence WOl.tld.:be. con,tfriued in theJ .. same::,ran~-, or failing 
that, in a surrounding range. l . . .... .. . , ... · . . . .. o.'.>, -~ ., :,. . . 
{Thou.ah ,tlu.J., be. ·nuidnv..J, f.lU 
l.he.11.e. ,{/2 method ..lit I :t. 
Ham.ti:t~ tv-Uµ..~m Shakv..pe.Me... l 
,. , , l 
4.4. Context conditions 
A ·"prop:er" program is a pror;ram satisfyirig_ th,e';<_!dntext co.r.idi'lilons; a . 
11 meaningfull 1 prograJn is a proper• prop::ram .whose: elahqr~tion is · ..~i:?f\i;ned by 
this Report. {Wh,ether all programs, onl:y- j;)rop~r. ·programs.;.· o;r·. 6r.tl;()neantngfl,tl. 
programs ai'e "·ALGOL 6811 prcigr;am':i is a mat-ter.·fdi" .indiv:i.¢1:ual,. ta~te .• I.:f (;')ne 
chooses only :r{roper i)rograms, then. one ~1:1.y con.sider .. · the' COl}.te:xtf .cpnditio]'.ls 
as syntax which is not wri tteri as pro,duction .rules~}, · · · · 
4.4.1. The identification conditions, 
a) In a -proper pror;ram, a d~fining (indicatii:>n-:-defini~g, ~-petator-de:finill,g) 
occurrence of a termi11al. producti.on of a nbtion:. encl.in~ with 1 i¢1.enf1fier' · 
( 1 indication 1 , 'operator') ar(d each applied (in'q.ica,t±on-:-app1ie(l.', :•oper~tor:.;., 
applied.) occurrence identlfying ,it are. 90.t\l,rr~~Cl;I~·:\q:f~qjle <~~e ;:t~f.rial_~'pro--:--· · ... 
duction of· a notion ending with'' identifier' ('::wdi¢q:p;i¢ri 1 ,;\ fp:peJ?a'bor') .: , ·/ , 
, .:. ":. , ; ,' I , > ''..; •• ., t :,:'· .' :, , ·. •. , .. , ·· • • 
b )' No proper prop.J'cL'il contains an . applied ( i.n.dicatiori..:~pp·li~d:, frperato:i:'-
au·nlied.) occurrence of a terminal production of a notion ending -with 
'identifier' · ('indication'', 1 operator•') which does not identify a defining 
(indication-defining, operator-defining) occurrence. 
c) No proper pro[IT'am. contains a.n indication ;r,.rhich ,as ail, operator:..app.lie4 · 
occurrence identifies an operator-defining o:ccurrehce wni_ch as ail . 
· indication-applied occui•rence identifies an indic;'ation-<;lef;ining occ-urrence 
d:i.fferent :from the one identified by. the g:i:ven ii1dication as rui indication-
applied occurrence. 
{Condition c makes a prop.ram under d.rcu.mstances im:pro})er independent of 
its elal)oration. Without condi't,ion c, a program containing· 
(vriorit1-1 ? = 2; f212.. ? =. frea"l a., b) : skin; , .. , 
(random< 0 • .5 l·prior-z,ty.? = 2; 0.1? 0.2)) _ . . 
would oe improper if, during the elaborati.on of :this claµse; the value of 
random < O. 5 turns out to be true. Then, the presenc~. of, an :i.ndtcation-
definin~. occurrence of ? in th~ serial-clause p'f'iority_ ? ==. 2; .0.1 ? O. 2 
causes its protection (6.4.2.a, 6.1.2.a, 6.0.2.d) to r~place both occur-
rences of ? by another indication and thereby deprives the last o.ccurrence 
of its operator-defining occurren'ce, which violates conditiol'.l b. Ho~ever, 
condition c makes the program ~mproper immedia·~ely since .the fo'lll'th occur-
rence of ? identifies the third as its indica..tion-,.defin:i.ng oocurrerice and 
the second ai:; i.ts operator-defining occurrence wh:i.cn itse,lf jdentif_ies the 
first occurrence as its indica.tion.-defining occurre.rice.} · · · 
4. 11. 2. The un iq uene s s con di t.ions 
a) A "reach0 is a ranp:e {4.1.1.e} with the exclusion of all its constituent 
ranp:es .. 
b) No proper pro~arn contains. a reach {a} containing two definin&, 
(indication-defining) occurrences of a given tefni:inai':.Pro¢h1c~j.ot1 o'f a notion 
ending with ·,identifier'. ('-indication'). · 
ii. 4. 2. continued 
{e.g. , none of the closed-clauses ( 6. 4. 1 .'~) 
(real x; real x; sin (3.14)), 
freaf u; int y_; sln (3.14)), 
(!~ea l p; p: gp to p; s inGS. 14) ) , 
(mode a = real; mode a = booZ; sin(3.14)), 
(i)iio1.;rttt b = 5; prio~:tu · t-;- 6; sin (3. :14)) 
is contained in a proper program.} 
c) No proper pror:ram contains a reach containing two operation-declarations 
the operators of.' whose captions · are the saJTte ,terminal productions of a'. no-· 
· tion ending with 'indication' and all of whose corresponding constituent 
virtual-oarameters {7,5.1.b, 7,1.1.x, 5,4.1.c, 7,1.1.y} ar.e virtual-
declarers specifying modes loosely related to one another {4.h.3.c}. 
{e.g. , neither the closed-clause 
(op max = (int a, int h) int : ( a > b I a I b); · 
or; ma,'£= (frz:t a, int b) real : ( a > b I a I b); sin (3.14)) 
nor 
( ~~ ;~~ : ~~:~ ~;i/~:: !~; t~ ~~; ; ~~ ; t I ~ I !~; sin (3.14)) 
is c'ontained In'-any proper prop;ram, but. 
(02. mC0_ = (int a., int b). real : (a > b I a I -b); 
ov max = (Ef!f!) a., 1•eaZ b). real : ( a > b I a I b); sin (3.14)) 
may.be:T-
{In the pragmatic remarks in the sequel, "in the reach of (the 
declaration) 11 stands for 11 in a context where all identifications are made as 
in a reach containing ( the declaration ). 11 .} 
4.4.3. The mode conditions 
a) A given mode is "strongly coerced from11 ( 11firmly coerced from11 , 11united 
from'') a second mode if the notion consisting· of that second mode followed 
by 'base' is a production of the notion consisting of 'strong' ('finn', 
'firmly united to') followed by the given mode followed by 'base' {see 8.2}. 
{e.g., the mode specified by !'eaZ is firmly coerc~d from the mode snec.:. 
ified by ref real because the notion 'reference to real base' is a nroduct-
ion of 'firm real base 1 (8.2.0.1.e, 8.2,1.1.a); similarJ..y., that specified lY;T 
union r-int,, real) is united from those spedfied by int and real_.} 
b) 'l'wo modes a.re 11 related11 to one another if they ~re both firmly coerced 
{a} from one same mode. {A mode is related to itself.} 
c) Two modes are 11 looseJ.y related" if they eit,her are rela.ted·or are 'row 
of LVODE' and 1 row of R!VDDE 1 where "Lr~ODF.rr and "RTirJDE" stand for different 
loosely related modes.. _ 
{e.g., the modes specified by proo reaZ and ref reaZ are related and, 
hence, loosely related and those specified by[] reaZ and by[] ref reaZ are 
loosely related but not related.} 
d) No -proper program contains a declarer {7.1.1.a.} specifying a mode united 
from {a} two modes related {b} to one another. 
{~.g., the declarer union freaZ, EE.i reaZ) is not contained in any 
oroper oropram. } 
~,B,thliJ:"H:,~l-. MATHfMATISCH 
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4. 4 .: 3. continued 
,;, ' ; -:::< . ~- . 
.. ·_·~:; ·· .. ,_,: ... ,-.:· ·. :i'-·</.:::-?l>·. _;.., .. :::r~--~·:·.,-L·\_1 __ ·.i:.->~i:-~:T:<-_.:_•; .. '. ·_·: .· . .i
e) ]}Io proper program contei.fns. ~- declater {7:'.~:L(l1~X° ::tJi~ ,fi~i4':-::'.~e,:;£~9tq~~ <. 
{7. 1. 1- i} 9f two of wnose, constituent .f;:Le1d:..:9cec.::lara.t9rrf:i\T'~ 1,:d:~g}:e:-~re·t:ne 
same seq_uert.ce of synibols ~ . . . . , . .. • ··. , ,.. . . . ,. ;.. ' 1:, , .) . 
. {e.g.,' the declarer st:r•uat. (int i,, '.booi -l).ss··hot ¢oh£a:f~1~d '.il,:~riy: 
proper program, but struat. (i1it i..,· str.u~{int \i,. bool :d) J). may; b~.} · · 
. -.-- --. . -.-.. -·· _._, . . ,;_ . 
4.4.4. The declara-yion condition; 
a) .A mode-ind1cation {t~.2; 1.b} conta:i,riect:'ii1·,:~J 
"shielded1' by that actual._declarer if' '. > · ··,.;_ · 
i) . it is, or is contai11ed in, a virtual-,.decJ.arer {7~1 ~ i ,b} :following a. 
reference-to-symbol {3.1 .. 1'.a.} j.n a ·ri.eld;..declarator ·t7.1.1.g},· or 
ii) it is, or is contained in, a virtuai~declarer contained in ·a field-· 
declarator contained in a virtual -declarer . follo:_.,ir{g a· ref er.ence.,-to- . 
symbol, or · · .· ·. · · · 
iii)· it is contained in a virtual-parameter {'7.1.1.y}, or 
iv) it is contained in a virtual-declarer following a vir:tual-parameters-
pacl{ { 5 . 4 . 1 • f}, or . . . . . . . 
v) it is or identifies an indication..:.defining occurrence cont~ined in that 
actual-declarer. . . 
{e.g., person is shielded in struat (int age, :r•ef person father)., but· 
not in struat (int age, person uncle) and_ g:_ is snielded in proa (g.) _q_, but 
not in union ( int, [ J g,_) .} · 
b) An actual -declarer V :{ 7 •. 1 .1 . b} may 11 show" ':a. :ni¢d~,:..iridication M { 4. 2. 1 . b} ; 
this is determined· in the ·following steps: . · · · ·· · ·· · 
Step 1: A copy is made of V; this copy and each mode-indication therein con-
tained is said not to have been lfertcountered11 ; · '· 
Step 2: If the copy is, or contains and does n9t _shield {a}, a_mode-
indication which is the same terminal. produc:tion 'as ;M ,· then V shows M; 
otherwise, Step 3 is taken; · . · .. . · . . . . 
Step 3.: If the copy is, or contains arid does not shield.,: an occurrence O of 
a not yet encountered terminal production of 'mode inciic;ition '., 'then· that 
terminal production is said to haye qeen encou,nte;red,: an:d,'0' is replaced by 
a copy or' the actual-declarer of that. mode..;q.ecl~ation-' {7'.2:_~l.-a} which , . ·. 
contains the indication.,.clefining occurrence _iderit:ified.by- 0, in:which all 
actual·-lower-bounds (actual-upper-bounds) {7. ·1. 1.t} are replaced by 
:virtual-lower-bounds (virtual-upper..;bounds} {7.1.1.s}, · and Step 2 is 
taken; otherwise' V does not show M. . . . . 
{e.g. , in the declaration mode a = [1: 2 Jb; b = union {~f. d; ref real), 
!J:. = st1•uat {ref~ e).; ~ = proa: (int)-a, the. mode·;:°ind.,icat':i,cms shown by --
Li:2J b ai~e b and d.} · · · · 
c) No proper program contains a moqe-,ci~~lfil.'c~:bion. {J'~2I·t\a} 
indication is shown by its actual-declarer. . . 
{e.g., none of the declarations 
mode a= a, 
mode b = e, e = [1: 10 J b , 
mode d = CJ ref union (prob (!J:.) !J:., proc d), 
mode parson= struat (int age, parson unave) 
is contained in a proper· progt>~. } · 





{Denotations, e.g., 3.14 or 11abe" are terminal productions of notions 
whose value is independent of the elaboration of the program. In other lan-
guages, they are sometimes termed. "literals" or "constants".} 
5.0.1. Syntax 
a)* denotation : PLAil\f denotation{510b,511a,5·12a,513a,51~-a} ; 
BI'rs denotation{52·b} ; row of character denotation{53b} , 




3.14; .!:..!!...!:.. ; 
5,0.2. Semantics 
11aZgol,.report" ; ((bool a) int ra I 1 I oJJ $5d$} 
EE1,ch occurrence of' a terminal production of a given notion which is the 
original of a denotation possesses a new instance of one same value whose 
mode is that enveloped by that notion; its elaboration involves no action~ 
{E.g., the value of "algol.report" which is a production of 'row of 
character denot;ati.on' is of the mode 'row of character'.} 
5.1. Plain denotations 
{Plain-denotations are those of arithmetic values, truth values and 
characters, e.g., 1, 3.14, true and "a".} 
5,1.0,1. Synto.x 
a)* plain denotation : PLAIN denotation{510b,511a,512a,513a,511ra}. 
b) long JNITlliA.L denotation { 86oa} : 
long symbol{ 31 a.}, IN'l1RE.AL denotation{ 511 a, 512a}. 
{Examples: 
b) long 0 ; Zong lon[ 3.1415926535 8979323846 2643383279 5028841971 69399} 
5.1.0.2. Semantics 
a) A pla:in-denotation possesses a plain value {2.2.3, ·1}, but plain values 
possessed by d.iffe:t'ent plain-denotations are not necessarily different 
{e.g., 123.4 and .1.234e+2}. 
b) The value of a denotation consisting of a number{, possibly zero,} of 
long-symbols followed by an integral-denotation (real-denotation) is the 11a 
priori" 'value of that ir1tegral-denotation (real-denotation) provided that it 
does not exceed the largest integer {10.1.b} (largest real number {10.1.d}) 
oi' length m,mber one more than that number of long-symbols { ; otherwise, the 
v:1.lue is undefined}. 
5. 1.1. Integral denotations 
? .1. l; 1. Syntax 
r . . ,. . . , , . . 
a) integral denotation{510b,512c,d,_i,55g,86oa} : digit .token{303c}sequence. 
{Examples: 
a) 0 ; 4096 ; 00123 (Note that -1 is not an integral-denotation. )J 
5~1.1.2. Semantic_s 
The a priori value of an integral-denotation-is the integer which in 
decimal notation is that integral-denotation in .the representation language 
{1.1.8}.. {See also 5,1.0.2.b.} 
5.:i.2. Real denotations 
: 
5,1.2.1. Syntax 
a) real denotation{510b,860a} 
variable point numeral{b} ·; floatinp: potnt numeral{e}. 
b) variable point numeral{a} : integral part{c} option, fractional part{d}. 
c) j_ntef'7'al part{b} : integral denotation{ 511a}, · 
d) fractfonal part{b} : point .symbol{3lb}_, integral denotation{511a}. 
e) floatin~ po'int numeral{a} : stae;nant part{f}, exponent, part{g}. 
r) stapnant part{e} : integral denotation{5lla}; variable point numeral{b}. 
g) exponent part{e} : times ten to the power choice{h}, power of ten{i} •. 
h) times ten to the power choice{g} : .times ten to the pqwer symbol{31b} ; 
letter e{302b}. 
i) power of ten{g} : plusminus{3ol~c} option, :integr>al den:otation{511a}. 
{Examples: 
a) 0.000123 ; 1.23e-4 ; b) .123 ; 0.123 ; 
c) 123 ; d) .123 ; 
e) 1.23e-4 ; f) 1 ; 1. 23· ; 
g} e-4 ; h) 10 ; e . ' i) J ; +45 . -618 } , 
5.1.2.2. Semantics 
a) The a priori value of a fractional-part is the_ a priori value of its 
intep:ral-denotation divided by 10 as many times as there a.re digit-tokens 
in the fractional-part. 
b) The a priori value of a variable-point-numeral is tne sum in the sense 
of numerical analysis of O ; the a priori value of its integral-part, if 
any, and that of its fractional-part, if any {. See also 5.1.0.2.b}. 
. ' 
c) The a priori value of an exponent-part is' 7 0 ~ raised to the a -priori 
value of the inter;ral-denotation of its power-of-ten.if that power-of-ten 
does n6t begin with a minus-symbol; otherwise, it is 7 /1 O raised to the 
a priori value of that integral-denotatio~. ' 
d) The a priori value of a flpating~point-numerai is the·product in the 
sense of numerical analysis of the a priori values. of its stapnant-part and 
exponent part{. See also 5.1.0.2.b}. · '· 
5.1.3. Boolean denotations 




a) true. , false } 
5,1,3.2, Semantics 
The value of a true-symbol (false-symbol) i~· Vtue (oa.U·e,)~ 
5,1.4. Character denotations 
{ Character-denotations consist of a string-:-i:tem between two quote-' 
symbols, e.g. , !'a". To indicate a q-µ.ote, ,_a double quot.~-9yrp.bb,:l :j.s .·· useQ. for. 
the string-item:. 1""'/1. Since __ ,the ·syntax. nowl.1ere·:~J,.:Lows ... 9~i:~AE.$r:--f<:>r ~:tring'.'" ' 
denotations to follow one another, ambiguities: do rio'.f a.ri.se ~ Y / , : . . . 
• • .. ! ~.. ., ·< .• ,·I, ' ' •·, ••"\\:~,:~:··•· 
5. 1 . 4. 1 . Syntax 
character denotation{86oa} .. a) 
b) 
c) 
quote symbol{3.1i}, string item{b}, quote symbol{31i}. 
string item{a,53b} : · . . . .. . .. . . 
character token{309d} ; quote :image{c} ; other:string'. item{l.1.5.c}. 






a ; 1111 ? ; 
II II } 
5.1.4.2. Semantics 
. . 
a) Each string-item possesses a unig).1e charact,er .:· {The ch~rac:ter possessed 
by a quote-image (space-symbol; digit-zero, digit.,-toJ.cetr,. point-symbol, 
times-ten-to-the-power-choice, plus-i-times-symbol;plus--i:;ymb~l}:may be 
termed a g_uote (space, zero, digit, point, times ten'to the power, plus i 
times, plus) . } · 
b) The value of a character-denotation is a new instance of the character 
possessed by its string-item. 
5.2. Bits denotations 
{Th~re are two kinds of denotations of structuredor'.multiple values, 
viz. , bi ts-denotations, e.g. , :1 O 1 1 , and string~denotations, e. g·. , 11abo 11 • 
These denotations difi'er in. thi°t_a_string.;..denptation t:6nta:ins zero or two or 
more string-items but a bits-p.eriotation:1IJ.ay. corita'.in ·one or more flipflops. 
( See also character:-denotations 5. l'.l-J.. ) } , . 
5,2, 1. Syntax 
a)* bits denotation BITS d8-notationfo,c}. . . 
b) structured with row of boolean field.LENGTH IBNGTHE'I'Y·letter ,iµeph 
denotation{b,86oa} : long symbol{31d}; i;,tructuredwith row of boolean 
field IBNG11HETY letter aleph denotaticin{b ,c}. . : . • . · 
c) structured with row of boolean field letter. aleph den6tation{b, 860a} :. 
flipflop{303e} sequence, 
{Examples: 
b ) l_!?.!!:Jl !:_ !!_ !:.. !_ 
c) 1 0 1 1 } ~---
5,2.2, Semantics 
Let m stand for the number of flipflops in·the bits-denotation and n for 
the value of L bi ts width { 10. 1 . g}, L standing for as many times Z.Ong as 
there are long-symbols in.the bits-denotation; if m ~.n, then the value of 
the bits-denotation is a structured value with one field select~d •by letter-
aleph, that field being a multiple value {2.2.3.3} whose descriptor has an 
offset 1 and one quintuple { 7, n, 1, 1, 1) and. whose element with index j is a · 
new instance of 6Cll6e. for j = 1, ••• , n - m, and for j = n -. m +· 1, ••• , n 
is a new instance of .tAue. ( oal.6e.) if the ,l-th constituent flipflop (,i_ = j + 
m - n) of the bits-denotation is a flip-symbol (flop-:symbo~). 
5,3. String denotations 
5, 3, 1 . Syntax , 
a)* string denotation row of character denotat:fon{b}. 
b) row of character denotation{86oa} : quote symboi{31i}, 






The value of a string-denotation is a multiple value {2,2.3,3} whose de-
scriptor consists of an offset 1 and one quintuple·{7,n,7,7,7), where n. 
stands for the number of string-items containe·d ill' the string-denutation; 
:for ,l = 1, ••• , n, the element 'With index ,l of that multiple• value is a. new 
instance of the character possessed by the ,l-th constituent' string-item of 
the string-denotation. · ·· 
·-~-- : .. 
{The constru·cti6n 11a 11 is a. character-denotation, not a.. string-denotation. 
However, in all strong positions, e.g., strings := "a", it can be rowed to 
a multiple value (8.2.6). Elsewhere, where a multiple/value is required, a 
cast (8.3.4. 1.a) may be used, e.g., union (int,. s.tr.in(J) is := string : "a 11 • 
The nstring", i.e., value of mode 'row of, charac~erf possessed by·· 
111u 1a.:...+.::...b 1111.:._f8.:...a.:.formuZa" may :well be presehted informally as :follows: 
11 a. + b 11 ,l6 a il 01w1u.la. } .· 
5. 4. Routine denotations 
{A routine-denotation~ e.g. ((~1. a,b)'J.?eal :Xa > b; I b La)), alw.ays. 
has a formal-parameters-pack, e. g; (real a,b). To :·the right ·of t}1is formal-· 
parameters""".pack stands a cast ($.3.4::0:e~g. reaZ·:-(ri,.:> b I b. I a), 
whose declarer specifies the. mode_ of the value, if' any, :a.eli.vered_ by the 
elaboration of the routine; e.g. -:t>eal,·. The! whqle is enelos·ed 1;>etween an -
open-symbol and a close-syrriliol, but these -may oi'ten ·be om:i. tted, ·l:iee the ex- -
tension 9,2.d. It is essential that, in general;, a. routiri~.,;,det'lot~~ion be 
closed, for, otherwise, denotations like (int sintzoff) ·: (int bPanquart) ;:_ 
le1in: (1,Jodon) could also be calls, or formulas like (it1,t ·a)int ;-, 1 + 2 + 3 
would be ambiguous if + is also declared as an ope~ator accepting _·a routine 
as left operand.} ·· · · · · · 
5 , 4 • 1. Syntax 
a)* routine denotation procedure with PARAMETERS M)ID denot~tion{b}. 
b) procedure with PARAMETERS MOID denotation{860a} : open symbol{31e}, · 
formal PAR.AJVIETER..S{c,e} pack, MOID cast{834a}, close symbol{31e}. 
c) VICTAL PARAl\'lETERS and PARAMETER{b,862a} ·: 
VICTAL PARAMETERS{c,e,71Y,74b}, sel'1"la{d}, VIUI'.AL PARM'ETER{e,71Y,74b}. 
d) sema{c} : go on symboH31f} ; comma symbol{3le}. · 
e) formal MODE pat'ameter{b, c, 74a}, : 
formal IV'iODE declarer{7lb}, MODE mode ;tdentifier{4ib}. 






.((boot a., b) bool, : (a I b I fal,se)) ; 
[[: J real, a; t1: r al real_ b ; - -
., ' , ' 
booi a} 
5. lt. 2. Semantics 
A routine-denotation possesses that routipe which can be obtained from 
it in the following steps: · 
Step 1: A copy is made of the routine-denotation; 
Step 2: An equals-symbol followed by a skip:..sYIT)bol is inserted in the copy 
folJ.owing the last identifier in each copied:constituent· formal-parameter 
of the forma,1...;.parameters-pack of the routine-denotation; the open-symbol 
of that formal-parameters-pack is deleted and; its close-symbol is replac-
ed by a ~o-on-symbol; 
Step 3: If the cast of the ro).ltine-denotation,is a voi<;l-cast, then an open-
symbol is inserted in the copy preceding, and' a.close-symbol following 
that cast; the copy, thus modified, is the routine possessed by the 
routine-denotation. · 
{The routine possessed by [?1 a:ft~r t1;:e elab.orat~on_ of pro~ pl = 
(int a, b) real, : (a> b I xx I yy) is (~nt a~~, ~nt b =~;real, : 
___ (a > b I xxjyy)) and that possessed by p2 ~f-t;er. the ela'.bo:ration of 
proa pp = (reai a; reai b) : (a.> b I st;op) 1.s. (reai .a = :tu; reai b = ~; 
(: (a > b I stop))). A routine is the same seq-y.ence of symbo.I:;; as. some 
closed-clause (6!3. 1,a), For the use of routirr~s·; see 8.4, {formulas), 8.2,2 
(C:.eprocedured-coercends) and 8,6.2 (calls).} 
y 





























format denotation{86oa} . 
formatter s;ymbo1{31b}, collection{b} list, formatter, symbo1{31b}. 
collection{a,b} : picture{c}; insertion{d} option., ·replicator{f},'. 
· collection{b} list pack, insertion{d} option. . 
picture{b} : MODE pattern{552a,553a,554a,555a,556b;557b~d option, 
insertion{ d} option. · · 
insertion{b, c ,m, 552b ,f ,55l~a, 557a} : 
· literal{ j } option, insert { e} sequence ; li'j;eral{ j.} • 
insert{d} : replicator{f}, alignment{i}, literal{j} option. 
replicator{b ,e ,j ,n} : replication{g} option •. 
replication{f ,k,557a} : 
dynamic replication{h}; integral clenot~tion{5la}. 
dynamic replication { g} :. · · 
letter n{302b}, strong CLOSED integral clause{63a~64oa,-}. 
alignment{e} : letter k{302b} ; letter x{302b} ; letter y{302b} , 
letter 1{302b} ; letter p{302b}. · 
literal{d,e,552f,554b} : replicator{f}, STRING denotation{514a,53b}, 
replicated literal{k} sequence option. · 
replicated literal{j l : replication{g}, STRD\JG denotation{514a,53b}. 
{Examples: 
$p"table. of"xl0a., n (Um-1) (16x3zd., 3x3 (2x+.12de+2d"+jxtrs-i+.10de+2di l)p$ 
p 11tabZ.e. of"xlOa ; 3x3 (2x+ • .12de+2d11+jx "si+.10de+2d) 7, ; 
l20kc( 11mon 11., "tues"., "wednes"., "thui•s't.., "fri"., "satur", 11sunlf) "day" ; p ; 
p"table. of"x ; 11day" ; 
p"tabie-:of" ; 





loose replicatable zero frame{m}, sign frarne{p} ; loose sign frame{m}. 
loose ANY frame{l,552d,553b,d,555a,556a,557a} : 
insertion{d} option, ANY frame{n,p,q,55TC}. 
replicatable ANY frame{m} : replicator{f'}, ANY trame{o,q}. 
zero frame{n,552e} : ,letter z{302b}. 
sign frame{l,m} : p1usrninus{304c}. 
suppressible ANY frame{m,n,557b}. : 
letter s{302b} option, ANY frame{552e,553c,f.,555b,556b}. 
frame: ANY fr~ue{n,o,p,q,552e,553c,f,555b,556c,557c} 
{Examples: 
l) "="12z+ ; 2x+ ; 
m) 11= 11.Z2z ; 
n) 12z ; 
q) si ; 10a } 
{aa) Three ways of 11 transput 11 (i.e., "input" and "output") are provided by 
the st2U1dard-prelude, viz., formatless transput (10.5.2), formatted transput 
(10.5.3) and binary transput (10.5.4). Formats are used by the formatted-
transput routines to control input from and ou~put to a "file" (10.5.1). No 
sect'ion on semantics of format-denotations is given, since this is entirely 
dealt with by the standa.rd-·prelude. 
5.5.1. continued 
. . . 
bb) A format may be associated with a file by a call of format (10.5.3.a), 
outf (10.5.3.1.a) or inf ( 10.5.3,2._a); which pauses a transforrnat to be 
elaborated (5.5.8.1.a), the collection-li~t of the format-denotation consid-
ered in 5.5.8.2.b.Step 2to b~ unfolded (cc), the result to 'be·the current 
picture-list of the file and its first con.stituent picture to b.e the current 
picture of the file(; e.g., after the call format (fl, $pt,3(3d.dJ'l$), the 
current picture-list of the file fl is pt, 3d.d, 3d.d, 3d.dZ and the current 
picture is pt) . · 
cc) The result of unfolding a collect.ion-list ( 1 O. 5. 3. b) is a picture-list 
obtained as follows: · 
a) if the collection-list is a picture, then the result consists of that 
picture; 
b) if the collection-list is a collection but not a picture, then the re-
sult consists of the first insertion-option of the collection, followed 
by as many copies of the result of unfolding the collection-list of its 
collection-list-pack as is the value of its replicator, separated by 
comma-symbols, followed by its last insertion-option (; e.g., the result 
of unfolding 3k"ab"2(10a)i is 3k"ab"l0a, lOaZ); 
c) if the collection-list is a collection-list-proper, then the result con-
sists of the result of unfolding the collection of that collection-:list-
proper followed by a comma-symbol, followed by the result of unfolding 
its collection-list (; e.g., the h:isult of unfolding 10a,pn(i) (d. 2d) "·" 
is lOa., p 11• 11 when the value of i is O). 
dd) When one of the formatted-transput routines outf (10.5.3.1.a), out 
( 10,5,3.1.b), inf ( 10:5.3.2.a) or in ( 10.5.3.2 1b) is called, then transput 
takes place in the following steps: 
Step 1: The values to be transput are elaborated collaterally and the result 
is II straightened11 ( 10. 5. 0) into a series of values, the first of which, if 
any, is made to be the current value; 
Step 2: If the current picture of the file is an insertion-option, then its 
insertion, if any, is performed (gg), the next picture, if any, is made to 
be the current picture of the file and Step 2 is taken; otherwise, Step 3 
is taken; 
Step 3: If the series of values is empty or exhausted, then the transput is 
accomplished; otherwise, if the picture-list is exhaust~d, then format end 
of the file is called, a routine which may be· provided by the p,,.ogrammer 
(10,5,1.kk); ··\ . 
Step 4: If the current value is "compatible" with (nn) the current picture, 
then that value is transput under control of that picture; otherwise, 
value e2?ror of the file is called, a routine which may be provided by the 
programmer; 
Step 5: The next value, if any, is made to be the current value, the next 
picture, if any, is made to be the current picture and Step 2 is taken. 
· ee) The value of the empty replicator is 1 ; the value of a replication 
which is an integral-denotation is the value of; that denotation; the value 
of a dynwnic-:replication is the value of its integral-clause if that value 
is positive, and O otherwise. 
ff) 'Transput occurs at the current "position" (i.e., page number, line 
number and char number) of ti1e file. At; each position of the file within 
certain limits (10.5.1.1.j,k,l) some character is "present!', depending on 
the contents of the file and on its "conversion key" (10.5.1.11). 
5.5.1. continued 2 
gg) An insertion is performed by. performing·· its constit,uent alignments 
and, on output (input), "writing11 ("expecting") its constituent literals one 
after the other. 
hh) Performing an alignment affects the position of the file as follows, 
where n stands for the value of the preceding replicator: 
a) letter-k causes the current char number to be set to 
b) letter-x causes the char number to be incremented by. 
c) letter-y causes the char number to be decremented by 
n. , .. 
n. (10.5.1.2.0); 
n {10.5.1.2.p); 
d) letter-1 causes the line number to be incremented by n. and the char num-
ber to be reset to 7 (10.5.1.2.q); 
e) letter-p causes the page number to be incremented by n. and both the line 
number and the char number to be reset to 1 (10.5.1.2.r). 
ii) A literal is written by writing the characters (strings) possessed by 
its constituent (row-of-)character-denotations each as many times as is the 
value of the preceding replicator; a string is written by writing its ele~ 
ments one after the other; a character is written by causing the character 
to be present at the current position of the file, thereby obli tei1 ating the . 
character that was present, and then incrementing the char number by 7. A 
literal is expected by expecting the characters (strings) possessed by its 
constituent (row-of-)character-denotations each as many times as is the 
value of the preceding replicator; a string is expected by expecting its el-
ements one after the other; a character is expected by incrementing the char 
number by 1 if the character is present at the current position of the file; 
otherwise, the further elaboration is undefined. · 
jj) When a string whose number of characters is given is "read", then that 
number of characters a.re read and the result is a string whose elements are 
those characters; when a string is read under control of a given 11 termina-
tor-string11, then as long as the line is not exhausted, characters are read 
up to but not including the first character which is the same as some ele-
ment of the terminator-string, and the result is a string whose elements are 
those characters; when ·a character is read, then the result is the character 
present at the current position of the file, and the char number of the file 
is incremented by 7 • 
kk) 'rhe mode specified by a picture is that enveloped by the original of 
its pattern, if any. The number of characters. specified by a picture is the 
st;.;u of the numbers specified by its constituent frames and the number speci-
;~ed by a frame is equal to the value of its preceding replicator, if any, 
£.:·.d 1 otherwise. 
::..) On output, a picture may be used to "edit" a value in the following 
.eps: 
.2p 1: The value is converted by an appropriate output routine ( 10. 5. 2. i. c, 
d,e) to a string of as many characters as specified by the picture(; if 
the pattern of the picture is an integral-pattern, then this conversion 
takes place to a base equal to the value of the integral-denotation which 
is th~ same sequence of symbols as its constituent radix, if any, and base 
10 otherwise); if this number of characters is not sufficient, then value 
Ol'l'Ol~ of the file is called, a routine which may be provided by the pro-
grruinner ( 10. 5. 1 . kk) ; 
.,~ep 2: In those parts, if any, of the string specified by a sign-mould, a 
character specified by the sign-frame will be ·Used to indicate the sign, 
viz., if the sign·-frame is a minus-symbol and the value is nonnegative, 
5,5.1. continued 3 
then a space, and, otherwise, the character specified by tb.e sign-frame; i 
this character is shifted in that part of the string s'pecified by the 
sign-mould as far to the right as possible across all leading zeroes, and 
those zeroes are replaced by spaces ( ; e.g. , 'Lmder the sign-mould 4z+ , 
the string possessed by 11+0003 11 becomes that possessed by "..:...:...~t-3"); if the 
picture does not contain a sign-mould and the value is negative, then 
value e1''ro1~ of the file is called; 
Step 3: Leading zeroes in those parts of the string specified by any_ remain-, 
ing zero-frames are replaced by spaces ( ; e.g. , tmder the picture zdzd2d, 
the integer 180168 becomes .the string possessed by a1 B.:)68 11 ; 
8tep 4: For all frames occurring in the picture, first the preceding 
· insertion, if any, is performed, and next, if the frame is not 11 sup-
pressed" (, i.e., preceded by letter-s), then that part of the string 
specified by the .frame is written; finally, the insertion, if any, follow-
ing the last constituent frame is performed(; e.g., editing under the 
picture zd'1-"zd 11-19 112d, the integer 180168 causes the string possessed by 
1118-.:.)-1968 11 to be written).· 
mm) · On input, a pictm'e may be used to 11 indit" a value of a given mode 
from a file in the following steps: 
Step 1: A string is obtained consisting of the characters obtained by per-
forming the following process for all frames occurring in the picture, 
viz., first, the insertion, if any, preceding the frame is performed and 
next, as many characters a.re obtained as are specified by the frame; ea,ch 
of those characters is obtained., 
if the frame is not suppressed, then by reading from the file a character, 
and, if the frame is a digit- (point-, exponent-, complex-)frame and the 
character is not a digit (point, times ten to the power, plus i times), 
then calling char error. of the file ( 10.5. 1.ltld with as its parameter a 
zero (point, times ten to the power, plus i ti:rµ.es), .and 
if the frame is suppressed, then by taking, if the frame is a digit-
(zero-, point-, exponent-, complex-, character-)frame a zero (zero, 
point, times ten to the power, plus i times, space); 
Step 2: Those parts, if any, of the string specified by a. sign-mould must 
contain a character, specified by the sign-frame, to indicate the sign 
(; see 11,Step 2); if those parts contain such a character, with only 
spaces appearing in front of it and no leading zeroes appearing after it, 
then those leading spaces, if any, are dele·ted; otherwise, char er1~or 
· is called with a plus; if this character is a space, and the sign-frame 
is a m_j_nus-symbo1, then it is replaced by a l)lus ( ; e.g. , if in Step 1 un-
der control of 3z-d, the st.ring possessed by 11..:..!..!..39" is obtained, then in 
Step 2 that possessed by "+39 11 is obtained); 
Step 3: Leading spaces in those parts of the string specified by any remain-
ing zero-frames are replaced by zeroes; 
Step 11.: The string is converted by an appropriate input routine ( 10. 5. 2. 2. c, 
d;e) into a value of the given mode, if possible, and, otherwise, value 
error of the file is called(; e.g., if the value of maxint (10.1.b) is 
10000, then under +5d it is possible to input -1·10000, but not +10001). 
nn) A value of a given mode is compatible with a given picture if 
a) on output, there exists some mode which is the mode specified by the 
p,i.cture preceded by zero or more times 'long', such that that mode is 
strongly coerced from the given mode; 
b) on input, there exists some mode which is the mode specified by the 
picture preceded by 'reference to' followed by zero or more times 
'long', such that that mode is strongly coerced from the given mode. 
(A value of mode 'reference to long integrali is on output compatible 
with a. picture that specifies the mode 'real', but not on input,) 
5. 5. 1 • continued 4-
oo) Formats have a complementary meaning on input and output, i.e., a 
given value which is not a string with one or two flexible bounds, which has 
been output successfully to the file, under control of a certain picture, 
starting from a certain position, can be successfully input again from that 
file under control of the same picture, starting at the same position, pro-
vided that the contents of the file are not changed in between; if the pic-
ture does not contain a letter-k or letter-y as alignment, and the picture 
does not contain any digit-frames or character-frames preceded by letter-s, 
then the second value, obtained on input, is equal (approximately equal) to 
the given value if this is a string, integer .or truth value (is a real m.un-
ber); output of this second value to the file has the same effect on the 
contents of the file as output of the given value under control of the same 
given picture and starting from one same position. 
pp) If a value is transput under control.of a picture whose constituent 
pattern is not an integral-choice-pattern (5.5.2.f), boolean-pattern 
( 5. 5. 4. a) or string-pattern ( 5. 5. '(. b) , then on output (input) it is edited 
(indi-ted) under control of the picture.} 
5.5.2. Syntax of integral patterns 
a) integral pattern{55c} : radix mould{b} option, sign mould{55l} option, 
integral mould{d} ; integral choice pattern{f}. 
b) radix mould{a} : insertion{55d} option, radix{c}, letter r{302b}. 
c) radix{b} : digit two{303d) ; digit four{303d} ; digit eight{303d} ; 
digit one{303d}, digit zero{303d} ; digit one{303d}, digit six{303d}. 
d) integral mould{a,553b,d,e} : 
loose replicatable suppressible digit frame{55m} sequence. 
e) digit frame{55q} : zero frame{55o} ; letter d{302b}. 
f) integral choice pattern{a} : 
insertion{55c1} optj_on, letter c{302b}, litera1{55j} list pack. 
{Examples: 
a) 2r6d30sd ; 12z+d ; zd 11-"zd"-19 1'2i ; 
l20kc("mon 11., 11 tuea'1., "wednea", "thura 11, "fri 11, "aa-f;ur", 11aun") ; 
b) 2r ; 
C) 2 ; 4 ; 8 ; 10 ; 16 ; 
d.) zd"- 11zd"--19 112d ; 
f) Z.20kc( 11mon/l, 11tuea 1'~ "wednea 11, 11thurau, 11fri 11~ naatur"~ "sun 11 ) } 
{If a given value is transput under control of a picture whose constitu-
ent pattern is an integral-choice-pattern, then the insertion, if any, pre-
ceding the letter-c is performed, and, 
a) on output, letting n. stand for the integer to be output, if n. > 0 and 
the number of literals in the constituent literal-list-pack is at least 
n., then the n.-th literal is written on the file; otherwise, the further 
elaboration is undefined; 
b) on input, one of the constituent literals of the constituent literal-
list-pack is expected on the file; if the i-th constituent literal is 
t];e first one present, then the value is .l; if none of these literals is 
present, then the further elaboration is undefined; 
c) finally, the insertion, if any, following the pattern is performed.} 
5,5.3. Syntax of real patterns 
a) real pattern{55c,556u}; sign mould option{55ll option, real mould{b} , 
floating point mould{d}. 
b) real mould{a,e} : integral mould{552d}., 
loose suppressible point fraiue{55m}, integral mould{552d} option, 
loose suppressible point fra111e{55m}, integral mould{552d}. 
c) point frame{55q} : point symbol{31b}. 
d) floating point mould{a} : stagnant mould{e}, loose suppressible exponent 
frame{55m}, sign mould{551} option, integral mould{552d}. 
e) stagnant mould{d} : sign mould{551} option, INTREAL mould{552d,553b,-}. 
f) exponent fra1Ue{55q} : letter e{302b}. 
{Examples: 
a) +12d; +d.11de+2d 
b) d.11d; .12d; 
d) +d.11de+2d ; 
e) +d.1.1.d } 
5.5.h. Syntax of boolean patterns 
a) boolean pattern{55c} : insertion{55d} option, letter b{302b}., 
boolean choice mould{b} option. 
b) boolean choice mould{a} : open symbol{31e}, litera1{55j}, 
comma symbol{31e}, literal{55j}, close symbol{31e}. 
{Examples: 
a) l,"resuit 1114xb ; b( 1~", 11error'1) ; 
b) ( '"', "error 11 ) } 
{If the boolean-pattern does not contain a choice-mould, then the effect 
of using the pattern is the same as if the letter-b were followed by 
(111 11, "O"). If a given value is transput under control of a picture whose 
constituent pattern is a boolean-pattern, then the insertion, if any, pre-
ceding the letter-bis performed, and, 
a) on output, if the truth value to be output is .tnu.e, then the first con-
stituent literal of the constituent choice-mould is written, and, other-
wise, the second; 
b) on input, one of the constituent literals of the constituent choice-
mould is expected on the file; if the first literal is present, then the 
value .tnu.e. is found; otherwise, if the second literal is present, then 
the value oa.Lse is found; otherwise, the further elaboration is unde-
fined; 
c) finally, the insertion, if any, following the pattern is performed.} 
5.5.5. Syntax of character patterns 
a) character pattern{55c} : loose suppressible character fra1Ue{55m} • 
... b) character f'ra1Ue{55q} : letter a{302b}. 
,. 
{Example: 
a) "• "a } 
5.5.6. Syntax of complex patterns 
a)* complex pattern : COMPLEX pattern{b}. 
. b) COMPLEX pattern{55c} : real pattern{553a}, 
loose suppressible complex frame{ 55m}, real pattern{553al. 
c) complex frame{55q} letter i{302b}. 
{Example: 
b) 2x+.12de+2d 11+jx 11si+.10de+2d } 
. · '5. 5. 7. Syntax of string patterns 
a)* string pattern: row of character patten1{b}. 
b) row of character pattern{55c} : loose string frame{55m}; 
loose repJ.icatable suppressible character frame{55m} sequence proper, 
insertion{55d} option, replication{55g}, 
suppressible character frame{55q}. 
c) string frame{55m} : letter t{302b}, 
{Examples: 
b) it ; 5aBsa5a ; p"tabZe..:_of"xlOa (Note that a is a character-pattern, 
whereas la is a string-pattern for a string with one element,) } 
{If a given value is transput under control of a picture whose constitu-
ent pattern is a string·-pattern, then, if the pattern is a loose-string-
f'rame, then 
a) the constituent insertion, if any, is performed; 
b) on output, the given string is written on the file; 
c) on input, if the string has fixed bounds, then that number of characters 
are read; otherwise, a string is read under control of the terminator-
string of the file ( 10. 5, 1.mm); 
d) finally, the insertion, if any, following the pattern is performed; 
otherwise, 
a) on output, the given string, which must have as many elements as the 
number of characters specified. by the picture, is edited; 
b) on input, the string is indited.} 
5.5.8, Transformats 
{Transfo1~nats are exclusively used as actual-parameters of formatted= 
transput routines; for reasons of efficiency, the prograrn:mer has deliber-
ately been made unable to use them elsewhere by the choice of the field-
selector, which contains letter-aleph for which no representation is pro-
vided. Although transfor.rriats are not denotations at all, they are handled 
here because of their close connection to formats.} 
5.5.8. 1. Syntax 
a) structured with row of character field letter aleph digit one 
·transf'ormat{74'1b} : finn format unit{61el. 
{Example: 
a) (x ~ 0 I ,$5d$ I $5d"-"$)} 
5.5.8.2. Semantics 
a) The format {2.2,3,4} possessed by a given format-denotation is the same 
sequence of symbols as the given format-denotation .. 
b) A given transformat is elaborated in the following steps: 
Step 1: It is preelaborated {1.1.6.f}; . 
Step 2: A format-denotation is considered which is the same sequence of sym-
bols as the format obtained in Step 1; 
Step 3: All constituent dynamic-repliccltions {5,5,1,h} of the considered 
format-denotation are elaborated collaterally {6.3.2.a}, where the elabo-
ration of a dynamic-replication is that of its integral-clause; 
Step 4: Each of those dynamic-replications is replaced by an integral-
denotation {5.1.1.1.a} which possesses the same value as that dynamic-
replication if that value is positive, and, otherwise, by a digit-zero; 
furthermore, every replicator which is empty is replaced by a digit-one; 
Step 5: That string-denotation { 5. 3. 1. a} ( character-denotation { 5. 1 • lr. 1 • a}) 
is considered which is obtained by replacing in the considered format-
denota.tion as modified in Step 4 each constituent quote-symbol by a quote-
image { 5. 3. 1 . d} and the first; and the last constituent formatter-symbol by 
a quote-symbol; 
Step 6: A new instance of the value of the considered string-denotation (of 
a multiple value composed of the value of the considered character-
denotation as its {only} element and of a descriptor consisting of an off-
set 1 and one quintuple (1,1,1, 1,1)) is made to be the {only} field of a 
new instance of a structured value {2,2,3.2} whose mode is that enveloped 
{1.1.6.j} by the original {1.1.6.c} of the trans.format; 
Step 7: The transformat is made to possess the structured value obtained in 
Step 6, 
6, Phrases 
{A phrase is a declaration or a clause. Declarations may be unitary, 
e.g., real, x, or collateral, e.g., reql x, y. Clauses may be unitary, e.g., 
x := 1, collateral, e.g., (x := 1, y := 2), closed, e.g., (x + y), or condi-
tional, e.g., f:i_x > 0 -J3Jien x else O fi. (which may be written (x>Olx!O)). 
Most clauses will be of a certain 11sort 11 , i.e. strong, weak, firm or soft, 
which determines how the coercions should be effected. The sort is "passed 
on" in the production rules for clauses and may be modified by "balancing" 
in serial-, collateral- and conditional-clauses.} 
6 • 0 • 1. Syntax 
~ a)* SOJVIE phrase : SORTETY SOME PHRASE{61a,62a,b,c,d,f,63a,64a,c,d,e,70a,81a, 
-}. 
b)* SOME expression: SORIETY SOJVIE JVDDE clause{61a,62b,c,d,f,63a,64a,c,d,e, 
81a}. · 
c )* SOM~ statement : strong SOME void clause{ 61a, 62b, 63a, 64a, c, e, 81a}. 
{The rules band care not actually used in this Report but serve to 
help the reader, who may know some such constructions in other languages un-
der those appellations. For an informal introduction into ALGOL 68 ( 0. 1.1) 
also the following rules ma.y be helpful: 
a.)* constant : NONREP FORM{830a,84b,g,850a,860a}. 
e) ·Xe variable : reference to r-'DDE FDR.M{ 830a, 84b, g, 850a, 860a}. 
f)·* procedure : REFETY PROCEDURE I•DRM{830a,84b,g,850a,860a}. 
g)* structure d:l.splay : 
stronp collateral structured with FIELDS and PIELD clause{62f}. 
h)·* row display : SORI1 collateral row of MODE clause{62c,d}. 
1. 2. 2. z) * NONREF : PLAIN ; format ; PROCEDURE ; S'IDWED ; UNITED.} 
6.b.2. Semantics 
a) The elaboration of a phrase begins when it is initiated, it may be 
":tnterrunted", "halted" or "resumed", and it ends by being "terminated" or 
"conrplet~d", whereupon, if the phrase "appoints" a unitary-phrase as its 
··"successor", then the elaboration of that unitary-phrase is initiated. 
b) The elaboration of a pr.1rase may be interrupted by an a.ct ion {e.g., 
"ov,..,rflow"} not specified by the phrase but taken by the computer if its 
1::: nitations {2.3.b} do not permit satisfactory elaboration. {Whether, after 
an interruption, the elaboration of the phrase is resumed, the elaboration 
of some unitary-phrase is ini t:i.ated or the elaboration of the program ends, 
is left undefined in this Report.} 
c) The elaboration of a phrase may be halted {10.4.a}, i.e., no further ac-
tions constituting the elaboration of that phrase take place until the elab-
oration of the phrase is resumed {10.4.b}, if at all. 
't 
6.0.2. continued 
d) A given {serial-}clause is "protected in the following steps: 
Step 1: If the given clause contains a defining occurrence {4.1.2.a} (an in-
dication-defining occurrence {4.2.2.a}) of a terminal production of a no-
tion ending with 'identifier' ('indication') which also occurs outside it, 
then that defining (indication-defining) occurrence and.all occurrences 
identifying it are replaced by occurrences of one same terminal production 
of that notion which does not occur in the progrmn and Step 1 is taken; 
otherwise, Step 2 is taken; 
Step 2: If the given clause as possibly modified in Step 1 or Step 4 con-
tains an operator-defining occurrence {4.3.2.a} of a terminal production 
of a notion ending with 'indication' which also occurs outside it, then 
that operator-defining occurrence and all occurrences identifying it are 
replaced by occurrences of one same new terminal production of that notion 
which does not occur in the progrmn and Step 3 is taken; otherwise, the 
protection of the given clause is accomplished; 
Step 3: If the indication is a dyadic-indication, then Step 4 is taken; 
otherwise, Step 2 is taken; 
Step 4: A copy is made of the priority-declaration containing the indication 
which, before the replacement in Step 2~ was identified by that operator-
defining occurrence; that indication in the copy is replaced by an occur-
rence of the new terminal production; the given clause is modified by in-
serting before it the thus modified copy of the priority-declaration fol-
lowed by a go-on-symbol, and Step 2 is taken. 
{Clauses are protected in order to allow unhampered definitions of iden-
tifiers, indications and operators within ranges and to permit a meaningful 
call, within a range, of a procedure declared outside it.} 
{ Wha;t.' .6 ,ln a. name.? :tha;t wh,Lc.h we. c.tiU a. Jto.6 e. 
By a.n.y o:theJL name. woui.d .6me.ll. a6 .6We.e.:t. 
Rome.a a.n.d Jui.,Le.:t, W-W.,lam Shak.e..6pe.Me..} 
6.1. Serial clauses 
{Serial-clauses are built from unitary-clauses and declarations with the 
help of go-on-symbols(;), completion-symbols(. or exit) and labels, e.g., 
(x > 0 Ix:= 1 I 7,,J; y. l: y + 1, where the value of the clause is that of 
y, if x > 0 and that of y + 1 otherwise. A serial-clause may begin with 
declaration-preludes, e.g., int n := 1; in int n := 1; x := y + n. Labels 
may occur in only three syntactic positions within serial-clauses: after a 
completion-symbol (here a label is obligatory, e,g;, .l:), in a sequencer 
(e.g., ;l:), or at the beginning of a clause-train (i.e., one or more 
unitary-clauses separated by sequencers, e.g., l: x := 1; y := 1). 
A declaration-prelude may begin with void-clauses (statements), e.g., in or-
der to supply a multiple value as in [1:n] real xl; for i ton do xl [i] ;= 
ix i; real y; ; however, these void-clauses may not be labelled. A declara-
tion-prelude always ends with a go-on-symbol. The modes of some serial-
clausee must be balanced (6.1.1.g). For remarks concerning the balancing of 
modes see 6.4,1.} 
6.1.1. Syntax 
a) SORTETY serial CLAUSE{ 6 3a, 61+ b , e} declaration prelude { b} sequence 
option, suite of SOffrETY CLAUSE trains{f,g}. 
b) declaration prelude{a,2b,c} : 
statement prelude{c} option, single declaration{d}., go on symbol{31f}. 
c) statement prelude{b} : chain of strqng void units{e} separated by 
go on symbols{31f}, go on symbol{31f}. 
d) single declaration{b} : 
unitary declaration{TOa}; collateral declaration{62a}. 
e) SORTETY MOID unit{ c ,i ,2f ,558a,62b ,c ,e ,h, 7lrb ,831c ,83~-a} 
SORTETY unitary MOID clause{81a}. 
f) suite of STRONGE".rY CLAUSE trains {a, g} : 
chain of STRONGEI'Y CLAUSE trains{h} separated by completers{l}. 
g) suite of F'.EA.11.1 CLAUSE trains{a,g} : FEAT CLAUSE train{h} ; 
FEAT CLAUSE tra:i.n{h}, completer{l}, suite of strong CLAUSE trains{f} ; 
strong CLAUSE train{h}; completer{l}, suite of FEAT CLAUSE trains{g}. 
h) SORTE'.rY MOID clause train{f,g,2g} : label{k} sequence option, 
statement interlude{i} option., SORTEI'Y MOID unit{e}. 
i) statement interlude{h,2f} : 
chain of strong void units{e} sepa.rated by sequencers{j}, sequencer{j}. 
j) sequencer{i} : go on symboi{31f}, label{k} sequence option. 
k) label{ h, j , 1, 2d} : label identifier{ 4 1 b}, label symbol{ 31 e}. 
1) com.pleter{f,g} : completion symbol{31f}, label{k}. 
{Examples: 
a) real a:= O; Z1: l2: x :=a+ 1; (p I Z3); (x > 0 I Z3 Ix .- 1 - x); · 
false. l3: y := y + 1; true ; 
b) reaZ a:= O; ; read (n); [1:n] real xl, y1; ; 
c) read (n); , 
d) real a:= 0 ; [1:n] real x1, y1 ; 
e) [<ifse ; 
f) ll: l2: x :=a+ 1; (p I l3); (x > 0 Z3 Ix:= 1 - x); false. 
l3: y := y + 1; ·t.r1ue ; 
h) Z1: l2: x :=a+ 1; (p l Z3); (x > 0 I Z3 Ix:= 1 - x); false ; 
i) x :=a+ 1; (p I Z3); (x > 0 I Z3 Ix:= 1 - x) ; 
j ) ., , , l4: Z5: ; 
k) l4: ; 
1) • l3: } 
6.1.2. Semantics 
a) The elaboration of a serial-clause is initiated by protecting {6.0.2,d} 
it and then initiating the elaboration of its textually first constituent 
declaration or unitary-clause. 
b) The completion of the elaboration of' a unitary-phrase preceding a go-on-
symbol followed (not followed) by a label-sequence initiates the elaboration 
of the unitary-phrase following that label-sequence (that go-on-symbol). 
c) The ~laboration of a serial-clause is 
interrupted (halted, resumed) upon the interruption (halting, resump'"" 
tion) of a constituent unitary-phrase; 
terminated upon the termination of the elaboration of a constituent 
unitary·-pl1rase appointing a successor outside the serial-clause, and that 
successor {8.2.7.2.b.Step 1} is appointed the successor of the serial-
clause. 
6.1.2. continued 
a.) The elaboration of a serial-clause is completed upon the completion of 
the elaboration of its textually last constituent unitary-clause or of that 
of a constituent unitary-clause preceding a completer. 
e) The value of a serial-clause is the value of that constituent unitary-
clause the completion of whose elaboration completed the elaboration of the 
serial-clause provided that the scope { 2. 2. 4-. 2} of that value is larger than 
the serial-clause{; otherwise, the value of the serial-clause is unde-
fined}. 
{In y := (x := 1.2; 3.4), the value of the serial-clause x := 1.2; 3.4 
is the real number possessed by 3.4. In xx:= (real X' := 0.1; r), the value 
of the serial-clause real r := 0.1; r is undefined since the scope of the 
name possessed by 11 isthe serial-clause itself, whereas, in y := (real X' 
:= 0.1; r), the serial-clause real r := 0.1; r possesses a real numb'er:"} 
6.2. Collateral phrases 
{Collateral-phrases contain two or more unitary-phrases separated by 
comma-symbols (, ) a.nd, in the case of collateral-clauses, a.re enclosed be-
t.ween a open-symbol(() and a close-symbol (J) or between a begin-symbol 
(begin) and an end-symbol (end), e.g., (x := 1., y := 2) or real x., real y 
( usually :r•eal x., y, see 9. 2-:cT. The values of collateral-clauses which are 
not statements (void-clauses) are either multiple or structured values, ·· 
e.g., (1.2., 3.4) in [] r•eaZ x1 = (1.2, 3.4) and in co17.!f2.1._ z := (1.2, 3,4). 
Here, the collateral-clause (1.2, 3.4) obtains the mode 'row of real' or the 
mode which is the terminal production of 'COMPLEX'. Collateral-clauses whose 
value is structured must contain at least two fields, for, otherwise, in the 
reach of the declarations s·truat m = ( £.§.t !!I_ m); m nobuo., yoneda, the assig-
nation nobuo := (yoneda) would be syntactically ambiguous. In the reach of 
the declai"ations struat r = (real a); r r, the construction r := (3.14) is 
not an assignation, but a £i. r:= 3.14-is. It is possibl~ to present a 
single value or no value at all as a multiple value, e.g., [] real x.1 = ; 
[] real yl := 3, but this involves a coercion known as rowing;see 8.2.6.} 
6.2.1. Syntax 
-,1) collateral declaration{61d} : unitary declaration{T0a} list proper. 
b) strong collateral void c1ause{2d,81d} : 
parallel symbol{31e} option, strong void unit{61e} list proper PACK. 
c) strong collateral row of MODE clause{81d} 
strong MODE wtlt{61e} list proper PACK. 
d) FEAT collateral row of MODE clause{81d} : FEAT MODE balance{e} PACK. 
e) FEAT MODE balance{d,e} : 
FEAT MODE unit{61e}, com:na symbo1{31e}, strong MODE unit{61e} 1.ist, 
strong MODE w1it{61e}, comna symbol{31e}, FEAT MODE unit{61e} ; 
~trong MODE unit{ 61 e}, corrrroa symbol{ 31 e}, FEAT MODE balance{ e}. 
f) strong collateral structured with FIELDS and FJF.LD clause{81d} 
strong structured with FIELDS and FIELD structure{g} PACK. 
g) strong structured with FIELDS and 1:i'IFLD structure{f ,g} : 
strong structured with :FIELDS structure{g,h}, comma symbol{31e}, 
strong structured with FIEI.D structure{h}. 
h) strong structw:>ed with MODE field TAG structure{g} 
strong MODE unit{61e}. 
6.2.1. continued 
{Examples: 
a) real x, real y ; (and by 9.2.c) real x, y ; 
b") (x := 1., y:= 2., z := 3) --; 
C) ( X, n) ; 
d) (1.2., 3, 4) (in (1,2, 3., 4) + x1, S¥-PPOsing + has been declared also 
for 'row of real') ; 
-- e) 1.2., .3., 4 (in (1.2., 3., 4) + x1) 1; 2.3 (in (1, 2~3) + x1) ; 
1., 2.3, 4 (in (1., 2 • .3., 4) + xl) ; 
f) (1., 2.3) (in z := (1, 2.3)) ; 
g). 1, 2.3 ; 
'1) 1 } 
6.2.2. Semantics 
a) If constituents of an occurrence of .a terminal production of a notion 
are "elaborated collaterally", then this elaboration is the collateral ac-
tion {2,2,5} consisting of the {merged} elaborations of these constituents, 
and is 
initiated by initiating the elaboration of each of these constituents, 
interrupted upon the interruption of: the elaboration _of any of these 
constituents, 
completed upon the completion of the' elaboration of all of these con-
stituents, and 
terminated upon the termination of the elaboration of any of these con-
stituents, and if that constituent appoints a successor, then this is the 
successor of the occurrence. 
b) A collateral-declaration is elaborated by elaborating its constituent 
unitary-declarations collaterally {a}. 
c) A collateral-clause is elaborated in the following steps: 
Step 1: Its constituent units are elabor·ated collaterally {a}; 
Step 2: If the terminal production of the metanotion 'MOID' enveloped 
{1.1.6.j} by the original {1.1.6.c} of the collateral-clause is a mode, 
then this mode is considered and Step 3 is taken; otherwise, {it is 'void' 
and} the elaboration of the collateral-clause is complete; 
Step 3: If one of the values of the units obtained in Step 1 is a name 
{2.2.3.5} which refers to an element or subvalue having one or more states 
{2.2.3,3} equal to 0, then the further elaboration is undefined; other-
wise, Step 4 is taken; 
Step 4: If the considered mode begins with 'row of', then Step 5 is taken; 
otherwise, new instances of the values obtained in Step 1 are made, in the 
given order, to be the fields of a new instance of.a structured value 
{2.2,3,2}; this structured value is considered and Step 7 is taken; 
Step 5: If the considered mode begins with 'row of row of', then Step 6 is 
taken; otherwise, a new instance of a multiple value is created as fol-
lows: Let m stand for the number of constituent units in the collateral-
clause; its element with index ,e is a new instance of the value of the 
l-th constituent unit and its descriptor consists of an offset 7 and one 
quintu~J.e (1,m, 1, 1,1); this multiple value is considered and Step 7 is 
taken; 
6.2.2. continued 
Step 6: If not all corresponding upper (lower) bounds of the multiple 
values obtained in Step 1 are eq_ual, then the ft1rther elabora·t;ion is unde-
fined.; otherwise, the elements with · indices {.l. - 7) x IL + j, j = 1, •.. , _,IL 
of the new value, where 17., stands for the number of elements in one of 
those values, are new instances of the elements of the value of the i-th 
c:onstituent unit and .the descriptor of the new va.lue is a co-py of the de-
scriptor of the value of one of the constituent units into.whic.:h an·addi-
tional quintuple { 7 ,m, 1, 1, 1) has been inserted 1;>efore the old first quin-
tuple, the offset has been set to 7 , d ha.s been set· to 7, · and for ,i, = n., 
n - 1, ... , 2, the stride d. 1 has ffeen set to (u. - l. + 1) x d.; this . . . _,(.. - 7 . ,{. ,(.. . ,(.. new multJ_ple value is considered and Step is taken; 
Step 7: The value of the collateral-clause is the considered value; its mode 
is the considered mode. 
6.3, Closed clauses. 
{Closed-cl.auses are generally used to construct primaries (8.1.1.d) from 
serial-clauses, e.g., (x + y) in (x + y) x a. The q_uest:i.on of identifica-
tion ( Chapter l~.) and protection ( 6. 0. 2. d) may arise in closed-clau,ses, be~ 
cause a serial-clause is a range (4.1.1.e) and it may begin with a 
declaration-prelude (6.1.1.a).} 
6.3.1. Syntax 
a) SOR'J.'E'I1Y closed CJ..J.\USE{2d,55h,81d} 
{Examples: 
a) beg-ii'_!_ i : = i + 1; J , - J + 1 end 
6.3.2, Semantics 
SORTETY serial. CLAUSE{61a} PACK. 
(x + y) } 
The elaboration of a closed-clause is that of its constituent serial-
clause, and its value is that, if any, of that serial-clause. 
6.4. Conditional clauses 
{Conditional-clauses allow the programmer to choose one out of a pair of 
clauses, depending on the value (which is of mode 'boolean') of a condition; 
e.g., (,-c > 0 I x I 0), Here, x > 0 is the condition. If its value is ;tJw.e., 
then x, and, otherwise, 0 is chosen. Conditional-c-lauses are generalized in 
the extensions 9.1f, e.g., if_ x > 0 then .-c el.sf x < -1 then -x - 1 eZ.se O tf:_, 
which has the same effect as (x > OjX I (,r; < -1 I -·x - 1 I 0)). Unlike 
similar constructions in other languages, conditional-clauses are always en-
closed between an if-symbol, represented by if_ or by(, and a fi-symbol, 
represented by fi or by). This enclosure allo~s both parts of the choice-
clause a,nd the condition to contain serial-clauses.} 
6.4.1. Syntax 
a) SORTEI'Y conditional CLAUSE{2d,55h,81d} : if symbol{31e}, condition{b}, 
SORTETY choice CLAUSE{c,d}, fi symbol{31e}. 
b) condition{a} : strong serial boolean clause{61a}. 
c) STRONGE11Y choice CLAUSE{a} : . . 
STRONGETY then CLAUSE{ e}, STRONGEI'Y else CLAUSE{ e} • 
d) FEAT choice CLAUSE{a} ; 
FEAT then CLAUSE{e}, strong else CLAUSE{e}; 
strong then CLAUSE{e}, FEA:T else CLAUSE{e}. 
e) SORTEI'Y THEISE CLAUSE{ c, d} : 
THELSE symbol{31e}, SORTETY serial CLAUSE{61a}. 
{Examples: . 
a) (x > 0 Ix I 0) ; it overflow then exit fi (see 9.4.a) 
b) x > O overflow ; 
c) Ix IO ; then exit; 
d) 1 x I o < in r x > o I x I o J + Y ) 
e) I x ; I O ; then exit } 
{Ruled illustrates the necessity for the balancing of modes (see also 
6.1.1.g). Thus, if a choice-clause is, say, firm, then at least one of its 
two constituent clauses must be firm, while the other may be strong. For ex-
ample, in (p I x I 'v) + (p I 'v I y), the conditional-clause (p I x I rv) is 
balanced by making Ix firm and I 'v strong, whereas (p I 'v I y) is balanced 
by making I 'v strong and I y firm. 'l'he example (p I 'v I 'v) + y illustrates 
that not both may be strong, for otherwise the operator+ could not be idem-
tified.} 
6.4.2. Semantics 
a) A conditional-clause is elaborated in the follo~ing steps: 
Step ·1: Its condition is elaborated; 
Step 2: If the value of that condition is .:tJLue, then the then-clause and, 
otherwise, the else-clause of its choice-clause is considered; 
Step 3: The serial-clause of the considered clause is elaborated; 
Step 4: The value, if any, of the conditional-clause, then is that of the 
clause elaborated in Step 3. 
b) The elaboration of a conditional-clause is 
interrupted (halted, resumed) upon the interruption (halting, resump-
tion) of the elaboration of its condition or the considered clause; 
completed upon the completion of the elaboratton of the considered 
clause; 
terminated upon the termination of the elaboration of its condition or 
the considered clause, and if one of these appoints a successor, then this 
is the successor of ·the conditional-clause. 
-, • uni -cary a.ec.Larai:aons 
. {Unitary-declarations provide the indication-defining occurrences of 
mode-indications, e.g; string in mode string= [1:fle:c]cha:r, and dyadic-
indications, e.g. plus in priority pZus= 1, defining occurrences of mode-
identifiers, e.g. x in~ x,-and the operator-defining occurrences of . 
operators, e.g. abs in E!E. abs= (int a)int: (a< O I -a I a). Declarations 
occur :l.n declaration-preludes ( 6 .1.1. b) 7r _ 
7.0.1. Syntax 
a) unitary declaration{6ld,62a} : 
mode declaration{72a} ·; priority. declara.tion{73a} ; 
identity declaration{74a} ; operation declarat:fon{75a.}. 
; -
{Examples: 
a) mode string-== [ 1: fZe% J chaP: ; priority p Zus-= 1 : ; 
1-nt m = 4096 ; E!E. ¼ = (peal, a,bJint : Pound a¼ round b} 
7.0.2. Semantics. 
A mode-identifier (operator) which was caused to·possess a value by the 
elaboration of a declaration containing the defining (operator-defining) 
occurrence of that mode-identifier (o::-era.tor) is caused to possess an unde-
fined value upon termination or completion of the elaboration of the small-
est range {4.1.1.e} containing that declaration. 
7 .1. Declarers 
{Declarers are built from the symbols int, real,, bool, char~ format, 
with the assistance of certain other symbols as e.g. long, rel, [,,], 
struct, union and proc. A declarer specifies a mode, e.g., real specifies 
the mode 'real' • A declar$r is either a declarator or a mode-ind:i.catlon, 
e.g., compl is a mode-indication and not a. declarator. Declarers are clas•-
sified as actual, formal or virtual depending on the kind of lower- and 
upper-bounds which are permitted. Formal-declarers have the greatest free-
dom in this respect, e.g., [1:n]reaZ, [1:flex]reaZ, [1:either]real and · 
· []l"eaZ mey- all be formal, but only the first two mey be actual and only the 
last one mey- be virtual.} 
7 .1.1. Syntax 
a)* declarer: VICTAL IVDDE declarer{b}. 
b) VICTAL MODE declarer{h,k,l,m,n,o,p,x,y,aa,jj,54e,72a,834a,851b,c} : 
VICI'AL MODE declarator{c,d,e,l,m,n,o,p,w,cc} ; 
MODE mode indication{42b}. 
c) VICTAL PRIMITIVE declarator{b, d} : PRIMITIVE symbol{ 31d}. 
d)_ VICTAL long INTREAL declarator{b,d} : 
long symbol { 31d}, VICTAL INTREJ.\L declarator{ c, d}. 
{Examples: 
b) real, ; bits ; 
c) int ; .real ; booZ ; char ; format ; 
d) Zbng 1-nt ; long_ tong i'eaZ } . 
) 
1 
7 .1.1. continued 
e) VICTAL structured with FIELDS decla.rator{b} : , 
structure symbol{ 31d}, VICrAL .FIELDS declarato:t'{ f ,h ,ld pack. 
f) · VICTAL FIELDS and FIELD declarator{e,f ,Id : . 
VICTAL FIELDS declarator{:r ,h,k}, comna syrnbol{31el, 
VICTAL FIELD declarator{h,k}. 
g)* field declarator : vrcrAL:FIELD declarator{h,k}. 
h) VICTAL STOWED fleld :TAG declarator{elf} : . . . 
VICTAL STOWED dec:larer{b}, STOWED' field .TAG selector{j}. · 
i )* field selector : FIELD selector{.j}. . . · · .. · . . · 
j) ]V[)DE field TAG select6r{h,852a} : TAG{302b,4lc,dL 
k) VICTAL NONS'lUWED fiel<J. '.PAG'declarator{e,f} : ' 
virtual NONSTOWED decl~er(b}, NONSTOWED field TAG selector{j}. 
{Examples: . 
e) struct (string_ t;itZe, [1:nJret strina.pages, int pP-ioe) ; 
f) stP1,ng ti,,tZe, [l:n]ref string pages, int priae, ; . · 
h) [1:n]:re.[ !}trine: pages' ; · · 
j) title ; 
k) · int pr>ice } 
{Rules h and k, together with 1.2·.1.r,s ,t,u,v and.,4.1.1.c,d lead to an 
irifini ty of production ·rules of the strict language,· thereby enabling tq.e 
syntax to 11transf'er11 the field-selectors (i)' into the mode of structured 
values, and making it ungrammatical to use an "unknownn field-selector in a 
selection ( 8. 5. 2). Concerning the occurrence o:f a given field..,;.selector more 
than once in a. declarer~ see 4.4.3, :which,impliestha.t struat(-;:,eal :x:, irlt :x:J 
is not a (correct) declarer, whereas struat(r.eal. :x:, struct(int :x:., booZ p)p) 
is. Notice, however, that the use of a given field-selectorHmttwo d.i:f':fe1·eilt 
declarers within a given reach.does not caus·e ambiguity. Thus, mode ceU = 
struct(stx>ina_ name, ref ceZf n?:x:t) and mode .Zink = st1~ucit(Nf Un'ff ne:ct,;1'!t!.l. 
ceZZ vatue) mey both occur in the same re.ach:r- , ·· · 
-- < - ' ' 
1) VIRACr reference to M)DE declarator{b} : 
reference to symbol { 31d}, virtual mDE declarer{b h 
m) formal reference to·STO\I.IED declarator{b} : · 
' reference to symbol { 31d}, formal SIDWED declarer{b}. 
n) formal reference to NONSTOwED declarator{b} : · 
reference to symbol { 31d}., virtual NONSTOWED declarer{b} u 
{Examples: 
1) ~_i[]reaZ ; • 
tn) Pef[l: ]reaZ ; ref[l:e1-ther, l:fZex]1.1eaZ ; 
n) ref ref[ ]reaZ } 
. {Rules 1,m and n imply that, for instance, ref[l:either]rea'L 3J mey be a 
· formal-parameter (5.b.l.e), whereas Pe[ ~[1:either]r.eat :tJ mey not.} 
o) VICTAL ROWS structured with FIELDS declarator{b} !· 
•.sub symbol{31e}, VICTAL' ROWS rower{q,r}, bus synbo1{31e}., 
VICTAL structured ,~ith FIELDS decla,re.r{b}. 
p) VICTAL ROWS NONS'IDWED declarator{b} : . . . 
sub symbol { 31e} , VICTAL ROWS rower{ q, rJ; bus:. symbol { 31e}, 
,, virtual NONSTOWED declarer{b}. . . . . . 
q) VICTAL row of ROWS' rower{o,p} : ,. 
VICTAL row of rower{rl', comma symbol{31e}, VI:C'rAI, RO¼'S rower{q,r}. 
r) VICTAL row of rower{o,p.,q} : . , . 
VICTAL lower bound { s , t , v} ., up to symbo~{ 31e}, VICTAL upper bound { s ; t , v}. 
• J '-!-~·•_. ,: , 
·. 1 ~ J\.1 ~ .>co1tt~iea ~r ., .. ··· 
· s) -: virtual WWPER ti6und{r( ,'! · EMPrY. . ,. '.· ,' . . . 
t) ~,actµal ,I,OWPER'bqund{:i;:}.: ,:.st~ict LOWPER;bQUnd{~l ; ·.:: ·•.· · ... 
. ,/.'·.· stric_t. LOWPER}boUP,d{uJ·9pti,on, f).ex:j.tiJ~.§~QJ.{3;1<}} •. ··. ,, , .· . 
u) r:strict: toWPER ~ound{t,v,86Jf} · { s1:;:i:'ong ihtegra'.f tert;iary{8\1b}i< 
. v) :i·;,farina.l ~LOWPER o6und{r} ·:: .• : •'. . i. • · .. · · .:\; ..• > .· · > ·. ·, 
. ·. i' stric;t.J;.,OWPER; bound{u}·_pption,·· /i~xible·.·_symb91{3ldl bp~:t~::;' ' 
strict !l)WJ_JER'--bounq{uFopt;i.cin, e,ither syrnb~l{3ld,;}~ -
; { Exani.pies : ' . . .. _ . 
. 'o) -., [1 :mJ struat ·(ti ;n] Peal, 'a., 
· p}:. [1:m.,1:riJ ref Clr.ea.l .. ;>; ; 
q) ·. 1mi,1:n .; • 
r) 1 :m ; .. •··.. . . .· 
.. t )' m ; m f:lex. ; flex · ; 
u)- m ; · • ·• .· ".·· ; •.·• 
. v) : m {lex; ; either } 
. : .. ~:•_ .. . _; ··~ >. . _.· 
-. r. 
' . . 
:fpt ,bJ: 
,, .. , . 
{The flexible-.symbol,_: e±tl1.er':'symbol, :sti-iic:t',.;!6wer~bound and· strict-
upper-bound co.ntaih~&·in'A f<:>rmal-dec'.¥arer, sejrv:~- t_6: pr.¢scr.d.:be -states arid 
bounds of the ,IUU.l,tipl~··valuii J?.OSl:lesse'di by. the')i6r.tes'p'ond-ing. ac~ual.;.parani-
. eter. The fleµbl,e"".S~(?L,~n-~ p :[iex] c'hd:J:,· 8.\~ ti prescribes. that a name 
referring to a :mu,1.tip'le · va:Lue •with upp'er .· .state •.O . (i ~ e'~ , ·. the,,tipiber • ;bound .may 
vary) will be ·possessed by· s; the"either~syn)bol. in °xie/J1:n]eithe.r :cha:r.> .s =t 
prescribes that tha1i uppe;~-._-!:l.tate is either O or J (i.e. , the upper bound may 
be va.riable 6r fixed) . and ,i;l:,le ~bsence .of both j'le)f:ible~sympol ::arid e:ither- · 
s~ol in Pef Ll :'nJ (Jha,i, . 8 .~· t prescr~bes . that .. that. 1,1pper state ~s '1 · (i.e.• , 
the: tipper bcjuti.d ,must :b,e £ix,ed ~ • ];ndep~ndentiy, n ~n :re i[ 1 : n]ei ther cha,r s F t 
or ;in ref [1 :n.r ahi:zi~ ~- = p, ·prescribes ithat a. lJ,ame ref'-er,ririg to a, multiple 
value whose upper bound equals the value· of h ,w'ill l;>e possesl'ie'd by s; if, .in 
. thii first example',' the' u:pp'er. st.kte is 'O, tll~n that ;µpper· boWJ.d may well be 
changed later on by ·an as~:tgnment. Th~;, absence ·of. a .5t;1dct:-upper,;.b6und· in 
.re;f[l :f'lex.Jehar s ·.= t q.oes not restric;t. the upper bourid in that' way. Simi,la.r 
reniarks • .apply .'\;o. strict--lqWer-bounds. ['he flexible"".syQ11:)ol, .strict-lower-. 
botmd and strict-,-upper-bound serve a s.imilar ~ole' in .. generators ( 8 .·5).} 
. ' . . . : ... :: ' . . ,; :· . ·.· '• . ,' , 
w) VlQTAL PRQC:1EDURE decl-arator{b} . : ,' ;: . , ... · .. 
·. ·. "procedl.111e symbol{.J1d}, jirtual ;J?;ROCEDUJ~K plan{:ic,~ah • 
x) virtu,al procedure 'witl/ PARAMETERS NOID. plan{w,75bJ . : : , .· 
. virtual PARAMETERS{y; 5lic} pack., :virtual MOID declarer{b ,zh 
y} virtual MODE.parameter{x,54c} : v-:trtual MODE de9larer{b}. 
z) virtual void declarer{x,83lia} : JW{PTY. ·· . . 
aa) virtual procedure MOID plan{w} .: yirtual MOID. declarer,{b~z}. 
bb}*parameters pack.: VICTAL PAR.AME11ERS{y,5lfc,e/(4b} pack. . . ' .. ' . '. , ' . . 
{Examples: 
· w) proa ; prop_ 
x) (real,; int) 
y) i:-eai ; 
aa) bcioZ } 
. - . . . .·· .:.: '·: 
cc) VICTJ\L union of IMOODS Moon mode dec:lar~t9r(ti( ·: .. ·.. - . . . 
union· of symbol{314}, IMOODS MOOD. and',opei:i\box{dd}: pack.· 
.. dd) LQSE:TY WOOD 9pen,. BOX{ cc , ~e} : I,,QSE:r,Y. 0.+9.§,~!;\.',l~QQ~-- e~g: :J39X: { ee , ff} • 
ee) LOSEr'l closed LMOODSETY _l]•'IOOD end 0 BOX{dd:;~e.,ff} : ·.; .. 
. IDSETY closed '.0100DSE"J;Y' LMOOD LMOOD end'. BOX{eie·fff} ; · · 
LOSETY' open 'LMOODS:~fut-IMOOD' BOX(da\gsht :, :,'tf ; _,,;, . . 
f:f') LOSE'l"Y closed LMOODSE.TY'. LMOOD .end.: IlVlOOr BOXJ(J,d,ee,i'f} : : 
. . LOSE'l1Y closed ,LMOODSEIT'X I.MOOT. LMOOO: eh<;l'BQX{e,e,ffl.. , 
, .. . .t · · · , :r·.,,~;Qi;:,'.r:: 
T 





open LMOODS LMOODBOX{ee,gg,H} ·: LMOODS LMOOD BOX{ii}·; 
open LMJODS box{gg,hh}, comma ·synlbol£3'.J.e}; LMOOD.BOX{ii,jJ} .. 
open LJVIOOD bcx{gg}: LMOOD box{jj}... · . _· __ . , 
LMJODS MOOD and box.{gg} ·_: un:to:ir of LMOODS MOOD rno(le /)node, indication{4.2b} ; 1 
·. union of symbol{31d}, open 'LMOODS JVDOD and box{gg}pack{ ; ··· · ·. · ·--~~-----
MOOD and box{gg,hh} : virtual MOOD declal"er{bl. 
;; ( 
{Examples : . . · . . 
cc) union(rea'l, union(in:Ji.,, boot),. union(reaZ~ int)f ; ·. 
union('!i_,, ·union(b_ool,:, real-)) (in the re.a.ch of union ii..= f'!'eaZ, int))} 
{Let "b" stand for 'bool~a.11', ".l" for •integral'' 11Jr..11 .for 'real', "+" 
for 'and I and II ( bVL) II for any: of the six protonotions .1 b+,l+it I ' 'b+Jt+i', 
• 1,(,+b+Jr.', 1.l-1-1c.+b', 1 IL+b+i' and 'Jr.+.l+b'. Both e;:icamples ad-e then examples of ,a 
virtual-, actual- or fo1"lnal .... union-of-(bDd-mode-deqlara,tor.· The choice for 
(b,Ur.) is left undefined and is semantically irrelevan~,· but if one chooses 
some canonical ordering of 'all modes involved in a program, then the rules 
cc up to jj anrl 8.2.4;1.a,b,c,d do not ca.use any wnbiguity- (see 1.1.6.i).' 
The production mechanism of ·the rules cc up. to ,jj is such that rule eel 
repeats, rule ff commutes and rule gg associates. ~pd.es~ whereas rule dd 
closes and ruie ee2 opens the box.· Let "#" stand for 'box' , 11 {fl for 'closed' 3 
II l II for 'end' , II () If for I open. . and II, II for' I' co~ 'symqoi' ' , then the produa ... --
Lt,1011 of the first exarnp'le from 'actual union-of- integrai_aiid,~reai-ancf boolean" ·1 
·-mode declarator' is suggested by: · ·. · · ···. ·.· ·. · · · · ·- · · · ... 
cc :)_+Jt+b-,. { l # eel ;,.;. (Jt+/t+) b+# ff {1t+,l,1-) b+1t+# ee2 ( l 1t+.l+b+1t+i+# 
dd i+JL+(b+)# ff .l-t·(1t+b-t•1t+)tl eel (/t+,l+,£,,·)b+Jr.•t-# ·'.gg2 (J1L+i.+b+#,1t+i+t# 
ee2 i+lt+ {) b+# ee2 ,l+ ( )1t-1•b:i-1t.,.# ff (Jt+b·b+.l+)Jt+# · -gg2 ( )Jt+#,.l+b+tl ,Jt+i+f# 
dd ,l+ (IL+ )b+II dd ·(,i,+ )1t+b+1t+# ff (IL+i+b+JL+.l+ )# hh. Jt+il,i+b+# ,1t+,l+# } 
7.1.2. Semantics 
a) A given declarer specifies the mode enveloped {1.1.6.j} by i·ts original 
{1.1.6.cL 
b) A given declarer is 11 de"lfeloped11 as follows: . . .. _ 
Step: If it is, or contains 'and does not shield, a mqde;-indication which is 
an actual-declarer or fo1-iinal-declarer, then that indication is replaced by 
a copy of the actual-declcll:'er of that mode-declarabion {7.2}-which con-
tains its indication-defining occurrence { 4. 2. 2. b}, and the S·l;ep is ta.ken; 
otherwise, the development of.the declarer has been accomplished. · 
{A declarer is developed dur:i.ng the elaboration of. 'an· actual-declarer 
(c) or identity-declaration (7.4.2.step l).J 
c) A given actual~declarer is elaborated in -the following steps: 
Step 1: It is developed {b} ; . 
Step 2: If' it now begins vi th a structure-symbol, then Step l~ is taken; 
otherwise, if it now begins-with a sub-symbol, then Step 5 is taken; 
otherwise, U': .it now- ,begins-Pwithr·a.\:lmidn.r..Of-symbo[1,,;i?b<§n,:,Step 3 is taken; 
otherwise, a new instance of a value of the mode specified {a} by the 
given actual-declarer is considered and Step a· is: taken; . 
Ste-p 34 S0Ii1e mode is considered Which does nbt .. begin· with 'union of' and 
from which the mode sped:fied by the given' actual.:..decla.rer is united 
{ 4. li. 3. a}, a new ins·ta.nce of a value whos'e scope is the. program and 
which is of' the considered mode is cohsidere_d _ a:nd Step 8 ~s taken; 
7. 1. 2. continued · 
Step Ji: All its constituent actual-declarers are elaborated collaterally: 
{6.3.2.a.l; the values referred to by the values {names} o:f these actual-
declarers are ma.de, il1 the given orde:r, to be the fields of a. new 
instance of a. structured value of the mode sp.ecified. by the given 
actual-declarer; this s,tructured vaiue is· considere·d, and Step 8 is 
taken; · · 
Step 5: All its constituent strict-lower-bounds and strict-upper-bounds ar.e 
elaborated collaterally; · 
Step 6: A d.escriptor {2.2.3.3} is established consisting of a.n offset 1 arid 
as . many quintuples, say t,t, as t.here ar.e constituent actual-row-of-rowers 
in the given ·declarer; •if the .l-th of the.se actual-row-of-rowers contains 
a strict-lower-bound {strict-upper-bound), then l;(u...l) is set equal to• 
its value; otherw-ise, l.i_ (u.i) is undefined; if the ,l~th .of these actual:... 
row-of-rowers contains an a:ctual-lower-bc;mnd (actual-upper-bound) which 
is or contains -~ia,-:: flexible-symbol, then -6.i_ Ct,{_) is set to O; otherwise, 
ll,l (t,i,) is set to 1; next dn is set to l, and for ,l == n,n-·h • . • , 2, the 
stride d,l-1 is set to (u...i. - l;_, + 11 x d,i) . · 
Step 7: The descriptor is made to be the descriptor of a multiple value of 
the mode specified by the given actual-declarer; its elements are obtained• 
a~ follows: if the last constituent declarer of the gi vei.1 .actual-declarer 
is an actual-declarer, then i't; is elaqorated a number of times and each 
element is a new instance of ·the value referred to by :one of the resulting 
names; otherwise, each element. is a new instance of some value of some 
• mode {not beginning with 'union of' and} such tha·t the I\lOde specified by the 
la.st constituent virtual-declarer is oris united from {4.4.3.a.} it; this 
multiple value is considered; · ·, 
Step 8: ·A name {2.2.3~5} differe11t from all other names and whose mode is 
'reference to' followed by the mode specified by the given actual-
decla.rer, is created and made to refer to the considered value; this name 
i.s the value qf the given actual-declarer. 
7.2. Mode declarations 
{Mode-declarations provide the indica.tion,;;dE§fining occur1•ences or mode-
indications, which act as abbreviations for declarers built from primitive 
symbols, e.g. mode stri?I,q_ = [1:.fle:~)ahar, or from other declarers or even 
from themselves, e.g. mode .bool<. = struct(string titZe,; r-ef book next) • In 
this last example, the mode-indication is not only a convenient abbreviat-
ion but it is essen·tial to the declaration.} 
7 .2.1. Syntax 
a.) mode declaration{70a} : mode symbol{31d}., JVl)D1'J mode indication{42b}, 
equals symbol{3lc}, actual IVDDE declarer{71b}. · 
{Examples: , 
a.) ·mode sfa,£ng == [1:f}e:c]chazt ; etruct compl = (real :2te, im) (see 9.2.b,c); 
--,;;,ton p:r>t:mitive 0in!, reaZ, boot.., ghaz>, f.omat) (see 9.2.b)} 
7. 2. 2 •• Seman ti cs 
The elaboration of a mode-declarat:l.on involves 11.0 acition. 
{See 4.1~.4.c concerning·: ce:rtain mode~-declarations, e.g. mode ~ = ~' 







7. 3. Priority declarations 
{Priority-declarations. provide the indication-defining occurrences of 
dyadic-indications, e.g. £. in pnority o = 6, which may then be used in the 
declaration of dyadic operations. Priori ties from 1 to 9 are available$ · 
Since monadic-operators have_ effectively only one priority level (8.4.1.g), 
which is higher than that of all dyadic-operators,rnoha,ctld"'indications do 
not occur in priority-declarations.} 











priorit;y declaration{70a} : priority symbol{31d} ~ 
priority NUMBER :indication{42e}, equals symbol{31c}, 
NUMBER token{b ,c ,d,e ,f ~g,h ,i ,j} • 
one token{a} : diglt one symbol{3lb}. 
'IWO token{a} : digit two symbol{31b}. 
·THREE token{a} : digit three symbol{31b}. 
FOUR token { a.} : digit four symbol { 31b} @ 
FIVE token{a} : digit five symbol{31b}. 
SIX token{a} : digit six symbol{3lb}. 
SEVEN token{a} : digit :seven symbol{3lb}. 
EIGHT token{a} : digit eight symbo1{31b}. 
NINE token { a} : digit nine symbol { 31b} • ' 
{Example: 
a) pztiory,EJ_ + = 6 } 
7.3.2. Semantics 
The elaboration of a priority-declaration involves no action. 
{For a summary of the standard pr-lority-declar.ations, see the remarks, 
in 8.4.2.} 
7.4. Identity declarations 
{Identity-declarations provide deflning occurrences of mode-identifiers, 
e.g. ~ in rea't ~ (which is w1 abbreviation of rel Peat x = to!!_ :real, see 
9.2.a) Their elaboration causes mode-identifiers to possess values; b.ere, 
~ is made to possess a name which refers to some real number.} 
7.4.1. Syntax 
a) identity declaration{70a} : fornal IVODE parame~er.{;4e}, 
equals symbol { 31c} , actual MODE parameter{b} • ~ ... 
b) actual JVODE parameter{a,54c,75a,862a} : 




(The following declarations are given first without, and then with, the 
extensions of 9.2.) 
· Pef reaZ x =·Zoo reaZ ; PeaZ :x: ; 
ref 1,nt sum = Zoq_ int : = -0; int sum : = 0 ; 
Pef[., ]reaZ a = Z.Oa[l:m., 1:n]reaZ := x2 ; [1:m., 1:n]reat a := x2 ; 
· p_roc(PeaZ)real vez,s = (f:t•ea'f.. xh~eal_ : 1 - coa(x)) ; 
.. prod vera = (Peal. x)real. : 1 - cos (x) ; · 
ref p:roa(:real)reaZ q = Zoe proafreaZh.•eal := ((Peal x) 11@'!aZ. sqrt(x)} ; 
prqa q := (l"eaZ. x)Pea"l. :. sqrt(x) ; . . 
. b} · abs 1, ; loa reaZ ; Zoa int := O ; $+d.11de+2d$ ~ 
7.4.2. Semantics 
An identity-declarat:ton is elaborated in the following steps: 
Step 1: The formal-declarer of its formal-para.meter is developed {7.1.2.b}; 
Step 2: : Its actual-pararre'f;er and all strict-lower-bounds .and strict-upper-
bounds contained in that formal-dec~lr-rr'er, as possib:(y modified in Step J., 
but no·t contained in any strict-lower-bound or strict-upper-bound. con.;. 
tained in it, a.re elaborated collaterally {6. 3. 2.a}; 
Step 3: If the value of the actual-parameter is ·a name which refers to a 
component {2.2.2.k} of a multiple value having ope or more states equal 
to O, then the further elaboration :ts undefined; o:therwise, if the yalue 
of the actual-para.meter. is a name other than n),,e,, then the value to which 
that name refers, or otherwise the vah1e i·l;self, :f.s considered; 
Step 4: If the considered value is not a multiple :value, then Step 7 is ta-
ken; o·l;herwise, if the value of the actual..;.pa.rameter is not a name, then 
Step 6 is taken; · · 
Step 5: For each flexible~symbol-•option contained .in the formal-declarer, 
as·possibly modified in Step 1, but·not contained in any strict-lower--
bound or strict-upper-bound contained in i·t, {-the corresponding state is 
checked, i.e. } if that flexible-symbol-option :f.s a flexible-symbol 
(empty) and the corresponding state in the considered value is 1 (0), 
then the further elaboration is undefined.; otherwise, Step 6 is taken: 
Step 6: For each strict-lower--bound and strict-upper-botm.d contained in the 
for.mal-~eclarer, as ·possibly modified in Step 1, bu·t not con·ta:l:ned.1 in, any 
$trict-lower-bound or strict-upper-bound contained in H;, { the corres-
ponding bound is checked, i.e.,Hf its value is not the same ·as the cor;.. 
responding bound in the considered value, then the further elaboration is 
undefined; otherw:1.se, Step 7 is taken: 
Step 7: The identifie1" of the formal-parameter is made to possess the value 
of the actual-parameter. 
{According to Step 6, the elaboration of the declaration [1:2]reaZ x1 = 
( 1. 2, 3. 4, 5. 6) is undefined a.nd according ·to Step 5 the. elaboration ~the 
declaration ~[ 1: fZe:c ]Peat x.1 = [1: 2 JreaZ : = ( 13 _2, 3. 4) is undefined. The 
elaboration of the declaration [1:fZe:x;.]:veat x1 == (1.2,3.4) is well defined. 
but its effect is also ob~a.ined by the elaboration of the less confusing 
. declru. .. ation []reai IJ:1 = (1.2,3.4).} 
7.5. Operation declarations 
{Operation""'.declarations provide the opera:tor-defininl occurrences or' . 
operators, e.g., !2P.. v = (reai_ a, b) real, : (random < • 5 · a I b), which con-
tains an operator-defining occurrence of v as a dyadic-operator. Unlike 
identity-declarations of which no two for ·the same identifier may occur in 
a reach ( li. 4. 2 .b) , more than one operation-declaration :i.nvol ving the same 
a.die-indication may occur in the same reach, see 10.2.3.~, 10.2.4.i, etc.}· 
7. 5 • 1 • Syntax 
a) operation declaration{70a} 
PRAM caption{b}, equals symbol{31c}, actual Pl1filll parameter{74b}. 
b) PRAM caption{ a} : operation symbol{ 31 d}, 
virtual PRAM plan{71x}, PRAM ADIC operator{43b,c;-}. 
{Examples: ·· · 
a) £12_ A = (bool a, b) bool, : (a I b I fal,se) ; · · 
£12. abs = (Peal a) reai : (a <;- O I - a"""I a) (see 9.2.d,e) ; 
b) £12.. (booi, bool,) booi A ; gz_ (real,) reaZ abs } 
7.5.2. Semantics 
An operation-declaration is elaborated in the following steps: 
S·tep 1: Its actual-parameter is elaborated; 
Step 2: The operator of its caption is made to possess the {routine which 
is the} value obtained in Step 1. 
{The formula ( 8. lr. 1 ) p " q, where A .identifies the operator-defining 
occurrence of A in the operation-declaration · 
!:!I!. " = (booi john, proo booz_ mooar>l;hy) boot : (john I mooar>thy I fal-se), 
possesses the same value as it would if A identified :the operator"".defining 
occurrence of A in the operatiori-declai~ation · 
EE.. A = (booi a, b) pooi. : (a I b I f..q,lse), 
except, possibly, when the elabora:tion of q involves side effects on that 
of p.} 
8. Unitary clauses 
{Unitary-clauses may occur as actual-parameters, ,e.g., .x in sin (xl, as 
sources :in assignations, e.g. , y in x : = y , in . casts, .• especially in rout:ine-
denotations, e.g., i -~:= 1 in ({ref int i) irit : i +:== ll, or may be used to 
construct serial-clauses or collateral-clauses, e.g., x := 1 in (x := 1;. 
y := 2) or in (x := 1., y := 2). Unitary-clauses either are closed,.collat-
eralor 6onditional, or are coerc~nds.·There'are four kinds of coercends:.' 
confror.itations , e.g. , .x : = 1 , formulas , e . g. ·, · x + 1 , cohesions , e • g. , next 
gf_ )JeU, and bases, e.g., x., These coercends and the .closed ... , collateral,-
and c;:onditional'.""clauses are grouped into the following four classes, each 
.' class being a subclass of the next: primaries, which may be subscripted and 
parametrized, e.g., xl arid sin in xl [i] and sin (x); secondaries, from 
Which fields may ·be selected, e.g., z in re· p.f._ z, and tertiaries, which may 
be operands, or may be destinations in assignations, or may occur in 
identity- or conformity-relations, e.g., x inx + 1 or in x := 1 or in 
x :=: yy or in .x ::= 1-ri, or may be strict-lower- (upper-)bounds, new-lower-
(upper-:-)bounds or subscripts, e.g., m, O and n in ~2 {:m@ O., n], and, fi--; 
nally, unitary-clauses, which is the largest class. Thus, r. p.f._ s (i) means 
thats is first called or subscripted, whereas (ri p.f._ s) (i) nieans that the 
field is selected first. Also, r p.f._ s + t means that·the field is selected 
from s before elaborating the routine possessed by+, while to ·force the 
el~boi"ation of + first, on? must write :r pf_ (~ + t) • } 
8. 1. 1. Syntax 
a.) $011TE11Y unitary MO.ID cJ.ause{61e} SORTE.rY MOID tertiary{b}.; 
S0:RTEI'Y MOID confrontation{820d,e,f,g,830a,-}. 
b) SOR'IETY MOID tertiary{a, 71u,83·1b,83'2a,833a,86"1h,i} : . 
. S0Rm'l1Y MOID secondary{c} ; SORrETY MOID .ADIC formula{820d,e,f,g,84b,g}. 
c) SOR'IETY MOID secondary{b,8l-1-f,852a} : SORTI!,"TY MOID primary{d} ; . 
. SORIETY MOID cohesi9ri{820d,e,f ,g,850a}. . . . 
d) SOR'IETY MOID pr:µnary{c,861a,862a} : SORI'E11Y.MOID base{820d,e,f,g,86oa;b}; 
SORrETY CLOSED MOID clause{ 62b, c, d ,f, 63a ,64a·, ... } •. 
(Examples: 
a) ::c ; X := 1 ; 
b) X ; X + 1 ; 
c) X . real, ; , 
. d) .x . (::c + 1) } ' 
8.2. Coercends 
.{Coercends are of four kinds: bases, e.g., .x~ cohesions, e.g., re £f z, 
formulas, e.g., .x + y and confrontations, e.g., .x := 1. These are collect-
ively considered as coercends because it is in their production rules that 
the basic coercions appear. 
In current programming languages certain implicit changes of type are 
described, usually in the semantics. Thus x := 1 may mean that the integra.l 
value of 1 yields an equivaient real value which is then assigned to the 
name pqssessed by x. In ALGOL 68, such implicit ~hanges of mode are ~own as 
coercions, and are reflected in the syntax. Certain coercions available in 
~ther languages, such as that in i := ::c, are not permitted. One must write 
1, := round .x or i := entieri. x, for in this situation it. is felt advisable 
for the programmer.to state the coercion explicitly. Apart from this, all 
the cbercions which the p:i;-og·rammer might reasonablY' ezj>ec·l; are supplied. 
.,. 
8.2. continued 
There are eight basic coercions. They are: dereferencing, deproceduring, 
proceduring, uniting, widening, rowing, hipping a.nd·voiding. In x + 3.14, · 
the base :x:, whose a priori mode is 'reference to real', is deref'erent9edto 
'real'; in x :.= random, the base random, whose a priC?ri mode is 'prqcedu:re -,_ 
real 1 , is dep:rocedured ·ho 'real' ; j_n pro a , rea i p = :x: + 5 .14 , the formula.: 1 
l x + 5.14, whose e, priori mode is 'real'!, -fa procedured to 'procedu.17e· ---_-J 
-real'; in union(int, ·reaZ) -ir := 1, the base 1, _whose a priori mode is 
'integral' , is united to I union of integral and real mode 1 ; in re : = 1, the 
lJase 1, whose a. priori mode is I integra.l', is widened to 'real';· in 
string s := 1"a", ·the base "a"., whose a priori mode is I character', is rowed 
to 'row of character'; in :x; := skie, the skip !!!<-it?.:,, which has no a. priori. 
mode., is hipped to 'real I and in (x := 1; y := 2) the .confrontation x := 1, 
whose a priori mode is 'reference to real' is voided (i.e. its value is 
ignored). · . · 
'l'he kinds of coercionr·which are used depend upon three thi11gs: "syntactic 
position", a priori m0de and a._posteriori mode (i.e. the modes before and 
af·t;er coercion). 'I'here are four sorts of syntactic position. They are: 
"strong" positions, i.e. actual-parameters, e.g. x in sin(x), sources, e.g. 
x in y := x, conditions, e.g. x > O in (x > 0 Ix I 0), subscripts, e.g. i 
in xl[i] etc.; "firm" positions, Le. operands, e.g. x in x + y, transform-
ats, e.g. ·$5d$, and certain primaries, e.g. sin in sin{x); "weak" positions, 
'i.e. ,certain primaries, e.g. xl in .xl[i] and certain secondaries, e.g. z in 
·re qtz; and "soft" positions, Le. destinations, e.g. x in :x; := y, a.ndt.some 
other tertiaries, e.g. xx in xx :=: x.. , · 
· Strong positions a:re so termed because the a posteriori mode is dictated 
entirely by the ·context. Such positions lead ·t;o the possibility of any of. 
the eight basic coercions. Firm positions are e.g. operands, in which widen-
ing, rowing, hipping and voiding must be excluded, since, otherwise, ·t;he 
identification of the operations involved in· i + ,j, x ➔• y (supposing + to be 
· declared also for 'row of :r:ieal'), i + ski£. and i + a"lgol could not be pro-
perl;y- ma.de. In the weak positions, only deproceduring and dereferencing are . 
permi'l~ted, and special care must be taken that dereferencing removes a 
-'reference to' only if followed by- 'reference to'. The. xl in x1[i] := 1 
· demonstrates the necessity· -for this look-ahead. In the soft positions, the 
a posteriorinmode is the a priori mod.e except for ·the removal of zero or 
more times 'procedure•. Thus in soft positions only deprocedur:l.ng is per-
formed. 
· In the productions of a. notion, the sort (strong, firm, weak, soft) of 
position is passed on, or modified during balancing ( to· strong) and leads to 
basic coercions which appeo.r in the production rules for coercends; more-
over,the coercion must be completely expended in these rules. For example, 
u· in x := y is a real-source and therefore a strong-real-unit (~.3.1.1.r}; 
· ·the sort I strong' is passed through ·the product:1.ons of -stronp: real unit' 
un·t;il a 'strong real base' is reached (8.1.1.d); this is then produced to · 
'st:ronglyt.de:referenced1 tor real' base' ( 8.2 .o. 1.d), next to 'reference to 
real base' (8.2.1.1.a.) and finally to '1 .. eference to real mode identifier' 
(8.6.0.1.a).} 
8_.2.0.1. Syntax 
a)* coercend: SORr COERCEND{d,e,f,g,830a,8hb,g,85oa,860a,-} ; . 
SORrly ADAP'IED to COERCEND{821a,b,822a,b,c,823a,824a.,825a,b,c,d,826a, 
· 827a,828a,b,-}. 
b)* SORI1 coercend: SORr COERCEND{d,e,f,g}. . 
c)* ADAPTED coercend: SORrly ADAP'IED to COERCEND. 
d)· strong COERCEND{8la.,b,c,d} : COERCEND{830a,84b,g,850a,860a,b~-l ; 
strongly ADAPIED to :COERCEND{ 82la, 822a, 823a,82:4a, 825a,o ,c ,d,826a., 
. . · · 827a,828a,b,-L •· . · 
e.) ·•-- firm COERCEND{81a, b ,c ;d, 84d ,f'} : C01.IBCEND{ 830a., 84b ,g ,850a,860a.,b ,-}..; 
firmly AWUSTED to C0ERCEND{'821a,822a,823a,824a,"".} •. 
·:r) _weak COERCEND{81a,b,c,d} : COERCEND{830a:,_84b,g,85oa.,860a,o,-} ; 
weakly FIT'IED to COERCEND{ 821b , 822b 1, - } • , 
g) sort COERCEND{81a.,b,c,d,8l~f} : COERCEND{830a,84b,g;85oa,860a,b;-} ; 
softly deprocedured to COERCEND{822c}. · 
{Examples: . 
d) 3.14 (in x :~ 3.14) ; y (in z := y) ; 
e) 3.14; x (in 3.14 + x); sin (in sin(:;r;)}; 
f) . xl (in xl[i]) ; zz (in re Q;f_ zz in the rea_ch of re[ £:£!!!J21. zz) ; 
g) · x ( in x : = 1 ) ; x or y ( in x 01' y : = 3. 14) } · · . . 
8.2.1. Dereferenced coercends 
{Coercends are dereferenced when it is required thp,t an initial 
'reference to' should be removed from ·the a priori mode; e.g. in x := y, , 
the a. priori mode of' y is 'ref'e1"ence to real' but the· a posteriori mode re-
quired in this s·trong position is I real' • Here, y possesses a. na.me which · 
. refers to a real number and it is that :real number which· :l.s assigned to ro ~ 
not that name.} 
8~2.LL Syntax 
a) STIRMly dereferenced to JVODE FORM{a.,820d,e,822a,823a,82h~;.825a,b,826a.'J 
reference to M'.)DE FORM{830a,84b,g,850a,860a} ; 
STIRMly FI'ITED to reference to MODE FDRM{a,822a}. 
b) weakly dereferenced to reference to JV'ODE FORM{b, 820f} : 
reference to reference to M'.)DE li'ORM{830a,8hb,g,850a,860a} ; 
weakly FI'ITED to reference to reference to MJDE. FORM{b,822b}. 
{Examples: 
a) y (in x := y or in x + y) ; yy (in x := yy or in x +-yy) ; 
b) rxl ( in rxl [i] in the reach of r~[ ]reaZ z,x1) } 
8. 2. 1. 2. Sema.nti ca 
A dereferenced-coercend is elaborated in the following stei)s: 
Step 1: It is preelaborated ·{1.1.6.i}; 
Ste-p 2: If the value obtained in Step 1 is not:iiU.,, then the value of the 
dereferenced-coercend is· a_ copy of the valu_e referred to by ·the :value 
{name} obta:i.ned in Step 1, J; otherwise, the further elaboration is unde1:.: • ·-
fined. · · 
8. 2 • 1. 2. continued 
{Weak . derefe:,:-encing must look ahead· so that it do~~ not- remove a. 
'reference to' which precedes a mode which does not begin with 'r:eference 
to 1 • J11or eJi:runple, in xl [ i] ::= y , the primary :r:1 should, not be dereferenced; 
for xl [ i] must be a. name. In .rel[ i] + y, the x1, is· not dereferenced but the . 
base xl[i] is.} 
8.2.2. Deprocedured coercends 
{Coercends a.re deprocedu;ed when it is required that an initial 
'procedure' should be remo-v:ed from the a priori mode; e.g. in re:= random, 
the a priori mode of :riandom. is 'procedure real I but the_' a posteriori mode 
required in this strong position is 'real'.. H.ere, the rp.utine possessed by · 
random is elaborated and t~e real number yielded is ass}gned to x.} 
8. 2. 2. l. Syntax 
a} STIRJV!ly deprocedured to MJID FORESE{a,820d,e,821a,$,2~ni1t8~;tt1;b.,826a.;,828ti} ; 
procedure lvDID FORESE{84b ,g,850a,860a} ; . . 
STIRMly FI'ITED to procedure MJID FDRESE{a,821a.} •. 
b) weaJ.cly deprocedured to MODE FORESE{820f ,821b} : 
procedure !VODE FORF.SE{ 6,l.1b ,g,850a, 86oa} ; 
firmly FITIED to procedure MJDE FORESE{a,821a}. 
c) softly deprocedured to mDE FORESE{c,820g} : 
procedure MJDE FDRESE{84b,g,850a,860a} ; . 
softly deprocedured to procedure MJDE FORESE{c}. 
{Examples: 
a) random ( in ::c : = ;riandom .or in x + ;riandom) ; . 
b) rz ( in re g_f_ :riz in the reach of f!l'Oa ~omp l, l'Z = ( random., Pandom)) ; 
C ) X 02" y ( in ::C 01" y : = 1 } } · . . · 
8.2.2.2. Semantics 
A deprocedured-coercend is elaborated in the following steps: 
Step 1: It is preelaborated {1.1.6.i}; 
Step 2: The deprocedured-coercend is replaced by a closed~cl~use which is a 
copy of {the routine which is} its prevalue obtainted in Step 1, and the 
elaboration of ·that closed-clause is initiated; the value yielded, if any, 
is that of the deprocedured-coercend and if this e.J,.aboration is completed 
or terminated., then the closed-clause is replaced bythedeprocedured-
coercend before the elaboration of a successor ii;; ini tia:l;ed. 
{See also calls, 8.6.2.} 
8.2.3. Procedured coercends 
· · {Coercends are procedured when it is required tbat ·ELn initial 
'Pl."'Ocedure' sl1ould be placed before the a priori mode (i.e., they should be 
turned into procedures without parameters) , e. g ~ , x : = J in proa Peal p · : = · 
:x: := 1. Here, 1 is no·t assigned to x, but that routine .which assigns 1 to x. 
is 'assigned top. Notice, that 12roC:_ p := x :=· 1 · is syn'tl;l,t:·tically incorrect,· 
since x : = 1 must first be voided. before it can be procedured to the mode· 
'procedure void I ; the way -to a.chi eve this is by using' a void-cast-pack: 
proc p := (: x := 1). For the coercion in. P,roa stop= ere-it see 8.2.7.} 
8.2. 3.1. Syntax 
a) STIRlVD.y procedured to procedure MOID FORM{a,820d,e,8gl~b,826a} 
MOID FORM{830a,84b,g,85oa,860a,b,-} ; . . . .. , 
STIBM.ly dereferenced to MOID FORM{821a,-}; 
STIBM.ly procedured to MOID FORM{a,-} ; 
STIBM.ly united to MOID ]1QRM{824a,-} ; 
STIBM.ly widened to MOID FORM{825a,b,-}·; 
STil1Mly rowed to MdID FOHM.{ 826a, - } • . 
{Exa.mpJ.es: 
a) 3.14 (in proa reat p ;= 3.14) ; x (in 12.roc real- p = x) ; 
3 •. 14 ( in proa_ E!!E.£ real. p : = 3. 14) ; 
1 ( in P.£_oa unio?J.. ( int., reat) p : = 1) ; 
1 ( in proa xieai p : = 1 ) ; 1 ( in pro_£ [J int p : = 1 ) } 
8.2.3.2. Semantics 
A procedured-coercend is elaborated in the fo1:1owing' steps: 
St,ep 1 : A copy is made of it {itself, no-,t; its. value}; if the mode enveloped 
by the original of the procedu.red-coercend is 'procedure' followed by a 
second mode {not by 'void' } , then the second mod.e is considered; other-· 
wise, Step 3 is taken; 
Step 2: A virtual-declarer, which, if it occurred in the smallest reach con-
taining the procedured-coercend, would specify the considered mode, fol- · 
lowed by a cast-of-symbol is placed before the copy; 
St,ep 3: An open-symbol is placed. before and a close-~syinbol is placed after 
the eopy as possibly modified in Step 2; the thus modified copy is the 
{routine which is the} value of the pr'ocedm-•ed-·coercend. 
{The elaboration of the strong-procedure-real-base (p I xl I yl) [i] · 
yields the routine (1.?eal : (p I xl I ]fl) [i]), whereas that of the strong-
conditional-procedure-real-clause (p I xl[i] I yl[i]) yields either the 
routine freat : xl[i]) or the routine (reai : y][,Z:]) depending on the value 
of p; similarly, the elaboration of the firm-procedure;..;:reaJ. ... _confrontatibn 
x ':= (a := a -t· 1; y) yields the routine (reat : x _:= =(a :== a + 1; y)), 
whereas ·that of ·the firrn..;closed-procedure-real-clause (a :=·a+ 1; · x := y) -· 
yields, apart from a change in the vaJ.ue of a, the routine (Peal : x i= y) ;. 
as last example, the elaboration of the strong-procedu.re7void-base 
(: i := i + 1) yields the routine((: i := i + 1)).} 
' ' 
8.2.4. United. coercends 
{ Coercends a.re united when it is required ·l;ha·I; 'the · a priori mo<le should 
be changed to a mode united from (4.4.3.a}. it, e.g., in wiion (int., reaZ) ir 
: = 2, the base 2 is of the a priori mode 'iritegral1 , . but the source 'ofthis 
assignation requires the mode 'union of integral and:t:>eal mode'.} · 
8.2.4.1. Syntax 
a) S'r:rnvil:iY united to union of I.MOODS MOOD mode FORM{820d,e,823a.,826a.} 
one out of I.MOODS MOOp mode FORM{b}; . 
some of I.MOODS MOOD and but not FORM{c}. 
b) one out of LMOODSETY MOOD RMOODSETY mode FORM{a} 
MOOD FORM{830a,84b,g,850a,86oa}; 
firmly FI'ITED to MOOD FORM{82·1a,822a} ; 
firmly procedured to MOOD FORM{823a,-}. 
c) some of LMOODSETY MOOD and RMOODSETY but not LOSErY FORM{a,c} 
some of LMOODSETY and MOOD RMOODSETY but not LOSErY FORM{c,d,-}; 
some of LMOODSETY RMOODSETY but not MOOD and LOSE'I1Y FORM{c,d,-}. 
d). some of and MOOD and MOODS but not I.Moor LOSETY FORM{c} : 
union of MOOD and MOODS mode FORM{84b,g,850a,86da}; 
firmly FTITED to union of MOOD and MOODS mode FORM{821a,822a}. 
{Examples: 
a) 2 ; ix• ; 
b ) 2 ; i ; true ; . 
d) . ri ; ix- (all in (union i'X' = (int;, X'eat); ir ir; ir r_i = (p I j I x); 
union (ir., · proa bool) irb := 2; irb := i; i,:,b := true)) } 
{In uniting, 'strong' leads to 'firm' in order that unions like that in-
volved in unio!!:. (in-t;,, reaZ) ir := 1 should no~I; cause ambiguities? In this 
example, if ·l;he base 1 is widened, th«;m it; cannot be united, i.e., in the 
order of productions in the syntax, 'Wliting cannot be followed by widening.} 
8.2.5. Widened coercends 
{ Coercends are widened when it is required that; the a priori mode should 
be changed from ':integr,al I to 'real' or from I real' to I COMPLEX 1 , e: g. , 1 in 
z := 1, or from 'BITS' to 'row of boolean' or from 'BYTES' to 'row of 





strongly widened to LONGSE'I'Y real POHM{b,82od;823a,826a.} 
LONGSErY :integr,al FORM{830a,84b,g,850a,86oa}; . . 
strongly FITIBD to LONGSNl'Y integr,al{FORM 821a,822a}. 
strongly widened to structured with REAL field lett_er r letter e · 
and REAL field letter i letter m FORM{820d,823a,8·26a} 
REAL FORM{830a,8!1b,g,85oa,860a} ; · 
strongly FI'ITED to REAL FORM{821a,822a}; 
'strongly widened to REAL FORM{a}. . 
strongly widened to row of' boolea.11 FORM{820d,823a,826a} .: 
BITS FDRM{830a,84b;g,850a,86oa}; 
strongly FrI'lEJ to Bl'TS FORM{821a,822a};. . . . . \ 
d) strongly widened to row of character FORM{820d:,823a.,826~}. :· 
BYTES Ji-ORM{ 830a, 84b, g, 850a, 860a} ; . . .. 
stronp.:ly FI'I'IED to BYTES FORM{ 821a., 822a.} ·~ ', ·., · · 
{Examples: 
a) 1 ( in x : = 1) ; i ( in :c : = i) · ; 
b) 3.14 (in Z := 3~ 14).; X (in a := :c) ; 1 (in Z :=. 1) ; 
c) 1 0 1 ; t (in [1:3]boolb1 := (p I l !!.. 1. I tn ·.; 
d) atb "aba" ; P (in 8 := .(p I atb "aba" .I .rJ)} · 
8.2.5.2. Semantics 
A widened-coercend is elaborated in the following steps: .. 
Step 1: It is preelaborated {1. 1. 6. i} and the value yielded is considered; 
Step 2: If the considered value is an integer, then t_he real number equiva-
lent to it {2.2.3.1.d} is cOQsidered imsteacl;··otherwise; if th~ considered 
value. is a real number, then the structured {c9mpiex (,10 •. 2_.6)} value comp~· 
osed of two f'ields, which a.re the conddered value and the real nuin'ber 
zero and which are selected by letter"'.'r-lett;er-e a.nd ietter;_.i~letter-m·· 
respectively is considered instead; otherwise, {the considered value is a. 
· structured value with one field and} the fi~ld of the c.onsidere.d. value is : 
considered instead; 
Step 3: The value of the widened-coercend is a. new instance of the considered 
value; its mode is that enveloped by the original. of the widened-coercend. 
{Widening may- not be done •in firm positions, for, ,otherwise; :c. := i + 1 
mig~t be ambiguous.} 
8.2.6. Rowed coer~ends 
{Coercends a.re rowed wheri it is required that 'row of'. should be 'placed . 
either before the a priori mode or after a.n initial 'reference to• of the a 
priori mode; e.g., in [1:l]PeaZ. al := 3.14, the a priori mode of the base 
3.14 is 'real' but the a posteriori mode required in this :strong_ position is 
'row of real' ~ whereas, in r-ef [l: ]real., a2 = :c, the a priori •mode of the base 
:c is 'reference to real' but the a posteriori mode require.<! is .'reference to .. 
row of real'. Here, ·the value of 3.14, 't;o which :c ref~rs, fs·· turned int.o a 
multiple value with a descriptor. Note that the value of a~[1J :=: :c is 





stronp::ly rowed to REFETY row of IYDDE FORM{a,820,d,823a.} 
REFETY ~'ODE FORM{830a~84b;g,850a,860a} ; . . ... 
strongly ADJUSTED to REFETY IYDDE FORJV1{82la,822a,823a,824a,-}; 
strongly widened to 1:{EFETY MODE FQRM{82511,b~c,d,-} ; . 
stronp:ly rowed to REFE:11Y IYDDE FOBM{a,-} ;: 
REFETY JVDDE FORJVI vacuum{b ,-} • 
REFETY NONROW base vacuum{a} : EMPTY. 
{Examples: 
3.14 (in [1:1]real, '.x1 .:= ·3 •.. 7.4) ; 1.f (in ;retr1~l]iteat :cl·= y) ; 
3.14 (in [1:1]proc~p ;= 3.14); 
3.14 (in [1:1]ampl_z1 :.= 3.14); 
3.14 (in [1:1,1:1].r>eal :x:2• := ·3.14); y (in r~[l:1:,1:1]:real ~2 = y) ; 
(the EMPTY followiri.g :~ d.n [1:0]1,eat. :=' · ) ) • ..· · · 
8.2.6.2. Semantics 
A rowed-coercend :ls elaborated in ·the following steps: 
Step 1: The mode enveloped by the original of the rowed.;.coercend .is consid~ 
ered; if ·the rowed-coe1•cend is not empty, then it is p1•eelS:borated 
{1.1.6.i}~ the value obtained and its scope are conside:t·ed and Step 3 is 
taken; 
Step 2: A new instance of' a multiple value {2.2.3.3} composed of zero e·lem:...-
ents ar1d a descrip·tor consisting of' an offset 1 a.nd one quintuple 
· (1,0,1,1,1) is comddered and Step 7 is taken; , 
Step 3: If the considered mode does not begin:·with ':reference :to', then 
Step 5 is ta.ken; othervrisc, if the considered value is not n,U, then 
Step 4 is taken; otherwise, the elaboration of the rowed .. coercend is com-
r,lete, ilis value is a new instance of rul whose mode is the considered 
mode; 
Step 4: rrhat instance of the va.lue to which the {name which is the} consid-
ered va.lue refers is considered instead; if the conside:red value is a. 
multiple value having one or more states equal ·t.o O, or if it is : a compo;;;· F:· 
nent; of {2.2.2.k} such a multiple value, th~n the further elaboration iii· 
·undefined; otherwise, Step 5 ia taken; 
Step 5: I:t' the considered value is a multiple value,"then Step 1·6.,is taken;-· 
otherwise, a new :i.nstance. of a multiple value composed of the considered 
value as only element and of a d.esc:ri.ptor consisting of an offset 1 and 
one quintuple ( 1, 1,.1, 1, 1). is considered instead, and Step 7 is ·taken; 
Step 6: Let d stand for (u.7 - R.. 1 -t· 1) x d1; a. new instance of a new m1;11tiple value, composed of the elen:ients of ·the considered value and a descriptor 
which is a copy of the descriptor of the cortsidered value into which the 
additional quintuple (1,1,d,1,1) is inserted before the first quintuple, 
and in which all states have been set to 1, is considered instead; 
Step ·r: If' the considered mode does not begin with 'reference to' then the 
value of the rowed.-coercend is the considered value; otherwise, a ne.me N 
is made to refer to ·t;he considered value, which name N is chosen in such a 
way that, the name, by virtue of 2. 2 3. 5 • c uniquely determined by N and by 
{the .component of ·the considered value which is} the iz1stance of the value 
considered in Step ~-, is the same as the value {name}· obtained in Step 1 
{, whose scope is the prescope obtained in Step 1}, and whose mode is the 
considered mode; this name N is the value of ·the rowed-coercend. 
8. 2. '(, Hipped coercend.s 
{Coercends are hipped when they are skips, jumps or rtlhils. Though there 
is no a priori mode, whatever mode is required by the context, is adopted; ' 
e. g, , in 1~eal, x = al<..z'.p_, the base, !!.l<k, which has no a priori mode, is hip..:. 
ped to 'real'. Since hipped-coercends are so very accommodatingt no other 
coercions may f'ollow them (i11 the elaboration order); otherwise, ambiguities 
might appear. Consider, for example, the several meanings of the assignation 
union (int., reaZ., booZ, a7Lar) u := sl<..i.J2.., supposing uniting cottld ,f'ollow hip-
ping.} 
8.2.7,1. Syntax 
a) strongly tripped to MOID base{820d} : . 
MOID skip{b} ; MOID jump{ c} ; MOID nihil{d,-}. 
b) MOID skip{a} : skip symbol{3·1g}. · 
c) M6ID jurnp{a} : go to syrnbol{3H'} option; label identif'ier{41b},. 
d) reference to MODE nihil{a} : nil sy:mbol{3·1g}. . ·· · . 
T 
8~2. 7.1. continued 
{Examples: 
a) skip ·; <J.,O to grenob"le_ ; ni"l ; 
b) · sk-ip_ ; 
c) fJ!!.....E2 grenob"le ; at pi.erre de ahartreuse , 




skip is elaborated in the following steps: 
Step 1: If the terminal production of the metal1otion 11"10ID 1 enveloped --· 
{1.1.6.j} by the original {1.1.6.c} of the skip is a niode, then tl;lis mode 
is considered and Step 2 is taken; otherwis~,. {it i's 'void' and} the e11:1-t-· 
oration of the skip is complete; .· 
Step 2: If the considered mode begins with 'union of', then some mode fr.om . 
which it is united• {4.h.3.a} is considered instead; , 
Step 3: The value of the skip is a new instance of some·value of the co31sid:., 
ered mode and whose scope is the progr-am •. 
b) · A jump is elaborated in the following steps: 
Step 1: If the original of the jump envelop·s a ·mode which is 'proced'ureMOID' 
where "MOID" stands for any· terminal production, of ;the me·tanotion 'MOI.]) 1 , 
then this mode is considered and Step 2 is taken; otherwise, the elabora-
tion of the jump is terminated and it appoints 1;1,s its successor the 
unitary-clause following the label-sequence·· or the completer containing 
the defining occurrence {in a label (4.1,2)} identified by the label-
identifier of the. jump; 
Step 2: A copy is made of the jump and an open-symbol followed by a cast.-of,-
symbol is placed before and a close-symbol is,placed after the copy; if 
the considered mode is not 'procedure void', then ·the ini-tial 'procedure' 
is deleted from it and a virtual-declarer, which, if it occurred in the 
smallest reach containing the jump, would specify the mode so obtained~ is 
inserted between the open-symbol and the cast-of-symbol in the copy; 
otherwise, an open-symbol is placed before and a close-symbol is placed· 
after the thus modified copy; 
Step 3: The value of the jump is the routine consis·ting of ·the same sequence 
of symbols as the copy.as modified in Step 2 and whose mode is that envel-
oped by the original of the jump. 
c) The elaboration of a nihil involves no action; its value is a new in-
stance of n.Ll {2.2.3.5,a} whose mode is that enveloped by the original of 
the nihil. 
{Skips play a role in the seman-l;ics of routine.-denotations (5.4,2.Step 2) 
and calls ( 8. 6. 2. 2. Step l~) • Moreover, they are useful in a number of pro'."' 
gra.mming situations~ like e.g., . 
supplying an actual-parameter (7.4,1.b) whose value is irreleva,nt or is to 
be calculated later;. e.g., f(J.,'v)where f does not. use its second actual-
parameter if the value of the first actual-pa,rameter is positive; see 
also 11.11.ar; 
supplying a constituent unit of a collateral-clause ( 6. 2. ·1 • b, c ,~ ,h) , e.g. , 
[1:4] reai xl := (3.14., skip., 1.68, skip); · 
as a dummy statement (6.o. ·1.c) in those rare situa·tions where the use of a 
completer is inappropriate, e.g., "l: slg£) in 10.4.a. See also 9.4.a. 
8.2.7.2. continued 
'I, 
A jump is useful as a clause to termin;ate tb.e :e1abqratio1i of another,' 
clause whe:n certain requirements are no·t. met~ ·e;g., gc/ to' exit in · · 
y : = if.. x ~ O then sqP.t ( x) e 7,,s~ r.J..O to exit ii.. · · _ _ . _ 
If el, e2 and e3 are label-identifiers; then the reader might recogn:i.ze 
the_ effec·t of the declaration [] proo switoh = (e1, e2.,. e3) a,rtd the state-
ment switoh [i]; however, the declaration [1 :fZ.ex] pr;oa switoh := (e1,e2;e3) 
is perhaps more powerful, since assignations like sw-itoh [2] := e.1 and .: 
awitofi :~ (el, e2,, e3,, e4) are possible. _ , · · · , . 
A nihil is particularly useful where structµr~d valu~s ,a.re connected to 
one another in that a field of each structured value :t>efers to another on:e 
except for one or more structured values· where', the field does· _riot ref er _ to 
anything at all; such a fielq. must_ then be n..U_. } 
8.2.8. Voided coercends 
{Coercends are voided when it is required that.th~ir ;valu~s (and th~re ... 
fore modes) should be ignored, e.g., in (x := 1; y·:= 2)~the confrontatiqn 
x := 1, whose a priori mode is 're~erence to real.', is voi_ded (see 6.1.1.i). 
Confrontations must be treated differently 'from the other coercends•in order 
that, e.g. , in ( pro a p; p : = atop; p) , the confrontation p : = atop does i;iot 
involve the elaboration of the routine possessed by atop, but in the las-I? 
occurrence of p, tha·t routine is elabora·ted.} · 
8.2.8.1. Syntax 
a)· strongly voided to void confrontation{820d} MODE co1:urontation{830a.L 
b) strongly voided to void FORESE{820d,h} : 
NONPROC FORESE{84b,g,85oa,86oa}; 
strongly deprocedured to NONPROC FORESE{822a}. 
{Examples: 
a} x := 1 (in (x := 1; y := 2)) ; 
b) x ; random ( in ( x; l"andom; f!EfJ.?..) ) } 
{The value obtained by elaborating (i.e., preelaborating 1.1.6 • .i) a 
voided-coercend is discarded.} 
{In the reach of the declaration[] p,roa awitah = (el-, e2, eo) and the 
clause-train el: e2: e3: stop, the construction switoh; stop is no~ a 
serial-clause because switoh is not a strong ... void-unit. I:ri fact, switch can 
not be deprocedured, because its mode begins with 'row of' and no coercion 
will :remove the 'row of' and it cannot be voided because 'row of procedure 
void' is not a terminal production of 'NONPROC'. However, the elaboration of 
awitah [2]; skip will involve a jump ·to the label e2:.} · 
8 .3. Confronta,tions 
8.3.0. L Syntax 
a) MODE confrontation{81a,820d,e,f,g,821a,b,823~,824a.,825a.~b,c,d,826a,82.8a.} ; 
MODE assignation{831 a,:--} ; MODE conformity rela:bibn{ 8321:1., - } ; · · 
MODE identity relation{833a,-} ; MODE cast{834a}. 
{Examples: .. C , 
x := 3.14 ; ea : : = a ( see 11 ~ 11 • i) ; XX< : =: x or y : ; ( J rea i 1 }' 
' ~. 
8.3.1. Assignations 
{In assignations, e.g., x := 3.14, (an instei.nce of) a value is a.ss;gne.d 
to a name. In x := 3.14, the value possessed by'the source 3.14 is assigned 





reference to MODE assignation{830a} reference to MODEdestination{b}, 
becomes symbol { 31 c}, · MODE source{ c} • · 
reference to MODE destination{a} _: soft l"eference to MODE tertiary{81'b}. 
MODE source{a} : strong MODE unit{61e}. 
{Examples : · 
a)· x := 1 ; Zoo reai := 3.14; 
b) · x ; too real, ; 
c) 1 ; 3.14_}_ 
8.3.1.2. Semantics 
-~) When a given instance of a value is "superseded" by another instance of 
a value, then the name which refers t.o :the given instance is caused. to refer 
to that other inst,ai1ce, and, moreover, each name which refers to an instance 
of a structured or multipl~ value o:I:' which _the given instance is a component 
{2.2.2.k} is caused to refer to the instance of the structured or multiple 
value which is established by replacing that component by.that other in-
stance; 
b) When a field (an element) of a given structured (multiple) value is su-
persed.ed by another instance of a value, then the mode of the thereby estab-
lished stru9tured (mu.lt,iple) value is that of the given value. 
c) An instance of a value is assigned to a name in the following steps: 
Step 1: If the given value does not refer to a component of a multiple value 
having one or more states equal to O {2.2.3.3.b}, if the scope of the 
given name is not larger than the scope of the given value {2.2.4.2} and 
· if the gi Ven name is not nJ...e, then Step 2 is taken; otherwise, the further ·. 
eiabora.tion is undefined; · · 
Step 2: The instance of the value referred to by· the given name is consid-
ered,.; if the mode of the given name begins_ with 'reference to structured 
with' or with 'reference to row of', then Step 3 is taken; o·l;herwise, the. 
considered instance is superseded. {a} by~ .copy of the given instance and 
the assignment has been accomplished; · 
8.3.1.2. continued 
Step 3: If the considered value is structured v~lue, then Step 5 is taken;· 
otherwise, applying the notation of 2.2.3.J.b to its descriptor, for ,l ~ 
1, ••• , n, if lJ,L = 0 (,t,L = 0), then l,l ·(u.,i_) :i.s set to the value of the •· 
' l-th lower bound U--th upper bound) in ·the descriptor of the given value; 
moreover, for ,l = n, n-1, · • • • , 2, the stride, d;__ 1, is set to 
(u,l - R..;_ + 1 J x d,{_; finally,if,.some ;!J,[ = 0 or t.,{_ = O, then the descriptor 
of the considered value, as modified above, is made to be the descriptqr 
of a new instance of a multiple value which is of the same mode as the : 
considered value, and this new instance is made to be ref.erred to by the 
given name and is considered instead; .. 
Step 4: If for all ,£,, ,l "' 1, ••• , 11, the bound R..;_ (u.1) in ·the 9-escrj_ptor: 
of the considered value, .as possibly modified in Step 3, is eQue.l to l,l 
(u.,l) in the descriptor of the given value, then Step 5 is taken{; other-
wise, the further elaboration is undefined}; . 
Step 5: Each field (element, if any,) of the given valuE:? is assigned {in tut 
order which is left ·unde.f:i.ned} to the. naJne referring to the cbrrespondin~g 
field (element, if any,) of the considered value. and the assignment has··. 
been accomplished. ~ 
d) An assip;nation is elaborated in the following steps: 
Step ·1: Its destinatj.on and source are elaborated collaterally { 6, 2. 2. a};. 
Step 2: ,'l'he value of its source is assigned to the· {name which is the} 
value o'f' its dest;ination; 
Step 3: The value of the assignation is the value of lts destination. 
{Observe that (re, y) := (1. 2, 3. 4) is not an assif!,flation, since (x, y) 
is not a destination; the mode of the value of a collateraJ-clause ( 6. 2 .1. 
c, d, f) does not begin with 'reference to' but with 1 row of'. or I structured 
with'.} 
8.3.2. Conformity relations 
{The purpose of conformity-relations is to enable the programmer to :rind 
out the current mode of an instance of la value if the context permits ; 
this mode to be one of a number of given modes. See for example 11.11. i, 
q,. z, ah, C9nformity•-relations a.re thus used in conjunction w:.I. th unions.} 
{I would :to God ,the.u would eU:he..Jr. c.oni(oir.m, · 
q1r. be mOJr.e utwe, and tiot. be c.atc.fted! 
Vi..aJty, 1 Aug. 1664, Samu.el Pepqll .• } 





boolean conformity relation{830a} : 
soft reference to LlVDDE tertiary{81b}, conformity relator{b}, 
RMJDE tertiary{81b}~ 
conformity relator{a} : conforms to symbol{31c} ; 
conforms to and becomes symbol { 3:tc} • 
{Examples: 





A conformity-relation is elaborated in the following steps: 
Step 1: Its textually last tertiary is elaborated and the value yielded is 
considered; 
Step 2: If the mode enveloped by the original of its textually first 
tertiary is 'reference to' followed by a mode which is, or is united from 
{4.4.3.a}, the mode of the considered value, then the value of the 
conforwity-relation is .tJw..e and Step 4 is taken; otherwise, Step 3 is 
taken; 
Step 3: If the considered value refers to another value, then this other 
value is considered instead and Step 2 is taken; otherwise, the elabora-
tion is complete and the value of the conforwity-relation is 6al.6e; 
Step 4: If its conforwity-relator is a conforrns-to-and-becanes-syrnbol, then 
its textually first tertiary is elaborated and the considered value is 
assigned { 8. 3. 1 • 2. c} to the value of that tertiary. _ __., 
{Although not suggested by .the wording of Step 2, the, possibly, mbst 
obvious applications of conforwity-relations are those in which 'RMODE' in 
8.3.2.1.a begins with 'union of' whereas 'IMODE' does not. Then, the mode of 
the considered value (Step 1) is not 'RMODE' (which is united from it) and 
the conforwity-relation serves to ask whether this mode is 'IMODE' and, if 
so and if the conforwity-relator is a conforms-to-and-becomes-symbol, to as-
sign this value to a name whose mode does not begin with 'reference to union 
of' and, thereby, make this value easily available elsewhere. Severa~ appli-
cations, partly disguised by the application of the extensions 9.4 are given 
in 11 . 11 • 
Observe that if the considered value is an integer and the mode of its 
te.x.tually first tertiary is 'reference to' followed by a mode which is, or 
is united from, the mode 'real' but not from 'integral', then the value of 
the conforwity-relation is 6al.6e. Thus, no automatic widening from 'inte-
gral' to 'real' takes place. For example, in union (real,_, bool,) rb; rb :_::;:;1, 
no value is assigned to rb, but in rb ::= 1.0, the assignment takes place. 
Rule 8.3.2.1.a is the only rule in the syntax where a notion other than a 
coercend produces uncoerced clauses, i.e., those produced from 'RMODE 
tertiary' • } 
8.3.3. Identity relations 
{Identity-relations may be used to ask whether two names of the same. 
mode are the same; e.g., in the reach of the declarations struct cons= · 
~ref cong car., cdr); union cong = .(cons., string); ~ ceU := (ctng := · 
'abc"., nil,), the identity-relation cdr g_f_ ceU :=: nil possesses he value 
6al.6e because the value of cdr 91·ael,l, is the name referring to the second 
field of the structured value referred to by the value of cell, and, hence, 
is not rui., but the value of (ref cong : cdr g_f_ ceU) :=: nil is .tJw..e.} 
8.3.3.1. Syntax 
a) boolean identity relation{a~o~} : 
, soft reference to MODE tertiary{81b}, identity relator{b}, 
strong reference to MODE tertiary{81b} ; 
strong reference to MODE tertiary{81b}, identity relator{b}, 
soft reference to MODE tertiary{81b}. 





A confonnity-relation is elaborated in the following steps: 
Step 1: Its textually last tertiary is elaborated and the value yielded is 
considered; 
Step 2: If the mode enveloped by the original of its textually first 
tertiary is 'reference to' followed by a mode which is, or is united from 
{4.4.3.a}, the mode of the considered value, then the value of the 
conformity-relation is .tJtue and Step 4 is taken; otherwise, Step 3 is 
taken; 
Step 3: If the considered value refer,s to another value, then this other 
value is considered instead and Step 2 is taken; otherwise, the elabora-
tion is complete and the value of the conformity-relation is 6al6e; 
Step 4: If its conformity-relator is a conforms-to-and-becanes-syrnbol, then 
its textually first tertiary is elaborated and the considered value is 
assigned {8.3.1.2.c} to the v~lue of that tertiary. 
{Although not suggested by .the wording of Step 2, the, possibly, most 
obvious applications of conformity-relations are those in which 'RMODE' in 
8.3.2.1.a begins with 'union of' whereas 'IMODE' does not. Then, the mode of 
the considered value (Step 1) is not 'RMODE' (which is united from it) and 
the conformity-relation serves to ask whether this mode is 'IMODE' and, if 
so and if the conformity-relator is a conforms-to-and-becomes-symbol, to as-
sign this value to a name whose mode does not begin with 'reference to union 
of' and, thereby, make this value easily available elsewhere. Several appli-
cations, partly disguised by the application of the extensions 9.4 are given 
in 11 • 11 • 
Observe that if the considered value is an integer and the mode of its 
t&xtually first tertiary is 'reference to' followed by a mode which is, or 
is united from, the mode 'real' but not from 'integral', then t4e value of 
the conformity-relation is 6al6 e. Thus, no automatic widening from· 'inte-
gral' to 'real' takes place. For example, in union (real,, boot) rb; rb : := 1, 
no value is assigned to rb, but in rb ::= 1.0, the assignment takes place. 
Rule 8.3.2.1.a is the only rule in the syntax where a notion other than a 
coercend produces uncoerced clauses, i.e., those produced from 'RMODE 
tertiary' • } . 
8.3.3. Identity relations 
{Identity-relations may be used to ask whether two names of the same 
mode are the same; e.g., in the reach of the declarations struat aons = 
{ref aong aar, adr); union aong = .(aons, string); ~ aeU := (aong := 
"aba", nil,), the identity-relation adr 9.f. aeU :=: ni'l possesses the value 
6al6e because the value of c& £f_·ael,l, is the name referring to the second 
field of the structured value referred to by the value of ael,l, and, hence, 
is not rul., but the value of (ref aong: adr 9,[ ael,'l) :=: nit is .tJtue.} 
8.3.3.1. Syntax 
a) boolean identity relation{~Of;+.} : 
" soft reference to MODE tertiary{81p}, identity relator{b}, 
strong reference to MODE tertiary{81b} ; 
strong reference to MODE tertiary{81b}, identity relator{b}, 
soft reference to MODE tertiary{81b}. 
b) identity relator{a} : is syrnbol{31c} ; is not syrnbol{31c}. 
8.~.2.2. Semantics 
A conforrnity-relatiori is elaborated in the follow~rig steps: . 
Step 1: If its conformity-relator is (is riot) a' confohri.s-to-symbol, thert its 
textually last tertiary is elaborated (its'tertiari~s·are: elabqi,'ated col-
la.terally) and. the value of its '.te:x;tually last. tertiary is c_ons~der:ed; , ' 
Step 2: If the mode enveloped by the original of its· textually. first , , ·. 
tertiary is 'reference to' followed by a mode which is .or is united from; 
{ 4. 4. 3. a} the mode of the considered. value, then the value of :the coriform-
itya•relation is :time.. and Step li is: taken;, otherwise, Step 3 is' taken;: 1' 
• . . . : .. . . • . ., I 
Step 3: lf the considered value refers to another valu,e, then th;i.s' other· 
value is considered inst~ad and Step 2 i$ tak~'n; ·: otherwise.:, th~ va:J.ue of ·: 
· the conformity-relation is 6al6e and' Step 4 is taken:; · · · · ·;: ; 
Step 4: If its conformity-relator is a conforms-to-,-anq-beconies-symbo:J. anq. 
the value of the conformity-relation is :tlw:.e.., then the considered value .is 
assigned {8.3,1,2.c} to the value of the textually first tertiary. 
(Although not suggested by the wording of Step 2, '·the, possibly, mos-ti 
obvious applications of conformity-relations are those in which 'RMODE' ~h 
8.3.2.1.a begins with 'union of' whereas 'I:MODE' do.es not. T;/:len, the mod.e' of 
the considered value (Step 1) is not 'RMODE' (which i$ ;united from it) and 
the conformity-relation serves to ask whether this mode is 11MObE 1 ·and, if, 
so and if the conformity-re],ator is a confonns-to-a.nd'-becomes-symbol, to as...;. 
sign this value to a name whose mode does not begin with 'referenc.e to union 
of' and, thereby, make this value easily available elsewhere. Several appli-
cations, partly disguised.by the application of the ·extensions 9.4 are g:i,ven 
in 11 • 11" · 1 
Observe that if the considered value is a,n irrteger and the modE!! of its 
textually first tertiary is 'reference. to' followed·by a mode which is, or 
is united from, the mode 'real' but not' from'integra:f1 , then the value qt 
the conformity-relation is ociU e.. Thus~ no automatic widening :from I hite-
gl:'al I to 'real I takes place. For example, in Y:_nion (real, !!221.) .rb;- Pb : ::; 1, 
no value is assigned to rb, but in Pb::= 1.0, the assignment takes place. 
Rule 8.3.2.1.a is the only rule in the syntax where a notion other than a 
coercend produces uncoerced clauses, i.e., those produced from 'RMODE 
tertiar•y' • } 
8.3.3, Identity relations 
{Identity-relations may be used to ask whether two names of the same 
mode are the same; e.g., i:n the reach of the declarations struat aons = 
( r!!.f_ aong_ aar., ad!'); union 2_on(J_ = ,( aons., s tri'!:!:f!); aons oe U : = (otng : = · 
''abo"., nit), the identity-relation ad!' Et aeU :=: nit possesses he value 
6al6e.. because the value of ad!' 1f. oetz is tl:1e name referring to the second· 
field of the structured value referred to by the value of aeU and, hence, 
is not nle, but th~ value o,f (ret aonfl_ : adr Et aeU) :=: n·iZ is :tltu.e.} 
8.3.3.1. Syntax 
a)· boolean identity relation{830a} . 
soft reference to MODE tertiary{8'1'p}, ident'ity relator{b}, · 
· ' strong reference to MODE tertiary{81h} ; . 
strong reference to MODE tertiary{81b}, identity relator{bL, 
soft reference to MODE tertiary{81b}. 




a) · x oi:> y :.=: o:: ; a,o:: : =: x ; 
b) ·-· ·. .J.. } .-. ·' •T• , 
8.3.3.2. Semantics 
An identity-relation is elaborated in the fo1low:i,rig Steps: 
Step 1: Its tertiaries are elal;>orated collaterf}..'i1y' {6,~2.2.al; · 
Step 2: If its• identity-relator is an is-symbol (is-(iot-symbol), then the 
value of the identity-relation is .tltu.e ( 6a£.6.e) if the {names whi'~h are 
the} values obtained in Step 1 are the sa.me and. 6a£.6e. (.tltu.e.) ·otherwise. 
{Assuming the assignation xx := yy := x to· have been .elabo.rated, the 
value of the identita7.;..relation xx : =: yy is 6a£.6 e because tPX and yy, though 
of the same mode, do not possess the swn.e name: (7~ 1.2~Step 8), but the 11ame 
which each possesses refers to the same name and so (ref real- : xx) :=: . 
(ref_ real-: ·yy) possesses'the value .tltue.. The value of the identity-relation 
xx:=: x or y has a probability i of being .:tJw.e. because the value possessed 
by xx (effectively that of ref reai : xx here, because of coercion) is the 
name possessed by x, and the routine possessed by x or y (see· 1.3), when 
elaborated, yields either the name possessed by x or, with equal probabil-
ity, the name possessed by y. . . 
In the identity-relation, the programmer is usually asking a specific 
. question concerning names and thus the level of ref'erence is of crucial im-
. portance •. Thus at least one of the tertiaries of an identity-relation must 
be soft, i.e., must involve only deproceduring and certainly no derefer-
encin,g. The construction~ i in x., xx., x or y., !Jif.·~ :=: ~ j in y, 
~kiP.,, x or y, l'e £i. z out yy ~ is an example of a delicately balanced · 
identity-relation in which the mode is 'reference to real'. . 
Observe that the value of ·l;he formula 1 = 2 ii? oatl.ie., whereas 1 :=: 2 i.a 
not an identity-relation, since the values of i·lis tertiaries are not names. 
Also $2d3d$ :=: $5d$ is not an identity-relation, whereas $2d3d$ = $5d$ is a 
formula, but involves an op,er~tion which is .not included in the stand&"d-
prelude.} 
8.3.4. Casts 
{Casts may be used ·t;o provide a strong position for a unitary-clause in 
·.· a position which ~s not ~trong, e.g:, ref real- : xx in (l'ef, real- : xx) := 1. 
They play a role in routine-denotations 5XT.a), e.:g., Peal- : a + 1 in 
((int a) reai : a + 1) and procedured-coercends (8.2.3.1.a>,e.g., : (Z: .t) 
in proa busy = (: (Z: t)). · A void-cast is not. a clause btit is a constituent 
of a void-cast-pack and of some routinr,-denotations arid ·thus of'' bases.} 
8.3.4.1. Syntax 
a) MOID cast{5l+b,830a,860b} : virtual MOID dec1arer{71b,z}, 
cast of symbol{31bh strong MOID unit{61e}. 
,. 
{Exampl.es: 
a) [] rea 7.- : 1 ; : X : = 3; 14 } 
8.3.4.2. Semantics 
The elal:/oration (value, if' any,) of a cast is that of its unit. 
8.4. Formulas 
{Formulas are either dyadic-formulas, e~g. x + i, or monadic-formulas, 
e.g. abs ::c. A formula contains a:t least one operand and at least one opera-
tor. The order o:f' elaboration of a formula is determined by the priority of' 
its operators; monadic-for,mulas are elaborated first arid then the' dyadic..;.· 
formulas rro111 the highest to the lowest p:l:'io:t•ity.} · 
8. 4 ~ 1. Syntax 
a)* SORIETY formula : SORI'E'rY MJID ADIC formula{b,g,820d,e,f,g}. 
b) IVDID PRIORITY fornn1la{ 81b, 820d,e ,f ,g,821a, b, /;'322a, b ,c, 823a, 824a., 825a, 1-1; ... 
. c,d,826a,828b} : firm LIVDDE PRIORrrY operand{d}, procedure with · 
LIVDDE parameter and RM)DE parameter ~IOID PRIORITY .operator{li3b},. 
fhm RMJDE PRIORITY plus one operand { d, e} • . · " 
c)*.operand: fil"lTl IVDDE ADIC operand{d,f}. . 
d) firm MODE PRIORITY operand{b,d} : firm MODE PRIORITY fOrmula{820e} ; . 
firm MODE PRIORITY plus one operand { d, e} • 
e) fim MJDE priority NINE plus one operand{b,d} : 
fim JVDDE monadic operand{f}. 
f) -fim IVDDE monadic operand{e,g} : firm MODE monadic formula{820e,g} ; 
finn MODE secondary{81c}. · 
g) IVDID m:madici formula{8lb ,8~0d,e,f' ,g,82la,b.,822a,b,G ,823a.,824a,825e.;b,; 
. c ,d,826a.,828b} : ·. 
procedure with RIVDDE parameter IVDID monadic operator{43c}, 
fim RmDE monadic operand{f}. · 
h) * dyadic fol"JTlula : JVDID PRIORITY fonnula. {b}. 
{Examples: 
b) X + y ; 





abs x ; age £i. aZgoZ ; 
- abs re z} 
8.4.2. Semantics 
A fornn1la is elaborated in the following steps: 
Step ·1 : The formula is repl.aced by a closed-clause which is a copy of the 
routine possessed by the operator-·defining occurrence identified by its 
operator { 7 5 . 2 , l~ • 3 • 2 . b} ; 
Step 2: The constituent serial-clause of the closed-clause is protect,ed 
{6.0.2,d}; . 
S-tep 3: 1rhe skip-symbol { 5 .l~. 2. Step 2} following the equals-sympol following 
its textually first copied forTI1a.l-parameter is replaced by a copy of the 
textually first operand of the formula, ancl if the formula is a dyadic-
formula, then the skip;-symbol following the equals-syn1bol following its 
textually second copied·formal-parameter is replaced by a copy.of the 
textually second operand of the formula; 
Step 4: ~~he" closed-clause 1;1,s modified in Steps 2 and 3 ;is' replaced by a 
closed-clause consisting of the same sequence of symbols; the elaboration 
of this closed-clause is initiated; its value, if any, is then that of the 
formula and if this elaboration is completed or term:foated, then this 
closed-,clause is replaced by the formula before the elaborati'on of a suc-
cessor is initiated. 
8.4.2. continued 
{The following table sununarises the ;i;iriorities of t);J.e operators declar~d 
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· ZfJ!fi short 
· e__ · sie:n l"ound 
entier> re im 
oonj_ btb otb 
Observe that a+ bis not precisely the same as ab in usual notation;· 
indeeq., the value ·of (-1 + 2 + 4 = 5) and that of (4 ... 1 + 2= 3) both are 
.tlw.e, s:tnce the first minus-symbol is a monadic-operator, whereas the second 
is a dyadic-operator. Al though the syntax determines ·bhe order in which , 
, formulas are elaborated, parentheses may well be used ·to improve readabil- .. 
ity; e.g., (a Ab) v (-:ia.A-, b) instead of a Ab v-, ~ A '"'."1b. · 
In the formula x. + y x · 2, both y and Z are prirparies, . whicl,1. allows y "j;o 
be a firm-priority;:_SEVEN·operand and 2. to be a firin-priority-EIGHT-operancL 
The formula y x 2 is tl1en of priori-by 7. Since re is also a. primary, and 
therefore a firm-priority-SIX-operand, x + y x 2 is a.priority-SIX-formula. 
The effect of x + y x 2 is thus the same as that of x +, (y x 2).} · 
8.5. Cohesions 
{Cohesions are of two kinds: generators, e.g., stPing, or selections, 
e.g., re £i z ~ Cohesions are distinct from bases in order that constructio;n~ 
like a £l b [ i] inay be parsed without knowing. the mode of a and b. Cohesions 
may not be subscripted or parametrized, but they may b~. selected from, e.g~, 
father £l aZgoZ in fc;r.thexi £t. father £f. aZgoZ..} · 
8.5.0.1. Syntax 
a) MODE cohesion{8·1 c ,820d,e ,f ,g,821a, b ,822a,b,c ,823a,o ,824a,825a, b ,826a, '. · 
828b} : MODE generator{85·1a} ; MODE selection{852aL 
{Examples: 
a) reai (in xx:= reai := 3.14) ; re £f. z } 
8.5.1. Generators • {An.d M -lmagln.a.Uon bocllu 6ol(;(;h 
The 6on.m6 06 .thlng.o u.n.k.nown., .the poet' -6 pen. 
Twuv.i :them :to -0hape.6, and give.6 to aiJuJ n.o.thln.g 
A local.. hab,l,;ta;tlon and a n.ame. 
A M-ld6ummeA-night' -6 V'1.eam, w,u,u_am Shak.e.6pea1te.} 
{'.Che elaboration of a generator, e.g., 1.>ea'l .in x:JJ· := reai := 3 •. 14 or 
Zoo reaZ in ref_ !'eaZ x = . Z.oo r'eaZ ( usually written xieaZ. x b;y extension 
9.2.ar;--involves the creation of a name, i.e., the reservation of st;orage. 
The use of a local-generator implies (with· _most implemei1ta.tions) .the reser-
vation of storage in. a. l'\Ul..;time stack, whereas globa1.:..~~i1erators imply the 
T 
8.5.1. continued 
reservation of' storage in. another region, termed the 11heap11 , in ~hich gar-
bage-collection technique~ may be used f'or s·torage retrieval. Since this · is. 
usuaJ.ly less ef'f'icient, global-generators .should be avoided where possible. 
The temptation to use global-generators unnecessarily, is reduced.by the ex-
tensions 9.2.a, which allciw the greatest shortening of the text when local-
generators are used.} 
8.5.1.1. Syntax 
a) MODE generator{85oa} . 
MODE local generator{b,-}; MODE global generator{c,-}. 
b). reference to MODE local generator{a} : · 
local symbol{31d}., a;ctual MODE declarer{71b} • 
. c) reference to MODE global generator{a} : actual MODE declarer{71b}. 
{Examples: 
a) Loa real ; Peal ; 
b) foe real ; 
c) real_}_. 
b'~ 5. 1 • 2. Semantics 
· a) A generator is elaborated. in the following steps: 
Step 1: Its actual-declarer is elaborated {7.1.2.c}; 
Step 2: The value of the generator is the {name which is the} value obtained 
in S·tep 1. 
b) The scope {2.2.4.2} of' the value of a local-generator is the smallest 
range containing that generator; that of a global-generator is the pro~aip.. 
{The closed-clause 
(ref real xx; xx:= (real global x := pi; x); xx.= pi) (see also 9,2.a) 
possesses the value tJc.ue, but the closed-clause 
{ref real xx; xx := (real x := pi; x); xx = pi) 
possesses an undefined value since the name to be a.ssigned to the name pos-
sessed by xx becomes undefined upon the completion of the elaboration of' the 
inner range, which is the scope of the name possessed by .'Xl (6.1.2,e, 7.0.2). 
The closed-clause 
({ref real xx; real x := pi; xx := x) = pi) 
however, possesses the value tJc.ue.} 
8.5.2. Selections 
{A selection selects a 'rield f'rom a s·tructured value; e.g. , · re 9.f. z se-
lects the f'irst real f'ield·(usually termed the real part) of the value pos-
sessed by z. If' z possesses a name, then re 9.f. z possesses also a name, bul; 
if' w possesses a complex value, then re £f. W possesses a real value, not; the 
name ref'erring to a real value.} 
8.5.2. 1. Syntax 
a) REFETY MODE selection{85oa} MODE fielcfTAG selector{71j}., 
· of symbol{31e}., weak REFB,"TY structured with LFIELDSETY MODE field TAG 
RF~SErY' second~y{81c}. 
8.5.2.1. continued 
{Examples: The following exa.inples are assumed iri the reach· of' the 
declarations: · · 
struat language = (int age, ref language fa-f;l1.e,rJ; . _ . · 
langy.age a Zgo l : = ( 1 O, language : = ( 11', ?E:.J)) ;)anguage p 'l1 -- ( 4, a Zgo Z); 
a) ag(3 Q[ pZl ; father, Q[ aZgoZJ ·. ·· 
{Rule a ensures that the value of the secondary has a field selected by 
the field-selector in the selection (see 7. L 1. e, f ,.1 ,k and the .remarks below 
7.1.1 and 8.5.2.2). An identifier which is the same sequence of symbols~ a 
field-selector in the same reach creates no ambiguity. Thus, age 9.[_aZgoZ := 
age is a (possibly confusing to the human) assip..nation· if the second occur-. 
rence of age is an integral-mode-identif:ter.} · 
8.5.2.2. Semantics 
A selection is el~borated in the following steps: 
Step 1 : Its secondary is elaborated; if its value is n-U., .then the · further 
elaboration is undefined; otherwise, the structured value which is, or is 
referred to by, that value is considered; · 
Step 2: If the value of the secondary is a name, then the value of the 
selection is a new instance of the name which refers to that field of the 
considered structured value selected by its field-sel~ctor; otherwise, it 
is a new instance of { the value which is} that field its elf. 
{In the examples of 8.5.2.l,·age of algoZ is a reference-to-integral-
selection, and, by 8.5:0.1.a;a reference-to-intep:ral~cohesion, but age 9[_ 
pZ1 is an inte@l"al-selection and an intepral-cohesion. It follows that age' 
9.f_ aZgoZ may appear as a destinatio~ (8.3.1,1.e) in !,in assip:nati~n but age 
9f_ pZ1 ma.,y not .• Similarly, algol _is a referenc~-to-[languap:e]-base ~but pl1· 
is a [lanp:uage]-base and no assignment may be made to pZ1. (Here, [lanp.:uage] 
stands for structured-with~integral-field-[a~e]-and-reference-to-[lanp::ua~e]-
field-[father] and [age] stands for letter~a-letter-~-letter-e, etc.) The 
selection father 9.[_pl1, however, is a reference-to-[lanp:uaF;e]-selection and 
thus a reference-to-[language]-cohesion whose value is the name possessed by 
algol. It follows that the identity-relation father 9.f. pl1 :=: aZgoZ posses-
ses the value true. If father g_f_pZ1 is used as a destination in an assig~ 
nation, then there is no change in the name which is a field of the struct-
.. ured value possessed by pl1, but there may well be a change in the value of 
mode [lan?-;Uar-;e] referred to by that name. By similar reasoning and because 
the operators re and im possess routines (10.2.5.b,c) which deliver values 
wl:ose mode is 'real' and not' reference to real 1 , re 9f_ z := im w is an · 
·dSsignation, but re z := im uJ is not.} 
8.6. Bases 
• 
{Bases are mode-identifiers, e.g. x, denotations, e.g.· 3.14, slices, 
e.g • .x1[i] and calls, e.g. 'sin(x). Bases are generally elaoorated first. 
They may be subscripted, parametrized and selected from and are often used 
as operands. Moreover, certain void-bases are void-cast--packs, e.g. 
(: x :== x + 1), which mey- be used, e.g., as procedured-coercends; His es-
sential that they begir?,"with.an open-symbol and end on a close-symbol for, 
otherwise, the parsing of, e~g., a:=: b, which might, in practice, J:>e un-
distinguishable from a :=: b,"would depend on the modes of a and b.} 
. I 
8. 6. 0.1. Syntax 
a.) MODE base{8ld,820d,e ,f ,g,82la, b, 822a,b, c ,82ja,824a~825a, b ,·c ,a.,826a, ... 
828b} : MJDE npde· identifier{41b} ; JVDDE denot-ation{510b,511a,512a, 
513a, 514a,52h,c,53b ,$lib, 55a,-} ; MODE slice{861a} ;, MODE ca11{862a.}. 
b) . void base{8ld,B20d,823a} : void ca11{862~} .; void cast{834a.}· pack. 
{Examples : . 
a) x ; 3. U ; x2 [i,j] ; sin(x) ; 
b) set Pandom (x) ; .(: x _:= 3.14) } 
8.6.0.2. Semantics 
a) A mode-identifier is elaborated by making a ·copy of the in~tance [of.the 
value, if any, possessed by the defining occurrence identified by it {4.1.g, 
7.4~2.step 7h its value is the copy-. · · 
b) The elab~ratiori of a void;..cast-pack is that o:(' its void-cast. 
8.6.1. Slices 
{Slices are obtained by subscripting, e.g. xl[i] or'by trimming, e.g •. 
x1[2:n], or by a mixture or' both, e.g. x2[.f:n.,tf] or x2[,k]. Subscripting and· 
trimming may be done only to primaries, e.g. x1 and x8 or (p I x1 I y1). The 
value of a slice may be ei~her one .element of the value· of its primary, e.g. 
x1[i] is a real.number from the row of real numbers x1, or a subset of xhe 
elements, e.g. x2[i] is the i-th row of the mat~i.x x2 and tt:2[,k] is the 7<-th 
column.} 
8. 6. 1. 1. Syntax 
a) ·REFETY ROWSETY ROWWSETY NONROW slice{860a} 
weak REFETY ROWS ROWWSETY NONROW primary{8ld}, sub symbol{31e}, 
ROWS leaving ROWSEI".( indexer{b, c, d, e}, bus syrrbol { 31e} • 
b) row of ROWS leavlng row of ROWSETY indexer{a,b} 
trimmer{ f} option, comma symbol{ 31e}, 
ROWS leaving ROWSETY indexer{b,c,d,e} ; 
subscript{i}, comma symbol{3le}, 
ROWS. leaving row of ROWSETY indexer{b , d}. 
c) row of ROWS leaving Ef\l!PTY indexer{a,b,c} : 
subscript(i}, comma symbo1{3le l, ROWS leaving EMPTY indexer{c ,e}. 
d) row of leaving row of indexer{a,b} : trirrnrer{f} option. 
e) row of leaving Ef\l!PTY indexer{ a, b, c} : subscript { i}. 
f) trimmer{b, d} : strict lower bound { 71u} option, up to symbol{ 31e}, 
strict upper bound{7lu} option, new lower bound part{g} option. 
g} new lower bound part{f}': at symbol{3le}, new lower bo1.md{h}. . 
h) new lower bound{g} : strong intep:ral tertiary{81b}_.' 
i) subscript{b ,c ,e} : strong integral tert:i.ary{81bL. 
j }* trinscript : trimmer{'f'} option ; subscript{i}. 












{Examples : . · 
xi[i] ; x2[i.,j] ; x2[i] ; x1[2:n] ; 
2:n.,j ; 1.,2:n ; 
i.,j ; 
2:n ; 
• 1., . ; 
2:n ; 2:n at O ; 
at O; o; 
i } 
{In rule. a, 'ROWS' reflects the number of trimscripts in the slice, 
1 ROWSETY I the numbe;r- of the.se Which are trimmer-:options and 'ROWWSETY' the 
number of 'row' of' not involved in the indexer. In the slices re2[i.,j], . 
x2[i.,2:n], x2[i], these numbers are (2,0,0), (2, 1,0) and {1,0, 1) respect..: 
ively. Becaus.e of rules d and 7.1.1.u, 2:3 at O, 2:n, 2:, :5 and: at Oare 
1;;rirrmers, while rules b and d allow trimmersto be omi.tted.} 
8.6.1.2. Semantics 
A slice is elaborated in the following steps: 
Step 1 : · Its pr:ima.ry ,' and all const,i tuent strict-lower-bounds, strict-upper-
bounds, new-lower-bounds-and subscripts of its indexer are elaborated col-
laterally {6.2.2.a}; if the value of the pr:imary·is nit, then the further 
elaboration is undefined; otherwise, Step 2 is taken; 
Step 2: The multiple value which is, or is referred to by, the value of the 
primary, is considered, .a copy is made of its descriptor, and all the 
· states {2.2.3.3.b} in the copy are set to 1; 
Step 3: The trlmscript following the sub-symbol is considered, and a pointer, 
1.., is set to 1; 
Step 4: If the considered trimscript is not a ~ubscript, then Step 5 is 
ta.ken; otherwise, letting k. .stand for its value, if l,L s k. s U.,[, then the 
offset in the copy is increased by (k. - l,l) x di, the ,l-th quintuple is 
"marked", and Step 6 is taken; otherwise, the further elaboration is 
. undefined; 
._ Step 5: The values l, u. and £.' are determined from the considered trimscript 
as follows: 
if the considered trimscript contains a strict-lower-bound (strict-
upper-bound), then l (u.) is its value; otherwise, l (u) is l,l (u.,r); if 
it contains a new-lower-bound, then l' is its value; otherwise, L' is 1; 
if now l,L s land u. s_u1.,, then the offset in the copy is increased by 
(l - l,{.) x d,i,, and then l,L is replac;:ed by l' and uz by (l' - l) + u.; 
otherwise, the further elaboration is undefined; 
Step 6: If th_e_ cons:Ldered tr:imscript Is followed by a comma-symbol, then the 
tr:imscript following that corrrna-symbol is considered instead, 1.. is in-
creased by 7, and Step 4 is taken; otherwise, all quintuples in the copy 
which were marked by Step 4 are reinov_ed, and Step 7 is taken; 
Step 7: If the copy now contains at least one quintuple,then the multiple 
value composed of the copy and those elements of the considered value 
which it describes and whose mode is obtained by deleting the initial 
• 1 reference to' , if any, from the mop-e enveloped by the original of the 
slice, is considered instead; otherwise, the element of the considered 
valus selected by {the index equal to} the offset.in the copy is consid-
ered ,instead; · . . 
Step 8: If the yalue of the primary is a na.Jne; then th~ value of the slice 
is a new.instance of the name which refer.s to the considered value, and, 
otherwise, is· a. new instance of the corisidel"ed va.Iue itself. . 
8.6.1.2. continued 
{A trimmer restricts the possible values of a suhsC'ript and changes.its 
notation: first, the value of the subscript is restricted to 'run from the · 
value of the strict-lower-bound to the value of the strict-.tipper_:;bound, b.oth 
. given in the old notation; next all restricted values of that subscript are 
changed by· adding the same .amoun·t to each of them, such that the lowest·.. · 
value then equals the value of the new-lower-bound. 'flms, . the. assignations 
yl[ 1 :n-1] := x1[2:n] ; yl[n] := x1[1] ; xl ~= yl effect a cyclic permutation 
of the elements of x1. } · 
8.6.2. Calls 
{Calls are obtained by parametrizing, e.g. sin (x +, 1). Parametrizing 
may be done only to primaries, e.g. sin and cos or (p I sin I cos). The 
completed elaboration of a call may or may not deliver a value.} 
·a. 6.2, 1. Syntax 
~ , 
'a) 'rJDID'call{86oa.} : firm procedure with PARAJ\mERS IVDID primary{81ia.}, 
actual PARAME'IERS{54c, 74b} p~ck. .· 
{Example: 
a) sin (x} } 
8.6.2.2. Semantics 
A call is elaborated in the following steps: 
Step' 1: Its primary is elaborated; 
Step 2: The call is replaced by a closed-clause which is a copy of {the rou-
tine which is} the value obtained in Step 1; 
Step 3: The constituent serial-clause of the closed-clause is protected 
{6.0.2.d}; L 
Step 4: The skip-symbols {5.4.2.Step 2} following the equals-symbols follow-
ing the copied forma.1-parameters are replaced in the textual order by 
copies of the actual-parameters of the call taken in the same order; 
Step 5: The closed-clause as modified in Steps 3 and 11 is replaced by a 
closed-clause consisting of the same sequence of symbols; the elaboration. 
of this closed;_•clause is initiated; its value, if MY, is then that of the 
call and if this elaboration is completed or terminated, then this closed-
clause is replaced by the ·call before the elaboration of a ·successor is 
initiated. 
{The call sameZson (m, (int .i) -PeaZ : xl[j]) in the. reach of the 
declaration 
proa sa.meZson = (int n, p:iooa (int) ;EE}_ f) real : 
begin long real s := Zong O; for ,z, to n do s 72Zus Zeng f (i) + 2; 
ehorot Zong sqrt ( e) end • .. •· ,. ., • .· • ·· --
is elaborated by replacing it.(Step 2)' by·t~e closed~clause, 
(1:n.t n = skip, prooa (int) real f = skip; real : . 
beain Zonq reaZ s := l.o1J:f1.. O; for i to n do s plus Z~ f (i) t 2; 
, short tong sqrt (s) end ) • . 
Supuosing that n, s, f an.d ·i do not occur elsewhere in the propra.m, this 
closed-clause is protected (Step 3) without furthe·r alteration. The actual-
~r:rameters are now in.serted (Step 4), yi_elding the clqsec:1-t:ilause 
8. 6. 2.'2. cor,rtinued 
(int n = m, proa (int) reaZ f = (int ,i) reaZ : xl[j]; l'•eaZ : 
berzin tong reaZ e := Zonfl_ O; for i }o n do s plus. Zener f (i) t 2; 
· short Zr:mg sqrt (s) end), . . . . • . , . . . . 
and this. closed-:clause is e1ab9rated (Step 5). Note· that, for the duration 
of this elaboration, n possesses the same integer as that· referred to by the· 
name possessed by m, and f possesses the same routine as that possessed by 
the routine-denotation ((int j) real,, : xl[j]). During the elaboration of · 
this and its inner nested closed-clauses(9.3), the elaboration of f(i) 
itself involves the elaboration of the closed.;.clause (int ,j = i; reaZ : · 
xl[j]), and, within.this inne~ cl9sed-:-clause~ the first occurrenceof j pos-




a) An extension is the ,insertion of .a corrnnent between two symb6is or the 
replacement of a .certain sequence of symbol~-, poss:i,'bly satisfying certain 
restrictions, by another sequence of· symbols, · as ii;id_icated. iµ sections 9, .1 
up to 9.4. 
• • • ',· ' I 
b) No extension may be performed within a cornment,·{"3.0~9.a}; character:.i· 
denotation { 5. 4. 4. a}, or row-of-character-denotation { 5 .3 ~ 1 • b.}. · · 
, l . ' 
· c) Some extensions are given in the representation language,·except that 
A, B and C stand for strong-unitary-integral.,.;.clauses { 8. 1 • 1 ·.a}, 
D for a strong-serial-boolean-clause{6.1.1.a}, 
E for a strong-unitary-void-clause {8.1.1 •. a}, 
F and G for unitary-clauses {8.1.1.al, . 
H for two or more unitary-clauses {8.1.1.a} separated.by comna-symbols 
{3.1.1.e}, \ 
I, J, Kand L for.mode-identifiers {4.1.1.b}, 
M for a label-identifier {4.1.1.b}, 
N for zero or one mode-identifiers {4.1.1.b}, 
O for a conformity-relator {8.3.2.1.b}, 
P •for an indication {4.2.1.a}, 
Q for a virtual-plan {7.1.1.x,aa}, 
R for a routine-denotation { 5. l-1-. 1 • a}, . 
S for the standard-prelude {2.1.b, 10} if the extension is performed out-i 
side the standard-prelude and, otherwise, for the.e~pty sequence of s~-
bols, . 
T for a condition followed by a choice-clause {6.l~.1.b,ci,d}, 
U for a declarer {7. 1. 1 • a}, . 
V for a formal-declarer {7.1.1.b} all'of whose formal ... row-of-rowers 
{7 .1.1.q,r} are empty, · 
W, X and 1 for tertiaries {8.1.1.b}, 
Z for two or more tertiaries {8.1. 1. b} separated by comma-symbols {3.1. 1.~}", 
r for a comma-symbol {3.1. 1. e}, go-on-symbol {3 .1. 1. f} or becomes-symbol_ 
{3.1.1.e}, and· · 
E for a serial-clause {6.1.1.a}. 
d) Each representation of a. symbol appearing in sections 9.1 up to 9.4 may 
be replaced by any other representation, if any, of:the same symbol. 
9.1. Comments { A .6 o Wtc.e. o 6 -lnno cent me.JtJum~nt. 
M-lkado, . w.s. GilbeJLt.} 
A corrment {3.0.9.b} may be inserted between any two symbols {but see, 
9.b}. . 
{e.g., (m > n Im In) may be replaced by . 
(m > n I m ? .the "larger of the two ,: I n).} 
9.2. Contractions 
a) r@:( V .r. = Zoe U r a1;1d ref V I = U r wh~re ref VI is. the formal-parameter 
of an identity-declaration {7.4.1.a} and where U and; V specify the same mode 
{7 .1.2.a} may be replaced by U I r and U global:, I r respectively. 
{e.g.' ref real, X = ZooreaZ; may be replaced PY real, a;; , 
ref booi p = Zoa booZ := true may be repla~ed by booZp:= true',, a.nd 
ref real, t = reaZ; may be replaced by reaZ. f]Zobc(l_ t;. }' --. 
• - I • , • 
.,. 
9.2. continued 
b) mode p = strue"t; may be replaced by struet p =. and mode p ~ uni.a~ by ' 
uni.on p = e· . . . ----
{e.g., mode_ eo'f!!El = struet(rea"l Pe., _im). (see also 9.2.c) may be replaced 
by.stPUet EOmp"l. = .(l'•eai _re, im) .• } . . i 
. -· . 
c) If a given mode-declaration {7 .2. 1.a} (priority-decla-ration {7 .3.1.a}, 
identity~declaration {7 .4. 1.a}, operation-declaration· {7.5 •. 1 .a}, forma.1-
parameter { 5. 4. 1. e}, field-declarator { 7. 1. 'I. g}) and another one following a 
comma-symbol { 3. 1 .• 1 • e} following the given one boi:;h begin with a mode-
syrnbol, structure-symbol, union~of-syrnbol, priority-symbol, operation-
symbol {all 3.1.1.d}, one same terminal production of 'actual MODE declarer' 
or of 'formal MODE declarer' {both 7. 1 • 1 • b} where "MODE'' stands for any ter-
minal production of the metanotion 'MODE', ·then the second of these occui·-
rences may be omitted. · 
{e.g., real, x., real, y := 1.2 may be replaced by real, x., y := 1.2, but 
real, x., real, y = 1.2 may not be replaced by real, x., y = 1.2, since the first 
occurrence of real is ari actual-declarer wherea.s the second is a formal-
declarer. Note also that mode b = boo"l, mode!'= real, may.be replaced by 
mode b = booZ., .£_ = :r>eaZ, etc.} 
d) If an actual-parameter {7 .4.1. b} (source {8.3.1.1.f}) is a routine-
.denotation {5.4.1.a} or a void-cast-pack {8.3.1+.1.b} (is a ·routine-
denotation), then its first open-symbol and last close-symbol {both 3.1.1.e} 
may simultaneously be omit·t;ed. 
{e.g., !!E.. + = ({int a) :k!:l. : a) may be replaced by !!E_ + = (inta) int: a.} 
e) If the original { 1. 1. 6. c} of Q and the original of R envelop { .1. 1 ~6.j} 
the same mode, then p_roe Q I =R may be replaced by 12_:r:,.oe I = R, 912. Q P = R. by 
::12._ P = R, and proe Q N : = R by p_roe N ; = R. . · . 
··- {e.g., proe (re.f int) inor = {ref int i) : i +:= 1 may be replaced by 
proa inar = (ref int i) : i +:= 1, 912. (ref int) ~ deer = · (r~f int i) ,· . 
int : i -:= 1 may be replaced by !212. deer= (ref i.nt i) int : 1, -:= 1, and 
p1'oe (1'eaZ) int p := (reaZ x) int: 1'oun~ x,obtained by ~.2.a,d from 
ref proa ( reaZ) int p = Zoe p_roe (reaZ~ i.nt : = ( ( :r>eaZ x) i.nt : round x) , 
may be replaced by proa p := (real, :x;) i.nt : rouncl""'x:I 
f) [:]maybe replaced by[],[:., by[., , .,:., by.,, , ~:]by.,],[:@ by 
[@ , and ., : @ by ., @ • 
{e.g.,[:] reaZ may be replaced by[] i'eaZ.} 
9.3. Repetitive statements 
a) The strong-unitary-void-clause {8.1.1.a} 
begi'J]:_ int J := A., int K =· B., L = C; 
· M: j_[ S (K > 0 TT ~ L I: K < 0 I J ;,:: L I trul3) 
then int I= J; (D IE; (SJ+:= K); go to M) 
ti 
end, 
where J, K, Land M do not occur in D, E or S, and where I diff'ers f'rom J 
and K, may be replaced by 
for I from A Eli. B to C while. D do E , 
and if; moreover, I does not occur in D or E,, then foP I from may be re- . 
placed by from. 
9.3 continued 
b) · The strong··unitary-void,-clause { 8. 1 • ·1 • a} · 
begin int J. := A, int K = B; 
M: (in! I= J; (D IE; SJ+:= K); go to M) 
end , · · 
where J, . K and M do not occur in D, E or S, and where I diff'ers f'rom J and 
K, may be replaced by 
for I from A ·Eli B whiZe D do E ; . . . 
and if, moreover, I does not occur in Dor E, then for I ;(Pom may be re-
placed by from. 
c) from 1 EJj__ may be replaced by E]j_, Eli 1 to by to,·~ 1 while by while, and 
while true do by do. 
{e.g., for i from 1 °EJL· 1 to n u.>hile true do x +:= xl[i] may be replaced 
by for i to n do x +;= xl[i]. Note that to O do E and while false do E do . 
not cause E to be elaborated at all, whereas do E causeq E to be elaborated 
repea·tedly until the elaboration is terminated, interrlipted or halted.} 
9.4. Contracted conditional clauses {The 6loWVL6 .that bloom in .the -0pJtlng, 
TM la, 
Have no.thing ~ode wUh :the cct6e. 
Mikado, W.S. GilbeJLt.} 
a) else sk~p ti may be replaced by f_i. . . 
Te."g., :f:t x < 0 then x := 0 else skiE., ti may be replaced by if. x < 0 
then x := 0 ti•} . 
b) §>'lse if. T ti ti may be replaced by ~lsf_ T ti an_d 
then if. '11 [f. ti may be replaced by thef T ti• . . 
{e.g., :ft. p then princeton else :ft. q then grenob'le else zandvoort ti fi 
may be re]i>lact:;d by if.? then prince. ton el~ q then grer,,6b·. le. else zandvoort fi 
or by (p I pr,z,nceton I :qj grenobZe I zandvoort). Ma11y more examples are to 
be found in 10.5.} 
c) (in'/; .I == A; if SI = 1 then F elsf S I = 2 then G else E t!J, where I 
does p.ot occur in F, G, Sor E, may be replaced by case A in F., Gout E esac 
{or by (A IF, G I E)}. 
d) (int I = A; if S I = 1 then F else case (S I - 1~ in Hout E esaa fi), 
where I does not occur in F, H, Sor E, may b~ replaced by . 
~ A in F, H out _1: ~ {or by (A I F., H I E)} ~ 
e) (int I; u K = Tv; ((X o x·i I:= 1; M), (Yo KI I:= 2; M)); o. M: I),. 
whereWis the same as some terminal production of' 'MODE tertiary' in which 
"MODE" stands :for the mode specified by U, and whers I, Kand M do not occur 
in W, X and Y, may be replaced by (:X, YOW:). · 
f) (int I, J; u K = Tv; ((~ o K I I.:= 1; M);, (s (J := ((:Z o K:J + 1)) > 1 I 
I:= J; M)); O. M: I), where Wis the same as some terminal production of 
'MODE tertiary' in which "MODE" stands for the mode specified by U, and 
where I, J, K and M do not occur in S, W, X or Z, may be replaced by 
(:X, Z OW:). 
g) ((:i OW:) j H j F) may be replaced by (Z' 0 :rv I H IF) •. . 
{Examples of' the use of' such "conformity case clauses" are given in 
11.11.q,ah.} . . . 
10. Standard prelude and postlude 
a) A "standard decla.ration11 is one of the constituent declarations of 
the standard-prelude {2._1.b} {; it is either an "environment enquiry", 
supplying information concerning a specific property of the implementation 
(2 .3 .c), a "standard priority" or "standard operation", a "standard 
mathematical constant or function", a "synchronization operation" or a 
11transput declaration"}. 
b) A representation of the standard-prelude is obtained by altering 
each f'orm in 10.1, 10.2, 10.3, 10.4 and 10.5 in the following steps: 
Step 1: Each sequence of symbols between { and t in a given form is 
altered in the following steps: 
Step 1.1: If D occurs in the given sequence of symbols, then the given 
sequence is replaced by a chain of a suf'ficient number of sequences 
separated by comma-symbols; the first new sequence is a copy of the 
given sequence in which copy D is deleted; the n-th new sequence, 
n > 1, is a copy of the given sequence in which copy Dis replaced 
by a sub-symbol followed by n-2 comrm-symbols followed by a bus-
symbol; 
Step 1.2: If, in the given sequence of symbols, as possibly modified 
in Step 1.1, L int (L reaZ, L aomp}) occurs, then that sequence 
is replaced by a chain of a sufficient number of 
sequences separated by conrna-symbols, the n-th new sequence being a 
copy of the given sequence in which copy each occurrence of L(L) 
has been replaced by (n-1) times Zong( tong); 
Step 2: Each occurrence of { and tin a given form, as possibly 
modified in Step 1, is deleted; 
Step 3: If, in a given form, as possibly modified in Steps 1 and 2, 
Lint (L reaZ., L aompZ., L bits., L bytes) occurs, then the form is 
replaced by a sequence of a sufficient number of new.forms; then-th 
new form is a copy of the given form in which copy each occurrence of 
L(L., K., S.,) is .replaced by (n-1) times Zong(Zong., Zeng., short) ; · 
1 0. continued 
Step 4: If P occurs in a given form., as possibly modified or made in the 
Steps above, then the form is replaced by four new forms obtained by 
replacing P consistently throughout the form by either - or+ or x or/ ; - . . 
Step 5: If g occurs in a given form, as possibly modified or made in the 
Steps above, then the form is replaced by four new forms obtained by 
replacing g consistently throughout the form by either minus or pZus 
or times or div; 
Step 6: If R occurs in a given form, as possibly modified or made in the 
Steps above, then the form is replaced by six new forms obtained by 
replacing R consistently throughout the form by either < or s: or = or 
-/- or ~ or > ; 
Step 7: Each occurrence of Fin any form, as possibly modified or made 
in the Steps above, is replaced by a representation of the 
letter-aleph-symbol {5.5.8}; 
Step 8: If, in some form, as possibly modified or made in the steps above, 
% occurs followed by the representation of an identifier (field-selector, 
indication), then that occurrence of% is deleted and each occurrence 
of the representation of that identifier (field-selector., in:iication) 
in any form is replaced by the representation of one same identifier 
(field-selector, indication) which does not occur elsewhere in 
and Step 8 is taken ; 
Step 9: If a sequence of representations beginning·with and ending·with ¢ 
occurs in any form, as possibly modified·or made in·the Steps above, 
then this sequence is replaced by a representation of an actual-declarer 
@r closed-clause suggested by the sequence; 
Step 10: If, in any form, as possibly modified or made in the Steps above, 
a representation of a routine-denotation occurs whose elaboration in-
volves the manipulation of real numbers, then this denotation may 
be replaced by any other denotation whose elaboration has approximately 
the same effect {; the degree of approximation is left undefined in this 
Report (see also 2.2.3.1.c) } ; 
Step 11: The standard-prelude is that declaration-prelude whose represent-
ation is the same as the sequence of all the forms, as possibly modified 
or made in the Steps above. 
' {The declarations in this Chapter are intended to describe their effect 
clearly. The effect mey very well be obtained by a more efficient method.} 
c) A representation of the standard-postlude is given in 10.6. 
10. l. Enviroillll.ent enquiries 
a) int int Zengths = a the nwnber of different Zengths of integers a; - - -
b) L int L max int = a the Zargest L integral, vaZue a ; -- - -
c ) int rea 7, Zengths = , • 
£ the number of different Zengths ·of real, numbers£; 
d) L real, L max real, = a the Zargest L reaZ vaZue £ ,; 
e) f_ real, L smaZZ real,=£ the smaZZest L real, vaZue suah that both 
L1 + L smaU real, > L1 and L1 - L smaU real, < L1 £; 
f) int bits widths= 
E.. the number of different widths of bits£; 
g) int L bits width= 
£ the nwnber of eZements in L bits; see L bits {10.2.8.a} £; 
h) EE abs = ( ahar a) int : 
£ the integral, equivaZent of the aharaater 'a' £ ; 
i) EE repr = ( int a) aha!' : 
£ that aharaater 'x'., if it exists., for whiah abs x = a £ ,; 
j ) int bytes widths = 
£ the number of different widths of bytes£; 
k) int L bytes width = 
£ the number of eZements in L bytes; see L bytes {10.2.9.a} £; 
1) ahar nuU aharaater = a some aharaater £; 
10.2. Standard priorities and operations 
10.2.0. Standard priorities 
a) pPiority minus = 1., pZus = 1., times = 1., overb = 1., div = 1., modb = 1., 
p:l'UB = 1., V = 2., A = 3, = = 4, "f = 4., < = 5, ::; = 5., ;;:,; = 5, > = 5, - = 6, 
+ = 6., x = 7, + = 7., + : = 7, I= 7., e Zem = 7., t = 8., Zwb = 8., upb = 8, 
Zws = 8 ups = 8 .L = 9 : - . ., , , 
10.2.1. Rows and associated operations 
a) mode. % ~ = E.. an aatuaZ~deaZarer speaifying a mode united from 
{4.1+~3 .. a} al,Z modes beginning with 'row of'£; 
10.2.1. continued 
b) EE. 7.:wb = (int n, ~ a)int : £ the Zower bound in the n-th quintupZ.e 
of the desariptor of the vaZue of 'a', if that quintupZe exists.£; 
c) E12.. upb = (int n, ~ a)int : £, the upper bound in the n-th quintupZe 
of the desariptor of the vaZue of 'a', if that quintupZe exists £ ; 
d) E12.. Zws = (int n, ~ a)booZ : £ true (faZ.se) if the Zowel.' state in 
then-th quintupZ.e of the desariptor of the vaZ.ue of 'a' equaZ.s 
1(0), if that quintupZ.e exists £ ; 
e) EE. UE_S = (int n, ~ a)boo~ : £ true (faZ.Se) if the upper state in 
then-th quintupZe of the desariptor of the vaZue of 'a' equaZ.s 
1(0), if that quintupZe exists.£; 
f) E12.. Zwb = (rows a)int : 1 Zwb a _; 
g) EE. upb = (rows a)int : 1 up_b a ; 
h) E12.. Z.ws = (rows a)booZ : 1 Zws a ; 
i) EP.. ups = (rows a)booZ : 1 ups a ; 
10.2.2. Operations on boolean operands 
a) £)2_ V = (booZ a, b)booZ : (a I true I b); 
b) EJ2. A = (booZ. -~, b)booZ,: (a I b I faZse) ·; 
c) E12.. -, = (booZ a)booZ : (a I faZse I true)_; -- - ,_ 
d) EE.== (booZ a, b)booZ: (a "b) v f.aA-.b) . , 
e) EE.-::/-= (booZ. a, b)booZ : -i(a = b) . , 
f) E12.. abs = (bool, a)int : (a I 1 I 0); 
10 .. _2 .3 • Operations on integral operands 
a) EJ2.. < = (L int a, b)booZ : £ true if the vaZue of 'a' is smaZZ.er than 
that of 'b' and false otherwise.£; {2.2.3.1.c} 
·b) EE. :;; = (!:_ int a, b)booZ : -,(b < a) ; 
c) EE. = = ( L int a, b) boo 7, : a :;; b " b :;; a _; 
d) ... ?E. -::/- = (L int a, b)booZ : ...,(a = b) ; 
e)· EE.~=('!:_ int a, b)booZ: b:;; a; 
f) E12.. > = (L int a, b)booZ : b < a ; 
g) EE. - = (!:_ int a, b) !:_ int : £ the vaZue of 'a' minus that of 'b' .£; 
{2'.2.3.1.c} 
10.2.3. continued 
h) EJ2. - = (L int a) L int : LO - a ; 
i) EE.+ = (L int a., b) L int : a - - b J' 
j ) EE. + = ( L int a) L int : a ; 
k) : EE. abs = (L int a) L int : ( a < LO I :-a I a) ; 
1) · E12. x = (L int a., b) L int : (L int s := LO., i := abs b ; 
whi Ze i ;::: £:) do ( s : = s + a ; i : = i - L 1) ; (b . < LO I -s I s J) ; 
m) E12. t = (L int a~ b) !:_ int : 
(b :/-LOI Lint q := LO., r := abs a; 
whiZe(r := r - abs b) ;::: LO do q := q + ):,1 ; 
( a < LO II b ;::: . LO v a ;::: LO II b < LO ·1 -q I q)) ; 
n). _- ·EE. t: = (L int a., b) L int : a - a t b x b + (a < 0 I abs b I 0) •.; 
o) E12. I = (!:_ int a., b) L rea7., : (!:_ rea7., : a) / (!:_ rea7., : b) ; 
p) EE. t = (L int a., int b) !:_ int : 
(b ~ 0 IL int p := L1; to b do p := p x a; p); 
q) E12. Zeng = (L int a) !:2.!!:fJ.. !:_ int : E.. the Zong L integrai vai~e equivalent 
to the vaiue of 'a' E..; {2.2.3.1.d} 
r) EE. short = (lE!!fL L int a) L int : £. the L integrai vaiue., if it exists.,. 
equivaZent to the value of 'a' E.. ; {2.2.3.1. d} 
s) EE. odd= (Lint a)booi : abs a t: L2 = L1; 
t) EE.. sifl_n = ( L int a)int : ( a > LO I 7 I : a < LO l - 7 I O) ; · 
u) E12. .L = (L int a., b) !:_ aomp7., : (a., b) ; 
10.2.4. Operations on real operands 
a) EJ2. < = (!:_ reai a., b)boo7., : E.. true if the vaiue of 'a' is 
smaZZer than that of 'b' and faZse otherwise E..; {2.2.3.1.c} 
b) 912. :,; = (!:_ reai a., b)boo7., : -i(b < a) ; 
c) EE. = = ( !:_ rea 7., a., b) boo 7., : a :,; b II b ;:; a ; 
d) EE.:/- = (!:_ reai a., b)boo7., : -;,(a t= b) ; 
e) EJ2. ;::: = (!:_ rea7., a., b)boo7., : b :,; a ; 
f) EE.. > = (L rea7., a., b)boo7., : b < a ; 
g) EE_ - = (!:_ reai a., b) L rea7., : E.. the value of 'a' minus that of 'b' a 
{2.2.3.1.c}; 
h) 912. - = (!:_ rea7., a) L reai : LO - a ; 
10.2.4. continued 
i) £12.. + = (L reai a, b) L reai : a - - b ; 
j) EE. + = (L reai a) L reaZ : a ; 
k) £12.. abs = (L reai a) L reai : (a -< LO I -a I a) ; 
1) 212. x = (L reai a, b) L reai : £. the vaiue of 'a' times that of 'b' £. ; 
{2.2.3.1.c} 
m) EE. I = (f_ reai a, b) L reai : a the vaiue of 'a' divided by that of 
'b' !!_ ; {2 .2 .3. 1 .c} 
n) EE. Zeng = (L reai a) 1E!.!£.. f reaZ : 
.£ the Zong L reai vaZue equivaient to the value of 'a' ,£ ; {2.2.3. 1.d} 
o) EE.. short = (Zong L reai a) L reai : £. the L reai vaiue, if it 
exists, equivaZent to the vaiue of 'a' a· ; {2. 2. 3. 1. d} 
p) 9.E. round = (L reai a) L int : £. a L integrai value, if one exists, 
equivaient to a L reai vaZue differing by not more than one-hatf 
from the vatue of 'a' .£ ; 
g_) 9.E. sign = (L reai a)int : ( a > LO l 7 .I : a < LO I -7 I 0) ; 
r) 9.E. entier = (L reai a) L int : (L int j := LO ; · 
while j < a do j := j + !:_1 ; 
whi Ze j > a do j : = j - L1 ; j) ; - ' -








9.E. p = 
EE.. p = 
£12.. R = 
02. R = 
02. J. = 
02.. J. = 
(L reat a, L int b) L reat : a ?._ (L reai : b) ; 
(L int a, L reai b) L real : (!:_ real : a) p b ; 
(L reai a, L int b) boot : a R (L real : b) ; 
(L int a, L reai b) booi : (L real : a) "!!_ b ; 
(L real a, L int b) L aompl : (a, b) ; 
(L int a, L real, b) L compZ : (a, b) ; 
£/2. t = (L reai a, -int b) L reai : (L real, .P := L 7 ; 
to abs b do p := p x a ; (b ~ 0 I p I !:_ 7 I p)) ; 
10.2.6. Operations on character operands 
a) EE.< = (char a, b) booi : abs a< abs b . {10.1.h} , 
b) op :;;; ~ (char-·~, b) booZ . -i(b < a) . . , 
c) ::.P... = = (char a, b) booi : a:s;b11b :;;; a . , 
d) £/2. "f = (char a, b) booZ : -i(a = bJ . , 
10.2.6. continued 
e) QJ2. ~ = (ahar a., b) booZ . b:,; a . . , 
f) QJ2. > = (ahar a., b) booZ : b < a . , 
g) .£E. + = (char a, b) string__ : (a; b) .. .J 
10.2.7. Complex structures and associated operations 
a) struat L aompZ = (L reaZ re, im) ; 
b) QJ2. ~ = (L aompZ a) L reaZ : ·z,e £i a ; 
c) £E._ im = (L aompZ a) L reaZ : im Qi a ; 
d) QJ2_ abs = (L aompZ a) L reaZ : L sqrt(re a t 2 + im a t 2) ; 
e) QJ2_ £E!!J_ = (L aonpZ a) L aompZ : ~ a .L - im a ; 
f) QJ2_ = = (L aompZ a, b) booZ : re a = Pe b " im a = im b ; 
g) QJ2. ¥- = (L aompZ a, b) booZ : -, (a = b) ; 
h) QJ2. + = (L aompZ a) L aompZ : a ; 
i) 912.. - = ( L aomp Z a) !:!_ comp]_ : - ~ a J. - im a ; 
j) QJ2. + = (L aompZ a, b) L aompZ : (re a + ~ b) .L (im a + im b) ; 
k) EE. - = (L compZ a, b) L aompZ : (re a - ~ b) .L (im a - im b) ; 
1) EP... x = (L compZ a, b) L aompZ : 
(~ a x ~ b - ·im a x im b) J. (Pe a x im b + im a x ~ b) ; 
m) QP.. I = (L compZ a, b) L corpZ : 
(L PeaZ d = ~(b x aonj b) ; L compZ n = a x conj b ; 
( Pe n I d) J. ( im n I d)) ; 
n) QP.. Zeng = (L aompZ a) l2!!£.. L compZ : Zena ~ a .L 'i:.f!!JfJ_ im a ; 
o) EE. s hor• t = ( l2!!iJ.. L comp 7, a) L aomp 7, : s hoPt ~ a .L shoPt im a ; 
p) EJ2. P = (L comp?, a,. L int b) L compZ : a P (!:!_ aompZ : b) ; 
q) El2. P = (L compZ a, L PeaZ b) L aompZ : a f (!:!_ aompl, : b) ;_ 
r) EE. P = (L int a, L comp 7, b) L compZ : ( f. aompl : · a) p b ; ; 
s) EJ2. P = (L PeaZ a, L compZ b) L compZ : (L aompZ : a) P b ; 
t) EJ2. t = (L compZ a, int b) L aompZ : (L compZ .P := L1 ; 
to abs b do p := p x a ; (b ~ 0 I p I L 1 I p)) ; 
10.2.8. Bits structures and associated operations 
a) stPuct L bits= ([7: L bits width] booZ L F); {See 10.1.g} 
{The field-selector is hidden from the user in order that he may 
not 'break open the structure ; in particular, he may not subscript 
the field. } 
10.2.8. continued 
b) EJ2. = = (L bits a, b) booZ : _, 
( for i to L bits width do NL F £1. a) [ i] =# (L F £l. b) [i] ( z); · 
true • Z : faZse) ; 
c) EE.. ¥ = (L bits a, b) booZ : -(a = b) ;-
d) £12.. v ':-' (L bits a, b) L bits : 
(L bits a ; for i !:£. L. bits width do 
(L F £1. a)[i] := (L F £1. a)[i] v (L F £1. b)[i]; a); 
e) EJ2.. " = (L bits a, b) L bits : 
(L bits a; for i to L bits width do 
(L F Et. a)[i] := (L F £i a)[i] " (L F Et. b)[i] ; a) ; 
f) EE. :;; = (L bits a, b) booZ : (a v b) = b ; 
g) 02_ .:: = (L bits a, b) booZ : b ~ a ; 
h) 02_ t = (L bits a, int b) L bits : 
if. abs b s L bits width then ff.. bits a := a ; to abs b do 
(b > 0 I for i from 2 to L bits width do (L F Qi a)[i-1] := 
(L F E.f. a)[i]; (L F E.f. a)[L bits width] := faZse I 
for i from L bits width EJi_-1 to 2 do (L JI £1. a)[i]:= 
(L F E.f. a)[i-7] ; (L F .Qf. a)[7] := fa.Zse) ; a fi; 
i) 02_ abs = (L bits a) L int : 
(L int a := LO ; for i ELL bits width do 
a : = L2 x a + abs ( L F f2i. a) [ i J ; a) ; 
j) EE.. bin = (L int a) L bits : :f:.f. a > LO then 
L int b := a ; L bits a ; for i from L bits width Eli. -7 to 7 do 
((LFE.f_a)[i] :=oddb ;b :=b ..-L2); afi; 
k) 02_ elem = (int a., L bits b) EEE1.. : (L F £f. b)[a] ; 
l) 02. L btb = ([ 7: J EEE1.. a) L bits : 
(int n = upb a; (n s L bits width I L bits a; 
for i to L bits width do (L F Qi a)[i] := (i ~ L bits width -nlfaZsel 
a [i - L bits width+ n]); a)) ; 
10.2.9. Bytes and associated operations 
a) struat L bytes= ([7: L bytes width] ahar L F); {See 10.2.8.a and 
10. 1 .k} 
b) EE.<= (L butes a, b) E!!.El-: (string: a)< (string: b); 
c) QJ2_ ~ =' (L bytes a, b) booZ : -i(b < a) ; , 
d) 02_ = = (L bytes a, b) booZ : a s b " b ~ a ; 
10.2.9. continued 
e) EE.-:/- = (L bli.tes a, b) bool ,♦-, (a = b) . , 
f) EE.~ = (L bli.tes a, b) boo l : b $ a ; 
g) EE.> = (L b7i.tes a, b) bool: b < a _; . 
h) EE. elem = (int a, L bytes b) char : (L F £i. b)[a] ; 
i) EE. L ctb = (string a) L b7i.tes : 
(int n = upb a; (n $ L bytes width IL bytes c; 
f2r i ELL bytes width do (L F £i. o}[i] := 
(i $ n I a[i] I null charaoter); o)) _; 
10.2.10. Strings and associated operations 
a) mode string = [ 7 : fZex] char ; 
b) EE. < = (string a, b) booZ : 
(int m = upb a, n = upb b _; int p = (m < n I m I n)., 
int i := 7 ; booZ o ; (p < 7 I n ~ 1 I e : 
fo := aCiJ = b[iJ I: (i := i + 7) $ p I e) _; 
(a Im< n I a[i] < b[i]))); 
c) £12. $ = (string a, b) bool ,--,(b < a) ; 
d) EE. = = (string a, b) bool : a $ b " b $ a _; 
e) EE.:/- = (string a, b) booZ : -,(a = b) ; 
f) EE. ~ = (string a., b) booZ : b $ a ; 
g) EE.> = (string a, b) booZ : b < a; 
h) EE. R = (string a, ohar b) bool: a R (string: b); 
i) EE. R = (ahar a, string b) bool : (string : a) R b ; 
j) EE.+= (string a, b) string: 
( int m = upb a, n = upb b ; [ 7 : m + n] char a ; 
a[J . m] := a ; o[m + 7 . m + n] := b; a) ; . . 
I 
k) EE.+= (string a, char b) string . a'+ (strinfJ.. : b) . 
1) EE.+ = (ohar a, string b) string . (string . a) + b . . 
; 
; 
{ The operations defined in b, h and i imply that if abs "a" < abs · ''b ", 
then "" < "a" ; "a" < "b" ; "aa" < "ab" ; "aa" < "ba" ; "ab" < ''b". } 
10.2.11. Operations combined with assignations 
a) QE. minus = (ref L int a, L int b) ref L int : a ·-. a - b ; 
b) EE. minus = (ref L reaZ a, L reaZ b) ref L real: a := a - b . ., 
C ) __ 21?.. minus = {ref L oompl a, f oompZ b) ref L oompl . a := a - b ; . 
10,2.11 •. continued 
d) 9.P. plus = (ref L int a, L int b) ref L int : a := a + b ; 
e) 9.P. plus = (ref L real a, L real b), ref L real : a := a + b ; 
f) 9.P_ plus = (1"ef L compl a, L coprpl 'b) ref L corrrpl : a := a + b , 
g) 02.. times = (ref L int a., L int bl ref f_ int : a := a x b ; 
h) QJ2. times = (ref L real a, L real b) ref L real : a := a x b ; 
i) 02.. times = (ref L compl a, L corrrpl b) ref L compZ : a := a x b ; 
j) QJ2_ overb = {ref L int a, L int b) ref L int : a := a + b ; 
k) QJ2.. modb = (ref L int a, L int b) ref L int : a := a +: b ; 
1) 9.P_ div = (ref L real a, 1f. real b) ref L real, : a := a I b ; 
mr 02.. div = (ref L compZ a, L corrrpZ b) ref f.. compl : a := a I b ; 
n) QP Q_ = (ref L real, a, L int b) ref L real : a .Q. (!:_ reaZ :. b) ; 
o) QJ2.. Q_ = (ref L corrrpZ a, L int b) ref L corrrpZ : a .Q. (L compZ b) ; 
p) QJ2.. Q_ = (ref L corrrpZ a, L real b) ref L corrrpZ : a .Q. (L compZ : b) ; 
q_) QJ2.. pZus = (ref string a, string b) ref string : a := a + b ; 
r_) ·· QJ2.. p11us = (string q,, ref string b) ref string : b := a + b ; 
s) QJ2. pZus = (ref string a, char b) ref strinq : a := a + b ; 
t) QJ2.. prus = (aha1" a, ref string b) ref string : b := a + b ; 
10.3. Standard mathematical constants and functions 
a) L real, L pi = £ a L real value cZose to 1r ; see Math. of Comp. 
v. 16, 1962, pp. 80-99 £; 
b) proc L sqrt = (It._ real, x) L real, : c if x ~ LO, a L real, vaZue 
close to the square root of 'x' £; 
c) proc L exp = (L real, x) !!._ real, : £ a L real, vaZue, if one exists, 
cZose to the exponential function of 'x' c ; 
d) proc L Zn = (!!._ real, x) !!._ rea7,, : £ a L real, value, if one exists, 
· cZose to the natural, Zogarithm of 'x' £; 
e) proc L cos = (!!._ real, x) !!._ real : £ a L rea7,, vaZue cZose to the 
cosine of 'x' c; 
f) proc L arccos = (!!._ real, x) !!._ reaZ : c if abs x s; L1, a L real, 
value close to the inverse cosine of 'x', 
LO s; L arccos {x) s; L pi £; 
g) proc L sin = (L real x) L real : £ a L real, vaZue cZose to the 
sine of 'x ' c · _,
10 .3 • continued 
h) proa L arasin = (L reaZ. x) L reaZ. : _£ if abs x s: L7, a L reaZ. vaZ.ue 
aZ.ose to the inverse sine of 'x', abs L arasin(x) s: L pi I L2 £; 
i) proa L tan = (L reaZ. x) L reaZ. :. 
£ a L reaZ. vaZ.ue, if one exists, aZ.ose to the tangent of 'x' £; 
j) eroa L aratan = (L reaZ. x) L reaZ. : 
a a L reaZ. vaZ.ue aZ.ose to the inverse tangent of 'x ', 
abs L aratan(x) s: L pi I L2 £ ; 
k) proa f_ reaZ. L random = L Z.ast random := £ the next pseudo-random L rea_z. 
vaZ.ue after L Z.ast random·from a uniformZy distributed·sequenae on 
the intervaZ. (LO, f._1) a ; 
1) L reaZ. L Z.ast random := L • 5 ; 
10 .4. Synchronization operations 
a) !:!£. down = {ref int dijkstra) : ( do (:ff. dijkstra .:: 7 then 
dijkstra minus 7; Z. eZ.se £ if the aZ.osed-statement repZ.aaing this 
aomment is aontained in a unitary-phrase whiah is a aonstituent 
unitary-phrase of the smaZ.Z.est aoZ.Z.ateraZ.-phrase, if any, beginning 
with a paraZ.Z.eZ.-symboZ. and aontaining this aZ.osed-statement, then 
the eZ.aboration of that unitary-phrase is _haZ.ted {6.0.2.c}; 
otherwise, the fut'ther eZ.aboration is undefined E..fi); Z.: skip); 
b) 02.. '!:!£. = (ref i]:tt dijkstra) : (dijkstra pZ.us 7 ; £ the eZ.aboration 
is resumed of aZ.Z. phrases whose eZ.aboration is not terminated but 
is haZ.ted beaause the ncone possessed by 'dijkstra' referred to a 
vaZ.ue smaZ.Z.er than one a); 
{See 2 .2 .5; for insight into the use of down and YE., see E .w. Dijkstra, 
Cooperating Sequential Processes, EWD123, Tech. Univ. Eindhoven, 1965, 
and also 11.13, } 
., 
10.5. Transput declarations {"So it does!" said Pooh~ "It goes in! 11 
"So it does! 11 said Piglet. ".And it comes out! 11 
"Doesn't it?" said Eeyore. 1.'Tt·'goes "in 
and out like anything." 
Winnie'-the-Pooh, 
10.5.0. Transput modes and straightening 
10.5.0.1. Transput modes 
a) mode % simpZout = union({ L int *., { f. real, *" { !!,. oompt *" 
boot, ohar., string) ; 
b) !!EE!:.. % outtype = union({ D L int *" 
{ D char*, { D outstruot *); 
{ D L real,*, { D boot*, --- ---
A.A. Milne.} 
c) mode% outstruot = a an aotuaZ-deoZarer specifying a mode united - ----- -
from {4.4.3 .a} aU modes, exoept that specified by tamrof., 
whioh are structured from {2.2.4.1.d} onty modes from which the 
mode specified by outtype is united£,; 
d) mode% tamrof = struct(string Fl) ;{See the remarks under 5.5.8}; 
e) mode % intype = union({ ref D L int L i: ref D L real, *, 
,j: ref D boot}, ,j: ref D ohar }, i: ref D outstruct *); 
10.5.0.2. Straightening 
a) EE..% straightout = (outtype x) [] simptout: 
£ the resuit of "straightening" 'x' £; 
b) EE..% straightin = (intype x) [] ref simptout: 
£ the resuit of straightening 'x' £; 
~he result of straightening a given value is a multiple value obtained 
in the following steps: 
Step 1: If the given value is (refers to) a value from whose mode that 
specified by simpZout is united, then the result is a new instance of 
a multiple value composed of a descriptor consisting of an offset 
1 and one quintuple (1, 1, 1, 1, 1) and the given·value as its only 
element , and Step 4 is taken; 
Step 2: If the given value is (refers to) a multiple value, then, letting 
n stand for the number of elements of that value, and y:. for the 
1 
result of straightening its i-th element, Step 3 is taken; otherwise, 
letting n stand for the number of fields of the (of the value referred 
to by the) given value, and yi for the result of straightening its i-th 
field, Step 3 is taken; 
10.5.0.2. continued 
Step 3: If the given value is not (is) a name, then, letting m. stand for 
J. 
the number of elements of y., the result is a new instance 
J. 
of a multiple 
value composed of a descriptor consisting of an offset 1 and one 
quintuple ( 1 , m1 + • • • + mn, 1 , 1 ; 1) and elements, the 1-th of which, 
where l = m1 + ••• + ~-l + j, is the (is the name referring to the) 
j-th element of yk fork= 1, ••• , n and j = 1, ••• , ~• 
Step 4: If the given value is not (is) a name, then the mode of the result 
is 'row of' {'row of reference to') followed by the mode specified by 
simpZout. 
10.5.1. Channels and files 
{aa) "Channels", "backfiles" and files model the transput devices of 
the physical machine used in the implementation. 
bb) A channel corresponds to a device, e.g. a card reader or punch, 
a magnetic drum or disc, to part of a device, e.g. a piece of core 
memory, the keyboard of a teleprinter, or to a number of devices, e.g. 
a bank of tape units or even a set-up in nuclear physics the results 
of which are collected by the• computer .. A channel has certain properties 
( 10 .5. 1. 1.d: 10.5.1. 1.n, table I). 
A "random access" channel is one for which set possibZe { 10.5.1 .1.e) 
is true and a II sequential access" channel is one for which set possibZe 
is false. 
The transput devices of some physical machine may be seen in more than 
one way as channels with properties. The choice made in an implement-
ation is a matter for individual taste. Some possible choices are given 
in table I. 
cc) All information on a given channel is to be found in a number of 
backfiles. A backfile (10.5.1.1.b) comprises a three-dimensional array 
of integers (bytes of information), the book of the backfile; the lower 
bounds of the book are all one, the upperbounds are nonnegative integers, 
the ma.xpage, maxUne and ma.xohar of the backfile; furthermore, the back-
file comprizes the position of the "end of file", i.e. the page number, 
' 
line number and char number up to which the backfile is filled with in-
formation, the current position and the "identification-string" of the 
backfile. 
properties card reader card punch magnetic tape unit line printer 
:r--------i-------+------1--------,----------.--------I---------I 
reset pos~-f-b le 
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dd) Af'ter the elaboration of the decle..ration of ahainbfiZe ( 10.5. 1. 1. c), 
all backfiles form the chains of backfiles referenced by ahainbfiZe, each 
backfile chained' to the next one by its field next. 
Examples: 
a) In a certain implementation, channel six is a line printer. 
It has no input information, ahainbfiZe [6] is initialized to 
refer to a backfile the book of which is an integer array with upper 
bounds 2000, 60 and 144 (2000 pages of continuous stationery), with 
both the current position and the end of file at (1, 1, 1) and next· 
equal to nil. All elements of the book are lef't undefined. 
b) .: Channel four is a drum, divided into 32 segments each being one page 
of 256 lines of 256 bytes. It has 32 backfiles of input information 
(the previous contents of the drum), so ahainbfiZe [4] is initialized to 
refer to the first backfile of a chain of 32 backfiles, the last one 
having next equal to nil. Each of those backfiles has an end of file 
at position (2, 1, 1). 
c) Channel twenty is a tape unit. It can accollllllOdate one tape at a time; 
one input tape is mounted and another tape laid in readiness. Here, 
ahainbfiZe [20] is initialized to refer to a chain of two backfiles. 
Since it is part of the standard declarations, all input is part of the 
program, though not of the particular-program. 
ee) A file (10.5.1.2.a) is a structured value which comprizes a reference 
to a backfile, and the information necessary for the transput routines to 
work with that backfile. A backfile is associated vith a file by means of 
open (10.5.1.2.b), areate (10.5.1.2.c) or estabZish (10.5.1.2.d).' 
A given channel can accommodate a certain number (10.5.1.1.n) of backfiles 
at any stage of the elaboration. The association is ended by means of 
saratah (10.5.1.2.u), aZose(10.5.1.2.s)' or Zook (10.5.1.2.t) .. 
ff) When a file is "opened" on a channel for which idf possibZe is 
false, then the first backfile is taken from the chain of backfiles for that 
channel, and is made the bfiZe of the file, obliterating the previous 
backfile, if any, of the file. 
When a file is opened on a channel for which idf possibZe is true, then, 
if the given identification string is empty, then the first backfile, 
and, otherwise, the first backfile which has that identification string, 
is taken from the chain of backfiles for the channel; this backfile is made 
the bfile of the file. 
10.5.1. continued 2 
gg) When a file is "established" on a channel, then a backfile is 
generated ( 8. 5) with a book of the given size, the given identification-
string and both the current position and the end of file at (1, 1, 1); 
when a file is "created" on a channel, then a file is established with 
a backfile the book of which has the maximum size for the channel and an 
empty string as its identification string. 
hh) When a file is "scratched", then its associated backfile is 
obliterated. 
ii) When a file is "closed", then it is attached to the chain referenced 
by ahainbfiZe of the channel. Another file may now be opened with this 
backfile by a suitable call of open. 
jj) When a file is "locked", then it is attached to the chain referenced 
by ZoakedbfiZe of the channel. No file can now be opened with this backfile. 
kk) A file comprizes some fields of. the mode 'procedure boolean 1 , 
'procedure with reference to character parameter boolean' or 'procedure 
with integral parameter boolean', routines which are called when in 
transput certain error situations arise. 
After opening or creating a file, the routines provided yield the value 
·false when called, but the programmer may assign other routines to those 
fields. If the elaboration of such a routine is terminated, then the trans-
put routine which called it can take no further action; otherwise, if it 
yields the value true, then it is assumed that the error situation has been 
remedied in some way, and, if possible, transput goes on, but if it yields 
the value false, then undefined is called, i.e., some sensible system action 
is taken (rr). 
These routines are: 
a) ZogicaZ file end, which is called when during input from a file on a 
sequential channel the end of file of its back.file is passed. If the 
routine yields the value true, then transput goes on, and if it yields 
false, then some sensible action is taken. 
10.5.1. continued 3 
Example: 
The programmer wishes to count the number of integers on his input-
tape. The file intape was opened in a surrounding range. If he writes 
beg_in int n := 0 ; Zogiaai file end £f.. intape := g_oto f ; 
do ( get ( intape., Zoo int} ; n p Zus 1} ; f : print (n} 
end, 
then the assignment to the field of intape violates the scope restrict-
ions (; the scope of the routine (: goto f} is smaller than the scope 
of intape), so he has to write 
begin int n : = 0 ; fi Ze auxin . - in tape ; 
Zogiaa Z f i Ze end £f.. auxin : = goto f ; 
do(get(auxin., Zoo int} ; n p_Zus 1) ; f : print (n} 
end. 
b) physiaaZ fiZe end, which is called when the maxpage., the maxZine or 
the maxahar of the backfile of a file is exceeded. 
If the routine yields the value true, then transput goes on, and if 
it yields false, then some sensible action is taken. 
Example: 
The programmer wishes automatically to give a new line at the end of 
a line and a new page at the end of a page on his file f: 
proa boo 7,, new . Zine page,= : 
((Zine ended (f} I new Zine (f}}; 
(page ended (f} I new page (f}} ; true} . ., 
c) ahar error, which is called 
when, during formatted input, a character is read which does not 
agree with the frame specifying it (5.5.1.m) or 
when, during input, at the current position an uninterpretable character 
is present (10.5.1.nn), 
with a reference to a character, suggested as a replacement. 
The routine provided by the programmer may give some other character 
instead of the suggested one. If the routine yields true, then that 
suggepted character as possibly modified by the routine is used, and, , 
if it yields false, then some sensible action is taken. 
10.5.1. continued 4 
Example: 
The programmer wishes to print a list of all such disagreements. He 
assigns to the field ahar error of his file f 
( (ref ahar sugg) booi : 
ahar k; baakspaae (f} ; int p = page number (f), 
i = Une nimber ( f), a = ahar number ( f) ; get ( f, k) ; 
print ( (new Zine, "at", p, i, a, ''present:_""", k, 
'""', ,:_su.ggested.:._""", su.gg, """."));true)) 
d) vaZue error, which is called when during formatted transput an attempt 
is made to transput a value under control of a picture with which it 
is not compatible, or when the ntnnber of frames is not sufficient. 
If the routine yields true, then the current value and picture are 
skipped, i.e., transput goes on at 5.5.1.dd Step 5; if the routine 
yields false, then first, on output, the value is output by put, and 
next some sensible action is taken. 
e) format end, which is called when during formatted transput the format . 
is exhausted while still some value remains to be transput. 
If the routine yields true, then transput goes on ( so the routine 
must have provided a new form.at for the file2, and, if the 
routine yields false, then the current format is repeated, i.e., 
first picture again is made to be the current picture of the file. 
f) other error, which is called with some actual-integral-parameter, 
when during transput some other error situation arises. 
No call of this routine occurs explicitly in the standard-prelude, 
and neither the meaning of its actual-parameter nor that of the value 
yielded, is defined in this Report. 
This routine may, in some implementation, be called when an incorrig-
ible 'hardware error occurs which makes transput involving this file 
impossible. (The programmer may provide a routine which then closes the 
file and opens it on some other channel.) 
ll) The aonv of a file is used by the transput routines in the conversion of· 
characters to and from integers in the book of the bfiZe of the file. 
After opening, creating or establishing a file, stand aonv_ of the 
channel is used, but some other "conversion key" may be provided by the 
programmer by a call of make aonv (10.5,1.zz). 
10.5.1. continued 5 
On output, tiie. gi".ven cl'fa.racter i,s;: converted to tna.t integer, :i,1'_ a.n;r, 
in t1ie conversi'on ltey·, wftos;e ordinal numaer is~ tl:Ie integral e.quivalent 
of that character; what action is taken when an attempt is made to convert a 
character with an integral equivalent exceeding the upper bound of the 
conversion key, is left undefined; 
on input, the given integer is converted to that character, if any, 
w.hose integral equivalent is the lowest ordinal number for which the element 
of the conversion key is equal to that given integer; if no such character 
. . . . . 
exis:ts:, th.en aliar error is- called with a space. (parity erro:r;, nonexiste;t 
code). 
mm) The term .of a file is used in reading strings of a variable number 
of characters:, where either the end of line or a.ny of the characters of 
term serves. as a terminator (s.ee 5.5.1.jj and 1G.5.2.2.dd). This. 
terminator string may be provided by the programmer. 
. .. 
nn) On a channel for which reset possible is true, a file may be 
"reset", causing its position to be (1, 1, 1). On a sequential access 
file the end of file remains at the position up to which the backfile 
contains inf'ormation, but when after resetting any output is done, the 
end of file is first set at the current position. 
oo) On a random access channel a f'ile may be "set", causing its position 
to be the given position. 
pp) On files opened on a.sequential access channe1;~bint:1ry and nonbina~y 
transput may not be alternated, i.e. a:fter opening, creating or resetting 
such a file, either is possible, but, once one has taken place on the file, 
the other may not until the file has been reset again. 
qq) On files opened on a sequential access channel for which put 
possible and get possible both are true, nonbinary:input and output may 
be alternated, but it is not allowed to read past the end of 
file. 
rr) When in transput something happens which is left undefined, for in-
stance by an explicit call of undefined ( 10.5 .1 .2:.y), this does not· imply 
that the elaboration is catastrophically and immediately terminated, but 
only that some sensible action is taken which is not or cannot be de-
scribed oy this Report alone, and is generally implementation dependent. 
For instance, in some implementation it may be possible to set a tape 
unit to any position wi_thin the logical file, even if set possible is 
false (oo). 
10.5.1. continued 6 
Example: 
begin fil,e fl, f2 ; [1 : 10000] int x ; int n ; 
open (fl,, ahannel, 2); 
f2 : = fl ; ¢ now fl and f2 aan be used interahangeab 7,,y ¢ 
make aonv(fl, fZexoaode); make aonv(f2, teZexaode); 
¢ now fl and f2 use different aodes; fZexoaode and 
teZexaode az,e defined in the libraz,y dealaz,ation for 
this impZementation ¢ 
reset (fl); ¢ aonsequently f2 is reset too¢ 
for i while ...., ZogiaaZ file ended (fl) do 
(n := i; get (fl, x[i])); 
¢ too bad if there az,e more than 10000 integers in the input¢ 
reset (fl); 
for i to n do put (f2, x[i]) ; 
reset (f2); aZose (f2) 
¢ fl is now aZosed too¢ 
10.5.1.1. Channels . 
a). int ronb channeis =£an integrai-aiause indicating the number of 
transput channe is in the imp ierrentation 5!_; 
o J · sti>uat % l3fi1,e· = ([1: fiex3 1 : fiex~ 1 : fiex]int 13001<, 
·. int ipage, Uine, Zohar, page, Une, abar~ maxpage, maxUne, 
maxahar, s.tring idf, ref bfiZe nextl ; 
c) [ 7 : ronb ahanne Zs J ref b.fi Ze % ahai:7-bfi 7;.e : = £ some appropriate 
initiaUzation { see l O. 5 • 1.dd} a_; 
I 
d) [ 7 : ronb ahanneis J booi reset possibie = £. a row-of-booiean-ciause, 
indicating which of the physicai deviaes corresponding to the 
channeis aiiow resetting {e.g. rewinding of a magnetic tape} c; 
e) [7: ronb channeisJ booi set possibie =£a row-of-booiean-ciause, 
indicating which devices can be accessed at random c_; 
f) ·. [7: nnb channeisJ booi get possibie =.£_a row-of-booiean ciause, 
indicating which devices can be used for input,£; 
. g) [ 7 : ronb channe is J boo i put pas sib ie = .£_ a row-of-boo Zean-c iaus e, 
indicating which devices can be used for output 5!_; 
h) [ 7 : ronb channeisJ booi bin possibie = .£_ a row--of-booiean-aiause, 
_ _ indicating which devices can be used for binary transput £_; 
i). ··c 7 : ronb ahanneisJ booi idf possibie =.£.a row-of-booiean-ciause., 
indicating on which devices backfiies have an identification c; 
j) [ 7 : ronb channeis] int max page = .::_ a ·row-of-integrai-ciause., 
giving the m:zximum number of pages per fiie for the channeis g_; 
k) [ 7 : nrrb channeis J int max Une = .£_ a row=-of-integrai-aiause., 
giving the ,raxirrwn number of iines per page£; 
1) [ 7 : ronb channeisJ int max ahar = .£_ a row-of-integrai-aZause., 





[ 1 : ronb channeis] struct(proa [] int Fl s.tand aonv = a a aZause 
giv"ing the s.tandard convers,io~ key~ for th.~ alza~n~Z;~; ~th~; 
convers.i.on keY.l:1, may- b.e. :provided b.;y-- the ii,h.rary-preiude} £; 
[ 1 : ronb ahanneis J int -max ronb fiies = £ a· row-_of-integrai-ciause., 
giving the maximarz numbers of fiies the channeis can accommodate a;. 
[1: rrmb ahanneis] int% rrmb opened fiies; 
for i to ronb ahanneZs do rrmb opened fiies [i] := O; 
[ 1 : ,rrmb ahanneis] ref b[iie % Zoakedbfiie; 
for i to ronb ahanneis do ioakedbfiie [i] := nii; 
10.5.1.1. continued. 
q) : proa file available = (int ahannel,} bool, : 
rrmb opened files [ahannel,] < ma:x: rrmb files [ahanneZ]; 
1 O. 5. 1. 2. Files 
a) .:struat file = (bfi"le % bfi"le, int % ahan, ref int % forp., 
ref boo"l % state def., % state get., % state bin, % opened., 
ref string % format., string term., [O : flex] int aonv., 
proa bool, Zogiaal, file end., physiaa"l file end., format end., 
value error, proa (ref ahar) bool, ahar error., proa (int) bool, 
other error); 
b) proa open= (ref fil,e file., string idf, int ah) : 
.it file available (ah) 
then J:>ef ref bfi"le bf := ahainbfil,e [ah] ; 
while (ref. b[i"le : bf) :=/=: nil,_ do 
(idf Ef.. bf = idf v l,df = trlf v --, idf possibl,e[ah] 
"l I bf := next Ef. bf;' ; undefined. 
l, : file := (bf, ah., int := 0, bool, := false., 
boo"l., bool,., bool, := true, nil, "rr ., F £i. stand aonv[ah]., false., 
false., false., false., (ref ahar a) bool, ·: .false_:.,_ skip/.; 
(ref re-f 1ffi-Ze- : bfT := next-~ b'f .: 
numb opened files [ah] plus 1 
e l,se undefined f:f:; 
c) proa areate = (ref file file., int ah) : 
establish (file., ,max page [ah], max "line [ah]., ma:x: ahar [ah]., ah) ; 
d) proa establish = (ref file file., string idf., int mp., ml., ma., ah) : 
:!:i_fi"le available (ah) A mp~ ma:x: page [ah] A 
ml, ~ ma:x: "line [ah] A ma ~ ma:x: ahar [ah] 
~ bfile bf= ([1 : mp., 7: ml., 7 : ma] int., 7., 1., 1.,7., 7., 7., 
mp., ml., ma., idf., nil,) ; 
file:= (bfile := bf., int := ah., int := o, booZ := false., 
bool., bool., bool, := true., nil.,' 1111, F of_ stand aonv[ah],· 'false; 'false., 
• - • - • • • * -~~·----,-
false., false., (ref ahar a) bool : faZse . ., skip) ; 
rtff!b opened files [ah] plus 7 
else undefined fi ; 
10.5.1.2. continued 
e) proc set = {file file., int p., l., a) : . 
if. set possible [ahan Q[ file] A opened £i. file 
then page £i. bfile £i. file := p ; Zine £f. bfile E.f. file := 
char £i. bfile Qf. file := a ; aheak pZa (file) 
,,. else undefined fi; 
f) proc reset = (file file) : 
if. reset possible Cchan £f. file] A opened £i. file 
z . ., 
then page £i. bfile £i. file : = 7 ; Zine £i. bfile £f. file .- 7 ; 
aha!' E.f. bfile £i. file := 7 ; state. def £i. file := false 
~ undefined f:!:; 
g) proc % aheak pZa = (file file) : :ft. opened E1. file 
then (-i(ZogiaaZ file ended (rile) I Zogiaal file end £f. file I: 
line ended (file) v page ended (file) v file ended (fiZe) 
I physiaal file end £f. file I true) I undefined) 
else undefined t:f:; 
h) proc Zine ended= (file file) bool : (opened E1. file 
int a = aha!' £1. bfile £i. file ; a ::,; 0 v a > max ahar £f. bfile E1. 
file); 
i) proa page ended= (file file) booZ : (opened E.f. file I 
int l = Zine £f. bfile Qf. file ; l ::,; 0 v l > max Zine £l.. bfile g_f_ 
file); 
j) proa file ended = {file file) bool : ( opened g_f_ file I 
int p = page Qf. bfiZe of file ; p ::,; 0 v p > max page £i. bfile £i. 
file); 
k) proa Zogical file ended = (file file) bool : (opened g_f_ file I: 
--; set possible [ahan Et.file] A state def £i.file A state get f2t.file 
bfile b = bfile £i. file; 
int p = page £i. b., lp = lpage £i. b., l = Zine E.f_ b., ZZ = lZine £f.. b., 
a = aha!' Qf. b., fo = Zahar £f.. b ; 
(p < lp I false I:. p > lp I true I:. l < ZZ 1- false I: l > U I 
true I a 2 Za) I false); 
1) proa % get string = (file file., ref. [1 : either]ahar s.} : 
if get possible [ahan Ef.. file] A opened £1 file. 
then ref int p = page of bfile of file., Z· = Zine £1 bfile £l.. file., 
a = aha!' of bfile of file ; 
10.5.1.2. continued 2 
if_-, set possible [ahan Ef. file] thef state def Ef. fiZe 
then (state bin Ef. file I undefined) ti; 
state def Ef. fiZe := state get 9f. file := true ; 
state bin Ef. fiZe := faZse; 
for i !:g_ upb s do 
- - - . -- -- - ~- --- ----- ----. ------ ···--- ..... 
( alzeak. p Za ( fi;.Ze.l ; for j f1?om O ta upb__ oonv g_[_ fiZe. do 
{(aonv £[ fi.Ze)[j] = (book ·El. bfi:Ze ·El. fi"Zel[p., Z.,a] I B"[i] :=. 
repl" j ; e) ; ahar k :=· 1'.:.._"; s[i] .- {(ahar error Ef_ file)(k) ,I 
k I undefined; '1.::_'1). e : a pZus 1) 
e Zs§_ undefined ii; 
m) proa % put string= (fiZe file, strings) : 
:f:t. put possibZe [ohan 9f. fiZe] A opened Ef. fiZe 
then ref int p = page Ef. bfile Ef. fiZe., Z = Zine £l bfiZe £l fiZe., 
a = ahar 9.f. bfi le £f. fi Ze ; 
if..-, set possibZe [ah] thef state def £f. fiZe 
then ( state bin £f. fiZe L undefined) ti ; 
state get Ef. fiZe := state bin £l fiZe := faZse ; 
state def Ef. fiZe :=true; 
for i -f:E._ upb s do 
( aheak p la ( fi Ze) ; (book Ef. bfi Ze 9.f. file) [p., Z., a J • -
(aonv 9.f_ fiZeL[abs s[i]J ; a pZus 7 ; 
(p = Zpage Qi. bfiZe £f. fiZe A l = ZZine Qi bf~Ze Ef. fiZe 
I ( a > Zahar Ef. bfi Ze Ef. fi Ze I Zahar Ef. bfi Ze Ef. fi Ze : = a) 
I Zpage Ef. bfiZe Ef. fiZe := p ; ZUne Ef. bfiZe Ef. fiZe := Z ; 
Zahar Ef. bfil-e Ef. fiZe := a)) 
else undefined ii; 
n) proa ahar in string= (ahar a., ref inti., strings) booZ: 
(for k to upb s do (a = s[k] I i := k ; Z) ; false. Z : true) ; 
o) proa spaae = (fiZe file) : 
(ahar Ef. bfile Ef. fiZe plus 7 ; aheak pZa (fiZ~)) ; 
p) proa baakspaae = (fiZe fiZe) : 
(ahar £l bfiZe of file minus 7 ; aheak pfo (file)); 
q) proa new line= (fiZe fiZe) : 
(Zine £t.. bfiZe £l fiZe pZus 7 ; ahar £i bfiZe Ef. fiZe := 7 ; 
aheak pZa (fiZe)); , 
10.5.1.2. continued 3 
r) proa ne1,,) page = (iiZe fiZe) : 
(page g_f bfiZe 2.[ fiZe p_Zus 1 _; Zine £[_ bfiZe E.f. fiZe := char £[_ 
bfiZe g_f fiZe := 1; check pZa (fiZe)J; 
s) proa aZose = (iiZe fiZe J : 
( opened E.f. f i Ze I int ah = ahan g_f .f i Ze · ; 
next 2f. bfiZe 2f. file := ahainbfile[ah] ; 
ahainbfiZe[ali] := bfiZe E.[_ fiZe ; 
opened E.[_ fi~e := faZse ; nmb opened files [ah]minus 1) ; 
t) proa Zook = (fiZe fiZe) : 
opened E.f. fiZe I int ah = ahan 2f. fiZe ; ref bfiZe bf = bfile E.f. file ; 
page E.f. bf := Zine !l.[ bf := char Qi. bf := 1 ; 
next Qi. bf := loakedbfile[ohJ ; 
Zoakedbf-iZe[ahJ :=bf; 
opened £f. fiZe := false :; nmb opened files_foh] minus 1) ; 
u) proa scratch= (file fiZe) : 
(opened g_f file I opened g_f fiZe := faZse ; 
nmb opened files[ahan g_f file] minus 7); 
v) proa char number = (fiZe f) int : (opened g_f f I char g_f bfile g_f f) ; 
w) proa Zine number = (fiZe f) in-/; : (opened g_f f I Zine g_f bfiZe g_f f) ; 
x) proa page number = (.file f) int. : (opened g_f f I page g_f bfile g_f f) ; 
y) proa % undefined = .£ some s.ens.ih le s_ys_tem action { 1 o. 5. 1. vv} .£ ; 
z) proa make aonv fref file f., struat (proa [J int F J a} : 
aonv 2f. f : = F 2f. a ; 
10.5.1.3. Standard channels and files 
a) int stand in channel= a an integral-aZause such that get possible - -
[stand in· channel] is true and idf possible [stand in.channel] is 
. false a ; 
b) int stand out ahanneZ = a an integral-clause such that put possibZe - -
[stand out channel,] is true and idf possible [stand out ahannell,is 
false Q.; 
c) int stand back channel= can integral-cZause such that reset possible - -
[stand back channel]., set possible [stand back channel]., get possibZe , 
[stand back channel]., put possible [stand back channel] and bin possible 
[stand back channel] are true and idf possibZe [stand back channel,] is 
faZse £; 
10.5. 1.3. continued 
d) .file % f ; open (f.,., stand in aha:aneZ) ; 
fiZe stand in = f; 
e) open (f.,., stand out ohanneZ) ; 
fi Ze stand out = f ; 
f) open (f.,., stand baok ohanneZ) ; 
file stand baok = f ; 
{ Certain "standard files" (d, e, f) need not (and cannot) be opened 
by the programmer, but are opened for him in the standard declarations;· 
print (10.5.2.1.a) can be used for output on stand out., read (10.5.2.2.a) 
for input from stand in, and write bin (10.5.4.1.a) and read bin 
(10.5.4.2.a) for transput involving stand baak. The programmer need not 
close these standard files, since they are locked in the standard-postlude. } 
10.5.2. Formatless transput 
10.5.2.1. Formatless output 
{For formatless output, print and put can be used. The elements of 
the given value of the mode specified by[] union (outtype., proa (fiZ,e)) 
are treated one after the other; if an element is of the mode specified 
by proo (fil,e) (i.e. a "layout procedure"), then it is called with the 
file as its parameter; otherwise, it is straightened (10.5.0.2), and the 
resulting values are output on the given file one after the other, as 
follows: 
aa) If the mode of the value is specified by Lint, then first, if there 
is not enough room on the line for Lint width+ 2 characters, then 
this room is made by giving a new line and, if the page is full, giving 
a new page; next, when not at the beginning of a line, a space is given 
and the value is edited as if under control of the picture 
n(L int width - J)z+d. 
bb) If the mode of the value is specified by L real,, then, first, if 
there is not enough room on the line for L real, width+ L ex-pwidth + 5 
characters, then this room is made; next, when not at the beginning of 
a line, a space is given, and the value is edited as if under control of 
the picture +d.n(L real, width - J)den(L ex-pwidth - J)z+d. , 
10.5.2.1. continued 
cc) If the mode of the value is specified by L aompZ, then first, 
if there is not enough room on the line for 2 x (L reaZ w~dth + 
L exp width+ 5) + 2 characters, then this room is made; next, when 
not at the beginning of a new line a space is given, and the value 
is edited as if under control of the picture +d.n(L reaZ width - 7) 
den(L expwidth - 7)z+d 11." i + d. n(L 1?eai width -7 )den(L expwidth 
- 7Jz+d. 
dd) If the mode of the value is specified by [ J char then its elements 
are written one after the other. 
ee) If the. mode of t_he value is specified by char then; first if the 
line is full room is made; then the character is written. 
ff) If the mode of the value is specified by booZ then, if the value 
is true (false) then· the character poss:es;s-ed oy- tne flip- (flop-) 
symbol. is output as. in e.e. } 
a) proa print = ([] union ( outtype., proa ( fiZe)) x) : 
put (stand out, x); 
b) proa put= (.fi'le fiZe; [7 :] union (outtype., proa (fiZe)) x) : 
begin out type ot ; proa ( fi Ze) pf ; 
for i -.P.E,_ upb x do 
(ot : := x[i]; pf : := x[i] I pf (fiZe) I 
[7 :] simpZout y = straightout ot; 
for j to upb y do 
(string s ; booZ b ; ahar a ; 
(f (Lint i; (i ::= y[j] I 
s :=Lint string (i, Lint width+ 7, 70); 
sign supp zero (s, 7, Lint width[l} tl; 
({ (L reai x; (x : := y[j] I s := L reai aonv (x)))t) ; 
( f (L aompZ z ; (z : := y[j] I s := L reai aonv (re z) 
+ ''.:_ l"+ L reai aonv ( im z))) *) ; 
(b : := y[jJ I s := (b I "!..." I "O")) ; 
(a ::= y[j] I nextpZa (fiZe); put string (fiZe, a); end); 
(s ::= y[j] I putstring (fiZe, s); end); 
ref int a = ahar £[_ bfiZe £[_ fiZe ; int a 7 = a, n = upb s ; 
a pZus (a 7 = 7 I n In+ 7); 
('line ended (fiZe) I next pZa (fiZe) I a:= a 7); 
put string (fiZe, (a= 7 I s I "·" + s)); 
end : skip)) 
end; 

10.5.2.1. continued 2 
c) p.roa L int string = (L int x., int w., r) st1?ing : (r > 1 " r < 17 I 
string a : = ; L int n : = abs x ; L int 7,p = Kl' ; 
f2F i tow -1 do (dig char (S (n +:.Zr)) prus a; n ove1•b Zr); 
(n = LO I (x ?.: LO I "+" I 11 - 11) + a I "") I " 11) ; 
d) p.roa L real,, stX'ing = (L real, x., int w., d., e) string: 
(d ?.: o " e > o " d + e + 4 ;,;; w I 
L real, g = L10 t (w - d - e - 4) ; L real,, h = g x L. 7 ; 
L .rea 7,, y : = abs x ; int p : = 0 ; 
white y ?.: g do (y times L. 1 ; p pZus 1) ; 
· (y > LO I white y < h do " p - 1 > - 10 t e do (y times L10; p minus 1)); 
·. (y + L.5 x L. 7 t d ?.: g I y := h ; p pZus 1) ; 
L dee string «x?.: 0 I y I -y)., w - e - 2., d) + 
"10" + int st.ring (p., e + 7., 10)); 
e) pi>oa L dee string = (L real x., int w., d) str1.'.ng : 
( abs x < L7 0 t (w - d - 2) " d ?.: 0 A d + 2 ;,;; w string s := ; 
L real,, y := (abs x + L.5 x L. 1 t d) x L.1 t (w - d - 2); 
£or i to w - 2 do s plus dig ahar ((int a = s entieri (ytimes L7 0) ; ---- -
y minus Ka; a)); ----
( X ?.: 0 I "+ II I tr - ,, ) + s [ 1 : w - d - 2 ] + ,, • " + s [ w - d - 7 : J J ; 
f) proa % dig char = (int x) ahar : ( "0123456?89abadef" [x + 7] ) ; 
{In connection with 10.5.2.1.c,d,e, see Table II.} 
g) prioa % sign supp zero= (ref string a., int Z., u) : 
for i from 7, + 1 to u whiZe a[ i] = 110 11 do 
( a [ i J : = a [ i - 1J ; a [ i - 1] : ;::: '':__ 11) ; 
h) int L int width = (int a := 7 ; 
whiZe L7 0 t (a - 1) < L. 7 x L max int do a pZus 1 ; a) ; 
i) int L real, width= 1- S entieT(L Zn (L smaU real,) I L Zn (L7 0)) ; 
j) int L exp width = 7 + §_ entie.r 
(L Zn (L Zn (L max real,) / L Zn (L10}) / L Zn (L10)) ; 
k) proa % L real, aonv = ( L real,, x) st.ring: 
(st.ring s := L real, st.ring (x., L real, width+ L exp width+ 4., 
L real, width - 7., L exp width); sign supp zero (s., L real, width+ 4., 
L real, width+ L exp width+ 3); s); 
1) pro a % nextp fo = ( f_i Ze fi Ze) : ( opened 9f. fi Ze 
,. 
(Zine ended (fiZe) I new Zine (fiZe)); 
(page ended (fiZe) I new page (fiZe))}; 
10.5.2.2. Formatless input 
{For formatless inpu~, read and get can be used. The elements of the 
given value of the mode specified by[] union (intype~ proa (file)) a.re 
treated one after the other; if an element is a layout procedure, then it 
is called with the file as its parameter; otherwise, it is straightened 
(10.5.0.2), and to the resulting names values are assigned, input from 
the given file as follows: 
aa) If the name refers to a value whose mode is specified by Lint, then, 
first the file is searched for the first character that is not a space 
(giving new lines and pages as necessary); next the largest string is 
read from the file that could be indited under control of some 
i 
picture of' the form n(k2Jdd or +n(k11".:...."n(k2}dd; this string is converted 
to an integer by L string int. 
bb) If the name refers to a value whose mode is specified by L real, then, 
first the file is searched for the first character that is not a space; 
next the largest string is ~ead from the file that could be in-
dited under control of a picture of the form +n(k1) ":_,,n(k2)d or n(k2)d 
followed by • n(k3)d d or ds. poss·ibly followed by en(k4) ".:....11 + n(k5) "·" 
n(k6)dd or en(k5) ".:...."n(k_6)dd; this string is converted to 
a real number by L string real. 
cc) If the name refers to a value whose mode is specified by L aompZ, then, 
first a real number is input as in bb and assigned to the real part; 
next the file is searched for the first character that is not a space; 
next a plus i times is expected; finally, a real number is input and 
assigned to the imaginary part. 
dd) If the name refers to a value whose mode is specified by[] ahar, then, 
if both upper- and lowerstate of the value are one then as many characters 
are read as the value has elements; if not bo·t;h states are one, then 
characters are read from the line under control of the terminator string 
referenced by the file (5.5.1.jj, 10.5.1.mm); the string with those cha-
racters as its elements is then the resulting value. 
ee) If the name refers to a value whose mode is speqified by ahar, then, 
first, if the line is full a new line is given, and, if the page is full, 
a new page is given; next the character is read from the file. 
10.5.2.2. continued 
ff) If the name refers to a value whose mode is specified by booZ, then, 
first the file is searched for the first character that is not a space; 
then a character is read; if this character is that possessed by the flip-
(flop- )symbol , t·hen the resulting value is true (false); if the character 
is neither of those, then the further elaboration is undefined. } 
a) proa read = ([] union (intype, proa (fiZe)) x) : 
_get .{stand in., x) ; 
b) proa get = (fiZe fiZe., [1 : J union (intwe, proa (fiZe) J x) : 
begin intype it ; · proa (fiZe) pf ; ahar k ; priority .' = 8., ? = 8 ; 
f£.r i to upb x do 
(it : := x[i] ; pf : := x[i] I pf (fiZe) I 
[7 : J ref simpZout y = straightin it; 
EE. ? = (strin(J s) booZ : 
(outside (fiZe) I faZse I: get string (fite., k); 
ahar in string (k., Zoa int., s) I 
true I baakspaae (fiZe); faZse); 
EE. .' = (string s., ahar a) aha:ri : 
(get. string (fiZe., k); aha,r in ~tring (k., Zoo int., s) I k I 
ahar sugg : = a ; ( ( ahar ~~X'(((' £L fi.,.Ze)__ ( sugg) 
. . . . . ' . . . . . - ' ::.. 
s.ugg I u:ndefi,ned; al I ; 
proa skip s.paees.--= :··uJhile (nextpZa(fiZe) ; ? ".:...11) do skip ; 
proa string read d_ig =- s.tring_ : 
(string t := "0123456789"!"0"; whiZe ? "0123456789" do t pZus k; t) ; 
proa string_ read num = string_ : 
(ohar t := (skipspaaes; ?"+- 11 I k I "+") ; 
whi Ze ? ".:..." do skip ; t + read dig J ; 
proa string_ read reaZ = string_ : 
· ( s:tring t : = read num ; (? u. rr I t p Zus: ". rr + read d·ig ,; 
(? "e "· 1 t pZus 11 · 11 I read num) • t) · 10 10 , ., 
for j to upb y do 
{ref bool bb ; ref ahar aa ; ref string ss ; 
(-j: (ref L int ii ; (ii : := y[j] I 
(r~f f. int: ii) := L string int (read num., 10))) *); 
{-j: {ref f. real xx; (xx : := y[j] I 
(ref L real: xx) := L string real (read real))) *); 
... 
(1: (ref. f_ EE!!P]_ zz ; (zz : := y[j] I· get (fil,e., :re Ef. zz) ; 
skip spaoes; "l"-'"l"; get (fiZe., im £i zz)))*J ; 
(bb ::= y[j] l skip spaoes ;,i(refboo7,: bb) := 
(? '1J..." I ~ I: ? 11!2_11 I [_al,se I undefined; :!E!'.11.~) J ; 
I 
(aa ::= y[j] I nextpl,o (fiZe); get stX'1:ng (fiZe., oa)); 
(ss : := y[j] I: iws ss "ups 8$ I get string (fil,e., ss []). I 
string t : = ; whi l,e Hine ended ( fi Ze) I _ f.a Zse I : 
? term Ef. fi.Ze I. baakspaae (fiZe) ; faZse I _t!}t,e)do t pl,us k; 
(rief string .: ss) := 
t[at<iws ss I .Zwb ss l: "::!:Ef!. ss I 1 - upb t + u2,b ss 1) ]) J )end ; 
c) proa L string int. = · (f!..tting x, :!::!r£ r) L int : 
( r > 7 A r < 7? I f. :i.!J1. n : = LO ; L int Zr = Kr ; int w = Y:'fiE. x ; 
· for i from 2 to w do n := n x tr + ]( (int d = o'ha:J:i dig (x[i]) ; 
(d < r I dJJ ; (xUJ = "+" I n I: xUJ = "-" 1· -nJJ ; 
ahar in string ("e"., e., :x:)) I L string de.a {x[l : e - l]Jx 
L10 t _string int (x[e + 1: ]., ·10) I L s·tring de.a (x}J J ; 
e) proa L string dea = { string_ {J.;) L 1"ea Z : ( '.!::!J:fl_ w = J-lP.P.. x ; 
L real, r : = LO · in-t p · ( ahar in strinn ( "· " p :x:) I 
-- - , - ,,, '1 ,J ,3 
['1 : w - 2] aha1" s = x[2 : p - 7J + x[p + 7: J ; 
for i EE,. w - 2 do r := L -w x r + 
K (int d = ahar dig (s[iJ); (d < 70 l d)); 
(:x:[7] ="+"Ir I: x[7J ="-"I ·"r) x L.7 t (w-p) 
L string deo. (x + "· "))) ; 
f) proa % ahar dig=· (ahar_ x) int: 
(int i ; (ahai> in string (x., i., "0723456789abadef") I i - 7 J 
"' . ' ''• 
undefined ; Q).). ; 
g) proa % outside = (f.iZe f) EEE1. : Une ended (f) v page ended (f) v 
fiZe ended (f); 
10.5.3. Formatted transput 
{For the significanc~ of formats see format-denotations (5.5).} 
,, 
a) eroa format = (fiZe fiZe.,. tar!IX'p.f_ tomrof) : 
(forp Ei fil,e := 7 ; format Et fiZe := aoZZ.eation Ust paa7<. 
("(" + E'1 £1 tomrof + ") 11., l:£E.,_ i,nt ;= 7)) ; 
.... 
10.5.3. continued 
b) proa % ao7,,Z,eation Zist paak = (spring s, ref int p) ?trina : 
(strinrr t := aoZZeation (s., p); 
whiZe s[p] = ".," do t p,Zus "," + aoUeation (s., p) ; 
p pZus 1 ; t) ; 
c). J2POC % aoUeation = (string_ s., ref_ f:!!:!. p) st'X'it!IL: 
(int n, q ; s-pri!!f] f • := (p p,Zus 1 ;' insertion (s., p)) ; 
q := p; repZiaator (s, p., n); 
(s[p] = "(" l s·trin[J t = aoUeation Zist paak (s, p) ; 
!£.. n do f pZ.uf!_ t I p := q ; f pZus piat;ure (s., p, Zoa[1 : 14] int)).; 
f + insertion (s, p)); 
d) : 12roa % insertion = ( strings., P_ef int p) s-priria. : 
.(int q = p ; skip insertion (s, p) ; s[q : p - 1]) ; 
e) proa % skip insertion = (strin£J.. s, ref f,.!}f p) : 
whiZ.e (p > Y:PE. s I faZse I:· skip aUgn (s., p) true 
skip Zit ( s, p)) do skie, __ ; 
f) proa % skl,p aZign = (stPi'!1fJ s., !:..1ll. int p) booZ : 
(int q = p ; repZiaator (s., p, Zoa_ int) ; 
(char in string (s[p]., Z.Oa ~nt., 11::c y p Z k") 
p p_Z.u2_ 1 ; iz£1f:2. I p := q ; f.aZ.se)) ; 
g) proa % repZiaator = (f!._tririfI s, ref. int p, n) : 
(string_ t := ; whiZ.e ohar in string 
{s[p], Zoo _int, "0123456789") do (t p,Zus_ s[p] ; p plus 1) ; 
n := (t = nu I 1 I string int ("+ 11 + t, 10))) ; 
h) proa % skip Zit = (string_ s., ref int p) booZ : 
( int q = p ; rep Ziaator ( s., p, Zoo _i_ntj ; 
(s[p] = ,,,, 11 ,, I whiZe (s[p plus 1] = ,,,,,,,, I s[p pZ.us 7] = rmr,,r I 
true) do _skip ; ~ I p := q ; faZ.se)) ; 
i) proa % picture = (string_ format., re[. int_ p, 
ref[ l int frame) string : 
begin int n ; i!!f:... po = p ; pr>iori tu. ? = 8 ; bqo 1., a ; 
£12.. ? = (string s) booZ : 
(skip insertion (format., p); p > 'f:lE.'e.format I false 
int q = p ; repZiaator (format, p., n) ; a := q = p ; 
( format[p] = "s" I p E]_us 1) ; 
(ohar in string (format [p], Z~ int, s) I 
, p p_Z.us 1 ; E:!:!!!._ I p := q ; [pZse)) ; 
10.5.3. continued 2 
E!..<2.£. intreaZ pattern == · (rej'U . 7J -J:.nt frame) booZ : . 
((nwn mouZd (frame[2 . 4] ) I frame[1]:= 1 ; Z) . . , 
(? II ff I: nwn mouZd (frame[J . 5] ) I frame_[1 J := 2 ; . . 
(? "e" I : nwn mouZd (fPame[5 . ?] ) I frame[ 1]: :== 3 ; . 
faZse. Z: true); 
p_roa num mouZd = (!:i!.ff-7 : 3] int frame) "!}gg]_ : 
((? "r" I frame[1J :=n) ; (? "z'1 I frame[3] l2,Zu_s_ n) ; 
(? 11+11 I frame[2] := 1 I : ? 11- 11 I frcone[2] := 2) ; 
whiZe ? "dz" do f'rame[3] p_Zus n ; 




proo string mouZd = (re![ J int frame) booZ : (? "t" 
whiZe_ ? 11a 11 do frame[4Jp__Z'fl,f3 n ; fo:i:•ma·f;[p] = "," v 
format[p] = ") 11) ; 
-
f.01? i to 14 do frame[ i] := 0 ; frame[2] := 10 ; 
· (intreaZ pattern (fr0J1ze[1 : 7]) I (? 11i" I 
. ., 
; 
frame[] J p:Z,u.§_ 2 ; intreaZ pattern (f1:ame[8 : 14])) ; end) ; 
(string mouZd (frame) I frame[1J := ( f1:ame[4] = 1 " a I 9 I · · 
6) ; end) ; (? "b" I frameU] := 8 I: ? "o" I fzaqme[1] := ? I 
frame[7] := O; end); 
(format[p] = "(" I 
whiZe ? . "(," do skip Zit (for'lnat., p) ; p p}us 1) ; 
end: skip inse-rtion (format, p) ; format [po : p - 7J 
end; 
{In connection with 10.5.3.i see Table III.} 
10.5.3.1. Formatted output 
a) pr>O£ outf = (f.iZe fiZe., tam:t'of tamrof, [ J OZf:_ttY.E..e x) : 
(format (fiZe, tamrof) ; out (fiZe, x)) ; 
b) P,POO out = (f..i.~e_, fiZe, [7 :] outtY.J?_e_ x) : 
begin str:_,ing_ format = format 9.[_ fiZe; ref_ int p = forp <2f.. fiZe ; 
for k to upb x do 
([1 :] !}impZout y = !}_t_z:o,-igh~oµt x[k]; ~q, j := O; 
[1 : 14]int frame; 
1 O. 5. 3. 1. continued 
int: 
aompZ: 
rep_ : j pZus ·7 ; step : 
whiZe (do ·insertion (fiZ.e., 'fot:mat., p) ; p > J,1,p_b fomat I 
. . . 
. f.aZse I format[p] = "., ") do: p -eZus 1 ; (j > ¥,'/2P. y I end) ; 
' 
(p > upb fomat I (-format end £f.. fiZ.e I p : = 1 ) ; step) ; 
q := p; piatu;r,e (format., q., fX'ame) ; 
(frame[iJ I int., reaZ.., reaZ.., aompZ., aompZ., string., intah., 
boo i., ahar) ; 
({ ( !:. -~!IP- i ; (i : := y[j] 
edit.Lint (fiZe., i., format; p., frame) . rep)) *) . inaomp; ., ., 
(-!:' (L reaZ. x; (x --. : := y[j] I 
edit L reaZ. (fiZe., x., format.,p., frame) . rep)) *) . ., ., 
({ (L i!IJ?_ i ; (i : := y[j] I 
edit L reaZ (fiZe., i., forrnat., p,, ft.?ame); rep)) *); inaomp ; . 
(~ (f qompZ z ; (z : := y[j] I 
edit L aompZ (fiZe., z., format., p., frame) . -Pep)) *) . ., ., 
({ (L reaZ x; (x : := y[j] I 
edit L aompZ (fiZe., x., format., z:;., frame) . rep)) t) ,; ., 
({ (L 1:!!J3.. i; (i : := y[j] I 
edit L aompZ (fiZ.e., i., fo1"lnat., p., frame) ; rep)) }) ; inaomp ; 
string: ([f..Zex : flex 'J o'ha:£' s ; 
(s ::= y[j] I: frane[4] = 0 ! put (fiZe., s) 
edit string (file., s[J., format., p., fPame); rep}); 
ahar: (ohar a;( a : := y[j] l 
edit string (fiZe., a., fomat., p, frame); rep)); inaomp; 
intah: (int i ; (i : := y[j] I 
edit ahoiae (fiZe., i., format., p) ; rep)) ; inaomp ,; 
booZ: (booZ b ; b : := y[jJ I 
edit bool, (fiZe., b., fonnat., p).; rep}); 
inoomp: (vaZue erPor Ef. f1:Z.e l 1'ep I put (fiZe., y[j]) ; undefined) ; 
end : s_k_ip_) 
end· _.,
\. 
10.5.3.1. continued 2 
c) p_roa % edi.t L int = (fiZe f-., L int i., str-lng fot>mat., 
ref in:t p~ [jint fr) : 
(str,in[ s = L int str-ing (i., fi:{4] + 1., fr{2]) ; 
(s = '"' I ('1VaZue err-or- Et f I put (f., i) •; undefined) 
edit string (f., s., format., p., fr})) ; 
d) 72!'0£ % edit L reaZ =. (f1;ze f., L reaZ x., string foPmat., 
ref int p~ [ ]int fr-) : 
. l 
(EJJz..rinfl._ s = str-inged L reaZ (x., fr); int t. := - 1; 
(ri ahar in string ("10,,, t., s) I ahar in string (e"., t., s)) ; 
( t = upb s , l ( "7 vaZue erroP £t. f I put ( f., i) ; undefined) I 
edit string (f., s., format., p., fr))); 
10.5.3.1. continued 3 
·e) p:rioo % st:riinged :rieaZ = (L reaZ x., [] i!J:! f2•) st:riing : 
(f:ri[7J = 2 IL deo string (x., fr[4] + f:ri[5] + 2., fr[5]) I 
L i-eaZ string (x.,· f:ri[4] + fr[5J + fr[?] + 4, fx>[.5]., fr[?])).; 
f) proo % edit L oompt = (fiZ_e f., L oompZ z., [] int f:ri) : 
edit st:riing. ( f., ([ 7 : 14] int g : = f:ri ; {J [7 J minus 2 ; 
stringed L reaZ (re z., g[ 7 : ?]) + · '1" + st:riinged L :rieaZ 
(im z., g[B : 14]))., format., p., fr) ; 
g) rz:rioo % edit st:riing = {,fiZe f., st:Ping x., format., 
ref :f:J:J:!?.. p., [ J int frome) : 
: bee_in int p1 := 1., n ; £E..E1. supp ; ·stPing s := x ; PPiority 'l = 8 ; 
end· _.,
~ ? = ( st:riing s) booZ: 
(do insertion (fiZe., format., p); p > upb format 
faZse_ I in__t q = p ; x>epZioator (format., p., n) ; 
(supp:= format[p] = "s" Ip p}'!fs 7); 
(char in string (format[p], Zoa int., s) 
p p),U!3 1 ; true I p := q ; f.aZse)) ; 
proa oopy = :((,-.,.,supp I put string (f., s[p1 ]) ) ; p7 pZus 1) ; 
proa inti>ea i mouZd = : 
(? "r" ; sign mouZd (frome[,3]) ; int mouZd ; 
(? "· " I aopy ; int mould I: s[p1 J = 11• " I p7 'f?_lY,~?. 1) ; 
(? "e" I aopy ; sign mould (f:t'ome[6]) ; int mould)) ; 
proa sign mould = (int sign) : (sign = 0 I _(a_[p1] :::; u_tt J: 
. . . - ... \ ·-
,...., value ~:rirqr Qf._ fiZe I undefinedl ; · 
-s[p7J:=·(.s[p7J = "+"'l (sign 1· 11+"., 11£. 11) I 11-"J; 
(? 1iz 11 I sign supp zero (s., p1., 
to n + 1 £E. aopy .,· p p,Zu~"!.. 7) ; 
p1 t n) n ·-.
-e:rioa int mou Zd = : 
(l : (? "z" I booZ zs := trrue ; P.E., n do 
{s[p7] = "O;' A zs I put stPing (fiZe., 1':_11) ; 
p1 Pl.~ 1 I zs := faZse ; aopy) ; l) ; 
(? "d" I !?.£.. n do aopy; Z,)) ; 
proa string mould = : 
whiZe ·? "a" do_ to n_ do oopy ; 
0); 
(frame[1J = 6 ~ frame[1J = 9 I st:riing mould I: int:rieaZ mould• ., 
frome[ 7J > 3 I p p_lus 1 ; aopy ; int-Real mouZd) 
h) 72roa % edit ahoiae = (fiZe f., int a . , f!J:._ri'.!:fl. foma-t;., ref int p) : 
( a > 0 I do insertion ( f., fomat., p) ; p p}:!:f~. 2 ; 
to a ..:. 7 do ( skip Zit (format p) ; fonnat.[p] = "., " - - . 
p p_7,us 1 I undefined) ; 
do Zit.. (f., fomat., p) ; 
whiZe format[p] ¥ "),; do (p p_Zus 7 ; skip Z,i-1;. (format., p)) ; 
p plus 1 I undefined) ; 
i) proa % edit booZ = (f_iZe f., booZ b., £_trinf[ fomat., ref int p) : 
(do insertion (f., fomat., p) ; (format[p + 7] = 11 ( 11 I 
p pZus 2 ; (b I do Zit (f., fomat., p) ; p p}us 7 ; skip Zit 
(fomat., p) I skip Zit (format., p) ; p p}u2,. 7 ; do Zit (f., fomat., p)) .1 
put string (f., (b I "J_" I "O"))) j p pZus 7) ; 
j ) eroa % do insertion = ( [_i Ze f., f3.tri '[JfJ_ s., r.!3.i. int p) ) : 
whiZe (p > ~ s I :f..aZse I: do aZign (f., s., p) I !!:Jd..!.. 
do Zit .(f., s., p)) do .sJ<.ip ; 
k) proa % do aZign = (f_iZe f., stT'ing s., £_e£ int p) E.,ooZ: 
(int q = p · int n · repZiaator (s., p., n) . - .,_, ., 
( s[p] = "x" I to n do spaae (f); z I: -- -
s[p] = "y,, I ton do baakspaae - - (f); z l: 
s[p] = "p,, E!,_ n do new page (f); z l: 
s[p] = "Z II to n do new Zine (f); z I: - --
s[p] = "k,, I ahar Qi bfiZe Et, f : = n ; 7,) ; p := .. q ; f.aZse. 
Z : p pZus 7 ; true) ; 
1) PJ'OO % do Zit = ( f_i Ze f., s tT'i!!£.. s., re.f_ :f:!!:! p) boo Z : 
(int q = p ; i_np_ n ; repUaator (s., p., n) ; (s[p] = '"""' I 
whiZe (s[p: eZus 7] = ""'"' I s[p p,Zus 7] = """" I true) d&. 
put stT'ing (f, s[p]); ~Ip:= q; fE_Zse)); 
10.5.3.2. Formatted input 
a) proa inf = ( fiZe fiZe., tamrof ta:nrriof., [ J intyee .. : x) : 
(format (fiZe., tamrof); in (fiZe., x)); 
b) pPoe in= (fiZe file., [7 :] f:ntyp~_x) : 
begin strin[l_ format = format 2f. fi Ze ; ref int p = foT'p £1.. fi Ze ; 
.f OT' k E}_ up_b x do 
([7 :] !:.f!f.simpZou-p y =2;E_raie:_hti11:.x[k]; int q., j := O; 
[7 : 74] f:!!!:.. frome; 
::t'ep : j pZus 7 ; step : 
whiZe ( exp inse::t'tion (fiZe, fomat, p); p > upb fomatl 
faZse I format[p] = 11., ") do p p_Zus 7 ; (j > upb y I end) ; 
(p > upb fomat I (--fomat; end f2i. fiZe I p := 7) ; step) ; 
· q : = p ; piotU::t'e ( fomat, q., f::t'ame) ; 
(f::t'ame[7] I int, reaZ., reaZ., ocmpZ., compZ, st::t'ing., intoh., boo~ o'ha:i!); 
int: · (j: (rf3f L int ii ; (ii : := y[j] I 
indit Lint (fiZe., ii., format., p., frame); rep))*); inocmp; 
reaZ: ({ fref L £!!El xx ; (xx : := y[j] I 
indit L reaZ. (fil.e., xx, format., p., frame). ; rep)) *) ; inoomp ; 
aompZ: ( { (ref I!.. OOlllP,Z zz ; (zz : := y[j] I 
indit L oompZ (fiZe., zz., format., p., frame) ; rep)) *) ; inoomp; 
s-t;ring: {ref string ss ; string t; (ss : := y[j] I 
(frame[4] = 0 I get (file., ss) I 
ind.it string (fiZ.e., t., fomat., p., frame) ; ss[J := t) ; rep)) ; 
char: {ref ohar. ao;. string t; (aa : := y[j] I ·indit stT'ing (fiZe., t, 
format., p~ frame) ; {ref ahar> : aa) := t[1 ]; 1:'ep) I ·inoomp); 
intoh: {l'ef int ii ; (ii : := y[j] I 
indit ohoiae (fiZe., ii., format, .p) ; rep)) ; inoomp ; 
booZ: (r>ef booZ bb ; (bb : := y[j] I 
indit booZ (fil.e, bb., format, p) ; r>ep)) ; 
inaomp: (vaZue er>r>or !?.l. file I 1:'ep I undefined); 
end : skip) 
end ; 
c) proa % ind.it Lint= 
.(fiZe f., 1:'ef Lint i., str>ing for>mat., ref int p., [] int fr) : 
(strina, t ; ind.it string (f., t, format., p., f::t') ; 
i := L string int (t., fr[2])); 
d) p'l:'oa % indit L 1:'eal. = 
(fiZe f., 1:'ef L '£.f!E!:_ x, strin[J_ fomat, ref int 'f!, [] int fr) : 
(string t ; ind.it string (f., t., fomat., p., fr) ; 
x := L stT'ing r>eaZ (t}); 
e) proa % ind.it L aompZ = 
(fiZe f., ref L aompZ z, stri!YJ fomat., re[ int p., [] int fr) : 
(str>ing t ; int i ; ind.it stnng (f., t., fomat, p, fi>) ; ,, 
z := (ahar in string ( 11111, i., t) I 
(L string reaZ (t[7 : i - 7]) l L string reaZ (t[i + 7 : ]})}); 
10.5.3.2. continued 2 • 
:f') proa % indit string= 
(fiZe f., ref string t., string fomzat., rf3f. int p., [] int friame) : 
begin int n ; boo Z supp ; q!!:fE:.. k ; string x · := ; . 
,. 
end · _.,
priority ? = 8 ., ! = 8 ; 
~-2Ji..-:7-;;·{sprinii, s) i>ooi :' 
( exp ins.ertion (fomzat., p) ; p > YJ2]>. fomzd:I; I· fciZs~ I. 
int q = p ; rep Uaator ( f omzat., p., n) ; 
(supp := fomzat[p] = "s" I p pZus 1) ; 
(aha.r in string ( fomzat[p]., J,.oa int, s) 
p pZus 1 ; !?.!:!:!:2. l p := q ; faZs.e)) ; 
ii...' = (strina s., ahar a) string_ : 
( ahar in string (i1.ext., 1.E£._jnt, s) ( supp '"' I k) I 
ah~_ S1:l(Jg : = a ; ( ( ahar error of f)_( s.;u_gg 2 I $Ugg J 
undefined ; a)) ; 
proa char next = : (get string (f., k) ; k) ; 
proa intreaZ mouZd = : 
(? "r 11 ; sign mouZd ( frame[ 3 J) ; int mou Zd ; 
(? 11 .,, I x pZus 11 ." .' "·"; int mouZd; 
(? "e" I x pZus "e10" .' "10" ; sign mouZd (frame[6]) ; 
int mou Zd) ) ; 
p_roa sign mou Zd = ( int sign) : ( sign = 0 I x p Zu§_ "+" 
i!J1. j := 0 ; C'? "z 11 I n := a) ; [.or i El_ n + 1 
whiZe next = 1~ 11 do j := i ; 
x pZus (k ·= "-" v k = 11+ 11 A sign = 1 I k I 
(k 'f "+" I j minus 1 ; baakspace(f)) ; '"'!"+,,) ; 
fo:t' i fr°'!!. j + 1 !£ n + 7 do x p__Z'f:lp_ "0723456789"."'0 11) ; 
~ int mouZd = : (Z : . --· .. ---
(? "z,, I int j ; for i i£ n white next = '':._" do j := i ; 
backspace (f) ; 
from j to n do x E,Zus "0723456789" .' "O~'; 7,) ; 
(? "d" l :!?.£ n do x EE!!!.. "0123456789" .' "O"; ··z;; ; 
proc string mouZd = whi Ze? "a" do to n do x p Zus 
( supp l '':._,, ] next) ; 
(frame[ 7] = 6 v:: f:r>ame[l] = ff I· 3:'!;ring mouZd I: intreaZ mouZd; 
frame [1 J > 3 I · 1'1'' ! · 1'l'' ; ihtrea Z mou Zdl ; t; : = x ; 
1 O. 5. 3. 2. continued 3 
g) _ proa. % ind it -ahoiae = 
{fiZe f, ~ int a, string format.; ~f.. int p) : 
(e:,,,p insert-ion (f, format., p) ; p plus 2 ; a := 7 ; 
-while ask Zit (f, format, p) do 
( a pZus 7 ; format[p J = ";," I p plus 7 I undefined) ; 
-while format[p] -:/, 11)" do (p pZus 7 ; skip Zit (format., p)) ; 
p pZus 7 ; exp insertion (f., format, p)) ; 
h) proa % indit booZ = 
(fiZe f, ref booZ b, string format., ref int p) : 
(e:x:p insertion (f, format, p); (format[p + 7] = "(" I 
p pZus 2 ; (b := ask Zit (f, format, p) I 
p pZus 7 ; skip Zit ( format, p) I: 
p pZus 7 ; ask Zit (f., format, p) 1 undefined) 
ahar k; get string (f, k) ; b := (7<. = "1!' I ~ ] : 
k = "O" I false)) ; 
p pZus 7 ; e:x:p insertion (f., format., p)) ; 
i) proa % e:x:p insertion = (fiZe f., strina s, ref int p) : 
-while (p > uph s I f_aZse I: do align (f., s., p) I E.Y:2.. 
e:x:p Zit (f., s, p)) do §}£i:P_; · 
j) proa % e:x:p Zit = {.fiZe f., string s., r_ef int p) booZ : 
(int q = p ; int n ; repZiaatox• (s., p., n) _; 
(s[n] =""'"' I int r = n •ton do (n := r · t:' - t:'.,_ - t:' ., 
-while (s[p pZus 7] = ,,,,,,,, I s[p pZus 7] I " 11'"' I true) do 
( ahar k ; get string ( f., k) ; k :-J s[p J I undefined)) ; ~ 
p := q ; false)) ; 
k) proa % ask Zit = (file f., string s., ref int p) QE£1. : 
( int a = a har !2.f. f ; :f:!!!?.. n ; rep Ziaator ( s., p, n) ; 
(s[p] = "" 1111 j int r = p ; EE.. n do (p := r ; 
-while (s[p pZus 7] = '"""' I s[p p]us 7] = 111m 11 true) do 
( ahar k ; get string ( f., k) ; k ;l s[p] I Z)) ; true. 
Z : -while (s[p pZus 1] = 11111111 I s[p plus 7] = "'"'" I true) do skip; 
ahar 2f. f := a ; false)) ; 
10.5.4. Binary transput 
a) proa % to bin = ( f_iZ,e f., simp),,o'!),,t x) I J int : 
£. a vaZue of mode 'row of integral-' wJiose l,OIJ)er bound is one., 
and whose upper bound depends on the mZ.ue of 'f' and on the 
mode of the vaZ.ue of 'x' ; furtheimore., 
x = from bin (f., x., to ,bin_ (f.,. x)) £; 
b) proa % from bin = (,f.iZe f., simpZ.Out v., [ J int y) simp_Zout. : 
£. a vaZue., if one exists., of the mode of the aatuaZ. parameter 
aorresponding to v., suah that . 
y = to bin (f., from bin (f., v., y)) £; 
{On soilie' channels a more straightforward wa:y of transput is available~ 
Some properties of this binary transput depend on the particular 
implementation, others can be deduced. from 1005.4. } 
10.5.4.1. Binary output 
a) proa write bin=([] outtY.E,e x) : put bin (stand baak., x); 
'b) proa put bin = (fi,Z,e fiZ.e., [1 : J 9uttyp_e x) : 
if..bin possibZe[ahan £!..fiZeJ A opened 9f.. fiZe A put possibZ.e[ahan £1. fiZe] 
illfil :f1:' set possibZe[ahan 9f.. fiZe] the[ state def gL fiZe 
then (state get Qf.. fiZe v-, state bin Qf.. fiZ.e I undefined) 
eZse state def £i. fiZ.e := state bin !2.f.. fiZe := t.T'fA-2.; 
state get Qf..fiZe := iaZs~ 
ti; 
f P.!'. k to up_b x. do 
([1 :] simpZout y = §traightout x[k]; 
for j to upb y do 
([1 :] int bin= to bin (fiZe., y[j]); bfiZe b = bfiZe Qf fiZ.e; 
ref int p = page £.i b., Z = Zine £i. b., a = aha:t• gt_ b ; 
for i to l!:J.?.E. bin 1:£ (next pZa (fiZe) ; aE.e(ik pZa(fiZeJ ; 
book £l. b[p., Z., a] := bin[ i] ; a pZus 7 ; 
(p = Zpage Qi b A Z = Uine Ef.. b I 
(a > Zahar £i. b I Zahar El h := a) 
Zpage Qf. b := p ; Uine £i. b := Z ; Zahar gL b := a)))) 
eZse undefined 
ti ; 
10.5.4.2. Binary 1nput 
a) proa read bin = ([] intype ::c) : get bin ( stand baak, ::c) ; 
b) proa get bin = ( file file, [ 7 : ] inty-ee x) : . . 
:f:.i bin possible[ahan £i file] " opened £i file " get po~sible[ahan 9.f file] 
then if:"1 set possibZe[ahan £i fiZe] f;_hef. state def 9f_ fiZe · 
then rstate get E.f. file v-, state bin 91. fiZe I undefined) 
else state def 2f. fiZe := state bin £f. fiZe := 
state get Ef. file. := true 
ti ; 
[_or k to J!il?.. ::c do 
· ([7 : ] ref simplout; y = §.trairJ..htin ::c[k] ; 
for j to y:e.q_ y do 
([7 : ] int bin := to bin (file, y[j]); bf.i],e b = bfiZe .9l., fiZe ; 
fer i -P.E_ ueb· bin do (next pZa (file) ; aheak pZa (fiZe) ; 
bin[ i] : = boo 2f. bCpage £i. b., line £i. b., ahar £i. b] ; 
ahar fli. b p Zus 7) ; 
( f (ref_ L int ii ; (ii : := y[j] I 
(ref Lint: ii) ::= from bin (fiZe, ii., bin))) *J; 
(~ (ref L r>eaZ xx; (xx : := y[j] I 
(r>ef. L real : xx) : := from bin (fiZe., ::ex., bin))) t) ; 
( ~ (re[. L :!2!!JEl zz ; (zz : := ,y[j] l 
(~e.f L aompZ : z~) : := fi•om bin (fiZe., zz., bin})) *) ; 
(r2t. string ss ; (ss : := y[jJ I 
(re[_ string : . ss) : := from bi·n (file., ss., bin))) ; 
(ref. ahar aa ; ( aa : := y[j] I 
(re[_ ohar : oc:) : := from bin (fiZe., oa., bin))) ; 
(pef booZ bb ; (bb : := y[jJ I 
(ref booZ : bb) 
eZse undefined 
::= from bin (fiZe, bb, bin})))) 
ii. ; {But Eeyore wasn't listening. He was 
taking the balloo~ out, and putting it 
back again, as happy as could be •••• 
Winnie-the-Pooh~ A.A. Milne. } 
10.6 Standard postlude 
a) Zoak (stand in); ,. 
Zook (stand out); 




11.1. Complex square root 
A declaration in which aompsqrt is a procedure-w-lth-[complex]-
pa:i."ameter-[ complex]-mode-identifier ( here [ complex] stands for 
structured-with-real-field-letter-r-letter-e-and-real-field-letter-i-• 
letter-m. ) : 
a) · proa aompsqrt = fo9'!!!PZ z) aompZ_ ; { the squa:t'e root 1JJhose r>eaZ 
part is nonnegative of the aomptex number z ¢ 
b) E2ff.in.. Peat X = ~ z., y = E!1. z ; 
c) real rp = sqrt ((abs x + sqi>t (x ·} 2 + y + 2)) I 2) ; 
d) PeaZ ip = (rp = 0 IO I y I (2 x rp)); 
e) (x ~ o I rp lip I~ ip l (y ~ o I rp I -Pp)) 
f) end 
[canplex]-calls {866.2} using compsqrt: 
g)· aompsqrt (1v) 
h) · ,compsqi.'1; l- 3.14) 














A declaration in which innePpPoib..wt1 is a procedu:re-with-iritegraJ. ... 
parameter-and-procedure-wlth-integral-param.eter-real-parameter-
and-procedure-wlth-integral-parameter-real-parameter-real-mode-identifier: 
a) p,roa innerp:rioduat1 = {-in.fi. n., proa (int) p_ep,J. x., y) Peat : 
acmment the inne:x•pxioduat of two veatol's., eaah with n components, 
:di), y{i) 3 i = 1, ••• , n., wheP.e x and y al'e a:Pbiti,.cuy mappings 
fPom integer to :rieaZ number !!E!!!!!.~ 
b) 722rtf.11. 1E!!fl. r£._a Z a : = long O ; 
c) fpr i ~ n 1£_ a 12!:~ ~ x(i) x lE!iJ.. y(i); 
d) short a 
e) end 
Real-calls {8.6.2} using innePproduat1: 
f) innePpPoduat1 (in, (i!rP j) ~ : x1[j], (int j) Peal : y1[j]) 
g) inne:ripl'oduat1 (n., nsin, ncos) 
11.3. Innerproduct2 
A declaration in which innerp:rioduat2 is a procedure-with-reference--
to-row-of-real-parameter-and~reference-to-row-of-real-parameter-real-
mode-identifier: 
a) -e.roc innerpx>oduat2 = (r2f_[1 : ] ~ a ; re,f[ 7 : 1:lP..7?. a] :r.ggt_ b) l"eaZ. ~ 
¢ the innerproduct of two vectors a and b u)ith equal, numbe1" of 
elements f 
b) h,e[L,in Zpria., ££_a Z s : = 12.,nJI. 0 ; 
c) fol' i to uJ2l?., a ff£. s -el!:!!!. Z<;n'lfl. a[ i] )< bE:.!:e_ b[ i] ; 
d) shoPt s 
e) end 
Real-calls using innePpPoduat2: 
f) innerpr»oduat2 (x1., yU 
g) innerpPoduat2 (y2[2]., y2[., 3]) 
11o4o Innerproduc-b3 ' 
A declaration in which innerprodu.ot3 is a procedure-with-ref'erence-
to-integral-pararneter-and-integral-pararneter-and-procedure-real-parameter-
and-procedure-reaJ.-.. parameter-real-mode-identifier: 
a) 12,x•o_p innerpx•oduatJ = (~ int i, in-t n., J2.P<?..£ :r.,~_az, xi, yi). real, ; 
aomment_ the inne:1Yproduat of two veators whose n elements aPe the 
vatues of the ~xpressione xi and yi and which depend, in generat, 
on the value of i ~ 
b) begj_n lone, r.er1..~ s : = ZoJJ:Jl. 0 ; 
c) [_or k !£ n <Jo (i := k ; s "fiE:!:.'L _t,e,nfl_ xi x Z~.nfl yi-) ; 
· d) shorts 
e) end 
A real-call using innerpzioduat3: 
f) innerproduatJ (j., 83 x1[j], y1[j + 1]) 
11. 5o Largest elem.en·t 
A declaration in which absmax is a pi-•ocedure-with-referenc~:l•-to-row-
, 
of--row-of•-real-parameter,,uarid-reference-to ... real•-parameter-and-reference-
to-integr-al ... parameter-and-reference--to-integral-parameter-mode-identifier: 
a) E!'.O!'.absma.x = (!?2.fJ:1 :, 1 :] £,g,_,t!:,..~.a,; ~ pesuZt ~ re,freal,ys, 
b) ~. subsoripts ? ~:et. f:!!:..t_ i., k) : 
qomm_e:.,ni the absolute value of the e'lement of greatest absoZu·te value 
of the matrix a is assigned to Y.11 and the eubsoripts of this eZ~nent 
to i an.d k comment ---· 
C) J?.efli-!J:. y ~== -1 _; 
d) [££, p to 1 ue,b, a do f£!.. q El.. 2 H1?E.. a do 
e) if.. a!l.! a[p, q] > y then y := g,bq_ a[ (i ~= p)., (k :i::- q)] f..i 
f) end 
Void-calls {806 .. 2} using absmax: 
g) abema.:t (x2, x, i, j) 




.1 ·1. 6. Euler summation 
a.) 2roa euler> = (prof] (int) real f, PeaZ eps., int tun) real : 
comment the swn for, i from 1 to infinity of f(i), · computed b.Y means · 
of a suitably refined Euler transformation. The summation is 
terminated when the absolute vaZ.ues of the terms of the transformed 
series are found to be Zess than eps tun tunes in succession. This 
transformation is partiauZarZy efficient in the case of a sZ.(JIJ)Zy 
conve1?gent or divergent alternating aeries comment 
b) begin int n := 1, t; PeaZ. mn., ds := eps; [1 : 16] reat m; 
c) real sum := (m[1] := f(1)) I 2; 









begin mn := f(i) ; 
f.oP k to n do beain mn := ((ds := _mn) + m[k]) I 2 ; 
m[k] := ds end; 
swn 12.tus. (ds := (abs mn < abs m[n] A n < 16 - -;- . 
n 12}!,-l.B 1 ; mEn] := mn ; mn I 2 I mn)) 
end· _,
A call using eu.Zer: 
m) eu.Zer ((int i) reaZ : (odd i I -7 0 i I 7 / i)., 1'10-5, 2) 
11.7. The norm of a vector 
a) 12roa norm = (t_r~f_[ 1 ~] reaZ a) ~ : 
f the euclidean norm of the veator ~ 
b) . (~g_?:tfl re,a1 s : = Zona. 0 ; 
c) fE!:. k E;?._ upb a~ s 12Zus "f.eti(l, a[k] + 2 ; 
d) shopp_ tong sq:rt ( s)) 
1 ·1. 8. Determinant Of a matrix 
a) Rroc det = (iaef_[1 ·· :., 1 :] iaeal, a., z,ef[1 : up~ a] int p) r>eal, : 
b ) :ff. upb a = 2 '!:!J?1. a 
c) then irit n = UP,b a; 
comment the determinant of the squa,:,e mat,:,i~ a of oz,dez, n by 
the method of Cz,ou:f; with z,ouJ intez,ahanges: a is z,epl,aced by its 
tz,iangul,az, deccmposition 7., x u with aii u[k., k] = 1 •. The vectott p 
gives as output the pivotal, POW indices; -the k-th pivot is chosen 
in the k-th cotumn oft such that abs t[i., k] I POW norm is 
ma:cima i canment 
d) [7 .: n] Peai_ v ; reai d := 1,., r := -7., s., pivot ; 
· e) for i to n do v[i.J := norm (a[i]) ; 
f) f_ or k E£_ n do 
g) !?_~gin. int 7<7 = k - 1 ; iaef int pk = p[k] ; 
h) 1:1ef[., J reai at = a[., 1 : k1]., au = a[1 : k7] ; . 
i) ref[] reaZ ak = a[k]., 1<.a = a[., 1d., ap1<. = a[pk]., 
j) aZk = aZ[k]., kau = au[., k]; 
k) f£r. i 'fran. k to n do 
l) begin r
4
ei reat aik = ka[i] ; 
m) i:.f.. (s := gpe (aik minus inne;r,produat 2 (al,[i]., kauJ) J, 














then z, : = s ; pk : = i fi 
end • __ ., 
· v[pk] := vtk] ;pivot := ka[pk] ; 
ior j ton do 
pegin ref. reaZ akj = ak[j]., apkj = apk[j] ; 
l' := akj ; akj := -ff j :;; k then apkj 
eZse (apkj - innez,product2 (atk., au[., ;j])) · I pivot fi; 
:ff. pk ,f. k then apkj : = -P ti 
end; 
d times pivot 
. end;.' 
d 
A call using det: 




11.9. Greatest common divisor ~ 
An example of a recursive pi·ocedure: 
a} proc gad = (int a., b) 'i:J:Il : 
the (IZ'eatest common divisor of thlo integers 
b) (b = o I abs a I gcd (b, a+: b)) 
A call using gcd: 
c) gad (n, 124) 
1 ·1.1 o .. Continued fraction 
An example of. a recursive operation: 
a) £E_ I = ([ 1 :·] z>eal, a ; [ 1 : J:!J2E.. a] Peal, b) real, : 
aomment the vaZue of alb is tha.t of the aontinited fraction 
a1 I (b1 + a2 I (b2 + ••• an I bn) ••• ) comment 
b) (upp a= O · J. 0 I a[l] I (b[l] + a[2:] I b~_§:])) 
A fonnula using/: 
c) :i:1 I y7 
{The use of' recursion may of-lien be elegant rather than efficien·t; 
as in 11 .. 9. and 11 .. 1 o.. See; however, 11. 11 and 11. 14 for· examples i~_" 






































11.11. Formula manipulation 
a) begin union fom = fref const, ref va:r>, rel. tripl.!!, x,ef aat:l); 
b) struct const = (:r>eal value); 
c) stz,uct Val" = (string name., :real value); 
d) stz,uct triple = (t"om left opex>and., int ope'Y.'ator»., form 'llight opeN.nd); 
e) struct function = {ref va;r bound var., form bod,11); 
f) st:rudt; ca't1, = (ref function function name., form par-amete-.r); 
g) int plus = 1., minus = 2., times = 3., by = 4., to = S; 
h) const aePo., one; value qt zero := O; value q_f. one'.:= 1; 
i) QJ2.. 1111 = (form a, ~[_ const b) booZ : · 
fref const ea; (ec ::= a I ec :=: b I ffl,Zse)); 
J) £e + = (form a., b) form : ! · · 
(a= zero I b I: b = zero I a I tiple := (a., plus., b)); 
k) QJ2.. "." = ~form a, b) f om : (b = zero a I t'llip lj : = ( a
1 
minus., b)); 
1) QJ2.. x = form a., b) form : (a = zero b = zero zero : a = one I b • 
I: b = one I a I trviple := (a, times., b)); 
m) QJ2_ I = (form a., b) f.orm : (a = zero (b = zero) I zero 
· - I: b = one I a I triple:= (a., by., b)); 
n) QJ2.. t = ([orm a., Pef ~nst b) 'orm : (a = one ~b :=: zero) I one 
I: :=: one I a I tnple := (a., to., b)); 
o). ~roe denvative of= (f£!:!!!_ e., £ with respect to £ref~ re) fom : 
p) · .eain ~ aonst ea; ref~ ev; re[_ tP'iple et; ref caZZ ef; 
q) case ev., et., ef : := e· in ----
r) ---rev ~ (ev :=: X I one I zero)J ' 
, s) ¢ et ¢ begin form u = 'left opei•and gf et., v = right oper-and Ef. et, 
t) · udas = derivative of (u., Tiiith r-espect to¢ x), 
·11) vdash = derivative of (v., ¢1uith respect to ¢ ro); 
v) aase operator £l et in 
w) udash + vdash., udash - vdash., 
x) ~ u ~ vdash + udash x v., (udash - et,1x vdg.sh) I v., 






{abnst gtobat c; vaiue £l c :~ vaiue !2f. ea - 1; c) R udash) 
esaa 
en-;r;-
¢ ef ¢ fii_in re[, [,unction f = function name !2f. ef; 
form g = paPameter !2f. ef; 
ref Val" y = bound var- £[ f; 
Lunatuin global fdash := (y., derivative of (body £[ f., y)); · 
aaii := (fdash., g)) x derivative of (g., m) erur-
ae) out ¢ ea "fzero 
esaa ¢ ev, et., ef., ea ¢ 
ena:T" derivative {-: 
af) proc value of= ([pr/7! e) ~ : 
ag) begin ref const e_a; E2.f. ~ ~v; ref trip'Le et; ref aaU. ef; 
ah) case ec., ev., et., ef : := c 1.-n 
ai) '""Tee ¢ value S!f_ ea., -
aj) ¢ ev ¢ vaiue £i. ev., 
ak) ¢ et ¢ begin real u = value of (l~ft operand of et), 
al) v = vaZ.ue of (r1.-ght opez>an~ et); 
am) case opePator !2f. et in 





¢ ef ¢ begin :r>ef unction f = funation name 5!f.. ef; · 
vatue £f.. boun var off := vatue of (par-01neter £f. ef); 
vatue of (body £l f) 
end 
esac ¢ ea., ev., et., ef ¢ 
enit:T"value of¢ 
-r· 
1 L 11. continued. 
'-
:ar) [01'1!! global f., form global g; 
~ g'lobaZ a := ("a"., n..,), Val" global b := ("b"., n..,)., E:E:_ atoba.J:. re :=(t'xf!, ~) 
a.s) sta,r-t here: read ((vatue £f. a., vaZ.ue Qi b., val.ue £i. ::c)); 
at) f := a + x I (b + x); g := (f + one) T(f - one); 
a.u.) pr>int ( (vaZue £l. a., val-ue 2f. b., value 9f. x., 
vaZue of (derivat-ive of (g., ¢ with Pespect to~ ::c)))) 
e.1!4 ¢ example of fomula manipulation¢ 






































be«fn. mode !'.f!_ = re:f_ au~. :eb = ref. poo~., 
struct autn = (!!_tnng name., ~ next., r-b book), 
book= (string title., rb ne::ct); 
ra auth., first auth := nil., last auth; Pb book; 
sfnnp.name., 1 title; int i.; fib!_ input., output; 
format format = $!-r:30a"l., 80al/J 
p,:,oa update = 
: if.. (~ : fir~t auth) :=: nil 
then auth := f~rst auth := last auth := auth := 
-- (name., nil, !fi.!J ; • 
else auth := fi'X'st auth; while (ra : auth :+: nil) do· 
-- (name = name Qi. auth I known-, auth :·= ne::ct !?.l. auth); 
last auth := next £l. last auth := a:uth• := a:uth := 
(name., nil, nil); knoz.m : s1<.ip 
fi.£ end deal-al'a~ion preZude a 
open (~nput.,,remote 1,n); open (output,.~1'emote out); 
;:outf (output.,· $p 
· · "to:...enter>:...a!.. new:_author., .!..type!..."''authoro""., ::...a!..space, ~d:_ his::... 
name. 11 7, 
"to:_enter:_a:__new:.faook., :...type:...""book""., ::.._a::.._spaae., ::.._the::.._ name:.._of.. · 
the. authol".,. a. neu,. line. and. the. title. "Z 
"foro-;_a:__Usting--:of !..the.J;ooks .J;y. an::.._aut'h°o1',!.. type::.._"''Ust"",!.. 
a.space,.and,his.n.ame."Z 
"toJind::...the::.....author!.Pf~·aJJook,!...type!..""find"".,::...a!..new:_Une!.. 
and. the. title. "Z 
"to.end,--:type. ""end""aZ.$~ ". "); 
cUent: inf(input , d>a(''author" "book" "Ziat" "find" "end" "")$ i).,· . . 3 ,'I'; ., 3 _, • -' :, I !I 
caae i in a:athor., pubZ . ., "list., find., end., er11or eaac; · 
a:ut1wr: 'inf(input, foi•mat., name); update; client; 
pub ti: ?,nf(input., fo1"mat:; (name, tit'le)); update; 
' I :!:.f.. (rb : book £l. auth) :=: nu, 
then book pf. a:uth :=z book := T-utte., nil) 
els~ bo~'k :== bo~l<. 9f_ au.th; uJhile. f;rb :next g.f_ book) :4: nit do 
(t~tie ~ t1,tZe Qf_ book'"Tali.ent I. book := ne:et Q[. boofJ; 
(title + title g_f. book I next Qi book := po_o,k := 
• (title, nit)) . 
ii; a'lient; --
Uet: :1,nf(input, format., name); update; 
outf( output., $p"a:utho'l": :_"30aZZ$; name); 
f:l .( 'l"b ·: book g.f_ a:uth) : =: ni z. 
then put (output., "no:.publiaations") 
', .e'Lse 'IJJ1tiZe (Pb : book) :+: nil do 
- begin fl .tine nu.mbe:r (output) = max line [:remote out] 
. then outf.(output., 't_41k"oontinued:...on!..ne:a!)'age"p 
· .. _. . "autho-:tt: !.."30a41k"conti:nued"t~rt name) 
tf_;.outt (output., ~Boal/$; title Qi book); 
























:': ,inf_;(input., ,$},BOal, $, title); auth := first auth; 
·-·-~ · lih:U.e (ra :-auth) :+: nit do 
begin book : = book Qf_ au.th; 
1J)hi'le (rb: book) :+: nil, do 
'!:f.. title == title ~ book 
then ,outf_(output, -$}-' authoP:!-"30°?1t( name ~ auth); 
~ book : = next · qt book 
ti; auth : = neret Q[_ auth 
end· to 2 do new Une (output); 
i. 
. .. puff output., -,,unknown"); aUent;, -,, , , 





close (input)$ I -
put (output., (new Une., "mistake1,'.!_t.z»y.!..again. ")); 
new line (input); aUent .·J. _ _ __ ___ .... 





begin int nmb magazine slots, nmb producers., nmb consumers; 
read ((nmb magazine slots, nmb producers., nmb aonsumers)); 
[1 : nmb p:rtoduoers] fil~ infiZe., [1 : nmb consumers] f1Zi outfite; 
. fol' i i£, · nmb produoers _ open ( infi le [ i ] , incha:nne l i ) ; . 
~- inchannet and outohannet.ar-e defined in a surroundi:ng -Pange ff 
e) [,or i to nmb aonsumel's do open (outfite [i], outahannel [i]}; __ , 
f) mode EE!II!!. = (1: 60, 1: 132] oha,p; 
g) Tf7 nmb magazine slots] ref page magazine; 
oUent· 
h) int ¢ pointers of a aycUo magazine ,~ indere := 1., exdex := 1, 
i) - '¢·semaphores ¢ full sZ.ots := O, free slots := wnb magazine slots., 
j) '<: binary semaphores ¢ in buffer busy := 1., out buffert busy := 1; 
k} proa pa:r aati = (e:.f!.£ (int) p., int n) · 
1
~ ca'lls n inaamations of p in paraUel ,f. 
1) : (n > 0 I pa.P (p (n), pa.,:, aatz (p., n-1JJJl 
m) ~producer= (int i) : do (~ page; get(infile [i]., page); 
n) · dor..m free slots; dcrt.im in buffer busy; 
o) magazine [index] := page; index modb nmb magazine slots :e,lus 1; 
p) ?:92.. full. slots; ~ in buffer busy) ; 
q) proa consumer = (1,nt i) : do ('f!EJJ.!. page; 
r) down full slots; down out buffer busy; 
s) page := magazine 1e'xae:.c]; exdex modb nmb magat!.'lne slots 25js 1; 
t) ~ free slots; ?:92._ out buffer busy; put (outfite HJ, page ; 
u) part (paP oatl (produoer, nmb producers),_ 
par call <oonsume:r, nmb conswners) J 
end ' 
11.14 Towers of Hanoi 
a.) berrf:n l!_POO p ,'=::(int me, de, ma) : (ma > 0 I 
b) p (me, 6 - me - de;J ma - 1); 





!fmove from peg 'me' to peg 'de' piece 'ma' I~. 
p (6 - me - de, de, ma,- 1)); 
f.otD k to 8 dtJ _(ouf:f (stand out, !$t"k "2adl$) 
in 1(2 t k + 15) ¾ 16) (2(2(4(3(d):c):c):c)1,,J{I, kJ; 
p ( 1,: ?, k)) .... 
12. Glossary 
12.1. Technical terms 
Given below are the locations of the first, and sometimes other, in-
structive appearances of a number of words which, in Chapters 1 up to 10 of 
this Report, have a specific technical meaning. A word appearing in differ-
ent grammatical forms (e.g., "contain", "contains", "contained", "contain-
ing") is given once, usually a.s infinitive (e.g., "contain"). 
action 2.2, 2.2.5 
ALGOL 68 program 4.4 
apostrophe 1.1.6.c 
applied occurrence 4.1.2.a 
appoint 6.0.2.a 
a priori value 5.1.0.2.b 
arithmetic value 2.2.3.1.a 
assign 2.2.2.1, 8.3.1.2.c 




blind alley 1.1.2.d 
case clause 9.4.c,d 
channel rn.5.1.aa,bb 
character 2.2.3.1.a,f 
close a file 10.5.1.ii 









conformity case clause 9.4.g 
· constant 5 
constituent 1.1.6.e 
contain 1.1.6.b 
conversion key 5.5.1.ff 
copy 2.2.4.1.a 
create a file 10.5.1.gg 
defining occurrence 2.2.2.c, 4.1.2.a 
denote 1 1.6.c 
deproceduring 8.2, 8.2.2 




develop 7. ·1.2.b 
direct constituent 1.1.6.e 
direct descendent 1.,.6.e 
direct production 1.:.2.c 
divided by 2.2.3.1.~ 
edit 5.5.1.ll 
elaborate collaterally 6.2.2.a 
elaboration 1.1.6.h, 6.0.2.a. 
element 2.2.2.k 
end of file 10.5.1.cc 
English language 1.1.1.b 
envelop 1.1.6.j 
environment enquiry 10.1 
equivalent to 2.2.2.h 
establish a file 10.5.1.gg 
expect 5.5.1.gg 
extended language 1.1.1.a 
extension 1.1.7 
external object 2.2.1· 
oa!l.,e 2.2.3. 1.e 
field 2.2.2.k 
file 5.5.1.aa, 10.5.1, 10.5.1.ee 
firm position 8.2 
firmly coerced from 4.4.3.a 
follow 1.1.6.a 
formal language 1.1.1.b 
format 2.2.3, 2.2.3.4, 5.5 
halt 6.0.2.a 
hardware language 1.1.8.b 
heap 8.5.1 
hipping 8.2, 8.2.7 
hold 2.2 
home 4. 1. 2. b 
human being 1.1.1.a 
hypernotion 1.3 
hyphen 1.1.6.c.iv 








initiate 2.2.2.g, 6.0.2.a 




integral equivalent 2.2.3.1.r 
internal object 2.2.1 
interrupt 6 •. 0.2.a 
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in the reach of 4.4.2.c 
in the sense of numerical.analysis 
2.2.3.1.c 
large syn~actic marks 1.1.2.a 
layout procedure 10.5.2.1 
length number 2.2.3.1.b 
list of meta.notions 1.1.3.c 
list of notions 1.1.2.c 
literal 5 
lock a file 10.5.1.jj 
loosely related 4.4.3.c 
lower bonnd 2.2.3.3.b 
lower state 2.2.3.3.b 






mode 1.1.6.i, 2.2.4.1.a 
multiple value 2.2.3, 2.2.3.3 
name 2.2.2.1, 2.2.3.5 
nil 2.2.2.1, 2.2.3.5~a 
notion 1.1.2.a 
object 2.2, 2.2.1 
object program 2.3.c 
occurrence 1.1.6.d, 2.2.1 
offset 2.2.3.3.b 
offspring 1.1.6.e 
of the same mode as 2.2.2.h 
··open a file 10.5.1.ff 
operator-applied occurrence 4.3.2.a 
operator-defining occurrence 
.· 2.2.2.c, 4.3.2.a 
or . .; g1.nal 1 • 1 • 6 • c 
other syntactic marks 1.1.2.a 
output 5.5.1.aa, 10.5 
overflow 6.0.2.b 
paranotion 1.1.6.c 
pass on 6 
permanent 2.2.2.a 
plain value 2.2.3, 2.2.3.1 
point 1.1.2.a 
portrayal 2.2.4.1.d 
position of the file 5.5.1.rr 
possess 2.2.2.d 




.... premode 1.1.6.i 
prescdpe 1.1.6.i 
present 5.5.1.ff 
preva.lue 1 ·.1. 6. i 
proceduring 8.2, 8.2.3 
production 1.1.2.e 
production rule 1.1.2.a 
production tree 1.1.6.e 
productive 1.1.2.d 
proper (program) 4.4 
protect 6.0.2.d 
protonotion 1.1.2.b 
publication language 1.1.8.b 
quintuple 2.2.3.3.b 
random access 10.5.1.bb 
reach 4.4.2.a, 4.4.2.c · 
read 5.5.lpjj 
real number 2.2.3.1.a,b,c,d 
refer to 2.2.2.h . 
reiated 4.4.3.b 
relationship 2.2, 2.2.2 
:repetitive statement 9.3 
representation 1.1.8.a 
1 representation language 1.1.1.a 
reset a file 10.5.1.nn 
resume 6.0.2.a 
routine 2.2.2.f, 2.2.3.4 
rowing 8.2, 8.2.6 
scope 1.1.6.i, 2.2.3.5.a 
scratch a file 10.5.1.hh 
select 2.2.3.2, 2.2.3.3.a 
semantics 1.1.2.a 
semicolon 1.1.2.a 
sequential access 10.5.1.bb 
serial 2.2.5.a 
set a file 10.5.1.00 
shield l~.4.4.a 
show 4.4.4.b 
smaller than 2.2.2.h 
small syntactic marks 1.1.2.a 
soft position 8.2 
sort 6 
standard declaration 10.a 
standard file 10.5.1.3 
standard mathematical constant 10.3 
standard mathematical function 10.3 
standard operation 10.2 
standard priority 10.2.0 
straightening 5.5.1.dd, 10.5.0.2 
strict langµ.age 1.1.1.a 
stride 2.2.3.3.b 
string 5.3.2 
strongly coerced from 4.4.3.a 
strong position 8.2 
structured value 2.2.3, 2.2.3.2 





symbol 1. 1.2.b 
synchroni~ation operation 10.4 
--
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syntactic position 8.2 
syntax 1.1.2.a 
terminal production 1.1.2.f 
terminate 6.0.2.a 
terminator-string 5.5.1.jj 
textual order 1.1.6.a 
times 2.2.3.1.c 
transput 5.5.1.aa, 10.5 
· transput declaration 10.5 
:tlr.u.e. 2.2.3.1.e 
truth value 2.2.3.1.a.,e 
undefined 1.1.6.k 
united from 4.4.3.a 
uniting 8.2, 8.2.4 
upper bound 2.2.3.3.b 
upper state 2.2.3.3.b 
value 1.1.6.i, 2.2.3 
visible descendent 1.1.6.e 
voiding 8.2, 8.2.8 
weak position 8 •. 2 
widening 2.2.3.1.d, 8.2, 8.2.5 
write 5.5.1.gg 
{Ve.n.n e.be.n, wo Be.gJu.6 6e. 6e.hi.e.n, 
Va. .6.teil-t eln Wofl..t zuJL 1te.c.hte.n Zel.t l>ic.h eln. 
Fau.6.t, J .W. von Godhe..} 
12.2. Para.notions 
Given below are the indicators of the rules yielding production rules. 
for the originals of the given para.notions and other protonotions.or giving 
representations for the given symbols. Ordinary type font without hyphens is 
used in order to shorten the text using hyphens in a conventional way. 
absolute value of symbol 3.1.1.c 
action token 3.0.4.a · 
actual declarator 7.1.1.c,d,e,l,o,p, 
- declarer 7.1.1.b w,cc 
- lower bound 7.1.1.t 
- parameter 7.4.1.b 
- row of rower 7.1.1.r 
- upper bound 7.1.1.t 
ad.ic indication 4.2~ ·1 .g 
alignment 5.5.1.i 
and symbol 3.1.1.c 
assignation 8.3.1.1.a 
at symbol 3.1.1.e 
balance 6.2.1.e 
base 8.6.0.1.a,b 
basic token 3.0.1.a 
begin symbol 3.1.1.e 
binal - 3.1.1.c 
bits denotation 5.2.1.a 
- symbol 3.1.1.d 
boolean choice mould 5.5.4.b 
- denotation 5.1.3.1.a 
- pattern 5.5.4.a 
booleans to bits symbol 3.1.1.c 
boolean - 3.1.1.d 
bus - 3.1.1.e 
by - 3.1.1.h 
bytes - 3.1.1.d 
call S.6.2. 1.a. 
caption 7. 5. 1. b 
ca.st 8.3.4. La 
- of symbol 3.1.1.c 
chain 3.0.1.c 
character denotation 5.1.4.1.a 
character frame 5.5.5.b 
- pattern 5.5.5.a 
characters to bytes symbol 3.1.1.d 
character - 3. 1 •. 1 • d 
- token 3.0.9.d 
choice clause 6.>-1-.1.c,d . , 
clause 6.1.1.a, 6.2.1.b,c,d,t, 
6.3.1.a, 6.4.1.a, 8.1~1;a 
- train 6. 1. 1.a. 
closed clause 6.3.1.a 
close symbol 3.1.1.e 
coercend 8.2.0.1.a 
cohesion 8.5.0.1.a 
collateral clause 6.2.1.b,c,d,f 
- declaration 6.2.1.a 
collection 5.5.1.b 
comma symbol 3.1.1.e 
comment 3.0.9.b 
- item 3.0.9.c 
- symbol 3.1.1.i 
completer 6.1.1.1 
completion symbol 3.1.1.f 
complex frame 5.5.6.c 
- pattern 5.5.6.a 
- symbol 3.1.1.d 
condition 6.4.1.b 
conditional clause 6.4.1.a 
conformity relation 8.3.2.1.a 
- relator 8.3.2.1.b 
conforms to and becomes symbol 3.1.1.c 
• - symbol 3.1.1.c 
confrontation 8.3.0.1.a 
... token 3.0.4.d 
conjugate of symbol 3.1.1.c 
12.2. continued 
constant 6.0.1.d 
declaration 6.2.1.a, 7.0.1.a 
- prelude 6.1.1.b 
- token 3.0.5.a 
declarer 7.1.1.a 
denotation 5.0.1.a 
- token 3.0.3.a 
destination 8.3.1.1.c 
differs from symbol 3.1.1.c 
digit eight 3.0.3.d 
- - symbol 3.1.1.b 
- five 3.0.3.d 
- - symbol 3.1.1.b 
- four 3.0.3.d 
- - symbol 3.1.1.b 
- frame 5.5.2.e 
-.nine 3.0.3.d 
- - symbol 3.1.1.b 
- one 3.0.3.d . 
-·- symbol 3.1.1.b 
- seven 3.0.3.d 
- - symbol 3.1.1.b 
- six 3.0.3.d 
- - symbol 3.1.1.b 
- three 3.0.3.d 
- - symbol 3.1.1.b 
-· token 3.0.3.c 
.- two 3.0.3.d 
- - symbol 3.1.1.b 
- zero 3.0.3.d 
- - symbol 3.1.1.b 
· divided by and becomes symbol 3. 1 • 1 • c 
- - symbol 3.1.1.c 
do - 3.J.1.h 
down - 3.1;1.c 
dyadic formula 8. 4. 1.h • 
- indicant 1.1.5.b 
- indication 4.2.1.d 
- operator 4.3.1.d 
dynamic replication 5.5.1.h 
either symbol 3.1.1.d 
else clause 6.4.1.e 
- if symbol 3.1.1.h 
= symbol 3.1.1.e 
end symbol 3.1.1.e 
entier - 3.1.1.c 
·equals - 3.1.1.c 
.,exit 2.1.e 
exponent frame 5.5.3.f 
- part 5.1.2.1.g 
expression 6.o.1.b 
extra token 3.0.9.a, 
f al:se symbol 3. 1 • 1 • b 
field declarator 7.1.1.g 
- ·selector 7 .1.1.i 
file symbol 3.1.1.d 
fi - 3. 1. 1.e 
flexible - 3.1.1.d 
flipflop 3.0.3.e 
flip symbol 3.1.1.b 
floating point mould 5.5.3.d 
- ~ numeral 5.1.2.1.e 
flop symbol 3.1.1.b 
formal declarator 7.1.1.c,d,e;m~n,o,p, 
- declarer 7.1.1.b w,cc 
- lower bound 7.1.1.v 
- parameter 5.4.1.e 
- row of rower 7.1.1.r 
- upper bound 7.1.1.v 
format denotation 5.5.1.a 
- symbol 3.1.1.d 
formatter - 3.1.1.b 
formula 8.4.1.a 
for symbo1·3.1.1.h 
fractional part 5.1.2.1.d 
frame 5.5.1.r 
from symbol 3.1.1.h 
generator 8.5.1.1.a 
global - 8.5 1.1.c 
- symbol 3.1.1.h 
go on - 3.1.1.r 
- to - 3. 1. 1 • f . 
hip token 3.0.8.a 
identifier.4.1.1.a 
identity declaration 7.4.1.a 
- relation 8.3.3.1.a 
- relater 8.3.3.1.b 
if symbol 3.1.1.e 






integral choice pattern 5.5.2.f 
- denotation 5.1.1.1.a 
- mould 5.5.2.d 
• part 5.1.2.1.c 
- pattern 5-.5.2.a 
- symbol 3. ·1 .1.d 
is at least - 3.1.1.c 
- - most - 3.1.1.c 
- greater than - 3.1.1.c 
- less - - 3.1.1.c 
- not - 3.1.1.c 
- symbol 3.1.1.c 
label 6.1.1.k 
- identifier 4.1.1.b 
- symbol 3. ·1.1.e 
lengthen - 3.1.1.c 
letter a 3.0.2.b 
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letter a symbol 3.1.1.b 
- aleph 3.0.2.b 
- b 3.0.2.b 
symbol 3.1. 1.a 
- c 3.0.2.b 
- - symbol 3.1.1.a 
- d 3.0.2.b 
symbol 3.1.1.a 
- e 3.0.2.b 
- - symbol 3.1.1.a 
- f 3.0.2.b 
symbol 3.1.1.a. 
- ·g 3.0.2.b 
- - symbol 3.1.1,,.a. 
- h 3.0.2.b 
symbol 3.1. 1.a 
- i 3.0.2.b 
-~- - symbol 3. 1.1.a 
- j 3.0.2.b 
- - symbol 3.1.1.a. 
- k 3.0.2.b . 
- _..,.·-.:symbol 3.1.1.a 
... ·1. 3,0.2. b 
- - symbol 3,1.1.a 
-:m 3.0.2.b 
symbol 3.1.1.a. 
- n 3.0.2.b 
symbol 3.1.1.a 
- o 3.0.2.b 
symbol 3.1.1.a 
- p 3.0.2. b, · 
- - symbol 3.1.1.a 
- q 3.0.2. b 
symbol 3.1. ·1.a 
- r 3.0.2. b 
symbol 3 • 1 • 1 • a. 
- s 3.0.2. b 
..,. symbol 3.1.1.a 
- t 3.0.2. b 
- token 3.0.2.a 
- t symbol 3.1.1.a 
- u 3.0.2. b 
- - symbol 3.1.1.a 
- V 3.0.2. b 
- - symbol 3. 1 • ·1 • a 
- w 3.0.2. b 
- - symbol 3.1.1.a 
- X 3.0.2. b 
- - symbol 3.1.1.a 
... y 3.0.2. b 
- - sy,mbol 3.1.1.a 
- z 3.0.2. b 
- - symbol 3.1.1.a 
library postlude 2.1.f 
.., prelude 2.1.c 
list 3.0 • .1.d 
- proper 3.0. Lg 
,'- separator 3.0.1.f' 
literal 5 • 5 • 1. j 
1 local generator 8.5.1.1.b 
- symbol 3.1.1.d 
long denotation 5.1.0.1.b 
- symbol 3.1.1.d 
loose replicatable suppressible 
character f'ra.me 5.5.1.m 
- ~ - digit - 5.5.1.m 
- - zero - 5.5.1.m 
- suppressible character ... 5. 5. 1.ni,: ., 
- ~ complex - 5.5.1.m 
- - exponent - 5.5.1.m 
- - point - 5.5.1.m 
lower bound o:f symbol 3.1.1.c 
- state - - 3.1.1.c 
minus and becomes - 3.1.1.c 
- symbol 3.1.1.c 
mode declaration 7.2.1.a 
- identifier 4.1.1.b 
indication 4. 2. 1 • b 
- standard 4.2.1.c 
- symbol 3.1. ·1 .c 
modulo and becomes symbol 3.1.1.c 
- symbol 3.1.1.c 
monadic formula 8.4.1.g 
indicant 1.1.5.b . 
- indication 4.2.1.f 
- operand 8.4.1.f 
- operator 4.3.1.e 
new lower bound 8.6.1.1.h 
- - - part 8.6.1.1.g 
nil symbol 3.1.1.g 
not - 3.1.1.c 
number token 3.0.3.b 
odd symbol 3.1.1.c 
of - 3.1.1.e 
one token 7.3.1.b 
- plus one - 7.3.1.c 
- - - plus one - 7.3.1:d 
- - - - - plus one - 7.3.1.e 
- - - - - _,_ plus one - 7.3.1.r 
- - - - - - - - - plus one - 7.3.1.g 
- - m• - - - ... - - - - plus one -
7 .3. 1.h 
- - - - - - - - - - - - - plus one -
7 .3. 1.i 
- - - - - - - - - - - - - - - plus one 
open symbol 3.1.1.e 
operand 8.lt.1.c 
operation declaration 7.5.1.a 
- symbol 3. "I. 1.d 
... 7.3.L,j 
.-· 
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operator 4.3.1.a,b,c 
- token 3.0.4.b 
option 3.0.1. b 
or symbol 3.1.1.c 
over and becomes - 3.1.1.c 
- symbol 3.1.1.c 
pack 3 • 0 • ·1 • h 
package 3.0.1.i 
parallel symbol 3.1.1.e 
parameters pack 7-1~1.bb 
particular program 2.1.d 
phrase 6.0.1.a 
picture 5.5.1.c 
plain denotation 5.1.0.1.a 
. plus and becomes syinbol 3.1.1.c 
plus i times - 3.1.1.c 
plusminus 3.0.4.c 
plus symbol 3.1.1.c 
point frame 5.5.3.c 
- symbol 3.i.1.d 
power of ten 5.1.2.1.i 
primary 8. 1. 1.d 
priority declaration 7.3.1.a 
- one indication 4.2.1.e 
- - operator 4.3.1.b 
- symbol 3.1.1.d 
procedure 6.o.1.f 
= symbol 3.1.1.d 
program 2.1.a 
prus and becomes symbol 3.1.1.c 
quote image 5.1.4.1.c 
- symbol 3.1.1.i 
radix 5.5.2.c 
- mould 5.5.2.b 
range 4.1.1.e 
real denotation 5. 1 .2.1 
- mould 5.5.3.b 
- part of symbol 3.1.1.c 
- pattern 5.5.3.a 
- symbol 3.1.1.d 
reference ·to symbol 3. 1 • 1 • d 
replicatable suppressible character 
frame 5.5.1.n 
- - digit - 5.5.1.n 
- zero - 5.5.1.n 
replicated literal 5.5.1.k 
replication 5.5.1.g 
replicator 5.5.1.r 
representation of symbol 3.1.1.c 
round - 3.1.1.c 
routine denotation 5.4.1.a,b 
row of' character denotation 5.3.1.b 
- - • pattern 5.5.7.b 





- proper 3.0.1.g 
sequencer 6. 1 • ·1 • j 
sequence separator 3.0.1.f 
sequencing token 3.0.7.a 
serial clause 6.1.1.a 
shorten symbol 3.1.1.c 
sign frame 5.5.1.p 
- mould 5. 5 • ·1 • l 
- symbol 3.1.1.c 
single declaration 6.1.1.d 
skip symbol 3. t. 1 • g 
slice 8.6.1.1.a 
source 8.3.1.1.f' 
space symbol 3.1.1.b 
special ·l;oken 3.0.10.a 
stagnant mould 5.5.3.e 
- part 5.1.2.1.f 
standard postlude 2.1.g 
- prelude 2. ·1 .b 
statement 6.0.1.c 
- interlude 6.1.1.i 
- prelude 6.1.1.c 
strict lower bound 7.1.1.u_ 
- upper - 7.1.1.u 
string denotation 5.3.1.a 
·~ frame 5 • 5 • 7 . c 
- item 5 1.4.1.b 
- pattern 5.5.7.a 
- symbol 3.1.1.d 
structure 6.2.1.g,h 
- display 6.0.1,g 
- symbol 3,1.1.d 
subscript 8.6.1.1.i 
sub symbol 3.1.1.e 
suite of' clause trains 6.1.1.f,g 
suppressible character frame 5.5.1.q 
- complex - 5 5 1.q 
- digit - 5.5.1.q 
- exponent •m 5 • 5 • 1 • q 
- point - 5.5.1.q 
syntactic token 3.0.6.a 
tertiary 8.1.1.b 
th element of symbol 3.1.1.c 
·!;hen clause 6.4.1.e 
- if symbol 3. 1 .1.h 
- symbol 3.1.1.e 
times and ·becomes symbol 3. 1 • 1 • c . 
- ten to the power choice 5.1.2.1.h 
- - - - - symbol 3.1.1.b 
- symbol 3.1.1.c 
to - 3. 1. 1.h 
- the power - 3.1.1.c 




true symbol 3.1.1. b 
union of - 3.1.1.d 
unit 6. 1. 1.e 
unitary clause 8.1.1.a 
- declaration 7.0.1.a 
upper bound of· symbol 3. ·1 • 1 • c 
- state - - 3. 1. 1. c 
up - 3.1 .1.c 
... to - 3.1.1.e 
variable 6.0.1.e 
- point numeral 5.1.2.1.b 
virtual declarator 7.1.1.c,d,e,l,o,p 9 
- declarer 7. ·1.1.b w,cc 
- lower bound 7.1.1.s 
- parameter 7. ·1.1.y 
- row of rower 7.1.1.r 
- upper bound 7.1.1.s 
- ·void declarer 7. 1 • :I • z 
while symbol 3. 1 • 1. h 
zero frame 5.5.1.0 
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