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Abstract—A test oracle determines whether a test execution reveals a fault, often by comparing the observed program output to the
expected output. This is not always practical, for example when a program’s input-output relation is complex and difficult to capture
formally. Metamorphic testing provides an alternative, where correctness is not determined by checking an individual concrete output,
but by applying a transformation to a test input and observing how the program output “morphs” into a different one as a result. Since
the introduction of such metamorphic relations in 1998, many contributions on metamorphic testing have been made, and the
technique has seen successful applications in a variety of domains, ranging from web services to computer graphics. This article
provides a comprehensive survey on metamorphic testing: It summarises the research results and application areas, and analyses
common practice in empirical studies of metamorphic testing as well as the main open challenges.
Index Terms—Metamorphic testing, oracle problem, survey.
F
1 INTRODUCTION
Software testing is an essential but costly activity applied
during software development to detect faults in programs.
Testing consists of executing a program with test inputs,
and to detect faults there needs to be some procedure by
which testers can decide whether the output of the program
is correct or not, a so–called test oracle [1]. Often, the test
oracle consists of comparing an expected output value with
the observed output, but this may not always be feasible. For
example, consider programs that produce complex output,
like complicated numerical simulations, or code generated
by a compiler — predicting the correct output for a given
input and then comparing it with the observed output may
be non-trivial and error-prone. This problem is referred to
as the oracle problem and it is recognised as one of the
fundamental challenges of software testing [1], [2], [3], [4].
Metamorphic testing [5] is a technique conceived to alle-
viate the oracle problem. It is based on the idea that often
it is simpler to reason about relations between outputs of
a program, than it is to fully understand or formalise its
input-output behaviour. The prototypical example is that
of a program that computes the sine function: What is the
exact value of sin(12)? Is an observed output of −0.5365
correct? A mathematical property of the sine function states
that sin(x) = sin(pi−x), and we can use this to test whether
sin(12) = sin(pi − 12) without knowing the concrete values
of either sine calculation. This is an example of a metamorphic
relation: an input transformation that can be used to gener-
ate new test cases from existing test data, and an output
relation, that compares the outputs produced by a pair of
test cases. Metamorphic testing does not only alleviate the
oracle problem, but it can also be highly automated.
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The introduction of metamorphic testing can be traced
back to a technical report by Chen et al. [5] published
in 1998. However, the use of identity relations to check
program outputs can be found in earlier articles on test-
ing of numerical programs [6], [7] and fault tolerance [8].
Since its introduction, the literature on metamorphic test-
ing has flourished with numerous techniques, applications
and assessment studies that have not been fully reviewed
until now. Although some papers present overviews of
metamorphic testing, they are usually the result of the
authors’ own experience [9], [10], [11], [12], [13], review of
selected articles [14], [15], [16] or surveys on related testing
topics [3]. At the time of writing this article, the only known
survey on metamorphic testing is written in Chinese and
was published in 20091 [17]. As a result, publications on
metamorphic testing remain scattered in the literature, and
this hinders the analysis of the state of the art and the
identification of new research directions.
In this article, we present an exhaustive survey on meta-
morphic testing, covering 119 papers published between
1998 and 2015. To provide researchers and practitioners
with an entry point, Section 2 contains an introduction to
metamorphic testing. All papers were carefully reviewed
and classified, and the review methodology followed in
our survey as well as a brief summary and analysis of the
selected papers are detailed in Section 3. We summarise the
state of the art by capturing the main advances on meta-
morphic testing in Section 4. Across all surveyed papers, we
identified more than 12 different application areas, ranging
from web services through simulation and modelling to
computer graphics (Section 5). Of particular interest for
researchers is a detailed analysis of experimental studies
and evaluation metrics (Section 6). As a result of our survey,
a number of research challenges emerge, providing avenues
for future research (Section 7); in particular, there are open
questions on how to derive effective metamorphic relations,
as well as how to reduce the costs of testing with them.
1. Note that 86 out of the 119 papers reviewed in our survey were
published in 2009 or later.
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2(a) Source test case. (b) Follow-up test case.
Figure 1. Metamorphic test on the Google search engine checking the relation Count(q) ≥ Count(q + k).
2 METAMORPHIC TESTING
Identity relations are a well-known concept in testing, and
have been used even before the introduction of meta-
morphic relations. For example, Blum et al. [7] checked
whether numerical programs satisfy identity relations such
as P (x) = P (x1) + P (x2) for random values of x1 and
x2. In the context of fault tolerance, the technique of data
diversity [8] runs the program on re-expressed forms of
the original input; e.g., sin(x) = sin(a) × sin(pi/2 − b) +
sin(pi/2−a)×sin(b) where a+b = x. The concept of meta-
morphic testing, introduced by Chen [5] in 1998, generalises
these ideas from identity relations to any type of relation,
such as equalities, inequalities, periodicity properties, con-
vergence constraints, subsumption relationships and many
others. In general, a metamorphic relation for a function f
is expressed as a relation among a series of function inputs
x1, x2, . . . , xn (with n > 1), and their corresponding output
values f(x1), f(x2), . . . , f(xn) [18]. For instance, for the sine
example from the introduction the relation between x1 and
x2 would be pi − x1 = x2, and the relation between f(x1)
and f(x2) would be equality, i.e.:
R = {(x1, x2, sinx1, sinx2) | pi−x1 = x2 → sinx1 = sinx2}
This resembles the traditional concept of program invari-
ants, which are properties (for example expressed as assert
statements) that hold at certain points in programs [19].
However, the key difference is that an invariant has to
hold for every possible program execution, whereas a meta-
morphic relation is a relation between different executions.
A relation between two executions implicitly defines how,
given an existing source test case (x1), one has to transform
this into a follow-up test case (x2), such that an abstract
relation R (e.g., sinx1 = sinx2) can be checked on the
inputs represented by x1 and x2, as well as the outputs
produced by executing x1 and x2. The term metamorphic
relation presumably refers to this “metamorphosis” of test
inputs and outputs. If the relation R does not hold on a pair
of source and follow–up test cases x1 and x2, then a fault has
been detected. In this article, we use the term metamorphic
test case to refer to a pair of a source test case and its follow–
up test case.
The basic process for the application of metamorphic
testing can be summarised as follows:
1) Construction of metamorphic relations. Identify necessary
properties of the program under test and represent
them as metamorphic relations among multiple test
case inputs and their expected outputs, together with
some method to generate a follow–up test case based
on a source test case. Note that metamorphic relations
may be associated with preconditions that restrict the
source test cases to which they can be applied.
2) Generation of source test cases. Generate or select a set of
source test cases for the program under test using any
traditional testing technique (e.g., random testing).
3) Execution of metamorphic test cases. Use the metamorphic
relations to generate follow–up test cases, execute
source and follow–up test cases, and check the relations.
If the outputs of a source test case and its follow–up test
case violate the metamorphic relation, the metamorphic
test case is said to have failed, indicating that the
program under test contains a bug.
As an illustrative example, consider a program that
computes the shortest path between a source vertex s and
destination vertex d in a graph G, SP (G, s, d). A meta-
morphic relation of the program is that if the source and
destination vertices are swapped, the length of the shortest
path should be equal: |SP (G, s, d)| = |SP (G, d, s)|. Sup-
pose that a source test case (G, a, b) is selected according
to some testing method (e.g., randomly). Based on the
metamorphic relation, we can now easily generate a new
follow–up test case by swapping the source and destination
vertices (G, b, a). After executing the program with both
test cases, their outputs can be checked against the relation
to confirm whether it is satisfied or not, i.e., whether the
outputs are equal. If the metamorphic relation is violated, it
can be concluded that the metamorphic test has failed and
the program is faulty.
As a further example, consider testing an online search
engine such as Google or Yahoo [20]. Let Count(q) be the
number of results returned for a search query q. Intuitively,
the number of returned results for q should be greater or
equal than that obtained when refining the search with
another keyword k. This can be expressed as the following
metamorphic relation: Count(q) ≥ Count(q + k), where +
denotes the concatenation of two keywords. Fig. 1 illustrates
the application of this metamorphic relation on Google.
Consider a source test case consisting in a search for the
keyword “metamorphic”, resulting in “About” 4.2M results.
Suppose that a follow–up test case is constructed by search-
ing for the keywords “metamorphic testing”: This leads to
8,380 results which is less than the result for “metamorphic”,
and thus satisfies the relation. If more results were found,
then that would violate the metamorphic relation, revealing
a bug in the system.
If source test cases are generated automatically, then
metamorphic testing enables full test automation, i.e., in-
put generation and output checking. In the sine example
presented in Section 1, for instance, metamorphic testing
could be used together with random testing to automatically
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3generate random source test cases (x) and their respective
follow–up test cases (pi − x), until a pair is found that
violates the metamorphic relation, or a maximum time out
is reached. Similarly, in the search engine example, meta-
morphic testing could also be used together with a random
word generator to automatically construct source test cases
(e.g., “algorithm”) and their respective follow–up test cases
(e.g., “algorithm colour”) until a pair that reveals a bug is
found, if any such pairs exists.
3 REVIEW METHOD
To perform a survey on metamorphic testing we fol-
lowed a systematic and structured method inspired by the
guidelines of Kitchenham [21] and Webster et al. [22]. A
similar approach was followed by some of the authors in
the context of software product lines [23]. To report the
results, we also took inspiration from recent surveys on
related topics such as the oracle problem [3], search–based
testing [24], automated test case generation [2] and mutation
analysis [25]. Below, we detail the main data regarding the
review process and its results.
3.1 Research questions
The aim of this survey is to answer the following research
questions on metamorphic testing:
• RQ1: What improvements to the technique have been made?
• RQ2: What are its known application domains?
• RQ3: How are experimental evaluations performed?
• RQ4: What are the future research challenges?
We propose RQ1 to obtain an in–depth view on meta-
morphic testing outlining the state of the art in terms
of the main advances in the application of the technique
since its original introduction. RQ2 is proposed to give
an insight into the scope of metamorphic testing and its
applicability to different domains including its integration
with other testing techniques. We also want to know how
different approaches of performing metamorphic testing are
evaluated including the subject programs used, types of
detected faults, evaluation metrics, and empirical studies
involving humans. Finally, based on the answer to the pre-
vious questions, we expect to identify unresolved problems
and research opportunities in response to RQ4.
3.2 Inclusion and exclusion criteria
We scrutinised the existing literature, looking for papers
addressing any topic related to metamorphic testing, includ-
ing methods, tools or guidelines for the application of the
technique, applications to specific testing problems, empir-
ical evaluations, and surveys. Articles of the same authors
but with very similar content were intentionally classified
and evaluated as separate contributions for a more rigorous
analysis. Later, in the presentation of results, we grouped
those articles with no major differences. We excluded PhD
theses as well as those papers not related to the computer
sciences field, not written in English, or not accessible on the
Web.
Table 1
Search engines and number of primary studies
Search engine Primary studies
ACM digital library 15
Elsevier ScienceDirect 6
IEEEXplore digital library 65
Springer online library 13
Wiley InterScience 4
Google Scholar (+5 citations) 16
Total 119
3.3 Source material and search strategy
The search for relevant papers was carried out in the on-
line repositories of the main technical publishers, including
ACM, Elsevier, IEEE, Springer and Wiley. We collected
computer science papers published between January 1st
1998 (when Chen’s report was published) and November
30th 2015 which have either “metamorphic test”, “meta-
morphic testing”, “metamorphic relation” or “metamorphic
relations” in their title, abstract or keywords. We refer the
reader to the technical report [26] which contains all data
forms and query details. After a quick review of the res-
ults, we noticed that some articles on metamorphic testing
with many citations were not among the candidate papers,
including the technical report of Chen et al. [5] where the
technique was introduced. To include those papers, we
performed the search in the Google Scholar database, and
additionally selected all papers with 5 or more citations
published outside our target publication sources2. These
were merged with our previous results, resulting in a final
set of 362 candidate papers.
Next, we examined the abstracts of the papers identified
in the previous step and filtered them according to our
inclusion and exclusion criteria, checking the content of
the papers when unsure. This step was performed by two
different authors who agreed on the results. The set of
candidate papers was filtered to 116 publications within the
scope of our survey. Then, we contacted the corresponding
authors of the 116 selected papers and asked them to inform
us about any missing papers within the scope of our search.
Based on the feedback received, we included 3 new papers
meeting our search criteria, except for the inclusion of the
search terms in their title, abstract or keywords. As a result,
the search was finally narrowed to 119 publications that
were in the scope of this survey. These papers are referred
to as the primary studies [21]. Table 1 presents the number of
primary studies retrieved from each source.
It is possible that our search has failed to find all papers
since we focused on a subset of reputed publishers. How-
ever, we remain confident that the overall trends we report
are accurate and provide a fair picture of the state of the art
on metamorphic testing.
3.4 Data collection
All 119 primary studies were carefully analysed to answer
our research questions. For each study, we extracted the
following information: full reference, brief summary, type of
2. The search was performed on December 30th, 2015.
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4(a) Number of publications per year. (b) Cumulative number of publications per year.
Figure 2. Metamorphic testing papers published between January 1st 1998 and November 30th 2015.
contribution (e.g., case study), application domains, integra-
tion with other testing techniques, number of metamorphic
relations proposed, evaluation details, lessons learned and
suggested challenges. To facilitate the process, we filled in a
data extraction form for each primary study. All data forms
were collected and published in a technical report [26].
Primary studies were read at least twice by two different
authors to reduce misunderstandings or missing informa-
tion. As a sanity check, we contacted the corresponding
author of each primary study and sent them the technical
report to confirm that the information collected from their
papers was correct. Some minor changes were proposed
and corrected. We also asked them to inform us about any
missing paper within the scope of our search as described
in the previous section.
3.5 Summary of results
The following sections summarise the primary studies in
terms of publication trends, authors, venues, and research
topics on metamorphic testing.
3.5.1 Publication trends
Fig. 2a illustrates the number of publications on meta-
morphic testing published between January 1st 1998 and
November 30th 2015. The graph shows a constant flow of
papers on the topic since 2001, in particular from 2010 on-
wards. The cumulative number of publications is illustrated
in Fig. 2b. We found a close fit to a quadratic function with
a high determination coefficient (R2 = 0.997), indicating a
strong polynomial growth, a sign of continued health and
interest in the subject. If the trend continues, there will be
more than 170 metamorphic testing papers by 2018, two
decades after the introduction of the technique.
3.5.2 Researchers and organisations
We identified 183 distinct co-authors from 74 different or-
ganisations in the 119 primary studies under review. Table 2
presents the top authors on metamorphic testing and their
most recent affiliation. Unsurprisingly, Prof. T. Y. Chen, with
44 papers, is the most prolific author on the topic.
Table 2
Top 10 co-authors on metamorphic testing
Author Institution Papers
T. Y. Chen Swinburne University of Technology 44
T. H. Tse The University of Hong Kong 20
F.-C. Kuo Swinburne University of Technology 17
Z. Q. Zhou University of Wollongong 14
W. K. Chan City University of Hong Kong 11
H. Liu RMIT University 9
C. Murphy Columbia University 9
G. Kaiser Columbia University 8
X. Xie Swinburne University of Technology 7
B. Xu Nanjing University 7
Table 3
Geographical distribution of publications
Country Papers
Australia 36
China 25
United States 17
Hong Kong 12
Germany 8
Spain 7
India 5
United Kingdom 3
Switzerland 3
Malaysia 2
France 1
3.5.3 Geographical distribution of publications
We related the geographical origin of each primary study
to the affiliation country of its first co–author. Interestingly,
we found that all 119 primary studies originated from only
11 different countries with Australia and China ahead, as
presented in Table 3. By continents, 37% of the papers
originated from Asia, 30% from Oceania, 19% from Europe
and 14% from America. This suggests that the metamorphic
testing community is formed by a modest number of coun-
tries but fairly distributed around the world.
3.5.4 Publication venues
The 119 primary studies under review were published in
72 distinct venues. This means that the metamorphic testing
literature is very dispersed, probably due to its applicability
to multiple testing domains. Regarding the type of venue,
most papers were presented at conferences and symposia
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5(a) Type of contribution. (b) Research topic.
Figure 3. Classification of primary studies by publication type and research topic.
Table 4
Top venues on metamorphic testing.
Venue Papers
Int Conference on Quality Software 9
Int Computer Software & Applications Conference 8
Int Workshop on Automation of Software Test 4
Int Conference on Software Engineering 4
IEEE Transactions on Software Engineering 4
Software Testing, Verification and Reliability 4
Int Conf on Software Testing, Verification and Validation 3
Information and Software Technology 3
(58%), followed by journals (23%), workshops (16%) and
technical reports (3%). Table 4 lists the venues where at least
three metamorphic testing papers have been presented.
3.5.5 Types of contributions and research topics
Fig. 3a classifies the primary studies according to the type of
contribution. We found that half of the papers present case
studies (50%), followed by new techniques and methodo-
logies (31%), and assessments and empirical studies (10%).
We also found a miscellany of papers (7%) including related
surveys, tutorial synopsis, and guidelines. Only two of the
papers (2%) presented a tool as their main contribution.
A similar classification based on the main research topic
is presented in Fig. 3b. Interestingly, we found that 49%
of the papers report applications of metamorphic testing
to different problem domains. The rest of papers address
the construction of metamorphic relations (19%), integration
with other testing techniques (10%), assessment of meta-
morphic testing (6%), execution of metamorphic test cases
(5%) and generation of source test cases (4%). Finally, a few
papers (7%) present brief overviews on the technique, its
applications and research directions.
4 STATE OF THE ART IN METAMORPHIC TESTING
In this section, we address RQ1 by summarising the main
contributions to metamorphic testing in the literature. First,
we review the papers studying the properties of effective
metamorphic relations. Then, approaches are classified ac-
cording to the step they contribute to in the metamorphic
testing process presented in Section 2, namely, construction
of metamorphic relations, generation of source test cases,
and execution of metamorphic test cases.
4.1 Properties of good metamorphic relations
The effectiveness of metamorphic testing is highly
dependent on the specific metamorphic relations that
are used, and designing effective metamorphic relations is
thus a critical step when applying metamorphic testing.
For most problems, a variety of metamorphic relations
with different fault–detection capability can be identified
[9], [16], [18], [27], [28], [29], [30], [31], [32], [33], [34],
[35]. Therefore, it is advisable to use a variety of diverse
metamorphic relations to effectively test a given program.
Several authors even suggest using as many metamorphic
relations as possible during testing [28], [29], [36], [37].
However, because defining metamorphic relations can be
difficult, it is important to know how to select the most
effective ones. In this section, we review papers studying
the properties that make metamorphic relations good at
detecting faults.
Defining good metamorphic relations requires knowledge
of the problem domain. Chen et al. [27] compared the
effectiveness of metamorphic relations solely based on the
theoretical knowledge of the problem (black–box) versus
those derived from the program structure (white–box)
using two case studies. They concluded that theoretical
knowledge of the problem domain is not adequate for
distinguishing good metamorphic relations. Instead, good
metamorphic relations should be preferably selected with
regard to the algorithm under test following a white–box
approach. However, this was later disputed by Mayer
and Guderlei [38], who studied six subject programs
for matrix determinant computation with seeded faults.
They concluded that metamorphic relations in the form
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6of equalities or linear equations3 as well as those close to
the implementation strategy have limited effectiveness.
Conversely, they reported that good metamorphic relations
are usually strongly inspired by the semantics of the
program under test. Other studies have also emphasised
the knowledge of the problem domain as a requirement for
the application of metamorphic testing [30], [39], [40].
Metamorphic relations should make execution of the
follow–up test case as different as possible from the
source test case. Chen et al. [27] reported that good
metamorphic relations are those that can make the
execution of the source–test case as different as possible to
its follow–up test case. They defined the “difference among
executions” as any aspects of program runs (e.g., paths
traversed). This observation has been confirmed by several
later studies [9], [41], [42], [43], [44], [45]. In particular,
Asrafi et al. [46] hypothesised that the higher the combined
code coverage of the source and follow-up test cases, the
more different are the executions, and the more effective
is the metamorphic relation. Their study on two subject
programs showed a strong correlation between coverage
and fault–detection effectiveness in one of the two. In a
similar study, Cao et al. [47] assessed the relation between
fault–detection effectiveness of metamorphic relations
and test case dissimilarity. An extensive experiment with
83 faulty programs and 7 distance metrics between the
execution profiles of source and follow–up test cases
revealed a strong and statistically significant correlation
between the fault–detection capability of metamorphic
relations and the distance among test cases, in particular
when using branch coverage Manhattan distance [48].
Metamorphic relations derived from specific parts of
the system are more effective than those targeting
the whole system. Several authors have explored the
applicability of metamorphic testing for integration testing
with some helpful conclusions for the construction of
good metamorphic relations. Just and Schweiggert [49],
[50] assessed the applicability of metamorphic testing for
system and integration testing in the context of an image
encoder. Among other results, they concluded that the
metamorphic relations derived from the components of
a system are usually better at detecting faults than those
metamorphic relations derived from the whole system.
This finding was later confirmed by Xie et al. [51], who
reported that metamorphic relations targeting specific parts
of the program under test are easier to construct, more
constrained, and therefore more effective in detecting faults
than metamorphic relations at the system level.
Metamorphic relations should be formally described.
Chan et al. [52] formally described metamorphic relations
and metamorphic testing for a precise definition of the
technique. Their formalisation was reused by several au-
thors [29], [36] and later revised by Chan and Tse [12].
Hui and Huang [53] pointed out that most metamorphic
relations in the literature are informally described using
3. The authors literally refer to “equations with linear combinations
on each side (with at least two terms on one of the sides)”
natural language, which makes them easily misunderstood,
ambiguous and hard to reuse. The authors suggested that
good metamorphic relations should be formally described
and proposed a formal model for the rigorous description
of metamorphic relations using predicate logic, inspired by
the work of Chan et al. [52]. In particular, they proposed
representing a metamorphic relation as a 3–tuple composed
of i) relation between the inputs of source and follow–up
test cases, ii) relation between the outputs of source and
follow-up test cases, and iii) program function.
4.2 Construction of metamorphic relations
Constructing metamorphic relations is typically a manual
task that demands thorough knowledge of the program
under test. In this section, we review proposed alternative
ways to create metamorphic relations, either by combining
existing relations, or by generating them automatically.
Liu et al. [54] proposed a method named Composition of
Metamorphic Relations (CMR) to construct new metamorphic
relations by combining several existing relations. A similar
idea had been superficially explored previously by Dong
et al. [55]. The rationale behind this method is that the
resulting relations should embed all properties of the ori-
ginal metamorphic relations, and thus they should provide
similar effectiveness with a fewer number of metamorphic
relations and test executions. Intuitively, Liu et al. defined
two metamorphic relations as “compositable” if the follow–
up test cases of one of the relations can always be used as
source test case of the other. The composition is sensitive to
the order of metamorphic relations and generalisable to any
number of them. Determining whether two metamorphic re-
lations are composable is a manual task. The results of a case
study with a bioinformatics program processing an input
matrix show that the composition of a set of metamorphic
relations usually produces a composite relation with higher
(or at least similar) fault–detection effectiveness than the ori-
ginal metamorphic relations, provided that all component
relations have similar “tightness”. The tightness of a relation
determines how hard it is to satisfy it by mere chance — the
tighter a relation is, the more difficult it is to satisfy it with
some random outputs; e.g., sin(x) = sin(pi − x) is tighter
than sin(x) 6= sin(pi − x/2). They also concluded that the
CMR method delivers higher cost–effectiveness than classic
metamorphic testing since it involves fewer test executions.
Kanewala and Bieman [56], [57] proposed a method that
determines, given a predefined set of relations that they
believe to hold for many numerical programs, which of
these are exhibited by a given numerical program. Their
method works by extracting a function’s control flow graph
and building a predictive model using machine learning
techniques; i.e., it is a white-box method that requires static
access to the source code. The approach was evaluated
by constructing a prediction model using a code corpus
of 48 mathematical functions with numerical inputs and
outputs. The model was designed to predict three specific
types of metamorphic relations: permutative, additive and
inclusive [58]. In addition, they checked the fault–detection
effectiveness of the predictive metamorphic relations using
seeded faults. The results revealed that 66% of the faults (655
out of 988) were detected by the predicted metamorphic
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7relations. In later work [59], the authors extended their
method using graph kernels, which provide various ways
of measuring similarity among graphs. The intuition be-
hind their approach was that functions that have similar
control flow and data dependency graphs may have similar
metamorphic relations. Empirical results on the prediction
of six different types of metamorphic relations on a corpus
of 100 numerical programs revealed that graph kernels lead
to higher prediction accuracy.
Zhang et al. [60] proposed a search–based approach for
the inference of polynomial metamorphic relations. More
specifically, the algorithm searches for metamorphic rela-
tions in the form of linear or quadratic equations (e.g.,
cos(2x) = 2cos2(x) − 1). Relations are inferred by running
the program under test repeatedly, searching for relations
among the inputs and outputs. It is therefore a black–box
approach which requires no access to the source code. Since
running the program with all the possible input values is
rarely possible, the relations identified are strictly referred
to as likely metamorphic relations, until they are confirmed
by a domain expert. Their work was evaluated inferring
hundreds of likely metamorphic relations for 189 functions
of 4 commercial and open source mathematical libraries. The
results showed that the generated metamorphic relations
are effective in detecting mutants. Notice that in contrast to
the work of Kanewala and Bieman [56], [57], this approach
does not predict whether the program exhibits a previously
defined metamorphic relation, but rather infers the meta-
morphic relation from scratch.
Carzinaga et al. [61] proposed to generate oracles by
exploiting the redundancy contained in programs. Given a
source test case, they generate a test with the same code in
which some operations are replaced with redundant ones.
For instance, in the AbstractMultimap<K,V> class of
the Google Guava library4, the methods put(k,v) and
putAll(k,c) are equivalent when c is a collection con-
taining a single element v. If the outputs of both test cases
are not equal, the code must contain a bug. The author
presented an implementation of their approach using as-
pects. The identification of redundant methods is a manual
task. Although the core of their contribution was not related
to metamorphic testing, their approach can be considered
a specific application of the technique. In a related article,
Goffi et al. [62], [63] presented a search–based algorithm
for the automated synthesis of likely–equivalent method se-
quences in object–oriented programs. The authors suggest
that such likely–equivalent sequences could be used as
metamorphic relations during testing. The approach was
evaluated using 47 methods of 7 classes taken from the Stack
Java Standard Library and the Graphstream library. The
algorithm automatically synthesised 87% (123 out of 141)
of the equivalent method sequences manually identified.
Su et al. [64] presented an approach named KABU for
the dynamic inference of likely metamorphic relations in-
spired by previous work on the inference of program invari-
ants [19]. The inference process is constrained by searching
for a set of predefined metamorphic relations [58]. A Java
tool implementing the approach was presented and eval-
uated on the inference of likely metamorphic relations in
4. https://github.com/google/guava
two sample programs. As a result, KABU found more likely
metamorphic relations than a group of 23 students trained
in the task. Authors also proposed a method, Metamorphic
Differential Testing (MDT), built upon KABU, to compare
the metamorphic relations between different versions of the
same program reporting the differences as potential bugs.
Experimental results on different versions of two classifica-
tion algorithms showed that MDT successfully detected the
changes reported in the logs of the Weka library.
Chen et al. [65] presented a specification–based meth-
odology and associated tool called METRIC for the identi-
fication of metamorphic relations based on the category–
choice framework [66]. In this framework, the program
specification is used to partition the input domain in terms
of categories, choices and complete test frames. Roughly
speaking, a complete test frame is an abstract test case de-
fining possible combinations of inputs, e.g., {type of vehicle,
weekday, parking hours}. Given a set of complete test frames,
METRIC guides testers on the identification of metamorphic
relations and related source and follow-up test cases. The
results of an empirical study with 19 participants suggest
that METRIC is effective and efficient at identifying meta-
morphic relations.
4.3 Generation of source test cases
As mentioned in Section 6.2, most contributions on meta-
morphic testing use either random test data or existing test
suites for the creation of source test cases. In this section,
we review the papers proposing alternative methods for the
generation of source test cases.
Gotlieb and Botella [67] presented a framework named
Automated Metamorphic Testing (AMT) to automatically gen-
erate test data for metamorphic relations. Given the source
code of a program written in a subset of C and a meta-
morphic relation, AMT tries to find test cases that violate the
relation. The underlying method is based on the translation
of the code into an equivalent constraint logic program over
finite domains. The solving process is executed until a solu-
tion is found or a timeout is reached. The supported types
of metamorphic relations are limited to numeric expressions
over integers. The framework was evaluated using three
laboratory programs with seeded faults.
Chen et al. [28] compared the effectiveness of “special
values” and random testing as source test cases for meta-
morphic testing. Special values are test inputs for which the
expected output is well known (e.g., sin(pi/2) = 1). Since
test cases with special values must be manually constructed
we consider them as manual testing. The authors found
that manual and metamorphic testing are complementary
techniques, but they also note that random testing has the
advantage of being able to provide much larger test data
sets. In a closely related study, Wu et al. [68] concluded
that random source test cases result in more effective meta-
morphic test cases than those derived from manual test
cases (special values). Segura et al. [69] compared the ef-
fectiveness of random testing and a manually designed test
suite as the source test cases for metamorphic testing, and
their results also showed that random source test cases are
more effective at detecting faults than manually designed
source test cases in all the subject programs. Even though
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8this suggests that random testing is more effective, there are
also indications that combining random testing with manual
tests may be even better: Chen et al [28] concluded that
random testing is an efficient mechanism to augment the
number of source test cases; Segura et al. [69] observed that
combining manual tests with random tests leads to faster
fault detection compared to using random tests only.
Batra and Sengupta [41] presented a genetic algorithm
for the selection of source test cases maximising the paths
traversed in the program under test. The goal is to generate
a small but highly effective set of source test cases. Their
algorithm was evaluated by generating source test cases
for several metamorphic relations in a small C program,
which determines the type of a triangle, where 4 mutants
were generated and killed. In related work, Chen et al. [42]
addressed the same problem from a black–box perspect-
ive. They proposed partitioning the input domain of the
program under test into equivalence classes, in which the
program is expected to process the inputs in a similar way.
Then, they proposed an algorithm to select test cases that
cover those equivalence classes. Evaluation on the triangle
program suggests that their algorithm can generate a small
set of test cases with high detection rate.
Dong and Zhang [44] presented a method for the con-
struction of metamorphic relations and their corresponding
source test cases using symbolic execution. The method first
analyses the source code of the program to determine the
symbolic inputs that cause the execution of each path. Then,
the symbolic inputs are manually inspected and used to
guide the construction of metamorphic relations that can
exercise all the paths of the program. Finally, source test
cases are generated by replacing the symbolic inputs by real
values. As in previous work, the approach was evaluated
using a small C program with seeded faults.
4.4 Execution of metamorphic test cases
The execution of a metamorphic test case is typically per-
formed in two steps. First, a follow–up test case is generated
by applying a transformation to the inputs of a source test
case. Second, source and follow–up test cases are executed,
checking whether their outputs violate the metamorphic
relation. In this section, we present those articles that either
propose a different approach for the execution of meta-
morphic test cases, or to automate part of the process.
Several papers have contributed to the execution and
assessment of metamorphic test cases. Wu [70] presented
a method named Iterative Metamorphic Testing (IMT) to
systematically exploit more information from metamorphic
tests, by applying metamorphic relations iteratively. In
IMT, a sequence of metamorphic relations are applied in
a chain style, by reusing the follow–up test case of each
metamorphic relation as the source test case of the next
metamorphic relation. A case study was presented with a
program for sparse matrix multiplication and more than
1300 mutants. The results revealed that IMT detects more
faults than classic metamorphic testing and special value
testing. Dong et al. [71] presented an algorithm integrat-
ing IMT and program path analysis. The algorithm runs
metamorphic tests iteratively until a certain path coverage
criterion is satisfied. Segura et al. [69], [72], [73] presented
a metamorphic testing approach for the detection of faults
in variability analysis tools. Their method is based on the
iterative application of a small set of metamorphic rela-
tions. Each relation relates two input variability models and
their corresponding set of configurations, (i.e., output). In
practice, the process can generate an unlimited number of
random test cases of any size. In certain domains, it was
necessary to apply the metamorphic relations in a certain
order. Their approach was proven effective in detecting 19
real bugs in 7 different tools.
Guderlei and Mayer [74] proposed Statistical Meta-
morphic Testing (SMT) for the application of metamorphic
testing to non–deterministic programs. SMT does not con-
sider a single execution, but is based on studying the
statistical properties of multiple invocations to the program
under test. The method works by generating two or more
sequences of outputs by executing source and follow–up test
cases. Then, the sequences of outputs are compared accord-
ing to their statistical properties using statistical hypothesis
tests. The applicability of the approach was illustrated with
a single metamorphic relation on a subject program with
seeded faults. In later work, Murphy et al. [75], [76] success-
fully applied SMT to the detection of faults in a health care
simulation program with non–deterministic time events.
Murphy et al. [77], [78] presented an extension of the
Java Modelling Language (JML) [79] for the specification
and runtime checking of metamorphic relations. Their ap-
proach extends the JML syntax to enable the specification
of metamorphic properties, which are included in the Java
source code as annotations. The extension was designed so
it could express the typical metamorphic relations observed
by the authors in the domain of machine learning [80].
Additionally, they presented a tool, named Corduroy, that
pre–processes the specification of metamorphic relations
and generates test code that can be executed using JML
runtime assertion checking, ensuring that the relations hold
during program execution. For the evaluation, they spe-
cified 25 metamorphic relations on several machine learning
applications uncovering a few defects.
Murphy et al. [81] presented a framework named Ams-
terdam for the automated application of metamorphic test-
ing. The tool takes as inputs the program under test and a
set of metamorphic relations, defined in an XML file. Then,
Amsterdam automatically runs the program, applies the
metamorphic relations and checks the results. The authors
argue that in certain cases slight variations in the outputs
are not actually indicative of errors, e.g., floating point
calculations. To address this issue, the authors propose the
concept of heuristic test oracles, by defining a function that
determines whether the outputs are “close enough” to be
considered equals. This idea was also used in a later empir-
ical study [75] comparing the effectiveness of three different
techniques to test programs without oracles: “niche oracle”
(i.e. inputs with known expected outputs), metamorphic
testing and assertion checking. The study revealed that
metamorphic testing outperforms the other techniques, also
when testing non–deterministic programs.
Ding et al. [43] proposed a method named Self-Checked
Metamorphic Testing (SCMT) combining metamorphic testing
and structural testing. SCMT checks the code coverage of
source and follow-up test cases during test execution to
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9evaluate the quality of metamorphic relations. It is assumed
that the higher the coverage, the more effective the meta-
morphic relation. The test coverage data obtained may be
used to refine test cases by creating, replacing or updating
metamorphic relations and their test data. It is also sugges-
ted that unexpected coverage outcomes could help detect
false–positive results, which they define as a metamorphic
relation that holds despite the program being faulty. The
approach was evaluated using a cellular image processing
program with one seeded bug.
Zhu [82] presented JFuzz, a Java unit testing tool us-
ing metamorphic testing. In JFuzz, tests are specified in
three parts, namely i) source test case inputs (x), ii) pos-
sible transformations on the test inputs (y = pi − x), and
iii) metamorphic relations implemented as code assertions
(sin(x) = sin(pi − x)). Once these elements are defined, the
tool automatically generates follow-up test cases by apply-
ing the transformations to the source test inputs, it executes
source and follow-up test cases, and checks whether the
metamorphic relations are violated.
5 THE APPLICATION OF METAMORPHIC TESTING
In this section, we answer RQ2 by investigating the scope
of metamorphic testing and its applications. In particular,
we review applications of metamorphic testing to specific
problem domains, and summarise approaches that use
metamorphic testing to enhance other testing techniques.
5.1 Application domains
In this section, we review those papers where the main
contribution is a case study on the application of meta-
morphic testing to specific testing problems (58 out of 119).
Fig. 4 classifies these papers according to their application
domain. In total, we identified more than 12 different applic-
ation areas. The most popular domains are web services and
applications (16%) followed by computer graphics (12%),
simulation and modelling (12%) and embedded systems
(10%). We also found a variety of applications to other fields
(21%) such as financial software, optimisation programs or
encryption programs. Each of the other domains is explored
in no more than four papers, to date. Interestingly, we found
that only 4% of the papers reported results in numerical pro-
grams, even though this seems to be the dominant domain
used to illustrate metamorphic testing in the literature.
Fig. 5 shows the domains where metamorphic testing
applications have been reported in chronological order. Do-
mains marked with (T) were only explored theoretically. As
illustrated, the first application of metamorphic testing was
reported in the domain of numerical programs back in 2002.
While in the subsequent years the potential applications of
metamorphic testing were mainly explored at a theoretical
level, there are applications in multiple domains from 2007
onwards. The rest of this section introduces the papers
reporting results in each application domain.
5.1.1 Web services and applications
Chan et al. [83], [84] presented a metamorphic testing meth-
odology for Service–Oriented Applications (SOA). Their
method relies on the use of so-called metamorphic services
Figure 4. Metamorphic testing application domains
to encapsulate the services under test, execute source and
follow–up test cases and check their results. Similarly, Sun
et al. [34], [85] proposed to manually derive metamorphic
relations from the WSDL description of web services. Their
technique automatically generates random source test cases
from the WSDL specification and applies the metamorphic
relations. They presented a tool to partially automate the
process, and evaluated it with three subject web services and
mutation analysis. In a related project, Castro–Cabrera and
Medina–Bulo [86], [87] presented a metamorphic testing–
based approach for web service compositions using the
Web Service Business Process Execution Language (WS–
BPEL) [88]. To this end, they proposed to analyse the XML
description of the service composition to select adequate
metamorphic relations. Test cases were defined in terms of
the inputs and outputs of the participant services.
In a related set of papers, Zhou et al. [20], [89] used meta-
morphic testing for the detection of inconsistencies in on-
line web search applications. Several metamorphic relations
were proposed and used in a number of experiments with
the web search engines Google, Yahoo! and Live Search.
Their results showed that metamorphic testing effectively
detected inconsistencies in the searches in terms of both
returned content and ranking quality. In later work [90], the
authors performed an extensive empirical study on the web
search engines Google, Bing, Chinese Bing and Baidu. As
a novel contribution, metamorphic relations were defined
from the user perspective, representing the properties that a
user expects from a “good” search engine, regardless of how
the engine is designed. In practice, as previously noticed
by Xie et al. [31], this means that metamorphic relations
are not only suitable to detect faults in the software under
test (verification) but also to check whether the program
behaves as the user expects (validation). The authors also
proposed using metamorphic testing to assess quality re-
lated properties such as reliability, usability or performance.
Experimental results revealed a number of failures in the
search engines under test.
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Figure 5. Timeline of metamorphic testing applications. Domains marked with (T) were only explored theoretically.
5.1.2 Computer graphics
Mayer and Guderlei [91], [92] compared several random
image generation techniques for testing image processing
programs. The study was performed on the implementa-
tion of several image operators as the Euclidean distance
transform. Several metamorphic relations were used for the
generation of follow–up test cases and the assessment of test
results. Chan et al. [93], [94] presented a testing approach
for mesh simplification programs using pattern classifica-
tion and metamorphic testing. Metamorphic relations were
used to detect test cases erroneously labelled as passed
by a trained pattern classifier. Just and Schweiggert [95]
used mutation analysis to evaluate the effectiveness of test
data generation techniques and metamorphic relations for
a jpeg2000 image encoder. Kuo et al. [33] presented a
metamorphic testing approach for programs dealing with
the surface visibility problem. A real bug was revealed in
a binary space partitioning tree program. Finally, Jameel
et al. [96] presented a case study on the application of
metamorphic testing to detect faults in morphological image
operations such as dilation and erosion. Eight metamorphic
relations were reported and assessed on the detection of
seeded faults in a binary image dilation program.
5.1.3 Embedded systems
Tse et al. [97] proposed the application of metamorphic test-
ing to context–sensitive middleware–based software pro-
grams. Context–based applications adapt their behaviour
according to the information from its environment referred
to as context. The process of updating the context inform-
ation typically relies on a middleware. Intuitively, their ap-
proach generates different context situations and checks
whether the outcomes of the programs under test satisfy
certain relations. This work was extended to deal with
changes in the context during test execution [52], [98]. Chan
et al. [99] applied metamorphic testing to wireless sensor
networks. As a novel contribution, they proposed to check
not only the functional output of source and follow–up
test cases but also the energy consumed during the exe-
cution, thus targeting both functional and non–functional
bugs. Kuo et al. [100] reported a case study on the use of
metamorphic testing for the detection of faults in a wireless
metering system. A metamorphic relation was identified
and used to test the meter reading function of a commercial
device from the electric industry in which two real defects
were uncovered. Finally, Jiang et al. [101] presented several
metamorphic relations for the detection of faults in Central
Processing Unit (CPU) scheduling algorithms. Two real bugs
were detected in one of the simulators under test.
5.1.4 Simulation and modelling
Sim et al. [102] presented an application of metamorphic
testing for casting simulation, exploiting the properties of
the Medial Axis geometry function. Several metamorphic
relations were introduced but no empirical results were
presented. Chen et al. [103] proposed the application of
metamorphic testing to check the conformance between
network protocols and network simulators. A case study
was presented testing the OMNeT++ simulator [104] for
conformance with the ad–hoc on–demand distance vector
protocol. In a related project, Chen et al. [37] proposed
using metamorphic testing for the detection of faults in open
queuing network modelling, a technique for planning the
capacity of computer and communication systems. Ding et
al. [105] presented a case study on the detection of faults
in a Monte Carlo modelling program for the simulation of
photon propagation. Based on their previous work [43], the
authors used code coverage criteria to guide the selection
of effective metamorphic relations and the creation of test
cases. Murphy et al. [76] proposed using metamorphic
relations to systematically test health care simulation pro-
grams, and presented a case study with two real–world
simulators and mutation testing. More recently, Nu´n˜ez and
Hierons [106] proposed using metamorphic relations to
detect unexpected behaviour when simulating cloud pro-
visioning and usage. A case study using two cloud models
on the iCanCloud simulator [107] was reported. Can˜izares
et al. [108] presented some preliminary ideas on the use
of simulation and metamorphic testing for the detection of
bugs related to energy consumption in distributed systems
as cloud environments.
5.1.5 Machine learning
Murphy et al. [58] identified six metamorphic relations that
they believe exist in most machine learning applications,
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namely: additive, multiplicative, permutative, invertive, in-
clusive, and exclusive relations. The effectiveness of the
relations was assessed on three specific machine learning
tools in which some real bugs were detected. In a related
project, Xie et al. [31], [109] proposed using metamorphic
testing for the detection of faults in supervised classifiers.
It was argued that metamorphic relations may represent
both necessary and expected properties of the algorithm
under test. Violations of necessary properties are caused
by faults in the algorithm and therefore are helpful for the
purpose of verification. Violations of expected properties
indicate divergences between what the algorithm does and
what the user expects, and thus are helpful for the purpose
of validation. Two specific algorithms were studied: K-
Nearest neighbours and Naı¨ve Bayes classifier. The results
revealed that both algorithms violated some of the necessary
properties identified as metamorphic relations indicating
faults or unexpected behaviours. Also, some real faults were
detected in the open–source machine learning tool Weka
[110]. Finally, Jing et al. [111] presented a set of metamorphic
relations for association rule algorithms and evaluated them
using a contact–lenses data set and the Weka tool.
5.1.6 Variability and decision support
Segura et al. [69], [72] presented a test data generator for
feature model analysis tools. Test cases are automatically
generated from scratch using step–wise transformations that
ensure that certain constraints (metamorphic relations) hold
at each step. In later work [73], the authors generalised their
approach to other variability domains, namely CUDF doc-
uments and Boolean formulas. An extensive evaluation of
effectiveness showed, among other results, fully automatic
detection of 19 real bugs in 7 tools. In a related domain5,
Kuo et al. [45] presented a metamorphic testing approach
for the automated detection of faults in decision support
systems. In particular, they focused on the so–called multi–
criteria group decision making, in which decision problems
are modelled as a three–dimensional matrix representing
alternatives, criteria and experts. Several metamorphic re-
lations were presented and used to test the research tool
Decider [45], where a bug was uncovered.
5.1.7 Bioinformatics
Chen et al. [40] presented several metamorphic relations for
the detection of faults in two open–source bioinformatics
programs for gene regulatory networks simulations and
short sequence mapping. Also, the authors discussed how
metamorphic testing could be used to address the oracle
problem in other bioinformatics domains such as phylogen-
etic, microarray analysis and biological database retrieval.
Pullum and Ozmen [112] proposed using metamorphic
testing for the detection of faults in predictive models for
disease spread. A case study on the detection of faults in two
disease–spread models of the 1918 Spanish flu was presen-
ted, revealing no bugs. In a related project, Ramanathan et
al. [113] proposed using metamorphic testing, data visual-
isation, and model checking techniques to formally verify
and validate compartmental epidemiological models.
5. Note that variability models can be used as decision models during
software configuration.
5.1.8 Components
Beydeda [114] proposed a self–testing method for commer-
cial off–the–shelf components using metamorphic testing. In
this method, components are augmented with self–testing
functionality including test case generation, execution and
evaluation. In practice, this method allows users of a com-
ponent to test it even without access to its source code. Lu
et al. [115] presented a metamorphic testing methodology
for component–based software applications, both at the unit
and integration level. The underlying idea is to run test cases
against the interfaces of the components under test, using
metamorphic relations to construct follow–up test cases and
to check their results.
5.1.9 Numerical programs
Chen et al. [116] presented a case study on the applic-
ation of metamorphic testing to programs implementing
partial differential equations. The case study focused on
a practical problem in thermodynamics, namely the dis-
tribution of temperatures in a square plate. They injected
a seeded fault in the program under test and compared
the effectiveness of “special” test cases and metamorphic
testing in detecting the fault. Special test cases were unable
to detect the fault, while metamorphic testing was effective
at revealing it using a single metamorphic relation. Aruna
and Prasad [117] presented several metamorphic relations
for multiplication and division of multi–precision arithmetic
software applications. The work was evaluated with four
real–time mathematical projects and mutation analysis.
5.1.10 Compilers
Tao et al. [118] presented a so–called “equivalence preserva-
tion” metamorphic relation to test compilers. Given an input
program, the relation is used to generate an equivalent vari-
ant of it, checking whether the behaviours of the resulting
executables are the same for a random set of inputs. The
authors proposed three different strategies for the genera-
tion of equivalent source programs, such as replacing an
expression with an equivalent one (e.g., e× 2 ≡ e+ e). The
evaluation of their approach revealed two real bugs in two
C compilers. A closely related idea was presented by Le et
al. [119]. Given a program and a set of input values, the au-
thors proposed to create equivalent versions of the program
by profiling its execution and pruning unexecuted code.
Once a program and its equivalent variant are constructed,
both are used as input of the compiler under test, checking
for inconsistencies in their results. So far, this method has
been used to detect 147 confirmed bugs in two open source
C compilers, GCC and LLVM.
5.1.11 Other domains
Zhou et al. [39] presented several illustrative applications of
metamorphic testing in the context of numerical programs,
graph theory, computer graphics, compilers and interactive
software. Chen et al. [120] claimed that metamorphic testing
is both practical and effective for end–user programmers.
To support their claim, the authors briefly suggested how
metamorphic relations could be used to detect bugs in
spreadsheet, database and web applications. Sim et al. [121]
presented a metamorphic testing approach for financial
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software. Several metamorphic relations were integrated
into the commercial tool MetaTrader [122] following a self–
testing strategy. Source and follow-up test cases were de-
rived from the real–time input price data received at differ-
ent time periods. Metamorphic testing has also been applied
to optimisation programs using both stochastic [123] and
heuristic algorithms [32]. Yao et al. [124], [125], [126] presen-
ted preliminary results on the use of metamorphic testing
to detect integer overflows. Batra and Singh [127] proposed
using UML diagrams to guide the selection of metamorphic
relations and presented a small case study using a banking
application. Sun et al. [128] reported several metamorphic
relations for encryption programs. Aruna and Prasad [129]
presented a small case study on the application of meta-
morphic testing to two popular graph theory algorithms.
Finally, Lindvall et al. [130] presented an experience report
on the use of metamorphic testing to address acceptance
testing of NASA’s Data Access Toolkit (DAT). DAT is a
huge database of telemetry data collected from different
NASA missions, and an advance query interface to search
and mine the available data. Due to the massive amount
of data contained in the database, checking the correctness
of the query results is challenging. To address this issue,
metamorphic testing was used by formulating the same
query in different equivalent ways, and asserting that the
resulting datasets are the same. Several issues were detected
with this approach.
5.2 Other testing applications
Besides direct application as a testing technique, meta-
morphic testing has been integrated into other testing tech-
niques, in order to improve their applicability and effective-
ness. In this section, we review these approaches.
Chen et al. [18], [131] proposed using metamorphic
testing with fault–based testing. Fault–based testing uses
symbolic evaluation [132], [133] and constraint solving [133]
techniques to prove the absence of certain types of faults
in the program under test. The authors used several nu-
merical programs to illustrate how real and symbolic inputs
can be used to discard certain types of faults even in the
absence of an oracle. In a related project [30], [134], the
authors presented a method called semi–proving integrating
global symbolic execution and constraint solving for pro-
gram proving, testing and debugging. Their method uses
symbolic execution to prove whether the program satisfies
certain metamorphic relations or identify the inputs that
violate them. It also supports debugging by identifying
violated constraint expressions that reveal failures.
Dong et al. [135] proposed improving the efficiency of
Structural Evolutionary Testing (SET) using metamorphic
relations. In SET, evolutionary algorithms are used to gen-
erate test data that satisfy a certain coverage criteria (e.g.,
condition coverage). This is often achieved by minimising
the distance of the test input to execute the program con-
ditions in the desired way. To improve the efficiency of the
process, the authors proposed to use metamorphic relations
during the search to consider both source and follow–up
test cases as candidate solutions, accelerating the chances of
reaching the coverage target. Their approach was evaluated
with two numerical programs.
Xie et al. [136], [137] proposed the combination of
metamorphic testing and Spectrum-Based Fault Localisation
(SBFL) for debugging programs without an oracle. SBFL
uses the results of test cases and the corresponding coverage
information to estimate the risk of each program entity
(e.g., statements) of being faulty. Rather than a regular test
oracle, the authors proposed to use the violation or non-
violation information from metamorphic relations rather
than the actual output of test cases. Among other results,
their approach was used to uncover two real bugs in the
Siemens Suite [138]. In a related project, Lei et al. [139]
applied the same idea to address the oracle problem in
a variant of SBFL named Backward-Slice Statistical Fault
Localisation (BSSFL) [140]. Rao et al. [141] investigated
the ratio between non-violated and violated metamorphic
relations in SBFL. They concluded that the higher the ratio
of non–violated metamorphic relations to violated meta-
morphic relations, the less effective the technique. Aruna et
al. [142] proposed integrating metamorphic testing with the
Ochiai algorithm [143] for fault localisation in dynamic web
applications. Five metamorphic relations for a classification
algorithm were presented as well as some experimental
results.
Liu et al. [144] presented a theoretical description of a
new method called Metamorphic Fault Tolerance (MFT). In
MFT, the trustworthiness of test inputs is determined in
terms of the number of violated and non–violated meta-
morphic relations. The more relations are satisfied and the
fewer relations are violated, the more trustworthy the input
is. Also, if an output is judged as untrustworthy, the outputs
provided by metamorphic relations can be used to provide
a more accurate output.
Jin et al. [145] presented an approach called Concolic
Metamorphic Debugging, which integrates concolic testing,
metamorphic testing, and branch switching debugging, in
order to localise potential bugs. Concolic testing is a tech-
nique that executes the program under test with both, sym-
bolic and concrete inputs, and then uses symbolic path con-
ditions to derive new test inputs for paths not yet explored.
Based on a failure-inducing test input, the proposed method
explores all possible program paths in depth-first-order,
searching for the first one that passes the metamorphic
relation. The final goal is to isolate a minimum amount of
code to obtain a passing input, and use that isolation point
to localise the fault. The approach, implemented in a tool
called Comedy, was evaluated on 21 small programs with
seeded faults. Comedy successfully generated debugging
reports in 88% of the faulty programs and precisely located
the fault in 36% of them.
6 EXPERIMENTAL EVALUATIONS
In this section, we address RQ3 by reviewing the exper-
imental evaluations of the surveyed papers. In particular,
we summarise their main characteristics in terms of subject
programs, source test cases, types of faults, number of meta-
morphic relations and evaluation metrics. Additionally, we
review the results of empirical studies involving humans.
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Figure 6. Research vs real world subject programs
6.1 Subject programs
As a part of the review process, we collected information
about the subject programs used for the evaluation of
metamorphic testing contributions. The table provided as
supplemental material shows the name, language, size, de-
scription and the references of the papers reporting results
for each program. In the cases where the information was
unavailable in the literature, it is indicated with “NR” (Not
Reported). The table is ordered by the number of papers
that use the subject programs. Thus, the programs at the
top of the list are the most studied subject programs in the
metamorphic testing literature. Overall, we identified 145
different subject programs. Most of them are written in Java
(46.2%) and C/C++ (35.5%), with reported sizes ranging
between 12 and 12,795 lines of code.
In experimentation, the use of real world programs,
rather than research programs, is commonly recognised as
an indicator of the maturity of a discipline [25]. To assess
this maturity, we studied the relationship between the use
of research and real world programs in metamorphic testing
experiments. Similarly to previous surveys [25], we consider
a program to be a “real world” program if it is either a com-
mercial or an open–source program, otherwise we consider
it as a “research program”. As an exception to this rule,
we consider all open source projects that are designed as
benchmarks rather than applications as research programs
(e.g., the Siemens suite). Fig. 6 presents the cumulative
view of the number of each type of program, research
and real world, by year. As illustrated, research programs
are used since 2002, while real world programs were not
introduced in metamorphic testing experiments until 2006.
Since then, the use of both types of programs has increased
with similar trends. It is noteworthy that the number of real
world programs in 2010 was higher than the number of
research programs. The cumulative number in 2015 shows
a significant advantage of research programs (83) over real
world programs (62). The overall trend, however, suggests
that metamorphic testing is maturing.
6.2 Source test cases
Metamorphic testing requires the use of source test cases
that serve as seed for the generation of follow–up test cases.
Figure 7. Source test case generation techniques
Source test cases can be generated using any traditional
testing techniques. We studied the different techniques used
in the literature and counted the number of papers using
each of them; the results are presented in Fig. 7. As illus-
trated, a majority of studies used random testing for the
generation of source test cases (57%), followed by those
using an existing test suite (34%). Also, several papers (6%)
use tool–based techniques such as constraint programming,
search–based testing or symbolic execution. This diversity
of usable sources supports the applicability of metamorphic
testing. It also supports the use of random testing as a cost–
effective and straightforward approach for the generation of
the initial test suite (cf. Section 4.3).
6.3 Types of faults
The effectiveness of metamorphic testing approaches is as-
sessed according to their ability to detect failures caused
by faults in the programs under test. Uncovering real bugs
is the primary goal, but they are not always available for
evaluation. Thus, most authors introduce artificial faults
(a.k.a. mutants) in the subject programs either manually or
automatically, using mutation testing tools [25]. To study the
relationship between real bugs and mutants in metamorphic
testing evaluations, we calculated the cumulative number of
papers reporting results with artificial and real bugs by year,
depicted in Fig. 8. We consider a real bug to be a latent,
initially unknown, fault in the subject program. As illus-
trated in Fig. 8, the first experimental results with mutants
were presented back in 2002, while the first real bugs were
reported in 2007. Since then, the number of papers reporting
results with both types of faults has increased, although
artificial faults show a steeper angle representing a stronger
trend. Besides this, we also counted the number of faults
used in each paper. To date, metamorphic testing has been
used to detect about 295 distinct real faults in 36 different
tools, 23 of which are real world programs, suggesting that
metamorphic testing is effective at detecting real bugs.
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Figure 8. Artificial vs real faults
Figure 9. Number of metamorphic relations
6.4 Metamorphic relations
The number of metamorphic relations used in experiment-
ation may be a good indicator of the effort required to
apply metamorphic testing. As a part of the data col-
lection process, we counted the number of metamorphic
relations presented in each paper containing experimental
results. Fig. 9 classifies the papers based on the number of
metamorphic relations reported. As illustrated, the largest
portion of studies report between 5 and 9 metamorphic
relations (39%), followed by those presenting between 1 and
4 metamorphic relations (24%) and those reporting between
10 and 14 metamorphic relations (12%). Interestingly, only
9 studies (13%) presented more than 25 metamorphic re-
lations. We took a closer look at those 9 papers and ob-
served that all of them reported results for several subject
programs. These findings suggest that a modest number of
metamorphic relations (less than 10) is usually sufficient to
apply metamorphic testing with positive results.
6.5 Evaluation metrics
Numerous metrics to evaluate the effectiveness of meta-
morphic testing approaches have been proposed. Among
them, we identified two metrics intensively used in the
surveyed papers, such that they could be considered as a
de–facto standard in the metamorphic testing literature.
6.5.1 Mutation score
This metric is based on mutation analysis, where muta-
tion operators are applied to systematically produce ver-
sions of the program under test containing artificial faults
(“mutants”) [25]. The mutation score is the ratio of de-
tected (“killed”) mutants to the total number of mutants.
Mutants that do not change the program’s semantics and
thus cannot be detected are referred to as equivalent [25].
In theory, equivalent mutants should be excluded from
the total number of mutants, but in practice this is not
always possible since program equivalence is undecidable.
Suppose a metamorphic test suite t composed of a set of
metamorphic tests, i.e., pairs of source and follow–up test
cases. The Mutation Score (MS) of t is calculated as follows:
MS(t) =
Mk
Mt −Me (1)
where Mk is the number of killed mutants by the meta-
morphic tests in t, Mt is the total number of mutants and
Me is the number of equivalent mutants. A variant of this
metric [71], [91], [121] is often used to calculate the ratio
of mutants detected by a given metamorphic relation r as
follows:
MS(t, r) =
Mkr
Mt −Me (2)
where Mkr is the number of mutants killed by the
metamorphic tests in t derived from r. This metric is also
called mutation detection ratio [36].
6.5.2 Fault detection ratio
This metric calculates the ratio of test cases that detect a
given fault [41], [55], [68], [70], [71], [101], [124], [126]. The
Fault Detection Ratio (FDR) of a metamorphic test suite t
and a fault f is calculated as follows:
FDR(t, f) =
Tf
Tt
(3)
where Tf is the number of tests that detect f and Tt is the
total number of tests in t. A variant of this metric [27], [32],
[33], [37], [45], [54], [71] calculates the ratio of test cases that
detect a fault f using a given metamorphic relation r as
follows:
FDR(t, f, r) =
Tfr
Tr
(4)
where Mfr is the number of tests in t derived from the
relation r that detect the fault f , and Tr is the total number
of metamorphic tests derived from r. This metric is also
called fault discovery rate [34], [85], [128].
6.6 Empirical studies with humans
Hu et al. [29], [36] reported on a controlled experiment
to investigate the cost–effectiveness of using metamorphic
testing by 38 testers on three open–source programs. The
experiment participants were either asked to write meta-
morphic relations, or tests with assertions to check whether
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the final or intermediate state of the program under test is
correct. The experiment revealed a trade–off between both
techniques, with metamorphic testing being less efficient but
more effective at detecting faults than tests with assertions.
Liu et al. [146] reported on a 3–year experience in
teaching metamorphic testing to various groups of students
at Swinburne University of Technology (Australia). The
authors explained the teaching approach followed and the
lesson learned, concluding that metamorphic testing is a
suitable technique for end–user testing. In a later paper,
Liu et al. [4] presented an empirical study to investigate
the effectiveness of metamorphic testing addressing the
oracle problem compared with random testing. For the
study, several groups of undergraduate and postgraduate
students from two different universities were recruited to
identify metamorphic relations in five subject programs of
algorithmic type. Metamorphic testing was compared to
random testing with and without oracle. Their experiment
showed that metamorphic testing was able to find more
faults than random testing with and without oracle in most
subject programs. Furthermore, it was concluded that a
small number of diverse metamorphic relations (between
3 and 6), even those identified in an ad–hoc manner, had
a similar fault-detection capability to a test oracle, i.e.,
comparing the program output with the expected one.
7 CHALLENGES
A number of open research challenges emerge from
this survey, based on problems repeatedly encountered
throughout the reviewed papers, or gaps in the literature.
These challenges answer RQ4.
Challenge 1: Guidelines for the construction of good
metamorphic relations. For most problems, a variety
of metamorphic relations with different fault–detection
capability can be identified. It is therefore key to know the
properties of effective metamorphic relations and to provide
systematic methods for their construction. Although several
authors have reported lessons learned on the properties
of good metamorphic relations (cf. Section 4.1), these are
often complementary or even contradictory (e.g., [27],
[38]). Therefore, there is a lack of reliable guidelines for
the construction of effective metamorphic relations. Such
guidelines should provide a step–by–step process to guide
testers, both experts and beginners, in the construction of
good metamorphic relations.
Challenge 2: Prioritisation and minimisation of
metamorphic relations. In certain cases using all the
available metamorphic relations may be too expensive and
a subset of them must be selected. It is therefore important
to know how to prioritise the most effective metamorphic
relations. To this end, several authors have proposed using
code coverage [43], [46] or test case similarity [47] with
promising results. However, the applicability of those
approaches as domain–independent prioritisation criteria
still needs to be explored. Furthermore, analogously to
the concept of test suite minimisation, where redundant
test cases are removed from a suite as it evolves [147],
the use of minimisation techniques to remove redundant
metamorphic relations is an open problem where research is
needed. It is worth mentioning that test case minimisation
is a NP–hard problem and therefore heuristic techniques
should be explored.
Challenge 3: Generation of likely metamorphic relations.
The generation of metamorphic relations is probably the
most challenging problem to be addressed. Although
some promising results have been reported, those are
mainly restricted to the scope of numerical programs. The
generation of metamorphic relations in other domains as
well as the use of different techniques for rule inference are
topics where contributions are expected. We also foresee
a fruitful line of research exploring the synergies between
the problem of generating metamorphic relations and the
detection of program invariants [64], [148].
Challenge 4: Combination of metamorphic relations. As
presented in Section 4.2, several authors have explored
the benefits of combining metamorphic relations following
two different strategies, namely applying metamorphic
relations in a chain style (IMT) and composing metamorphic
relations to construct new relations (CMR). It remains an
open problem, however, to compare both approaches and
to provide heuristics to decide when to use one or the other.
Also, these techniques raise new research problems such us
determining whether a given set of metamorphic relations
can be combined and in which order.
Challenge 5: Automated generation of source test cases. As
described in Section 4.3, most papers use either randomly
generated or existing test suites as source tests when
applying metamorphic testing. However, there is evidence
that the source test cases influence the effectiveness of
metamorphic relations [28], [68], [69]. Promising initial
results in generating source test cases specifically for given
metamorphic relations have been achieved, but many open
questions remain about what constitutes the best possible
source test cases and how to generate them.
Challenge 6: Metamorphic testing tools. Only two out of all
119 presented a tool as main contribution [78], [82], and very
few of the papers on metamorphic testing mentioned a tool
implementing the presented techniques [64], [65], [67], [73],
[81], [89], [118], [145]. Indeed, if practitioners want to apply
metamorphic testing today, they would have to implement
their own tool, as there are no publicly available and main-
tained tools. This is a significant obstacle for a wide-spread
use of metamorphic testing in empirical research as well as
in practice.
8 CONCLUSIONS
In this article, we presented a survey on metamorphic test-
ing covering 119 papers published between 1998 and 2015.
We analysed ratios and trends indicating the main advances
on the technique, its application domains and the character-
istics of experimental evaluations. The results of the survey
show that metamorphic testing is a thriving topic with an
increasing trend of contributions on the subject. We also
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found evidence of the applicability of the technique to mul-
tiple domains far beyond numerical programs, as well as
its integration with other testing techniques. Furthermore,
we identified an increasing number of papers reporting the
detection of faults in real world programs. All these findings
suggest that metamorphic testing is gaining maturity as an
effective testing technique, not only to alleviate the oracle
problem, but also for the automated generation of test data.
Finally, despite the advances on metamorphic testing, our
survey points to areas where research is needed. We trust
that this work may become a helpful reference for future
development on metamorphic testing as well as to introduce
newcomers in this promising testing technique.
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