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Abstract
Phylogenetic networks are models of sequence evolution that go beyond trees, allowing biological operations
that are not consistent with tree-like evolution. One of the most important of these biological operations is (single-
crossover) recombination between two sequences. An established problem (Math. Biosci. 98 (1990) 185; J. Mol.
Evol. 36 (1993) 396; Proceedings of the 2003Workshop onAlgorithms in Bioinformatics, Berlin, Germany, Lecture
Notes in Computer Science, Springer, Berlin, 2003; J. Math. Biol. 98 (2003) 160; J. Comput. Biol. 8 (2001) 69;
Genetics 163 (2003) 375; Genetics 111 (1985) 147) is to ﬁnd a phylogenetic network that derives an input set
of sequences, minimizing the number of recombinations used. No efﬁcient, general algorithm is known for that
problem. An efﬁcient algorithm does exist for the problem when the network is constrained to be a “galled-tree”,
and the ancestral sequence for the galled-tree is speciﬁed in advance (Proceedings of Second CSB Bioinformatics
Conference, Los Alamitos, CA, 2003, IEEE Press, New York; J. Bioinform. Comput. Biol. 2(1) (2004) 173; IN-
FORMS J. Comput. 16 (2004) 459). However, the more biologically realistic case is that no ancestral sequence is
known in advance, and the only previous algorithmic solution for that case takes exponential time.
In this paper we give an efﬁcient solution to the galled-tree problem when no ancestral sequence is known in
advance, and show that the solution produced has very strong global optimality properties. We also indicate how
these results generalize to other complex biological phenomena such as gene-conversion, lateral gene transfer,
hybrid speciation, and back and recurrent mutation.
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1. Introduction to phylogenetic networks and problems
With the growth of genomic data, much of which does not ﬁt ideal evolutionary-tree models, and the
increasing appreciation of the genomic role of such phenomena as recombination, recurrent and back
mutation, horizontal gene transfer, cross-species hybrid speciation, gene conversion, and mobile genetic
elements, there is greater need to understand the algorithmics and combinatorics of phylogenetic networks
on which extant sequences were derived [24,25]. Recombination is particularly important in deriving
chimeric sequences in a population of individuals of the same species. Recombination in populations is
the key element underlying techniques that are widely hoped to locate genes inﬂuencing genetic diseases.
Hein [14,15,28,27] introduced the phylogenetic network problem (with recombination): Construct a
phylogenetic network that derives a given set of binary sequences, minimizing the number of recombina-
tions used. No efﬁcient, general algorithm is known for that problem, and it is claimed to be NP-hard [29].
The minimization criteria is motivated by the general utility of parsimony in biological problems, and
because most evolutionary histories are thought to contain a small number of observable recombinations.
The assumption that the sequences are binary is motivated today, in studies of populations (where the
individuals are all from the same species), by the importance of SNP data. In SNP data, each site can
take on at most two states (alleles) [4]. At the cross-species level, the assumption that the sequences are
binary is motivated by the evolution of macroevolutionary traits, which are either present or absent in a
species [6].
Wang et al. [29] focused on a special case of the phylogenetic network problem, where the ancestral
sequence for the network is assumed to be known in advance, and where the phylogenetic network is
required to be a “galled-tree” (deﬁned below), where all recombinations involve only single-crossovers.
Gusﬁeld et al. [9,11] gave a complete and efﬁcient algorithm to determine if the input sequences can
be derived on a galled-tree. Under those conditions, that paper solves the most general, special-case of
the phylogenetic network problem that has a known efﬁcient solution. However, the more biologically
important case is that the ancestral sequence is not known in advance. Then, the problem is to ﬁnd (if
one exists) a sequence S, such that there is a galled-tree with ancestral sequence S that derives the input
sequences. One can of course run the prior algorithm [9,11] an exponential number of times, once for
each possible choice of ancestral sequence, but that is impractical in general. Moreover, we would like
to allow multiple-crossover recombinations. In this paper, we address the problem when no ancestral
sequence is known, and when multiple-crossover recombinations are allowed.
1.1. Formal deﬁnition of a phylogenetic network
There are four components needed to specify a phylogenetic network that allows multiple-crossover
recombination (see Fig. 1).
A phylogenetic network N is built on a directed acyclic graph containing exactly one node (the root)
with no incoming edges, a set of internal nodes that have both incoming and outgoing edges, and exactly
n nodes (the leaves) with no outgoing edges. Each node other than the root has either one or two incoming
edges. A node x with two incoming edges is called a recombination node.
Each integer (site) from 1 to m is assigned to exactly one edge in N , but for simplicity of exposition,
none are assigned to any edge entering a recombination node. There may be additional edges that are
assigned no integers. We use the terms “column” and “site” interchangeably.
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Fig. 1. A phylogenetic network that derives the set of sequences M . The two recombinations shown are single-crossover
recombinations, and the crossover point is written above the recombination node. In general the recombinant sequence exiting
a recombination node may be on a path that reaches another recombination node, rather than going directly to a leaf. Also, in
general, not every sequence labeling a node also labels a leaf.
Each node inN is labeled by anm-length binary sequence, starting with the root node which is labeled
with some sequence R, called the “root” or the “ancestral” sequence. Since N is acyclic, the nodes in
N can be topologically sorted into a list, where every node occurs in the list only after its parent(s).
Using that list, we can constructively deﬁne the sequences that label the non-root nodes, in order of their
appearance in the list, as follows:
(a) For a non-recombination node v, let e be the single edge coming into v. The sequence labeling v is
obtained from the sequence labeling v’s parent by changing the state (from 0 to 1, or from 1 to 0) of
the value at site i, for every integer i on edge e. This corresponds to a mutation at site i occurring
on edge e.
(b) For the recombination at node x, letZ andZ′ denote the twom-length sequences labeling the parents
of x. Then the “recombinant sequence”X labeling x can be anym-length sequence provided that at
every site i, the character in X is equal to the character at site i in (at least) one of Z or Z′.
The recombination “event” that createsX fromZ andZ′ is called a “multiple-crossover recombination”.
To fully specify the recombination event, we must specify for every position i whether the character in
X “comes from” Z or Z′. This speciﬁcation is forced when the characters in Z and Z′ at position i are
different. When they are the same, a choice of Z or Z′ must be speciﬁed. For a given event, we say that a
crossover occurs at position i if the characters at positions i − 1 and i come from different parents. It is
easy to determine the minimum number of crossovers needed to create X by a recombination of Z and
Z′.
The sequences labeling the leaves ofN are the extant sequences, i.e., the sequences that can be observed.
We say that an (n,m)-phylogenetic network N derives (or explains) a set of n sequencesM if and only
if each sequence inM labels one of the leaves of N.
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With these deﬁnitions, the classic “perfect phylogeny” [7] is a phylogenetic network without any
recombinations. That is, each site mutates exactly once in the evolutionary history, and there is no
recombination between sequences.
There are two restricted forms of recombination that are of particular biological interest. One is where
X is formed from a preﬁx of one of its parent sequences (Z or Z′) followed by a sufﬁx of the other
parent sequence. This is called “single-crossover recombination” since it uses exactly one crossover,
and it is the deﬁnition of recombination used in [9,11]. In that case, the parent sequence contributing
the preﬁx can be denoted P , and the parent sequence contributing the sufﬁx can be denoted S, and the
labels P and S used in Fig. 1 show which parent is the P -parent and which is the S-parent. The other
case of restricted recombination is when X is formed from a preﬁx of one parent sequence, followed
by an internal segment of the other parent sequence, followed by a sufﬁx of the ﬁrst parent sequence.
This is a two-crossover recombination and when it occurs in meiosis, it is called “gene-conversion”. In
gene-conversion, the segment from the second parent is short, around 300 base pairs. It is believed [3]
that during meiosis, single-crossover recombination is the dominant form of recombination occurring
in intervals of DNA contained between neighboring genes, while gene-conversion is the dominant form
of recombination in intervals of DNA contained inside a single gene. Gene conversion is known to
be a very important molecular and genetic phenomenon, but it has been hard to study because of the
lack of analytical tools and the lack of ﬁne-scale data. In a different biological context, what we have
deﬁned as two-crossover recombination models the biological phenomena of “lateral gene-transfer” and
“hybridization speciation”.
What we have deﬁned here as a phylogenetic network with single-crossover recombination is the
digraph part of the stochastic process called an “ancestral recombination graph” in the population genetics
literature (see [23] for example). We should note that meiotic recombination is a phenomenon that occurs
inside a single species, while the term “phylogeny”most correctly refers to evolutionary history involving
several species. Therefore, it is not completely correct to use the term “phylogenetic network” for a
history of meiotic recombinations. The term is more correct for a history of hybridizations, since those
occur between species. However, in the Computer Science literature (and in some parts of Biology),
the term “phylogeny” has come to be synonymous with “evolutionary tree”, regardless of the actual
data being studied. Similarly, the term “phylogenetic network” has been introduced in earlier papers to
refer to evolutionary trees with the incorporation of recombination. We continue the abuse of the term
“phylogenetic” in this paper.
The phylogenetic network problems studied in [17,19,14,15,28,27,11] all assume that recombination
is single-crossover recombination. For continuity with those papers, we will ﬁrst develop an algorithm
that produces networks that only use single-crossover recombination. However, the optimality of the
networks produced by that algorithm will be proven in comparison to networks that allow multiple-
crossover recombinations. In the last section of the paper, we indicate how to generalize the algorithm
and the main result to allow multiple-crossover recombinations, and discuss the biological utility of such
recombinations.
1.2. Rooted and Root-Unknown problems
Hein’s phylogenetic network problem is to construct a network that derives the input set of sequences,
M ,minimizing the number of single-crossover recombinations used. That problem can be addressed either
in the rooted case, or the root-unknown case.
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In the rooted phylogenetic network problem, a required root or ancestral sequence R for the network
is speciﬁed in advance. In the root-unknown phylogenetic network problem, no ancestral sequence is
speciﬁed in advance, and the problem is to select an ancestral sequenceR, so that a phylogenetic network
for M with ancestral sequence R minimizes the number of recombination nodes over all phylogenetic
networks forM , and any choice of ancestral sequence.
Since no efﬁcient general solution is known toHein’s problem,Wang et al. [29] introduced a biologically
motivated structural restriction of the problem.
1.3. A structural restriction
In a phylogenetic network N , let w be a node that has two paths out of it that meet at a recombination
node x. Those two paths together deﬁne a “recombination cycle” Q. Node w is called the “coalescent
node” ofQ, and x is the recombination node ofQ. In Fig. 1, the coalescent node of the top recombination
cycle is labeled 00000 and the coalescent node of the bottom recombination cycle is labeled 00100. A
recombination cycle in a phylogenetic network that shares no nodes with any other recombination cycle
is called a “gall” (imagine a wasp’s gall in a tree). We say a site i “appears” or “mutates” or “is contained”
on a gall Q if i labels one of the edges of Q. A phylogenetic network is called a “galled-tree” if every
recombination cycle is a gall, and only single-crossover recombinations are allowed. The phylogenetic
network in Fig. 1 is a galled-tree.
If M cannot be derived on a perfect phylogeny, we would like to deviate from a tree by as little
as necessary. Rather than having a phylogenetic network with a complex interleaving of cycles, it is
preferable (if possible) to have a tree with a few extra edges, each creating a disjoint cycle. That is, we
would like a galled-tree if possible, particularly if it does not use more recombinations than are used by
more complex phylogenetic networks. Simulations have shown that when the recombination rate is low or
moderate, galled-trees are frequently observed [5], particularly when no ancestral sequence is speciﬁed in
advance. For example, when n = m = 30 and the recombination parameter r is set to 1 in Hudson’s MS
coalescent simulation program [16], about 85% of the datasets are derivable on a galled tree, and when r
is set to 2, about 70% of the datasets have galled-trees. See [9,11] for further motivation for galled-trees.
TheGalled-Tree Problem is to determine whether or not an input set of sequencesM can be derived on
a galled-tree, when the ancestral sequence is known in advance. Wang et al. [29] introduced the problem,
and provided an efﬁcient algorithm that solves it in some, but not all, cases (see [11] for a discussion of
this).
In [9] we developed an efﬁcient algorithm (O(nm + n3)-time) that solves the galled-tree problem.
Further, we showed in [11], that when there is a galled-tree for inputM , with a given ancestral sequenceA,
the algorithm creates a galled-tree that uses theminimumnumber of recombinations, over all phylogenetic
networks forM with ancestral sequenceA. 2 This result holds even if multiple-crossover recombinations
are allowed in the competing phylogenetic networks.
1.4. The main problem: the ancestral sequence is usually unknown
Usually, we do not know what the ancestral sequence is, and the existence of a galled-tree forM can
depend on the speciﬁc ancestral sequence that is used. For example, there is no galled-tree with ancestral
2 This last condition is implicit in [11] but was not always stated explicitly there.
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sequence 11000 for the matrix M shown in Fig. 1, while, as shown, there is one when the ancestral
sequence is 00000. Moreover, when there is more than one ancestral sequence which allows a galled-tree
forM , the minimum number of recombinations needed (for speciﬁc ancestral sequences) can differ. For
example, the sequences 01, 11, 10 can be derived on a perfect phylogeny without any recombinations,
if any of those three sequences is the ancestral sequence, but if 00 is the ancestral sequence, then one
recombination is needed. Hence we have the following two problems, which we address in this paper:
The Root-Unknown Galled-Tree Problem: GivenM , ﬁnd a sequence S such that there is a galled-tree
forM with ancestral sequence S, or determine that there is none.
The Optimal Root-Unknown Galled-Tree Problem: If there is a galled-tree for M , ﬁnd one that min-
imizes the number of recombinations over all galled-trees for M , and over all choices of the ancestral
sequence. The solution is called an “optimal galled-tree” for M . The ancestral sequence of an optimal
galled-tree forM is called an “optimal ancestral sequence” forM .
A secondary deﬁciency in the existing method is that we would also like to handle a broader range of
biological phenomena than single-crossover recombination.
1.5. Main results
We efﬁciently solve the Root-Unknown Galled-Tree Problem with an algorithm that also solves the
Optimal Root-UnknownGalled-Tree Problem. The algorithm runs inO(nm+n3) time.We also establish
the stronger result that an optimal galled-tree for M minimizes the number of recombinations over all
phylogenetic networks forM (not just galled-trees) and all choices of ancestral sequence. This is true even
if multiple-crossover recombinations are allowed in the competing network. The algorithm developed
for single-crossover recombination can be extended to handle biological phenomena such as multiple-
crossover, gene-conversion, lateral gene transfer and recurrent mutations.
2. Introduction to tools and solutions
The main tools that we use to solve the root-unknown galled-tree problem are two graphs representing
“incompatibilities” and “conﬂicts” between sites. We introduce these graphs here.
Given a set of input sequences M , two columns i and j in M are said to be incompatible if and only
if there are four rows inM where columns i and j contain all four of the ordered pairs 0,1; 1,0; 1,1; and
0,0. For example, in Fig. 1 columns 1 and 3 of M are incompatible because of rows a, b, c, d. The test
for the existence of all four pairs is called the “four-gamete test” in the population genetics literature.
Given a sequence S, two columns i and j inM are said to conﬂict (relative to S) if and only if columns
i and j contain all three of the above four pairs that differ from the i, j pair in S. 3
Clearly, if a pair of columns i, j are incompatible, then i, j conﬂict relative to any sequence S. However,
i, j may conﬂict relative to some sequence S, even though i, j are not incompatible. Finally, observe that
if S is inM , then a pair of columns conﬂict relative to S if and only if they are incompatible.
3 In [9,11], S was assumed to be the all-0 sequence, and the deﬁnition of conﬂict was specialized to that case, but the deﬁnition
above is consistent with that earlier deﬁnition.
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2.1. Incompatibility and conﬂict graphs
We deﬁne the “incompatibility graph” G(M) for M as a graph containing one node for each column
(site) inM , and an edge connecting two nodes i and j if and only if columns i and j are incompatible.
Similarly, given a sequence S, we deﬁne the “conﬂict graph” Gs(M) for M (relative to S) as a graph
containing one node for each column in M , and an edge connecting two nodes i and j if and only if
columns i and j conﬂict relative to S. Fig. 1 shows the conﬂict graph relative to the all-zero sequence S.
This conﬂict graph is also the incompatibility graph forM .
A “connected component” (or “component” for short), C, of a graph is a maximal subgraph such that
for any pair of nodes in C there is at least one path between those nodes in the subgraph. A “trivial”
component has only one node, and no edges. The conﬂict graph in Fig. 1 has two components. Let ccs(M)
and cc(M) be the number of non-trivial components in Gs(M) and G(M), respectively.
2.2. Prior structural results
The main structural result established in [9,11] is
Theorem 2.1. If T is any galled-tree for M with ancestral sequence A, then any gall in T that contains a
site from a non-trivial component C ofGA(M) contains all the sites of C, and contains no sites from any
other non-trivial component. Further, any site from a trivial component that is on a gall Q can be moved
off of Q to some edge touching Q, without otherwise changing Q.
Clearly, if a gall has no sites, it can be contracted to a single node (if not eliminated entirely), so we
assume that each gall contains some sites. We say that a galled-tree is a “reduced” galled-tree if no gall
contains a site from a trivial component ofGA(M). Every reduced gall has at least two sites, and at least
three edges directed off of it. Theorem 2.1 establishes that if there is a galled-tree for M with ancestral
sequenceA, then there is a reduced galled-tree T forM with ancestral sequenceA, and there is a one-one
correspondence between the non-trivial components ofGA(M) and the galls of T . The algorithm in [9,11]
produces a reduced galled-tree. Theorem 2.1 also leads to
Corollary 2.1. Every reduced galled-tree for M, with ancestral sequence A, has exactly ccA(M)
recombination nodes.
It was also proved in [11] that if there is a galled-tree for M , then every phylogenetic network N for
M with ancestral sequence A (N need not be a galled-tree) uses at least ccA(M) recombination nodes.
This holds even if multiple-crossover recombinations are allowed in N . Hence, when there is a galled-
tree for M with ancestral sequence A, we can efﬁciently solve Hein’s phylogenetic network problem
forM , (minimizing the number of recombinations), but only over networks that have the same ancestral
sequence A.
The algorithmic consequence of Theorem 2.1 is that when trying to construct a galled-tree forM with
known ancestral sequenceA, we can focus on each non-trivial componentC ofGA(M) separately. Then,
for each such component C ofGA(M), we must determine how the sites can be arranged on a single gall;
we must determine how the galls can be connected together in a tree structure; and we must determine
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where to place the sites from trivial components. All of these problems were solved efﬁciently in [9,11],
assuming an ancestral sequence A was known.
2.3. Moving to the Root-Unknown problem
We would like to follow the same approach for the root-unknown galled-tree problem. However, the
algorithm in [9,11] depends critically on knowing the ancestral sequence. The ﬁrst, and main, difﬁculty
now is that for any two sequences S and S′, the conﬂict graphs Gs(M) and Gs′(M) may be different
from each other. Hence without knowing which ancestral sequences allow a galled-tree (or if any will),
we cannot even take the ﬁrst step of the previous algorithm, i.e., building the appropriate conﬂict graph
to identify its components. We focus next on that difﬁculty.
Theorem 2.2. If there is a galled-tree for M with some ancestral sequence, then there is an optimal
galled-tree for M where the (optimal) ancestral sequence is one of the sequences in M.
Proof. Let T be an optimal galled-tree forM , and let A be the ancestral sequence for T . By deﬁnition,
every gall contains one recombination, and by the optimality of T , every gallQ in T must contain a pair
of sites that conﬂict relative to A. Further, as established in [9,11], every gall Q must have at least three
edges branching off of it (i.e., each branching edge is directed from a node onQ to a node off ofQ), and
the fact that there must be at least two branching edges is even easier to establish. So, there is a least one
edge branching off ofQ from a node v which is not the recombination node ofQ. It follows that there is
a path P in T from the root to some leaf z which does not contain any recombination nodes. Let Zz be
the sequence labeling leaf z. Since T is a galled-tree forM , Zz is inM .
Now consider rerooting T at node z, making Zz the ancestral sequence, and reversing the directions
of all edges on path P . Each such reversal of an edge e also changes the direction of the mutation on e,
so for example if the original mutation had been from 0 to 1, it is now from 1 to 0. These reversals do
not change any of the labels of nodes in T , nor do they change which node is the recombination node
on any gall. Hence, the modiﬁed galled-tree, call it T ′, also derives M . The ancestral sequence of T ′
is Zz, a member of M . Since T is optimal, and T ′ contains the same number of galls as T , T ′ is also
optimal. 
Note that it is not true that every sequence inM can be used as an ancestral sequence of some galled-
tree for M . We can completely characterize which sequences in M can serve as ancestral sequences,
but omit that from this paper. It is also not true that if sequence Z in M is the ancestral sequence for
some galled-tree for M , then Z is an optimal sequence. Still, Theorem 2.2 implies that both the Root-
Unknown Galled-Tree Problem and the Optimal Root-Unknown Galled-Tree Problem can be solved in
O(n2m+ n4) time by trying each sequence inM as the ancestral sequence, using the previous algorithm
from [9,11]. But, a faster algorithm, and more insightful result is possible, using the following:
Theorem 2.3. If there is a galled-tree for M, then there is an optimal (reduced) galled-tree for M with
ancestral sequence A in M, where the graphs GA(M) and G(M) are identical.
This follows immediately from Theorem 2.2 and the fact that for any sequence S in M , Gs(M) and
G(M) are identical.
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DeﬁneMM as the minimum number of recombination nodes used in any phylogenetic network deriv-
ing M , over any choice of ancestral sequence, even allowing multiple-crossover recombinations at any
recombination node.
Theorem 2.4. If there is a galled-tree for M, thenMM = cc(M), the number of non-trivial connected
components of G(M).
Proof. It was shown in [12,1], that cc(M) is a lower bound onMM . By Theorem 2.3, there is a reduced
galled tree T with ancestral sequence A, where ccA(M) = cc(M), and by Corollary 2.1, the number of
recombination nodes in T is exactly ccA(M). Hence, T is optimal andMM = cc(M). 
Hence we can efﬁciently determineMM even without knowing an optimal ancestral sequence, if there
is a galled-tree forM .
3. Solving the Optimal Root-Unknown Galled-Tree Problem
In what follows, we assume that M can be derived on a galled-tree, and let T ∗ denote an arbitrary
optimal galled-tree for M with optimal ancestral sequence A∗, where GA∗ and G(M) are identical. By
Theorem 2.3, such a sequence A∗ exists, and we can ﬁnd the non-trivial components of GA∗(M) even
though we do not know A∗ or T ∗. By Theorems 2.1 and 2.3, each gall in T ∗ contains all and only the
sites of one non-trivial component C of G(M), so we can also efﬁciently determine the sites that go on
each gall in T ∗. This is the ﬁrst step in solving the Optimal Root-Unknown Galled-Tree Problem.
3.1. How to connect the galls of T ∗
We next describe a method to determine how the galls are connected together in T ∗, without knowing
T ∗ or the internal arrangement of the sites on any gall. To do this, we ﬁrst deﬁne a tree T¯ , (conceptually)
created from T ∗. For any sequence S and any set of sites on a component C of G(M), deﬁne sequence
S(C) as the sequence S restricted to the sites in C.
We deﬁne T¯ by conceptually transforming T ∗ into T¯ . Without loss of generality, we assume that every
node v on any gallQ in T ∗ is incident with exactly one edge whose other end is off ofQ. Such an edge
is called an “off-edge”, and might be directed into or out of v. To satisfy this assumption, we may need
to make small, local modiﬁcations to T ∗. For example, in the top gall in Fig. 1, the node v labeled 00100
is incident with two edges whose other end is off that gall. To remedy this, we can simply create a new
edge (v,w) from v to w, and then have two edges from w to the two endpoints of the two original edges
out of v. If v is also the root of T ∗, we create a new root node and connect it to v. The edge between them
is the off-edge touching v. We also assume, without loss of generality, that each node onQ has a distinct
sequence labeling it. We can always modifyQ so that it has this property.
For any node v on a gallQ in T ∗, let Sv denote the sequence labeling v, and letCv denote the component
in G(M) whose sites are onQ. Label the single off-edge touching v in T ∗ with (Cv, Sv(Cv)). Note that
if an edge connects two galls, then the edge will have two such labels. Those labels are in addition to
any site (in a trivial component of G(M)) that might be on that edge in T ∗. Finally, contract each gall
Q in T ∗ to a single node q, label q with an identiﬁer for the component C associated with Q, and
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Fig. 2. The sites of M are partitioned into two components of M(G), and each is used to create a set of splits, along with the
leaf-splits deﬁned by each leaf (row inM). The tree T¯ is the unique tree deﬁned by these splits.
make every edge undirected. The resulting undirected tree is T¯ . Fig. 2 shows T¯ derived from the tree
in Fig. 1.
Clearly, T¯ speciﬁes how the galls of T ∗ are connected to each other, although it does not show the
internal arrangement of the sites on any gall, nor does it show where the root of T ∗ is. But, if we know
T¯ , we know a substantial amount about T ∗.
3.2. Constructing T¯
We deﬁned T¯ (conceptually) from T ∗, but algorithmically we will go in the other direction. We will
construct T¯ fromM and G(M), without knowing T ∗ or A∗. To do this, we use a classic theorem about
tree reconstruction.
Let T be a tree where each leaf is labeled. The removal of any edge from T creates two connected
subtrees, and partitions the leaves of T into two sets (each set is in one of the two subtrees). Each such
bi-partition is called a “split”, and each edge in T deﬁnes a distinct split. For a tree T , let SP (T ) be the
family of all the splits, one for each edge. The classic splits theorem is:
Theorem 3.1. The family of splits, SP (T ), uniquely determines tree T.
There are many proofs of Theorem 3.1. One is obtained immediately from Theorem 3.1.4 (p. 44) in
[26]. Also, if T has m leaves and n edges, then T can be uniquely reconstructed from SP (T ) in O(nm)
time [7,26].
Given Theorem 3.1, the approach to constructing T¯ is to learn SP (T¯ ). The full explanation will
involve reasoning about both T¯ and T ∗, so ﬁrst observe that every edge in T¯ is in T ∗, and that every split
deﬁned by an edge e in T¯ deﬁnes the same bi-partition of the leaves in T ∗, when e is removed from T ∗.
Although the term “split” is only deﬁned for a tree, we will also use it when referring to these bi-partitions
in T ∗.
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The following theorem is the key observation about Galled-Trees that makes it possible to construct
SP (T¯ ), even though we do not know T¯ or T ∗.
Theorem 3.2. Suppose an off-edge e in T¯ is labeled with (Cv, Sv(Cv)). Then S(Cv) = Sv(Cv) for every
sequence S labeling a leaf of T ∗ on one side of the split of T ∗ deﬁned by e, and S(Cv) = Sv(Cv) for
every sequence S labeling a leaf on the other side of the split. Hence, the same is true for T¯ .
Proof. For notation, suppose e is the off-edge touching node q in T¯ , and q is derived from gallQ in T ∗,
which is associated with connected component C in G(M). Node v is a node on Q, so we focus on Q
and T ∗. Let e = (v, v′) in T ∗, and let A∗ be the ancestral sequence in T ∗.
We will prove the ﬁrst part of the theorem for each node in Q, and then prove the second part of the
theorem.
Consider the case that v is the coalescent node ofQ in T ∗, so e is directed from v′ to v and Sv(Cv) =
A∗(Cv). That is, sequence Sv restricted to Cv is the same as the ancestral sequence A∗ restricted to Cv .
Moreover, since all the mutations for sites in Cv occur inQ, S(Cv) = A∗(Cv) for any sequence S which
is on the root side of the split in T ∗ deﬁned by e. That same split occurs in T¯ , so S(Cv) = Sv(Cv) for
every sequence S labeling a leaf of T ∗ or T¯ on the root side of the split deﬁned by e.
Now consider the case that v is not the coalescent node of Q, so e is directed from v to v′. Clearly,
Sv′(Cv) = Sv(Cv) since no site inCv can mutate on e. LetN ′ be the subgraph of T ∗ rooted at v′. Since all
mutations of sites in Cv occur on edges inQ, no sites in Cv mutate in N ′. Now let x be a recombination
node in N ′ which is reached from v′ without passing through any other recombination nodes. Restricted
to the sites in Cv , the sequences labeling the two parents of x are identical, and so the recombination
at x produces a recombinant sequence which is identical to the parent sequences, when restricted to the
sites in Cv . Hence, Sx(Cv) = Sv(Cv). It follows then by induction on the number of recombinations
encountered on the path from v, that Su(Cv) = Sv(Cv) for every node u inN ′, and in particular, for every
leaf sequence S in N ′. This proves the ﬁrst part of the theorem.
To prove the second part of the theorem, note that for any site i not in Cv , the state of site i is the same
at every node inQ. This is immediate for every node other than the recombination node x ofQ, because
site i does not mutate onQ. It remains true at x, because the state of i is the same in the sequence labels
of both parents of x, so the recombination must retain the state of site i. It follows that, restricted to the
sites not on Cv , all nodes on Q are labeled with the same sequence. Now if Sv(Cv) = Su(Cv) for two
nodes v and u on Q, then Sv = Su, which we assumed earlier could not happen. So every node on Q
has a distinct sequence label, restricted to the sites in Cv . This fact, and the ﬁrst part of the theorem, now
establish the second part of the theorem. 
It is also true that if e is labeled with a site i from a trivial component ofG(M), then all the sequences
on one side of the split have a value of 1 for site i, and all the other sequences have a 0 for site i.
Theorem 3.2 is important because it says that information about the node labels on a gall is reﬂected
in the sequences at the leaves, and hence that information is contained in extant sequences.
3.2.1. Finding the splits family SP (T¯ )
For each component C (trivial or non-trivial) in G(M), deﬁneM(C) to be matrixM restricted to the
sites in C. The importance of Theorem 3.2 is two-fold. First each sequence Sv(C) (which was deﬁned
relative to trees T¯ and T ∗, which we do not know), shows up as a sequence inM(C), and each sequence
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in M(C) is a sequence Sv(C) for some node v on the gall associated with C. Second, the rows in
M(C) that contain sequence Sv(C), identify exactly the split associated with the off-edge e touching v
in T¯ .
We exploit this observation as follows: each distinct sequence Z inM(C) deﬁnes a split in T ∗ and in
T¯ : One side of the split deﬁned by Z is the set of row indices inM(C) whose rows contain sequence Z,
and the other side of the split is the set of remaining row indices. When C is a trivial component, this
approach deﬁnes the same split twice, but that causes no problem, and one of the copies can be deleted if
desired. Hence, all of the splits of T ∗ and T¯ that come from labeled edges in T¯ can be efﬁciently found
fromM and G(M). T¯ may also so have unlabeled edges, but any unlabeled edge is incident with a leaf
of T¯ , and hence these correspond to splits with one site on one side and the remaining sites on the other
side. We call these “leaf-splits”. Recall, that a splits family from a tree uniquely deﬁnes the tree, and that
the tree can be efﬁciently reconstructed from the splits family. So in summary,
Theorem 3.3. Tree T¯ (including its required edge labels) can be efﬁciently created fromM andG(M) by
ﬁrst creating a family of splits SP (T¯ ) consisting of one split for each distinct sequence inM(C), for each
non-trivial connected component C of G(M), and one or two identical splits for each trivial component
of G(M), and one leaf-split for each site in M.
For example, with M from Fig. 1, the two sets of restricted sequences M(C1) and M(C2), and the
computed T¯ are shown in Fig. 2.
Since T¯ is unique, we have the following:
Theorem 3.4. Tree T¯ is invariant over all optimal galled-trees for M.
3.3. From T¯ back towards T ∗
The next step in the solution of the Root-Unknown Galled-Tree Problem is to “re-inﬂate” the nodes in
T¯ that represent galls in T ∗.
We ﬁrst need to identify every node in T¯ that was created (conceptually) by contracting a gall Q in
T ∗ to a single node q. The key to this process is to note that each such node q in T¯ is incident with
more than one edge in T¯ , and that every edge incident with q has a label (C,Z), where the identiﬁer C
is the same on each edge incident with q. Further, this is true for no other nodes in T¯ . Using that fact,
we can constructively and efﬁciently identify those nodes in T¯ that must be expanded to become a gall.
Moreover, from C, we know which sites are on the gall, and we knowM(C), the set of C-restricted node
labels on the gall.
3.3.1. Arranging the sites of C onQ
We now describe how to arrange the sites of C on a gallQ. Since there may be some variability in how
the sites can be arranged, we will not be able to reconstruct the original galled-tree T ∗ for sure, but we
will still reconstruct an optimal galled-tree forM from T¯ . (Note however, it was shown in [11] that the
variability is very small).
The method to arrange the sites onQ is a small modiﬁcation of the method described in [9,11] for the
Rooted Galled-Tree Problem, and is specialized to the case that only single-crossover recombinations
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are allowed. Given C it is easy to determine a recombination point r that could be used on the gall Q
containing the sites of C. See [9,11] for more details.
To understand the method for arranging the sites, (conceptually) focus on a given arrangement of
sites of C on gall Q in T ∗, in isolation of the rest of T ∗. Now remove the recombination node x from
Q, remove the two edges entering x, and make the edges undirected. The resulting graph consists of a
single path containing all the sites in C. Let u and y denote the ends of this path. For each node v on
this path, add an edge from v branching off the path, and label its leaf end with Sv(C). The result is an
undirected perfect phylogeny, denoted T (C), that by deﬁnition derives the sequences labeling the leaves
of T (C). Further, Sx(C) can be formed by a single-crossover recombination of the sequences Su(C)
and Sy(C).
It follows from Theorem 3.2, that the leaf labels of T (C) are exactly the sequences in M(C), other
than the sequence Sx(C). That is, T (C) is an undirected perfect phylogeny for all the sequences inM(C)
other than Sx(C). Hence, we have
Theorem 3.5. If there is a galled-tree for M, then there is a sequence X inM(C), such that after removal
of all copies of X, there is an undirected perfect phylogeny for the resulting matrix; the labeled edges of
that perfect phylogeny contain all sites inC organized into one path; and a single-crossover recombination
of the two “end” sequences Su(C) and Sy(C) creates sequence X.
It is a classic theorem that if a set of sequences can be derived on an undirected perfect
phylogeny, then that perfect phylogeny is unique (except for the order of sites that are on the same
edge). See [7,8] for one exposition. Hence, givenM and C, if we could guess the sequence X, we could
create the unique undirected perfect phylogeny, which then would indicate a way to arrange the sites
on Q. However, if we remove all copies of a different sequence Y , and yet there is an undirected
perfect phylogeny for the resulting matrix, where all the sites in C are contained in one path, and
the recombination of the two end sequences creates Y , then this other perfect phylogeny can
also be used to arrange the sites on Q. We summarize these observation in the following
algorithm.
Site-Arrangement Algorithm for gall Q corresponding to component C
(1) LetM(C) be matrixM restricted to the sites in C.
(2) For each distinct sequence X inM(C) do:
(3) LetM(C,X) beM(C) after the removal of all rows with sequenceX. Check if there is an undirected
perfect phylogeny T (C) for M(C,X), where all sites on C are contained in one path whose end
sequences can be recombined (with a single-crossover) to create sequence X.
If the answer is “yes”, then output the pair (X, T (C)).
The ﬁrst part of Step (3) is implemented by using the algorithm in [7] or [8] that tests ifM(C,X) can
be derived by a perfect phylogeny T (C). If T (C) has two end points, labeled by sequences Su(C) and
Sy(C), we can test ifX can be created by a recombination of Su(C) and Sy(C) as follows: Find the length
of the longest preﬁx of Su(C) that matches a preﬁx of X, and ﬁnd the length of the longest sufﬁx of
Su(X) that matches a sufﬁx ofX. Let pu and su denote these two lengths. Similarly, ﬁnd py and sy , which
are deﬁned for sequences Sy(C) and Sy(C). Then if X has length n, X can be obtained by recombining
Su(C) and Sy(C) if and only if pu(C)+ sy(C)n or py(C)+ su(C)n.
394 D. Gusﬁeld / Journal of Computer and System Sciences 70 (2005) 381–398
Since we assumed there is a galled-tree for M , the Site-Arrangement Algorithm will ﬁnd and output
at least one pair (X, T (C)). However, a pair (X, T (C)) does not fully specify the arrangement of gallQ,
because the choice of coalescent node has not been made. But (X, T (C)) does deﬁne the parents of the
recombination node onQ, and hence does deﬁne the recombination node x, and also deﬁnes the circular
order of the sites on Q. It is easy to see that any node v on Q, other than the recombination node x, can
act as the coalescent node forQwith that circular arrangement: simply direct the edges onQ to form two
disjoint directed paths from v to x. At that point,Q is fully speciﬁed. The particular choice of coalescent
node will be made at a later point in the algorithm.
3.4. Choosing the arrangements and the root node
For each node q in T¯ that represents a gall Q in T ∗, we must replace q with Q, and arrange the sites
on Q using one of the pairs (X, T (C)) found by the Site-Arrangement Algorithm, and we must choose
a coalescent node for the arrangement. Of course, we must be careful to connect the nodes on Q to the
correct edges: any node v onQwhoseC-restricted node label is Sv(C)must be connected to the (unique)
edge incident with q that has label (C, Sv(C)) in T¯ . We must also choose a root for the galled-tree.
However, the choices for the arrangements of the galls, and the choice for the root placement are not
independent; one choice can constrain the others. The problem is that all edges in the ﬁnal galled-tree
T ∗ must be directed away from the root, and no edge can be directed into a recombination node of a
gall. Since the arrangement of a gall speciﬁes the recombination node, these choices are not independent.
The arrangements of the galls (when there is a choice) must be coordinated with the choice of the root
node.
We solve the coordination problem by directing some edges in T¯ , as follows. Suppose that for node q
representing a gall Q in T¯ , the Site-Arrangement Algorithm ﬁnds only one pair (X, T (C)) . Then in T¯ ,
we direct the (unique) edge in T¯ that is labeled (C,X) away from q. This records the information that
there is only one recombination node possible for Q, and the off-edge incident with that recombination
node must be directed out of that node. After directing all such edges, any node v in T¯ can be chosen
as the root of T¯ , if and only if every node in (the partially directed) T¯ can be reached from v using a
path that does not go opposite to the direction of any directed edge. So the algorithm must ﬁnd all such
permitted points on T¯ or declare that there are none.
After picking a permitted root point (if there is one), direct all of the edges in T¯ away from the root.
Then each node in T¯ will have at most one edge directed into it, and if a node q has one directed edge into
it and is expanded to a gallQ, the incoming edge deﬁnes the unique coalescent node w ofQ. Finally, for
any gall Q (associated with connected component C in G(M)), choose any (X, T (C)) found for C by
the Site-Arrangement Algorithm, where the recombination node is not w. Add the node x, labeled with
sequence X, to T (C) and direct two edges into x from the two end-nodes of T (C). That recombination
cycle, along with the choice of coalescent node fully speciﬁes the arrangement of gallQ, and doing this
for every gall completes the construction of T ∗.
3.5. Correctness and time complexity
Each step of the algorithm has been proven correct on the assumption that there is a galled-tree forM .
The galled-tree created has exactly ccM galls and recombination nodes, and hence is optimal using the
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lower bound mentioned earlier thatMMccM . If there is no galled-tree forM , then either some step of
the algorithm will not be executable as described, or the algorithm will terminate but the graph produced
will not be a galled-tree forM . So, algorithmically, one can simply check the output to see whether it is
a galled-tree derivingM . If it is not, then there is no galled-tree forM . However, closer examination of
the algorithm shows that when all steps complete, the graph produced is an optimal galled-tree. If there
is no galled-tree for M , one of the steps of the algorithm will not be executable as described, and the
algorithm will correctly conclude that there is no galled-tree forM .
For an n by m input matrix M , all of the steps of the algorithm can be implemented in O(nm + n3)
time. The ﬁrstO(nm) term is for a radix sort of the columns ofM to group together identical columns. It
was established in [29] that when there is a galled-tree forM , the number of edges in it, and the number
of distinct columns inM can be at most twice the number of distinct rows. So after removal of identical
copies, the number of columns is O(n). The O(n3) term is for ﬁnding the O(n2) incompatible pairs in
M and building the graph G(M). That worst-case bound can be reduced in theory because it is known
[13,2] how to ﬁnd all the pairs in the time needed to multiply two n by n matrices. The number of splits
deﬁned byM is O(n) because T¯ has O(n) edges. T¯ can be constructed in O(n2) time [7,8], from the n
by nmatrix describing the splits. GivenM(C,X), the unique perfect phylogeny T forM(C,X) (if there
is one) can be found in O(n2) time by the same algorithm [7,8], and testing if X can be formed by the
recombination of the two end sequences of T can be done in O(n) time. All the remaining steps take
O(n2) time. Hence
Theorem 3.6. Given an n×m input matrix M, an optimal galled-tree for M (if there is a galled-tree for
M) can be found in O(nm+ n3) time.
The algorithmhasbeen implemented in aPerl programgalledtree.pl,which is available atwwwcsif.cs.uc
davis.edu/∼gusﬁeld/galledtree.tar.
4. Extensions to other complex biological phenomena and structured recombination
So far, recombination in a galled-tree was assumed to be single-crossover recombination, and the
solution to the Optimal Root-Unknown Galled-Tree Problem was developed only for single-crossover
recombination. This was done for continuity with earlier papers. However, the algorithm is easily ex-
tended to allow multiple-crossover recombination at any recombination node, and multiple-crossover
recombination can be used to model many complex biological phenomena. When multiple-crossovers
are allowed at recombination nodes, but all recombination cycles are disjoint, we call the resulting network
a “multiple-crossover galled-tree”.
To modify the algorithm, we simply change Step (3) of the Site-Arrangement Algorithm as
follows:
(3) Let M(C,X) be M(C) after the removal of all rows with sequence X. Check if there is an undi-
rected perfect phylogeny T (C) for M(C,X), where all sites on C are contained in one path
whose end sequences can be recombined (allowing multiple-crossover recombination) to create
sequence X.
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Let Su(C) and Sy(C) denote the two end sequences. We can test if X can be created by a multiple-
crossover recombination of Su(C) and Sy(C), starting with a preﬁx of Su(C), as follows:
Set i to 1, and set Z to Su(C).
Until (i is greater than the length of X) {
Find the longest substring of Z starting at position i that matches a substring of X starting at position i.
If there is none, then stop, and return “No”. Otherwise, set i to one position past the right end of those
matching substrings.
If Z is Su(C), set Z to Sy(C), else set Z to Su(C). }
Return “Yes”.
We can similarly test ifX can be created by a multiple-crossover event, starting with a preﬁx of Sy(C),
and hence test if X can be created by a recombination of Su(C) and Sy(C). If both tests return “Yes”,
then the one using the fewest number of crossovers also determines the minimum number of crossovers
possible to createX from Su(C) and Sy(C), and in some applications it may be desirable to use that one.
The time for the modiﬁed Step (3) is clearly O(n). For different biological applications, we can put a
bound on the number of crossovers allowed.
Clearly, when the modiﬁed algorithm produces a multiple-crossover galled-tree forM , the number of
recombination nodes used is ccM , which isMM by the lower bound result mentioned earlier. So the
algorithm produces a phylogenetic network that is optimal with respect to the number of recombination
nodes (or events) that occur. It is not necessarily optimal with respect to the number of crossovers used.
Conversely, suppose there is a multiple-crossover galled-tree T forM with some ancestral sequence.
Theorems 2.1–2.4, 3.4, and 3.5 are the keys to proving the correctness and optimality of the solution to the
Root-Unknown Optimal Galled-Tree Problem, when only single-crossovers are allowed. Each of those
theorems is easily modiﬁed to extend to the case when multiple-crossover recombinations are allowed.
We leave the details to the reader. In summary,
Theorem 4.1. If there is a multiple-crossover galled-tree for M, then the modiﬁed algorithm will ﬁnd
one, and it will use the minimum number of recombination nodes over all phylogenetic networks for M
and all choices of ancestral sequence. The time bound for the algorithm remains O(nm+ n3).
The algorithm to ﬁnd a multiple-crossover galled-tree for M , or to determine that there is none, has
been implemented as the program multicross.pl and can be found at www.csif.cs.ucdavis.edu/∼gusﬁeld/
galledtree.tar.
4.1. Multiple-crossovers model complex biological phenomena
We have previously mentioned that “gene conversion” [3] can be viewed as a multiple-crossover
recombination with exactly two crossovers. Gene-conversion occurs during meiosis, and is observed
in population data (i.e., sequences taken from individuals of the same species). Through very different
biological mechanisms, and often at a different biological scale, “hybrid speciation” and “lateral gene-
transfer” cause the movement of genetic material between two sequences (often between two species)
[22,21,18]. However, mathematically (but not biologically) these phenomena look like what we have
deﬁned as multiple-crossover recombination. Hence, the algorithm to ﬁnd multiple-crossover galled-
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trees can be used to derive a set of sequences believed to have been created by mutation and hybrid
speciation or lateral gene-transfer. These models also have application in areas outside of biology, such
as in linguistics [20].
Multiple-crossover recombination can also be used to model “back-mutation” or “recurrent-mutation”.
Back-mutation occurswhen the state of a sitemutates back to its ancestral state.Recurrent-mutation occurs
when the state of a site is permitted to mutate from its ancestral state more than once in an evolutionary
history. Each such mutation can be modeled as a two-crossover recombination in a phylogenetic network.
For example, a single back-mutation at site i in a sequence Z can be modeled by the two-crossover
recombination of the ancestral sequenceA and sequenceZ, where the preﬁx and sufﬁx come fromZ, and
only site i comes fromA. If the number of back-mutations is small, then the “recombination cycles” created
by this modeling of back-mutations may be disjoint. We can modify Step (3) of the Site-Arrangement
Algorithm to only allow a recombinant sequence X to be derived from the end sequences of T (C) by
a single back-mutation (or perhaps several back-mutations at different sites, if that is meaningful). One
can again prove that if there is a phylogenetic network with back-mutations where all the recombination
cycles are disjoint, then the modiﬁed algorithm will in fact ﬁnd one which minimizes the number of
back-mutations over all evolutionary histories that allow back-mutations and all choices of ancestral
sequence. Recurrent-mutations can also be handled in a similar way, and more generally, the algorithm
can bemodiﬁed to allow general recombination, back-mutation and recurrent-mutation in an evolutionary
history.
Thus the algorithm for solving the Root-Unknown Optimal Galled-Tree Problem is actually a general
framework for efﬁciently minimizing the number of deviations from the perfect phylogeny model, pro-
vided that there is an evolutionary history for the sequences where the “recombinations cycles” (used to
model the deviations) are disjoint. Disjointness is likely to occur when the number of deviations from
the perfect phylogeny model is modest. Thus, we have described in this paper a general algorithmic tool
for studying complex evolutionary phenomena, when the number of nonperfect phylogenetic events is
modest.
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