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Abstrakt 
Dette projekt forsøger at undersøge hvordan man kan fordele arbejdet imellem klient og 
server i asynkrone webapplikationer.  Ligeledes søges der også svar på hvorvidt der ved 
hjælp af simplificerede matematiske modeller og forsøg, kan opnås troværdige 
måleresultater til at udtrykke klient-server forholdet. 
For at besvare disse spørgsmål, tages der udgangspunkt i den naturvidenskabelige 
fremgangsmetode.  Et litterært studie underbygger opstillingen af arbejdsfordelingen i 
klient-server forholdet, der eksemplificeres igennem scenarier og hypotetiske løsninger. 
Løsningerne opstilles som matematiske modeller og eksemplificeres herefter igennem 
forsøg.  
Til forsøget udvikles der asynkrone applikationer, der vægter databehandlingen af talrækker 
imellem klient og server. Udviklingen foregår igennem kontinuerlige observationer og 
revideringer. Til sidst gennemgår applikationerne en række grundige målinger. 
Ud fra forsøgene bliver måleresultaterne diskuteret med henblik på be- eller afkræftelse af 
de opstillede matematiske modeller og tilhørende antagelser. Gennem en refleksion over 
projektforløbet diskuteres berettigelsen i valget af metodetilgang. 
Det bliver ikke påvist, hvorledes man kan fordele arbejdet imellem klient og server. Der 
bliver igennem det eksperimentelle arbejde vist, med visse forbehold, at resultaterne passer 
med de opstillede modeller. Ligeledes bliver der igennem projektet opnået erfaring med den 
naturvidenskabelige metode, og stiftet erfaringer med modeller og relevant teori indenfor 
denne problemstilling. 
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Abstract 
This project attempts to cover how to distribute the work between client and server in 
asynchronous web applications. Also sought after is whether it is possible, by means of 
simplified mathematic models and experiments, to obtain credible recorded values to 
express the client-server relations 
To answer these questions the basis of scientific method procedure has been chosen. A 
literary study substantiates the setup of work distribution in the client-server relations, 
which is exemplified through scenarios and hypothetical solutions. The solutions are 
assembled as mathematical models and exemplified through a set of tests. 
The tests consist of a set of developed asynchronous applications, which weighs the data 
handling of a sequence of numbers between client and server differently. The progress of 
development will happen through continuous observations and revisions. When complete, 
the applications will be subjected to a procession of rigorous testing. 
From the test results a discussion will take place to validate the assembled mathematical 
models and associated assumptions. Through a reflection of the project process a discussion 
of the methodic procedure will incur to debate justification of the chosen method. 
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Forord 
Rapporten er udarbejdet i foråret 2007. Projektet giver 15 ECTS-point og gælder som både 
anden- og fjerdesemesterprojekt på det Naturvidenskabelige Basisstudium på Roskilde 
Universitetscenter grundet projektgruppens sammensætning. Hovedformålet med projektet 
er at undersøge arbejdsfordelingen mellem klient* og server* i asynkrone webapplikationer*. 
Endvidere er formålet at klarlægge om der ved opstilling simple modeller for klient-server 
kommunikation kan opnå troværdige måleresultater til at udtrykke arbejdsfordelingen. 
Tilgangen til projektet med udgangspunkt i semesterbindingen for andet semester lægger 
op at til erfaring med modeller, teorier og eksperimenter i naturvidenskab. 
I forbindelse med projektet vil vi meget gerne sige tak til vores vejleder Morten Rhiger, 
Lektor (Kommunikation, Virksomhed og Informationsteknologier) for nogle gode 
diskussioner samt støtte, når vi kom med vores ideer og problemstillinger.  
 
Roskilde, den 30. maj 2007 
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Læsevejledning 
Denne rapport er skrevet af fire studerende fra det naturvidenskabelige basisstudie ved 
Roskilde Universitet. 
Undervejs i opgaven optræder mange udtryk der kan forstås forskelligt alt efter hvilken 
datalogisk baggrund læseren har. For at opnå den største fællesforståelse for tvetydige eller 
ukendte termer findes der bagerst i rapporten en ordliste. denne uddyber hvad der menes 
når det pågældende begreb benyttes i sammenhæng med denne rapport. Der vil optræde en 
asteriks (*)  når et ord er muligt at finde i ordlisten.  
Udover dette vil der også refereres til kilder inde i teksten på følgende form: (Forfatter,note 
årstal) Noten er til for at skelne mellem tekster fra samme instans, være det forfatter, 
organisation, interessegruppe eller internetside. Der refereres direkte til en litteraturliste, 
som vil være at finde i slutningen af rapporten. 
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1 Indledning 
Internettets fortsatte udvikling forlanger (O'Reilly 2005) mere dynamiske*, intelligente og 
fleksible webapplikationer, alt imens den klassiske webapplikation er begyndt at briste, 
under belastningen af den tiltagende kompleksitet webbaserede services kræver. Internettet 
er for øjeblikket ved at undergå en række forandringer, idet browser* teknologier er blevet 
presset ud over grænserne for hvad de originalt blev designet til og realistisk kan opnå. 
Ønskerne for webapplikationernes funktionalitet begynder at minde mere om den 
interaktion, der er at finde i desktopapplikationer*. Her er forskellen imellem 
desktopapplikationer og webapplikationer bemærkelsesværdig. Hvor desktopapplikationen, 
der kører lokalt i et lukket miljø på en computer, byder på en langt mere interaktiv og rig 
brugerflade, giver webapplikationen oftest en statisk* oplevelse. 
Tekstbehandlingsprogrammet dette er skrevet i, kan interageres med på flere måder, input 
bliver behandlet i realtid, knapper lyser op, tekst ændrer sig, data bliver omorganiseret med 
træk og slip og programmet giver øjeblikkelig feedback. Det hele bliver gemt i den lokale 
computers hukommelse og kan hurtigt hentes frem. Den traditionelle webapplikation køres 
igennem en klient, et program der skal kommunikere med en anden uafhængig proces, 
typisk kørende på en server. Interaktionen er markant anderledes, input bliver sjældent 
behandlet i realtid og den direkte feedback er erstattet af diskontinuert præsentation af 
data. Kommunikation over et netværk er, til forskel fra et lukket miljø, langsomt og 
upålideligt, webapplikationer er derfor begrænset af den data, der skal udveksles imellem 
klient og server og måden hvorpå dette arbejde skal fordeles. 
2 Problemstilling 
Indenfor de sidste par år er nye metoder til udvikling af webapplikationer kommet frem og 
en bølge af nye applikationer har set dagens lys. Disse applikationer er specielt kendetegnet 
ved at være dynamiske og klientbaseret. Populært bliver denne udvikling dækket under 
udtrykket ”Web 2.0” (O'Reilly 2005), en løs betegnelse der dækker over fremtoningen af 
brugervenlige, emnespecifikke og oftest socialt drevene webapplikationer1. Flere teknologier 
står i spidsen for denne udvikling. Ajax (Asynkron JavaScript* & XML*) er et relativt nyt navn, 
døbt af Jesse James Garrett i artiklen ”A New Approach to Web Applications” (Garrett 2005) i 
2005. Ajax er blot en trendy benævnelse for en række allerede eksisterende teknologier og 
dækker i midlertidigt over et ubenyttet potentiale i moderne web browsere. Den tidligere 
statiske struktur erstattes af en anden vægtning af klient-server forholdet. Hvor traditionelle 
webapplikationer lagde arbejdsopgaven hos serverne i en diskontinuert proces, bliver mere 
af applikationen nu klientbaseret. Brugen af objektet ”XMLHttpRequest” kan nu asynkront 
kontakte serveren og modtage data, mens klienten foretager sig andre opgaver uforstyrret. 
Dette resulterer naturligvis i forhøjet interaktion, og åbner for helt nye applikations 
muligheder. Mens virksomheder som Google2 forsøger sig med potentialet i de 
                                              
1 www.youtube.com , www.digg.com , www.wikipedia.org etc. 
2 www.google.com 
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desktoplignende webapplikationer (gmail3 & googlemaps4) rejser brugen af Ajax nogle 
interessante muligheder, når det kommer til fordelingen af arbejdet i klient-server forholdet. 
Asynkrone webapplikationer kræver en dekonstruktion af mange gamle antagelser og 
ændrer den grundlæggende måde en webapplikation kan konstrueres på. Asynkrone 
webapplikationer er et forholdsvist ungt emne indenfor datalogi, hvilket i midlertidigt gør 
det interessant at undersøge forskellige måder at løse relaterede scenarier. Med et skift i 
mulighederne for arbejdsfordeling imellem klient og server, afdækkes potentialet for en 
omstrukturering af applikationerne og der kan dannes grundlag for en undersøgelse af 
forskellige måder at fordele arbejdet i klient-server forholdet. Hvordan vil forskellig 
vægtning i udførelsen af overførsel og databehandling imellem klient og server påvirke 
ressourceforbruget? Kan man overhovedet igennem en naturvidenskabelig metodetilgang 
måle på dette forhold i et system der antagelsesvis er fuld af ukontrollerbare faktorer? 
3 Problemformulering 
Hvordan fordeler man arbejdet imellem klient og server i asynkrone webapplikationer? Kan 
man ved at opstille simple modeller for klient-server kommunikation opnå troværdige 
måleresultater til at udtrykke arbejdsfordelingen? 
4 Semesterbinding 
Projektarbejdet på fjerde semester af den Naturvidenskabelige Basisuddannelse indebærer 
ikke en selvstændig semesterbinding. De studerende vælger selv hvilken af de foregående 
tre semesterbindinger projektet skal benytte. Dette projekt er udarbejdet efter den metode 
som semesterbindingen for andet semester lægger op til. Baggrunden for dette valg er 
blandt andet, at et medlem af gruppen er på andet semester og skal opfylde krav derefter. 
Desuden ligger semesterbinding naturligt op projektets målsætning og problemstilling.  
Semesterbindingen på andet semester lyder som følger: 
Modeller, teorier og eksperimenter i naturvidenskab: Formålet med projektet i andet 
semester er, at de studerende gennem arbejdet med et repræsentativt eksempel får erfaring 
med grundvidenskabelige problemstillinger indenfor naturvidenskaberne. 
Formålet med andet semester er at tilegne sig viden gennem konkretiseringen af teori til 
modeller og videre til forsøg. Dette projekt er udarbejdet efter denne metode og beskriver 
derfor processen at nå fra teori til praktisk arbejde.  
Som vores problemformulering også beskriver, opfyldes denne semesterbinding ved at 
tilegne viden gennem udarbejdelse af en række matematiske modeller, som efterprøves 
eksperimentelt og efterfølgende vurderes.  
                                              
3 www.gmail.com 
4 www.maps.google.com 
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Desuden er det muligt at opnå det eksperimentelle kryds som er obligatorisk på 
basisuddannelsen. 
5 Metode 
For at besvare problemformuleringen tages der udgangspunkt i den naturvidenskabelige 
metode til at undersøge problemstillinger eksperimentelt. Vi vil gennem et litteraturstudie af 
Asynkron JavaScript & XML opnå viden til, at opsætte hypoteser om klient-serverforholdet 
med hensyn til dataudvekslingen og brugen af ressourcer i asynkrone applikationer. 
Hypoteserne vil blive repræsenteret i form af matematiske modeller og anskueliggøres ved, 
at se på tidsforbruget over en varierende størrelse i datamængden.  
Modellerne og hypoteserne søges efterprøvet gennem eksperimentelle forsøg der designes 
og udvikles specifikt til formålet. Forsøgene designes og egenudvikles med samme fokus 
som modellerne angiver. 
Gennem en analyse og vurdering af forsøgsdata beskrives forsøgenes kvalitative træk og 
sammenholdes med de matematiske modeller. Endvidere analyseres og vurderes det, om 
modellerne giver et repræsentativt billede for de aktuelle forsøg samt modellernes validitet.  
For at øge forståelsen af egenskaberne ved asynkron interaktion og Asynkron JavaScript & 
XML, redegøres der gennem et litteraturstudie for forskellen i serverbelastning i forhold til 
traditionelle webapplikationer og hvordan klientdrevent scripts kommunikerer med 
serveren. Endvidere redegøres der for de teknologier, der ligger til grund for asynkron 
interaktion og de teknologier som benyttes ved Asynkron JavaScript & XML. 
6 Målgruppe 
Denne rapport henvender sig til en bred række af IT kyndige. De teknologier der ligger til 
grund for de nye dynamiske web-applikationer er spredt ud over en række discipliner. 
Professionelle udviklere med en datalogisk baggrund og flere års erfaring, eller 
professionelle kreative, som er rykket fra grafisk design til webdesign nærmer sig emnet fra 
forskellige vinkler. De fleste der udvikler applikationer til Internettet, eller på anden måde 
beskæftiger sig med online indhold, vil have en reel interesse for asynkrone 
webapplikationer og eventuelle problemstillinger vedrørende den udvikling der finder sted. 
Derfor vil de teoretiske afsnit afspejle en grundlæggende gennemgang af begreber og nye 
anskuelser. Fordi IT professionelles indgangsvinkel til emnet er så forskellige, vil teorien og 
den videre analyse forsøge at balancere imellem en teknisk formidling til gavn for både 
server-side* arkitekter og front-end* udviklere. Hertil vil ordlister og tilløbende uddybelser 
blive præsenteret for læsere med anden baggrund. 
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7 Teori 
I dette afsnit vil der blive belyst en række forskellige teorier, disse er nødvendige for at få en 
forståelse for hvad de senere matematiske modeller bygger på. Der vil i afsnittet blive set på 
først traditionelle og herefter asynkrone webapplikationer. Efterfølgende vil der blive talt om 
definitionen af klient og server, og hvad disses funktioner er. Efter klarlæggelse af forskellen 
på klient og server, vil de underliggende teknologier til Ajax blive introduceret. Denne teori 
danner senere grundlag for diskussion af resultater. 
7.1 Traditionelle webapplikationer 
En webapplikation er en applikation der afvikles over Internettet oftest igennem en browser. 
Webapplikationer og deres kunnen har udviklet sig meget igennem tiden, de varierer i 
størrelse og kompleksitet og kommer i mange former, lige fra personlige blogs til store 
søgemaskiner. Begrebet ”traditionelle webapplikationer” som optræder flere steder i denne 
opgave, dækker over et utal af forskellige websites der i en simplificeret forstand har det til 
fælles at de er underlagt synkron interaktion.  
Synkron interaktion har i mange (Pritchett 2007) år været en naturlig del af Internettet og 
brugen af webapplikationer. Webapplikationers originale intentioner var at vise 
forskningsdokumenter(Raggett 1998), der igennem hyperlinks* kunne forbindes. Altså når 
man interagerede med webapplikationen ved at klikke på et link, ville man kort miste 
kontinuiteten i oplevelsen imens serveren hentede det ønskede dokument frem. Mange år 
efter er, traditionelle webapplikationer, uanset kompleksitet, stadig underlagt dette design. 
Muligheden for at udfylde et skema, eller form, er en meget basal(W3 Schools,forms 2007) 
funktion i webapplikationer. En traditionel webapplikation vil sende et tomt skema til 
klienten, vente på skemaet kommer tilbage og hvis der er fejl et sted i det udfyldte skema, 
sende et nyt tomt tilbage.  
Denne form for synkron interaktion mellem server og klient kaldes ofte for page-to-page 
modellen.  
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Figur 1. Viser page-to-page modellen. Hver gang der står "vent" vil brugeren* miste 
overblikket over webapplikationen før en ny side bliver præsenteret. 
Figur 1 illustrerer hvordan brugeren under page-to-page modellen mister overblikket over 
sit skærmbillede hver gang der interageres med webapplikationen. Ud over de mange 
kommunikative hæmninger denne form for interaktion volder, har dette også en  virkning på 
ressourceforbruget hos klienten og serveren. Meget overflødigt data bliver sendt ved at 
genindlæse sider, eller sende forkert udfyldte formularer tilbage til brugeren. Den statiske 
synkrone interaktion i traditionelle webapplikationer er hverken fordelagtigt for brugeren og 
i mange tilfælde for serveren.  
Traditionelle webapplikationer er dog, som der senere vil blive beskrevet, et generaliseret 
udtryk der i denne opgave har til formål at illustrere forskellen på synkron og asynkron 
interaktion og derved motivere de asynkrone webapplikationer. 
7.2 Desktop- kontra webapplikationer 
Desktopapplikationer er programmer der kører lokalt i et lukket miljø på en computer. 
Desktop- og webapplikationer er to komplet forskellige applikationstyper, de er af helt 
forskellig natur og har helt forskellige midler at arbejde med. Dog har udviklingen af mere 
fleksible og dynamiske webapplikationer skubbet ved tanken om sammensmeltning5 af de to 
typer. Det er I midlertidigt vigtigt at forstå forskellene på disse typer for at se motivationen 
bag dette, og underbygge incitamentet for asynkrone webapplikationer. 
En webapplikation kan eksempelvis give brugeren en form. Brugeren udfylder denne og 
sender den tilbage til serveren. Serveren vil tjekke om alt er udfyldt korrekt og uanset 
resultatet vil klienten få en anden side tilbage med noget nyt indhold. Den type interaktion 
                                              
5http://www.google.com/calendar/ http://www.gmail.com 
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er dog en smule forældet og webapplikationer virker sjældent så træge at interagere med. 
Dog er det rent principielt den måde rigtig meget brugerinteraktion foregår på. Selv i meget 
komplekse webapplikationer vil dette betyde at page-to-page modellen og latens* spiller en 
rolle for brugeroplevelsen. 
Latens er forsinkelse eller responstid mellem server og klient. Geografisk placering har 
ingen betydning(Dykstra 2000), men snarer netværket som den forespurgte data skal 
igennem. Det er struktur og opbygning af netværket, som betyder noget mht. tiden det tager 
at overføre data. 
Desktopapplikationer, har slet ikke denne begrænsning i samme grad. Desktopapplikationer 
får ofte tildelt større ressourcer i forhold til applikationer, som skal kommunikere over et 
netværk. Et af desktopapplikationers  fordele er muligheden for hurtigt svar på brugerens 
input. Det er ikke alene praktisk, men det forbedrer også brugerens oplevelse af softwaren. 
Et klassisk eksempel på dette kan være programmet denne tekst er skrevet i, programmet 
som forsiden er tegnet i eller styresystemet det hele kører oven på. Når man kører musen 
over noget er det meget muligt at det skifter farve, og når man trykker sig igennem mapper 
og menuer sker det uden forsinkelse.  
Den traditionelle webapplikation mangler alle disse egenskaber, fordi serveren skal sende en 
helt ny side hver gang klienten beder om at få lavet noget om. Dette kan, som beskrevet i 
tidligere afsnit, i nogle tilfælde skabe unødig trafik, og vil på mange brugere virke utroligt 
frustrerende at deres side forsvinder et par sekunder, hver gang de trykker på noget. Dette 
sker fordi traditionelle webapplikationer blev bygget omkring en synkron struktur mellem 
server og klient. Det betyder at en brugersession, eller et onlineforløb, kan ses som en stak 
objekter ovenpå hinanden. Man kan ikke lægge en ny sten før den foregående er lagt. Det 
betyder at hver gang klienten vil se noget nyt, kan det ikke ske før serveren er færdig med 
sin nuværende opgave, hvilket vil være at sende den nye side med mulig overflødig data. Et 
godt eksempel, på noget som man kan risikere at skulle hente flere gange, er grafik. Server 
og klient skiftes til at sende hinanden data. Der er ingen tvivl om at denne struktur virker 
ganske udmærket i et system med ubegrænsede ressourcer og ingen ventetid mellem klient 
og server. Det er dog ikke tilfældet i webapplikationer.  
Det er vigtigt at forstå at det specielt er dette punkt at desktop- og webapplikationer i lang 
tid har været adskilte. Det er svært at forestille sig et computersystem hvor alting skal 
foregå i forlængelse af hinanden, multitasking ikke kan finde sted og hvor processer ikke 
kan op- og nedprioriteres. Desktopapplikationer bliver nemlig håndteret i en asynkron 
struktur, som gør det muligt at fordele ressourcer til flere opgaver på én gang. Det er muligt 
fordi man  har meget regnekraft til rådighed i et lukket miljø, dette er ikke tilfældet med 
webapplikationer. Hvis ideen om at skrivebords- og netværksapplikationer en dag skal 
smelte sammen, er det derfor et mål at få gjort netværksapplikationer asynkrone. 
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7.3 Asynkron interaktion 
Den umiddelbare store forskel mellem desktopapplikationer og traditionelle 
webapplikationer, som beskrevet i forrige afsnit, er applikationens latens og dermed den 
levende oplevelse af applikationens brugerflade og brugerinteraktion. På det tekniske plan 
er det kommunikationsformen mellem data-giver, klienten, og data-behandleren som er 
computerens CPU* og hukommelse eller serveren for henholdsvis desktopapplikationen eller 
den traditionelle webapplikation.  
De traditionelle webapplikationer kommunikerer synkront mellem klient og server mens 
desktopapplikationerne kommunikerer asynkront mellem selve applikationen (klienten) og 
computerens CPU og hukommelse (serveren). For bedre at kunne forstå hvordan synkron og 
asynkron kommunikation giver anledning til latens, kan det illustreres ved et eksempel fra 
hverdagen.  
Figur 2 viser et sekvensdiagram over et synkront request-response* handlingsforløb 
illustreret ved et klassisk morgenrutine. Hver morgen skal en far vække sin søn for at barnet 
kan komme i skole. I et synkront forløb vil faderen ikke kunne foretage sig andre ting førend 
barnet langsomt er vågnet og giver et svar tilbage om at være vågen. Først derefter kan 
faderen fortsætte sin morgenrutine som indebærer at gøre morgenmaden klar og smøre 
frokostmadpakken til sin søn. På figuren illustrerer det markerede felt den periode hvor 
faderen venter på sønnens svar på at være vågen. I den periode kan faderen ikke foretage 
sig andet imens. Dette illustrerer svagheden ved en synkron webapplikation som kan føre til 
yderligere latens idet at klienten ikke kan afsende en ny forespørgsel førend der er givet 
svar på den forrige forespørgsel. 
 
Figur 2. Sekvensdiagram over en morgenrutine der foregår synkront: Tiden aflæses vertikalt 
og det farvede område illustrerer den periode hvor faderen er blokeret for yderligere input. 
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Figur 3 viser et asynkront handlingsforløb over samme scenarie som ved Figur 2 og viser en 
tydelig forskel i længden på den periode hvori faderen ikke kan foretage sig andre ting. Børn 
minder en del om server-side processer ved begge at være langsomme om at vågne. Ved at 
følge en asynkron kommunikationsform mellem far og søn, og såfremt sønnen er i stand til 
at give et hurtigt svar i form af ”ja, jeg skal nok vågne”, vil faderen spare ventetid og have 
mulighed for at foretage sig andre ting. I tekniske termer ændres request-response 
handlingsforløbet sådan ved an asynkron kommunikation, at klientens forespørgsler ses 
som værende hinanden uafhængige processer og ikke behøver at blive behandlet i en 
kronologisk rækkefølge. Det hurtige svar om at forespørgslen er modtaget (”ja, jeg skal nok 
vågne”) og behandlingen i baggrunden gør, at den periode hvor webapplikationen ikke er i 
stand til at modtage nye forespørgsler reduceres betydeligt. 
 
Figur 3. Sekvensdiagram over en morgenrutine der foregår asynkront: Følges en asynkron 
morgenrutine, er faderen i stand til at forberede morgenmaden og smøre frokostmadpakken 
mens sønnen vågner. 
Løsningen på at give webapplikationer den samme egenskab i kommunikationsformen synes 
at være simpel ved blot at lade dette foregå asynkront mellem klient og server. Dette er dog 
ikke ligetil idet applikationsprotokollen http (Ragget 1998)  , som benyttes til at transmittere 
forespørgslerne, er en envejs-protokol (request-response). Dette vil sige at klienten kan 
tage kontakt til serveren og bede om response, men serveren kan ikke starte 
kommunikationen og ej heller skelne eller huske mellem klienten fra en forespørgsel og 
andre forespørgsler.  
Den manglende egenskab til ikke at kunne skelne mellem klientens forespørgsler fra 
hinanden har man siden løst ved at implementere server-session* på applikationsserveren 
som det kendes fra moderne programmeringssprog som PHP, ASP og .NET. HTTP protokollen 
giver dog ikke nogen løsning på en asynkron kommunikationsform mellem klient og server 
og de førnævnte moderne programmeringssprog er heller ikke i stand til at udfylde den 
manglende egenskab. 
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Muligheden for at kommunikere asynkront mellem klient og server og samtidig give 
webapplikationer muligheden for at tilnærme sig desktopapplikationernes lave latens samt 
levende oplevelse af applikationens brugerflade og brugerinteraktion skulle ikke findes ved 
at designe et nyt programmeringssprog. I stedet kom løsningen fra et andet velkendt 
letvægtsprogrammeringssprog kaldet JavaScript. JavaScript havde hidtil været henkastet til 
at være et simpelt værktøj næsten udelukkende til at fremstille billige og ubrugelige 
advarsels popup-vinduer og bannerrotationer, men begyndte i det små at blive anerkendt 
som et seriøst programmeringssprog. 
7.4 Asynkron-lignende webapplikationer og Ajax 
applikationer 
Asynkrone webapplikationer blev ikke opfundet på en nat, mange webudviklere fra 
forskellige miljøer, har hver især valgt at løse de associerede problemer på forskellige 
måder. Google var en af de første til at adoptere asynkrone webapplikationer, med deres 
Gmail og Googlemaps. På dette tidspunkt fandtes der i midlertidigt ingen bestemt standard 
for asynkrone webapplikationer, men snarer en række af hacks* der på forskelligt vis fik 
arbejdet gjort. Den 18. februar, 2005 navngav Jesse James Garrett6 en række teknologier, der 
muliggjorde asynkrone webapplikationer. Han kaldte det for ”Asynkron JavaScript og XML”, 
populært refereret til som Ajax. Ved at navngive og definere Ajax, blev det muligt at få 
indført et tankesæt for folk der ønskede at udvikle et asynkront klient-server forhold. Ajax 
handler ikke så meget om at lave nogle teknologiske nyskabelser, men derimod om at få 
indarbejdet et nyt tankesæt hos webudviklere igennem brugen af allerede eksisterende 
teknologier. Et af problemerne ved tilblivelsen af Ajax, er at navnet er blevet hæftet på ”den 
nye generation” af webapplikationer. Derfor har navnet også fået en useriøs status i visse 
omgangskredse. Dette skyldes bl.a. at definitionen af Ajax er meget abstrakt, og derfor også 
let tillagt mange webapplikationer (Baekdal 2006) . I 2006 kom bogen ”Ajax in Action”, og her 
er der beskrevet fire principper (Crane et al. 2006), der skulle medvirke til at kunne sortere 
mellem seriøse og mindre seriøse Ajax applikationer. 
                                              
6 Chef for ”Adaptive Path” 
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7.5 De 4 principper i Ajax 
For at begynde at udvikle webapplikationer, der er kvalificeret til den tankegang der ligger 
bag ved asynkron JavaScript og XML teknologierne, er der fire principper man skal forstå. 
Disse principper kan nogle gange virke lidt flyvske, men det er ikke desto mindre dem der er 
med til at adskille seriøse ”asynkron JavaScript og XML” applikationer, fra de useriøse. 
Principperne er som følgende: 
1. 
Browseren udbyder en applikation og ikke indhold. I traditionelle webapplikationer er det 
sådan at, for hver gang man klikker på et link, bliver der sendt et nyt dokument fra serveren. 
Browseren på ens computer er således en fortolker og fremviser af hvad serveren har sendt 
af data. Et klassisk eksempel kunne være når man sletter en mail på en traditionel webmail, 
her bliver hele det gamle dokument slettet, og et nyt hentet tilbage fra serveren. Ved 
derimod at bruge asynkron JavaScript og xml, kan man tillade sig at rykke noget af serverens 
logik over til klienten, og dermed arbejdet med. Dette gør at eksempelvis ved en slettet mail, 
kunne listen blive opdateret uden at hele det fremviste indhold skal tjekkes for opdateringer. 
Ved login systemer kan asynkrone webapplikationer også have en række fordele, 
eksempelvis er det det samme dokument man bruger fra login start, til logout slut. 
Undervejs vurdere den lokale logik således om der er brug for at hente data fra serveren, 
eller om det er noget der løses lokalt. Denne system opbygning leder os hen til næste princip 
for Ajax. 
2. 
Serveren skal levere relevant data, ikke indhold! Som tidligere sagt med traditionelle 
webapplikationer er det sådan at der bliver sendt et nyt dokument, hver gang der sendes 
forespørgsel til serveren. Dette resultere i at der både kommer relevant data, og irrelevant 
data over netværket. En servers opgave er ikke at sende alt muligt data, men derimod kun 
relevant data. Ved et typisk login på et brugersite vil der være   en jævn datastrøm (Crane et 
al 2006) over en hele sessionen, fra start til slut. Ser man derimod på en webapplikation hvor 
dele af systemlogikken bliver hentet til klienten, er der her en meget stor datastrøm i 
starten, men efterfølgende er denne meget lille. Afhængigt af hvilken slags webapplikationer 
man bruger kan den ene eller anden løsning være at foretrække. Ved en typisk længere 
varende webapplikation er Ajax næsten altid at foretrække. 
3. 
Bruger interaktionen med applikationen er flydende og uafbrudt. En web browser har som 
standard to input mekanismer, hyperlinks og HTML forms. Links kan ved hjælp af diverse 
teknikker, så som billeder og css blive piftet op, således disse kan blive spændende i deres 
layout. Forms er den anden type af input, og her er der et meget begrænset udbud som 
standard. Der er radio buttons, check boxes, input checkbox og drop-down lists(W3C 2007). 
En ting som redigerbare  gitre er ikke mulige, uden et større arbejde. Disse kan f.eks. bruges 
til at ændre mange felter på en gang. Når der eksempelvis sendes en forespørgsel fra 
klienten, og til en server kan vi risikere at skulle vente i op til et halv eller helt minut. I denne 
periode kan man hverken gøre fra eller til, da man ikke ved hvilke oplysninger der er 
modtaget af serveren. Ved brug af asynkron JavaScript, kan relevant data løbende sendes til 
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serveren, samtidigt med at man laver andre ting. Derved kommer der ikke et ”hul” i 
brugeroplevelsen. 
4. 
Dette er reel kodning, og kræver disciplin herefter. Igennem traditionelle webapplikationer 
har JavaScript, som tidligere nævnt, fået et dårligt ry bl.a pga. det ofte bliver brugt til at få 
opmærksomhed i forskellige typer af reklamer. Den kode der skal skrives til Ajax 
applikationer skal være struktureret, dette skal bl.a. gøres for at applikationen er lettere at 
vedligeholde og udvikle i. 
7.6 Klient-server dynamik 
Det er i denne opgave vigtigt at få fastslået hvad der menes med klient og server. Når man 
taler om webapplikationer kan man snakke om klient-server dynamik.  Nedenfor følger 
nogle afsnit omkring disse begreber, og en uddybende forklaring af klient-server dynamik, 
og hvorfor denne er så vigtig. 
7.6.1 Server 
7.6.1.1 Definition af server 
Afhængigt af hvilke situationer man arbejder med ordet server, kan betydningen være 
forskellig, og serveren have forskellige funktioner. I forbindelse med denne projektrapport 
vil der være tale om en bestemt type af server når denne omtales. Server er i denne 
sammenhæng altid en del af et netværk, den har data og den kører en applikation som gør 
denne data tilgængelig for andre enheder på netværket.  
Serveren kan være delt op i flere ”lag” som forbedrer mængden af data der strømmer 
igennem netværket, dette beskrives nærmere senere.  
 
Figur 4. Server: En server repræsenteret ved en enhed beståede af tre lag. Det øverste lag 
kommunikerer med resten af netværket og udveksling af data med andre enheder sker 
gennem et fortolkningslag. 
De første iagttagelser af en server i et netværk, begyndte ca. i midten af 80’erne hvor PC’en 
blev introduceret(Held 2005). Det er dog siden de første store mainframes, at computere og 
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disse har haft et klient-server lignende forhold, hvor nogle enheder gemte data mens andre 
hentede det.  
7.6.1.2 Flerlags arkitektur 
Helt basalt set kan interaktion betragtes mellem klient og server således, klienten sender en 
forespørgsel til server som efterfølgende returnere nogle data til klienten. Dette er dog 
sjældent den faktiske proces og der er I de fleste tilfælde flere processer på både serveren 
og klienten. Fri adgang fra klienten til at kommunikere direkte med serveren vil være en 2 
lags netværksarkitektur(Held 2007). I denne model er der ingen kontrollerende lag for 
serveren således at denne hurtigt kunne blive overbelastet ved flere klienter. Betydningen af 
disse lag beskrives nærmere senere. 
I et trelagsnetværk vil der eksistere et mellemled i kommunikationen mellem server og 
klient. Det nye mellemled vil typisk være en form for miniserver som afhjælper noget af 
arbejdet fra serveren. Dette kunne eksempelvis være oprettelse af køer og begrænsning af 
samtidigt tilsluttede klienter. Sammenlignes dette 3 lags netværksarkitektur(Held 2005) med 
Ajax, ville en del af mellemledet være applikationen der køres på klienten. Denne behandler 
en del data fra klientens side som ikke bliver videresendt til serveren. Ser man på dette 
mellemled i større netværk kan dette også være selvstændige maskiner på netværket. 
 
Figur 5. Netværksarkitektur i flere lag: For at klienten kan få ad gang til serveren skal den 
igennem en række sorteringslag, som styrer netværkstrafikken. 
7.6.1.3 Serverbelastning 
Tidligere i afsnittet er det blevet fastlagt at en server består af en applikation til betjening af 
netværkets klienter, og en computer med en lagerenhed. Serveren kan, og er, som regel delt 
op i flere lag for at kunne optimere systemets udnyttelse så som datagennemstrømning. En 
server kan eksempelvis være optimeret til at sende store mængder data af sted til enkelte 
brugere med en høj hastighed, eller have mange klienter som skal bruge små mængder data 
tilsendt løbende. Dette kan ske igennem asynkrone kald fra klienten. En server har, ligesom 
en klient, en begrænset mængde ressourcer til rådighed, denne faktor er vigtig og have med 
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når man taler om flaskehalse og begrænsninger. Dette kan eksempelvis være tilfældet når 
der nogle gange skal laves større regneopgaver på serveren før data kan sendes. En sådan 
operation vil både belaste serverens regnekraft og dens netværksressourcer. Hvis der ikke 
eksisterer mere end 2 lags kommunikation kan der hurtigt opstå en flaskehals hvis ikke 
databehandling styres rigtigt. Dette betyder at når man ser på serverbelastning kan det 
betyde mange ting, en ting er netværksforbindelsen, mens en anden kan være CPU og 
hukommelsesforbrug. 
7.6.2 Klient 
7.6.2.1 Definition 
Som det blev nævnt i definitionen af serveren, er der også med ordet klient en meget 
forskellig definition afhængigt af hvilken situation den bliver nævnt i. I denne rapport er den 
dog defineret som den browser, der kører webapplikationen, etablerer kontakt med serveren 
og sender forespørgsler til denne. Al information kommer fra serveren og bliver 
efterfølgende fortolket og fremvist, dette vil typisk være i et ateliervindue. Browseren 
inkluderet alle lag på brugerens computer er altså kaldet klienten (Held 2005). Ajax er et 
eksempel på flerlags arkitektur hos klienten. Det ”øverste” lag i forhold til brugeren, er 
brugergrænsefladen, nedenunder er der al dataoverførslen bestående af de asynkrone kald 
og behandling af data.  
 
Figur 6. Klient i flere lag: Et eksempel på en klient delt op tre lag. Al ekstern trafik skal tolkes 
i et mellemlag før det vises til brugeren. 
Der kan sagtens være flere klienter på samme maskine i form af forskellige browsere etc. 
15 
Te
or
i 
Asynkron JavaScript & XML 
4. Semesterprojekt, Naturvidenskabelig Basis, Hus 13.1, Gruppe 10 
 
  
7.6.3 Udviklingen i klient-server forhold 
Tidligere har dette teoretiske kapitel været inde på traditionelle webapplikationer, som har 
taget udgangspunkt i page-to-page modellen. Dette er dog ikke at sammenligne med de 
første filoverførsler. Før udviklingen af HTTP og HTML eksisterede der ikke noget der hed 
egentlig browsing(Raggett 1998) og man skulle kende hele adressen på noget data, hvis man 
ønskede at få adgang til dette. Med udviklingen af HTTP og HTML blev det muligt at pege på 
andet data end det man havde åbent i forvejen, altså en række andre netværks tilknyttede 
data. Det var nu muligt at følge links rundt i forskellige dokumenter og dermed blev det 
muligt at bevæge sig fra adresse til adresse i et stort netværk af de forhenværende 
enkeltstående adresser.  
Med udviklingen af flerlags netværksarkitektur har det kunne lade sig gøre at forbedre 
browsere og servere med henblik på flere samtidige forbindelser. I første omgang har det 
betydet en optimering af netværkstrafik fordi man eksempelvis kan dedikere lag af en server 
til at sortere forespørgsler fra klienter.  Udvikling på både server- og klientside har ført til 
brug af udvidelser som eksempelvis JavaScript til asynkrone kald. 
For dynamikken mellem server og klient har dette betydet at man bevæger sig væk fra en 
model hvor klienten modtager de samme data flere gange, og serveren ligeledes sender de 
samme data flere gange. Klienten får mulighed for at kontakte serveren med små 
forespørgsler som ikke kræver en komplet opdatering af den data brugeren allerede har 
adgang til. Klienten og serveren har altså mulighed for at kommunikere uafhængigt af 
brugerens input. Klienten og serveren er stadig defineret på samme måde, som to vidt 
forskellige enheder, men brugen af asynkrone kald åbner op for en masse muligheder mht. 
optimering og specialisering af netværkstrafik.  
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7.7 Ajax applikationen og de underliggende 
teknologier 
Ajax er som beskrevet ikke en enkelt teknologi, men derimod en sammensætning af 4 
underliggende teknologier der komplimenterer hinanden. JavaScript er limen der holder 
applikationen sammen. Brugerfladen bliver manipuleret og asynkront genindlæst ved brug af 
JavaScript igennem manipulationen af HTML og Document Object Model (DOM*). Her kan 
indhold og layout kontinuerligt blive reorganiseret igennem brugerens interaktion. 
Cascading Style Sheets leverer et gennemgående visuelt udtryk der dynamisk kan tilføjes 
elementer og adskiller indhold fra udseende. Asynkrone kald sker igennem XML og objektet 
XMLHttpRequest der asynkront kommunikerer med serveren og opsamler returnerede kald 
imens brugeren benytter applikationen. 
FIGUR XX illustrerer sammenhængen imellem de 4 grundpiller i Ajax applikationer. Herunder 
følger en gennemgang af de enkelte teknologier og deres respektive tilknytning til Ajax. 
 
Figur 7. Ajax applikationen: de underliggende teknologier; JavaScript, CSS,XMLHttpRequest & 
HTML + DOM. 
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7.7.1 HTML + DOM 
HTML står for HyperText Markup* Language og er en videreudvikling af SGML7 specialiseret 
til at gøre brug af linking mellem dokumenter andre steder end den lokale maskine. Tilbage i 
starten af 90erne blev http udviklet. HTTP8 står for HyperText Transfer Protocol og og er den 
protokol som bruges til overførsel af dokumenter skrevet i HTML. Uden HTTP ville det ikke 
være muligt at bruge HTML mellem klienter og servere. 
HTML er i dag det mest udbredte markup sprog der findes, til opsætningen af websites. Det 
er hvad der af mange, kaldes for modersproget til internettet som det kendes i dag. Den 
første publicerede beskrivelse af HTML stammer fra 1993, skønt en eksperimentering med 
forskellige markup tags* havde eksisteret i mange år før. Det var dog først i 1995 der kom 
en fælles standard for HTML kaldet HTML 2.0.(Berners-Lee et al 1995) 
HTML er ikke som mange tror, et programmeringssprog, men som navnet siger et markup 
sprog. Dets oprindelige funktion var at lave en simpel fremvisning, af en række data der så 
efterfølgende kunne læses af andre på en overskuelig måde. Med de senere standarder 
indenfor HTML, er der kommet flere funktioner til. En svaghed ved HTML er dog dets 
begrænsede muligheder for interaktion. Der er ikke nogen løbende udveksling af data med 
serveren, det er først når brugeren klikker på et link, eller sender en form. Dette skyldes at 
HTML kører efter page-to-page modellen. 
Den nyeste HTML standard er dateret til 1999, og har versions nummeret ”4.01”(Ragget et al 
1999).  
HTML og standarder har altid været et omdiskuteret emne, da der har eksisteret flere 
forskellige former for ”uofficielle” standarder, afhængigt af browser, marquee er et berømt 
eksempel. Microsoft implementerede på et tidspunkt marquee tagget i deres browser, der 
gør at noget tekst bevæger sig fra højre mod venstre. Dette er andre større browsere siden 
hen blevet nød til at implementere i deres browsere på trods af det ikke er en officiel 
standard. Derfor er der mange der ikke udvikler efter de rigtige W3C (W3C,Publications 2007) 
standarder. Det er et problem, da browsere også fortolker forskelligt (Web Standards 2007), 
og der herved er større risiko for en gruppe brugere får et forkert fortolket layout. 
Xhtml9 1.0 blev introduceret i år 2000 (W3C 2000), det ses af mange som den naturlige 
efterfølger af html og bliver derfor ofte refereret til som html 5.0. Der er dog en række 
basale forskelle, der gør sproget mere stringent. Alle elementer i et dokument skal afsluttes, 
alle tags skal skrives med småt, og deres attributter defineret. De første versioner af Xhtml 
er for mange set en overgang til en meget bedre standardisering indenfor webapplikationer. 
Xhtml større krav til udformning af dokumenter, gør at det skulle være lettere for 
mobiltelefoner, og andre håndholdte enheder at se samme websites som almindelige 
browsere. 
                                              
7 Standard Generalized Mark-up Language. Brugen af tags går igen i HTML. 
8Det er derfor der står http://www.google.com 
9E xtensible HyperText Markup Language 
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Html og dets efterkommer vil i fremtiden forsat have den afgørende rolle som markup sprog, 
og dermed forsat være de standarder man udvikler webapplikationer efter. 
7.7.1.1 DOM 
Document Object Model normalt omtalt som DOM’en, er en række metoder, der gør det 
muligt for programmer og scripts løbende at ændre og opdatere på en html sides indhold. 
Det betyder altså der løbende er muligheder for at blive genereret nyt indhold til et website, 
for derefter at vise dette. Frem til 1998 var der ikke blevet defineret nogen standarder 
indenfor disse metoder. Dette betød ligesom med HTML, at der på et tidspunkt herskede en 
række forskellige metoder afhængigt af browser til at løse de samme problemer. Dette blev 
afhjulpet da disse standarder kom på plads. Der findes en række standarder(Le Hégaret 
2005) indenfor DOM’en en browser kan opfylde, det går fra level 1 til 3, den seneste blev 
fastlagt i år 2004.  
Afhængigt af de metoder den enkelte browser understøtter, kan den opnå en højere 
standards godkendelse. DOMen er essentiel for at teknologier som Ajax overhovedet skulle 
eksistere. Hvis denne ikke var til, ville det ikke være muligt at lave løbende opdateringer af 
forskellige webapplikationer. 
7.7.2 JavaScript 
JavaScript blev udviklet tilbage i 1995, og er i dag et meget anvendt scriptsprog* til web-
applikationer. Det bruges i dag på millioner(W3 Schools 2007) af web sites verden over, og er 
hermed et af de allermest udbredte scriptsprog*. Sproget har naturligvis udviklet sig, og har 
i dag en noget større API* end der var i 1995, og har derfor en masse funktioner at tilbyde. 
JavaScript er hvad man kan kalde en stor ”udvidelse” til html. Det har nogle funktioner der 
ikke er muligt at lave i html, det er eksempelvis popup vinduer, og mange muligheder at lave 
visuelle effekter. En fordel ved JavaScripts udbredelse er at der ikke er behov for plugins 
eller ekstra programmer til at eksekvere det. Alle almene browsere kan bruge JavaScript, der 
kan dog være en række afvigelser, i de forskellige browsere som man skal have sig for øje. 
Derfor er det ikke altid sikkert at nogle bestemte metodekald virker i alle browsere. 
Eksempelvis når der skal bruges ”XMLHttpRequest” skal der her laves et forskelligt kald 
afhængigt af om det er Internet Explorer eller Mozilla Firefox. 
Ved et traditionelt opbygget website i html, kan JavaScript bruges på forskellige måder. Hvis 
man ønsker at lade nogle JavaScripts være klar inden sitet er fuldt hentet skal man skrive 
scriptene inde i ”Head” tagget. Herefter vil de kun blive eksekveret hvis de bliver kaldet, pga. 
af en event på sitet. Hvis man skriver et JavaScript i ”Body” tagget vil scriptet blive 
eksekveret når det er loadet. JavaScript kan bruges til at tilpasse sitet til forskellige 
situationer. Det kunne eksempelvis være at man skulle have vist forskellig tekst afhængigt 
af klokken. Det vises i eksemplet herunder: 
<html> 
<body> 
<script type="text/JavaScript"> 
var d = new Date() 
var time = d.getHours() 
if (time<10 && time>=6) 
{ 
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document.write("<b>God Morgen</b>") 
} 
else if (time>=10 && time<18) 
{ 
document.write("<b>God dag</b>") 
} 
else if (time>=18 && time<24) 
{ 
document.write("<b>God aften</b>") 
} 
else 
{ 
document.write("<b>Godnat</b>") 
} 
</script> 
</body> 
</html> 
 
Her ses et eksempel på hvordan JavaScript går ind og tjekker klokken på klientens computer. 
Efter body tagget, oplyses der om et script, der indledes og afsluttes med henholdsvis 
<script> og </script>. Herimellem er alle de ting der laves i JavaScript, der startes med at 
defineres et objekt d, som er af typen ”Date”. Typen ”Date” har nogle forskellige metoder 
knyttet til sig, den der kaldes er ”getHours”, hvilket giver god mening, da JavaScript her går 
ind på klientens computer, og finder ud af hvilket timeslet det er. Når den har fundet ud af 
det, laver den herefter nogle matematiske sammenligninger, således at hvis timeslettet er 11, 
vil der blive udført de kommandoer under de ligninger der er sande. I det her tilfælde vil der 
blive udskrevet ”God dag”.  Dette er blot en ud af mange funktioner som JavaScript har, der 
ligger mange muligheder i JavaScript som kan udnyttes.  
7.7.3 Cascading Stylesheets 
Som før nævnt var Internettet i midt 90’erne intet mere end en række sammenkædede 
forsknings dokumenter der brugte HTML til elementær formatering og struktur. Men som 
Internettets popularitet steg, begyndte HTML at blive brugt til præsentations formål. I stedet 
for at bruge overskrifts elementer som overskrifter kunne folk finde på at bruge en 
sammensætning af ’font’ og ’bold’ tags til at få den ønskede visuelle effekt. Tables blev nu 
brugt som et layout værktøj i stedet for en metode til at vise data og ’blockquote’ blev bugt 
til at lave whitespace i stedet for at indikere citationer. Der gik ikke lang tid før nettet blev til 
et virvar af ’font’ og ’table’ tags. HTML var tiltænkt som et enkelt og forståeligt markup sprog 
men som webapplikationer efterhånden blev mere i præsentationsform blev koden næsten 
umulig at forstå. En række WYSIWYG* (What you see is what you get) værktøjer kom frem, for 
at håndtere massen af meningsløse tags. Men i stedet for at simplificere tingene, tilføjede 
disse værktøjer oftest deres egen komplicerede markup. Ved årtisundeskiftet var den 
gennemsnitlige webapplikation næsten umulig at redigere i hånden ved frygt for at 
ødelægge koden. 
Med Cascading Style Sheets (CSS) (Budd et al 2006) blev det muligt at kontrollere hvordan en 
webapplikation så ud fra en ekstern kilde. Man fik separeret indhold og præsentations 
aspektet af en applikation. Præsentations tags som ’font’ kunne skrottes, og layout kunne 
styres ved brugen af CSS i stedet for tables. Markup kunne simplificeres igen. 
CSS er i dag en veletableret del af webdesign. Stylesheets tilbyder en centraliseret måde at 
definere kategorier og visuelle stile på som derefter, meget kortfattet, kan tilføjes til 
individuelle elementer på en side. CSS er et vigtigt værktøj da det har varslet en ny og mere 
elegant måde at kode webapplikationer på, det har gjort markup meningsfuldt igen og har 
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vist sig at være en rig værktøjskasse af prædefinerede visuelle udtryk der kan tilføjes til 
elementer dynamisk med et minimum af kode. Og netop denne tilgang har gjort CSS til en 
vigtig del af Ajax applikationen. Hvor CSS i den traditionelle webapplikation er blevet lovprist 
for dets evne til at  definere en stil og genanvende den over et utal af sider, er det den 
dynamiske brug af ID og klasser og deres evne til at manipulere et interface* der har vundet 
CSS en plads i Ajax applikationen. 
7.7.4 Asynkrone kald igennem XMLHTTPRequest 
Extensible Markup Language eller XML er et universelt markup sprog. Dets hovedformål er at 
facilitere delingen af data over forskellige informations systemer, i særdeleshed Internettet. 
XML er et generisk framework* til akkumuleringen af en given mængde tekst, og bruges 
derfor med fordel som transportør af information kaldt asynkront i Ajax applikationer. Som 
tidligere beskrevet er vigtigheden af receptiv interaktion i webapplikationer essentielt for 
bruger oplevelsen. Traditionelle webapplikationer er afhængig af genindlæsningen af hele 
siden med hvert kald til serveren førende til mange afbrydelser for brugeren. Selvom det er 
nødvendigt at acceptere, at dokument forespørgslen er blokeret indtil serveren returnerer 
dens svar, er der en række metoder til at få en server forespørgsel til at se asynkron ud for 
brugeren. Den mest moderne, og den der koncentreres om, er igennem XMLHttpRequest 
objektet. 
XMLHttpRequest (XHR) er en API der kan benyttes af JavaScript til at overføre XML og andet 
tekstdata til og fra en server ved brug af HTTP ved at etablere en uafhængig 
kommunikations kanal imellem en webapplikations klient-side og server-side.  
7.7.4.1 XMLHttpRequest 
Nedenfor følger en gennemgang10 af asynkron kommunikation igennem objektet 
XMLHttpRequest. At sende en forespørgsel til serveren igennem et XMLHttpRequest objekt er 
forholdsvis ukompliceret. Der skal her oplyses URL’en til den server der skal generere data 
til klienten. Dette gøres på følgende måde: 
function sendRequest(url,params,HttpMethod){  
  if (!HttpMethod){  
    HttpMethod="POST";  
  }  
  var req=getXMLHTTPRequest();  
  if (req){  
    req.open(HttpMethod,url,true);  
    req.setRequestHeader  
         ("Content-Type",  
          "application/x-www-form-urlencoded");  
    req.send(params);  
  }  
}  
 
En funktion sendRequest bliver initialiseret med en if løkke der, i tilfælde af udefineret 
HttpMethod sætter værdien til ”POST”. url er som sagt adressen til serveren der skal 
                                              
10 Følgende gennemgang og eksempler er delvist baseret på forklaring og kode fra Ajax in 
Action, s. 58-64 (Crane et al 2006)  
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generere data, params er indholdet af forespørgslen, oftest et struktureret XML dokument. 
En variabel req benytter get metoden i XMLHttpRequest der henter XMLHttpRequest objektet, 
hvorefter en if løkke tjekker indholdet af req. Herefter benyttes tilknyttede metode req.open 
der først sætter variablen req’s state til ’open’ som efter API’en(W3C,XML 2007) nulstiller 
headeren, derfor kaldes setRequestHeader bagefter der her definerer ”Content-Type” til x-
www-form-urlencoded som er standard krypteringen benyttet I XMLHttpRequest. send() 
metoden bliver kaldt, hvori indholdet af XML dokumentet bliver sendt, med den tilknyttede 
header.  
Den anden del af håndteringen af asynkron kommunikation er at opsætte et sted i koden 
som kan opsamle resultatet af kaldet når det er udført. Dette bliver normalt implementeret 
ved at tildele en såkaldt ’callback’ funktion, som er et stykke kode der bliver aktiveret når 
resultatet af kaldet er klar. Callback funktioner passer ind i event-driven* programmerings 
tilgangen der bliver benyttet i de fleste moderne UI* toolkits. Tasteslag og klik med musen 
vil ske på uforudsigelige tidspunkter i fremtiden, som programmøren antager ved at skrive 
en funktion til at håndtere dem når de indfinder sig. På samme måde bliver server 
forespørgsels callback funktioner skrevet med egenskaber kaldet onload og 
onreadystatechange. XMLHttpRequest objektet benytter readyState som er en event-
listener*, og differentierer imellem 5 forskellige states, henholdsvis:  
0 Uninitialized 
    The initial value.  
1 Open 
    The open() method has been successfully called.  
2 Sent 
    The user agent successfully acknowledged the request.  
3 Receiving 
    Immediately before receiving the message body (if any). All HTTP headers have been received.  
4 Loaded 
    The data transfer has been completed. 
 
Nedenfor er demonstreret en enkelt callback handler. 
var READY_STATE_UNINITIALIZED=0;  
var READY_STATE_LOADING=1;          
var READY_STATE_LOADED=2;           
var READY_STATE_INTERACTIVE=3;      
var READY_STATE_COMPLETE=4;       
var req;  
function sendRequest(url,params,HttpMethod){  
  if (!HttpMethod){  
    HttpMethod="GET";  
  }  
  req=getXMLHTTPRequest();  
  if (req){  
    req.onreadystatechange=onReadyStateChange;  
    req.open(HttpMethod,url,true);  
    req.setRequestHeader  
         ("Content-Type", "application/x-www-form-urlencoded");  
    req.send(params);  
  }  
}  
 
function onReadyStateChange(){  
  var ready=req.readyState;        
  var data=null;  
  if (ready==READY_STATE_COMPLETE){  
    data=req.responseText;         
  }else{  
    data="loading...["+ready+"]";  
  }  
  //... gør noget med koden...  
}  
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Først er sendRequest() funktion ændret for at fortælle forespørgsels objektet hvad dens 
callback handler er, i dette tilfælde onreadystatechange. Derefter defineres selve callback 
handleren. readyState kan som sagt tage en række numeriske værdier som er tilegnet nogle 
beskrivende ord, for at gøre koden lettere at læse. Koden her afsluttes når readyState = 4, da 
forespørgslen derefter er færdig og resultatet returneret. 
Vi kan nu sammensætte initialiseringen af XMLHttpRequest objekt og bede det indlæse et 
dokument mens der asynkront overvåges processen ved brug af callback handlers. 
<html>  
<head>  
<script type='text/JavaScript'>  
var req=null;                      
var console=null;  
var READY_STATE_UNINITIALIZED=0;  
var READY_STATE_LOADING=1;  
var READY_STATE_LOADED=2; 
var READY_STATE_INTERACTIVE=3;  
var READY_STATE_COMPLETE=4;  
function sendRequest(url,params,HttpMethod){  
  if (!HttpMethod){  
    HttpMethod="GET";  
  }  
  req=initXMLHTTPRequest();  
  if (req){  
    req.onreadystatechange=onReadyState;  
    req.open(HttpMethod,url,true);  
    req.setRequestHeader  
         ("Content-Type", "application/x-www-form-urlencoded");  
    req.send(params);  
  }  
}  
function initXMLHTTPRequest(){ // initialisering af forespørgsels objekt 
  var xRequest=null;        
  if (window.XMLHttpRequest){         
    xRequest=new XMLHttpRequest();    
  } else if (window.ActiveXObject){    
    xRequest=new ActiveXObject  
     ("Microsoft.XMLHTTP");          
  }                                  
  return xRequest;  
}  
function onReadyState(){   // Definering af Callback Handler 
  var ready=req.readyState;                         
  var data=null;  
  if (ready==READY_STATE_COMPLETE){   // tjek readyState 
    data=req.responseText;   // læs responseText 
  }else{  
    data="loading...["+ready+"]";  
  }  
  toConsole(data);                                   
}  
function toConsole(data){                           
  if (console!=null){  
    var newline=document.createElement("div");  
    console.appendChild(newline);  
    var txt=document.createTextNode(data);  
    newline.appendChild(txt);  
  }  
}  
window.onload=function(){                            
  console=document.getElementById('konsol');  
  sendRequest("data.txt");  
}  
</script>  
</head>  
<body>  
<div id='konsol'></div>  
</body>  
</html>  
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Et div tag med id ’konsol’ er blevet introduceret hvori der tjekkes status information fra 
readyState, så der kan følges med i download processen. Programmet udskriver følgende i 
Internet Explorer: 
loading...[1]  
loading...[1]  
loading...[3]  
Her er noget tekst fra serveren! 
 
Hver udskrevet linie repræsenterer en påkaldelse af callback handlere. Den bliver kaldt 2 
gange imens stykker af filen bliver indlæst og readyState er = 1. Derefter en enkelt gang 
imens readyState er = 3, det som kaldes Interactive tilstand, hvor brugeren under et 
synkront kald ville blive returneret til UI og få kontrollen tilbage. Det sidste callback er 
readyState = 4 hvor tekst fra svaret kan blive vist. I ovenstående eksempel blev 
responseText egenskaben benyttet i XMLHttpRequest til at modtage tekststrenge som svar 
på forespørgslen. Dette fungerer fint til enkle mængder data, men hvis der er påkrævet 
større kollektioner af struktureret data benyttes responseXML egenskaben i stedet. 
7.7.5 Hvad adskiller Ajax? 
Imens HTML + DOM, JavaScript, CSS og asynkrone kald igennem XMLHttpRequest er 
essentielle dele af en Ajax applikation, er det muligt at benytte dem alle sammen uden at 
lave Ajax applikationer. Tidligere er traditionelle webapplikationer beskrevet som en strengt 
taget komplet statisk oplevelse, og Ajax applikationer som udelukkende dynamiske og 
asynkrone brugerflader. Imellem disse to ekstremer er der mange nuancer. Traditionelle 
webapplikationer kan anvende dele eller alle af de underliggende teknologier til at udglatte 
brugerens oplevelse af applikationen, og omvendt kan en JavaScript applikation eksempelvis 
benytte pop-ups der præsenterer traditionelle webapplikations egenskaber for brugeren. 
Web browseren er et fleksibelt og tilgivende miljø, og Ajax og traditionel 
applikationsfunktionalitet kan sammenblandes på et utal af måder. Det der adskiller Ajax 
applikationer er ikke de teknologier de anvender, men tankegangen bag interaktionen gjort 
muligt af de underliggende teknologier.  
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8 Matematiske modeller 
Webapplikationer der benytter sig af asynkrone kald er ikke per definition at foretrække 
frem for traditionelle webapplikationer men afhænger af hvordan applikationen designes og 
konstrueres samt formålet med applikationens formåen. Et par af de større problemstillinger 
som gør sig gældende i denne forbindelse er forholdet mellem klient og server med hensyn 
til udvekslingen af datamængde samt ressourceforbrug til behandling af datamængden. 
Hver enkelt problemstilling kan undersøges og løses på forskellig vis som er mere eller 
mindre hensigtsmæssig med hensyn til ressourceforbrug og datamængde.  
Ved at præsentere scenarier der udfordrer klient-server forholdet på forskellig vis, kan man 
opstille modeller der undersøger hvordan arbejdstiderne er påvirket af arbejdsfordelingen. 
Disse modeller kan give indblik i hvorvidt løsningerne til de respektive scenarier med 
forskellig vægtning i klient-server forholdet har deres berettigelse.  
Abstraktionen fra de opstillede scenarier med beskrevne løsninger, ønskes konkretiseret. 
Dette vil blive forsøgt igennem en matematisering af de, om end stadig, hypotetiske 
modeller. Scenarierne og deres løsningsmodeller vil blive taget igennem forskellige 
anskuelser, involverende grafisk repræsentation, beskrivelse igennem pseudokode* og sidst 
en matematisk repræsentation på baggrund af en række antagelser. 
Der er valgt at fokusere på 2 forskellige scenarier mht. overførelse og analyse af en 
varierende datamængde mellem server og klient. Til hvert scenarie opsættes der forskellige 
modeller og tilhørende metoder til at løse denne opgave på forskellig vis. Fælles for begge 
scenarier er, at datamængden er af den samme type og form. 
Fælles for alle scenarier og tilhørende modeller gælder, at klienten skal hente og starte 
applikation fra server samt returnere og fremvise resultatet af analysen til applikationens 
brugergrænseflade. 
De matematiske modeller anskuer problemstillingerne ved at se på tidsforbruget over en 
varierende størrelse i datamængden. 
26 
M
atem
atiske m
odeller 
Asynkron JavaScript & XML 
4. Semesterprojekt, Naturvidenskabelig Basis, Hus 13.1, Gruppe 10 
 
8.1 Scenariebeskrivelse 
Til opstillingen af en række matematiske modeller er der blevet identificeret 2 forskellige 
scenarier hvorunder flere løsningsmodeller er mulige. De to scenarier er forestillede 
situationer, der skal bruges til at afdække en række forskellige metoder der på sigt kan sige 
noget om klient-server forholdet og netværket imellem dem. 
 
Figur 8. Viser ikon forklaring. 
I det første scenarie ønskes der undersøgt en situation hvor en stor mængde data skal 
analyseres. Til dette scenarie vil der blive opstillet to løsninger der undersøger fordelingen 
af arbejdsbyrden imellem klient og server, og forsøger at beskrive løsningernes indbyrdes 
forhold. I andet scenarie forestilles en situation hvor vi er interesserede i en lille bestemt 
mængde data ud af en større sammenhæng, og her bliver der opstillet 2 modeller der laver 
undersøgelsen på forskellige måder at opnå dette. 
I det følgende afsnit vil de 2 scenarier blive beskrevet og de underliggende løsninger til 
hvert scenarie afdækket igennem en beskrivelse, grafisk illustration og til sidst pseudokode 
af de enkelte løsninger. Formålet er at danne et overblik over de opstillede scenarier og 
komme tættere på en matematisering af scenariernes løsninger. 
8.1.1 Scenarie 1 
Som beskrevet, vil der i første scenarie blive undersøgt en situation hvor en stor 
datamængde skal flyttes og analyseres. For at konkretisere dette er det valgt at illustrere 
datamængden i form af en talrække af heltal. Første scenarie går derfor ud på, at analysere 
en talrække bestående af Integer11 (heltal). Der undersøges om hvert tal i talrækken starter 
med en bestemt værdi, eksempelvis tallet 8, hvorefter antallet af gange værdien optræder i 
talrækken (fx 8, 80, …, 828) bliver noteret og udskrevet.  
                                              
11Integer er det engelske og datalogiske udtryk for et heltal. 
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Der er flere forskellige måder hvorpå scenarie 1 kan løses. I midlertidigt er det interessant at 
kigge på yderlighederne af løsningerne der giver den største differens imellem modellerne 
og bedst muligt belyser vægtningen af klient-server forholdet. Det er dette der har lagt 
grundlag for valget af løsninger af scenarie 1 hvor der er identificeret to forskellige 
løsninger der behandler talrækken på forskellig vis. 
De to løsninger bygger på hvordan fordelingen af arbejdet bliver vægtet forskelligt. En 
løsning hvor arbejdet bliver udført på klienten og en løsning hvor arbejdet bliver udført på 
serveren. 
I de følgende afsnit vil de to løsninger knyttet til scenarie 1 blive afdækket igennem 
beskrivelse af metoden, en grafisk repræsentation og til sidst en opstilling af pseudokode. 
8.1.1.1 Løsning A 
Grundtanken bag denne implementation er, at lade serveren sende hele talrækken til 
klienten og overlade arbejdsbyrden om at finde de ønskede værdier til klienten. Dette 
besparer serveren for en del arbejde, men sker på bekostning af udveksling af stor 
datamængde mellem server og klient samt øget ressourceforbrug hos klienten. Dette er en 
typisk løsning for Ajax applikationer, som også vil blive uddybet senere. 
Løsning A, hvor arbejdet ligges på klienten kan beskrives således. 
 
Figur 9. Illustrerer processen i løsning 1A. 
Grafisk illustration 
I Figur 8 ses en ikon forklaring til de følgende illustrationer. I Figur 10 ses løsning A, 
scenarie 1. Illustrationen beskriver arbejdsfordelingen imellem klient og server over tid. 
Klienten laver en forespørgsel til serveren, der besvarer den ved at sende en talrække adskilt 
af komma. Klienten modtager efter en periode tallene og omdanner talrækken til et array for 
at kunne analysere hvert tal hver for sig, hvorefter den løber den igennem og matcher de 
søgte værdier. Antallet af søgte værdier udskrives, og scenarie 1 er fuldført hvor 
størstedelen af arbejdet er udført af klienten. 
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Figur 10. Løsning A, Scenarie 1. Hældningen af linien imellem de enkelte ikoner er et udtryk 
for den forventede tid brugt på kommunikation over netværket. 
Pseudokode 
For at få en fornemmelse af hvilke algoritmer og hvad arbejde der skal laves i de forskellige 
scenarier på henholdsvis server og klient, kan man bruge pseudokode. Dette er et kodesprog 
der ikke har nogen formel standard, og syntaksen ligger i modsætning til almindelige 
programmeringssprog ret tæt på det naturlige sprog. Det betyder at det lettere at forstå for 
folk uden programmeringsbaggrund, mens det samtidigt også er uafhængig af en bestemt 
syntaks. Ulempen er at det ikke kan kompileres*, og koden dermed ikke kan testes. Dette er 
dog heller ikke målet med det, da det blot skal bruges til at give en et simpelt overblik uden 
at tænke syntaks. 
I løsning A ønskes det blive undersøgt, hvor mange tal der begynder med tallet 1. Dette skal 
til slut så udskrives til klientens computer. Med pseudokode kan model A beskrives således. 
Get data from server 
Converts data to array a 
For  each x in a do, n = 0 
       If x matches input then n = n + 1 
       End 
Write(n) 
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8.1.1.2 Løsning B 
I diametral modsætning til løsning A lader løsning B nu serveren lave arbejdet med at 
analysere datamængde og returnere kun resultatet til klienten. Denne løsning minder om 
hvordan traditionelle webapplikationer arbejder, dog med den enkle forskel, at 
brugergrænsefladen hos klienten ikke behøver at blive genindlæst men blot manipuleret vha. 
JavaScript. Denne Model betyder en mindre arbejdsbyrde for klienten, i forhold til løsning A, 
og sker på bekostning af øget arbejdsbyrde og ressourceforbrug på serveren. 
Løsning B, hvor arbejdet ligges hos serveren kan beskrives således. 
 
Figur 11. Illustrerer processen i løsning 1B. 
Grafisk illustration 
I Figur 12 ses løsning B, scenarie 1. Igen beskriver illustrationen fordelingen af arbejdet 
imellem klient og server over tid. Her sender klienten en forespørgsel til serveren. Serveren 
omdanner en talrække fra eksisterende tal på serveren til et array, herefter løber den 
talrækken igennem og finder de søgte værdier. Resultatet af søgningen sendes til klienten. 
Her er scenarie 1 fuldført hvor størstedelen af arbejdet ligger hos serveren. 
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Figur 12. Løsning B, Scenarie 1. Hældningen af linien imellem de enkelte ikoner er et udtryk 
for den forventede tid brugt på kommunikation over netværket. 
Pseudokode 
I modsætning til løsningsforslag A, lader man nu serveren lave arrayet og dermed også selv 
analysen. Efter analysen returnere serveren det søgte resultat. 
Server  
Converts data to array a 
For  each x in a do, n = 0 
       If x matches input then n = n + 1 
       End 
Write(n) 
8.1.2 Scenarie 2 
I andet scenarie ønskes et bestemt stykke data fra en større sammenhæng udtrukket. For at 
illustrere dette benyttes igen en heltals talrække som datamængde. Andet scenarie går 
derfor ud på, at udtrække en talværdi fra en talrække bestående af Integer og returnere 
værdien. I første scenarie opererede løsningner ved at sammenligne talrækkens værdier op 
mod en bestemt værdi, dette vil ikke være tilfældet i andet scenarie. I stedet vil modellerne i 
dette scenarie blot udtrække det sidste element i talrækken, uanset størrelsen på 
datamængden. 
Igen kigges på løsninger der på tilfredsstillende vis kan belyse en forskellig vægtning af 
arbejdet i klient-server forholdet. Til denne analyse opstilles der to modeller der behandler 
talrækken på forskellig vis. I scenarie 2 søges der altså efter bestemte værdier, klienten 
spørger altid efter det sidste heltal i talrækken. Dette muliggøres igennem en metode 
indbygget i JavaScript, der gør det overflødigt at søge talrækken igennem, men i sin 
enkelthed blot giver os den sidste værdi i talrækken. 
I de følgende afsnit vil de to løsninger knyttet til scenarie 2 blive afdækket igennem 
beskrivelse af metoden, en opstilling af pseudokode og til sidst en grafisk repræsentation. 
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8.1.2.1 Løsning A 
Løsningen opererer næsten identisk som løsning A i scenarie 1 og lader serveren sende hele 
talrækken til klienten og klienten udtrækker selv den ønskede værdi. Dette foregår på 
samme vilkår som i scenarie 1 mht. udveksling af stor datamængde mellem server og klient 
samt øget ressourceforbrug hos klienten fordi den skal omdanne talrækken til et array 
førend den nemt kan udtrække sidste værdi. Forskellen ligger i, at i stedet for at gennemløbe 
samtlige værdier og kontrollere disse for en given parameter, skal der nu blot kun udvælges 
sidste element i talrækken. 
Løsning A, hvor arbejdet ligger hos klienten kan beskrives således. 
 
Figur 13. Illustrerer processen i løsning 2A. 
Grafisk Illustration 
I Figur 14 ses løsning A, scenarie 2. Klienten laver en forespørgsel, hvorefter serveren sender 
talrækken til klienten. Klienten udtrækker det sidste element i talrækken. Her er scenarie 2 
udført med arbejdet fordelt hovedsageligt på klienten. 
 
Figur 14. Løsning A, Scenarie 2. Hældningen af linien imellem de enkelte ikoner er et udtryk 
for den forventede tid brugt på kommunikation over netværket. 
32 
M
atem
atiske m
odeller 
Asynkron JavaScript & XML 
4. Semesterprojekt, Naturvidenskabelig Basis, Hus 13.1, Gruppe 10 
 
Pseudokode 
I dette scenarie er brugssituationen en anden. Her er der igen en talrække der skal hentes et 
resultat fra, denne gang er man dog kun interesseret i at hente det sidste tal i talrækken. Det 
kan som nævnt løses på 2 måder, enten ved at lade server eller klient lave søgnings arbejdet. 
I model A kan pseudokoden se således ud. 
Get data from server 
Converts data to array a 
Write(last number in a)  
8.1.2.2 Løsning B 
Som det er tilfældet med løsning A fungerer løsning B på samme måde som løsning B i 
scenarie 1 og lader serveren udtrække værdien fra talrækken og kun returnere resultatet til 
klienten.  
Løsning B, hvor arbejdet ligger hos serveren kan beskrives således. 
 
Figur 15. Illustrerer processen i løsning 2B. 
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Grafisk Illustration 
Figur 16 viser løsning B, scenarie 2. Her sender klienten en forespørgsel, hvorefter serveren 
omdanner talrækken til et array og udtrækker de sidste element. Resultatet bliver sendt til 
klienten. Her er scenarie 2 udført med vægten af arbejdet lagt på serveren. 
 
Figur 16. løsning B, Scenarie 2. Hældningen af linien imellem de enkelte ikoner er et udtryk 
for den forventede tid brugt på kommunikation over netværket. 
Pseudokode 
I løsning B kan pseudokoden se således ud. 
Server 
Converts data to array a 
Write(last number in a)  
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8.2 Antagelser 
Da disse modeller ikke er et direkte udtryk for virkeligheden, men skal vise et indbyrdes 
forhold mellem forskellige applikationsscenarier, opstilles der en række antagelser, der 
simplificere udtrykkene. Det forventes at de endelige resultater vil tage samme form som de 
matematiske modeller, men det kan ikke lade sig gøre at udtale sig om faktiske talværdier 
udelukkende på baggrund af disse modeller.  
Til dette formål antages der at de relevante variabler at se på må være arrayets størrelse, 
tiden, tid det tager at sende data, tid det tager at modtage data, arbejde på klient og arbejde 
på server. Udover disse emner er der også en række andre faktorer som er afgørende mht. 
den tid det vil tage at udføre en opgave. Desværre er det også ting, som gør modellerne mere 
vanskelige end de behøver at være.  
8.2.1 Linearitet 
Den første antagelse er, at tidsfaktoren for afsendelse og modtagelse af data er konstante, 
og ikke er nul. Det betyder, at tiden det tager at sende data er proportionel med arrayets 
længde. Det antages, at det vil tage tusinde gange så lang tid, at sende tusind stykker data 
som det vil tage at sende ét stykke data.  
I scenarie 1 formodes det, at der er en lineær sammenhæng mellem størrelsen på et array og 
tiden det tager at gennemløb og undersøge arrayet i forhold til dets længde. En graf af dette 
vil afbillede en ret linie, der ikke er vandret.  
Som tidligere nævnt anvendes der en bestemt metode i javascript i scenarie 2, som gør det 
muligt at få sidste værdi i et array meget hurtigt og uafhængigt af arrayets størrelse. Det 
betyder at det tager lige så lang tid at finde sidste heltal i et array på tusind tal som det gør 
at finde i et array på en million tal. Det er lige meget hvilken værdi der skal findes i et array, 
og hvor stor dette array er, det vil altid tage samme tid. 
Dette er en vigtig overvejelse, da det betyder at de grafer, som repræsenterer de 
matematiske modeller bliver lineære. 
8.2.2 Starttid 
Den anden antagelse omhandler klient-server dynamik. I modellen vil klienten forespørge 
noget til at starte med, og serveren vil altid svare. Hvis der ikke findes noget array på 
serveren, og det derfor er umuligt at udføre en regneoperation til slut, vil serveren stadig 
svare. Dette er interessant fordi der stadig vil gå en vis mængde tid selv når arrayet ikke 
indeholder nogen tal. For modellerne betyder det at de har et startpunkt på tidsaksen, som 
repræsenterer tiden det tager at sende en forespørgsel og modtage et svar. 
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8.2.3 Klient og server arbejder lige hurtigt 
Det antages at at server og klient har samme systemressourcer og samme regnekraft til 
rådighed til bearbejdelse af et array. Dvs. at serveren er lige lang tid om at bearbejde et 
array som klienten. Det er igen for at sørge for en vis linearitet i graferne. Server og klient vil 
stort set aldrig lave to ting lige hurtigt, men havde det været med i modellerne skulle der 
også findes en måde at vægte serverarbejde og klientarbejde på. Hvis serveren f.eks. har 
mange systemressourcer tildelt til at udføre denne regneoperation vil regneoperationen ikke 
veje meget i det samlede tidsregnskab. Tilfældet hvor computeren, som kører klienten, enten 
er meget gammel eller laver en masse andre ting, er heller ikke særlig godt til at 
repræsentere disse modeller, for det ville betyde at klientarbejdet ville have stor betydning 
på det samlede regnskab. I ydretilfældene hvor f.eks. klienten er langsom og serveren er 
hurtig kan det komme til at betyde meget for forholdene mellem de forskellige modeller. 
Hvis det viser sig at serverarbejde og klientarbejde skal vægtes forskelligt er det først noget 
man kan finde ud af når det egentlige forsøg kører, derfor er det ikke et aspekt af de 
opstillede modeller. Denne antagelse er af samme karakter som den om linearitet mht. 
afsendelse og modtagelse af data. Hvis server- og klientarbejde skal vægtes forskelligt, kan 
det betyde at de tilhørende grafer, kommer til at vise noget andet end de hypoteser, som 
danner grundlag for modellerne. 
8.2.4 Ingen latens 
I modellerne optræder latens ikke nogen steder. Vi har valgt se bort fra latens i vores 
opstillede modeller fordi vi ikke kan realisere den på en fyldestgørende måde. Man kan 
nemlig kun måle latens på de pakker som man allerede har modtaget, og vi kan derfor ikke 
forudsige hvad det vil betyde på kort sigt. Vi ved at latens kan svinge meget uden nogen 
tilsyneladende grund, men statistisk set vil den blive udlignet med tiden og flere målinger. 
Havde latens været med i betragtningerne havde det især betydet noget for de forsøg hvor 
serveren skal sende en stor mængde data til klienten. Det er fordi der skal overføres en stor 
data gennem netværket og så vil der også være stor chance for at noget går tabt. Det ville på 
modelplan bevirke et større tidsforbrug for modeller med store dataoverførsler. 
8.2.5 Flere parametre 
Udover de nævnte faktorer findes der en række andre parametre som ikke tages med i 
overvejelserne for opstilling af de matematiske modeller. Her kan f.eks. nævnes 
komprimering, kryptering, kø, garbage collection* og swapping*. 
Nogle webapplikationer12 kræver at data opbevares og sendes krypteret eller komprimeret. 
Det antages at disse modeller kun omhandler overførsel og bearbejdning af rå data. 
Komprimering, dekomprimering, kryptering og dekryptering kan være ressourcertunge 
opgaver for både klient og server, og kunne derfor komme til at betyde en endnu større 
forskellighed i vægtningen af regnekraft for disse. 
                                              
12 www.danskebank.dk 
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Ligesom nogle webapplikationer kræver kryptering af data, kan nogle webapplikationer 
overvåge et køsystem for interaktion mellem klient og server. Dette vil typisk forekomme 
ved applikationer, som skal overføre store mængder data til mange klienter samtidig. For at 
spare på både netværks- og systemressourcer kan webapplikationen sætte klienter i kø, 
sådan at kun et vist antal klienter har adgang til ressourcekrævende opgaver. At tage højde 
for et indbygget køsystem i disse modeller ville blot gøre dem unødvendigt besværlige. Det 
er ikke noget man behøver at tage højde for, hvis man prøver at vise et internt forhold 
mellem en række opstillede modeller. Havde denne parameter blevet taget med, ville det 
have betydet at hver model skulle have en repræsentation for hver bruger. 
8.3 Matematisk repræsentation 
Ud fra de opstillede antagelser, og beskrevne løsninger på omtalte problemer er det nu 
muligt at opstille en række matematiske udtryk til de forskellige modeller i hhv. scenarie 1 
og 2. Først vil der blive defineret en række konstanter og funktioner.  Når disse matematiske 
funktioner bliver udviklet, er det vigtigt at vide hvilke forskellige processer, der i scenarierne 
kan have indvirkning på det samlede tidsforbrug. 
I er en konstant, der beskriver hvornår at alt initialiserende arbejde laves på både server og 
klient. Denne er som nævnt i antagelser altid repræsenteret. 
S0 repræsentere al information som selve forespørgslen skal have for at komme frem, bl.a. 
adresse, set på en anden måde er det en form for konvolut i forhold til selve indholdet. 
Denne optræder ligesom I i alle scenarier. 
S1 repræsentere selve forespørgslen indhold som er anmodning om en bestemt streng 
indeholdende enten et tal eller flere tal. S1 vil ikke kunne optræde i en funktion uden S0. 
R0 Repræsentere rejseinformationerne på tilbage rejsen, altså også en kuvert der lægges 
uden om alt det indhold der kommer tilbage. Denne bruges for hver gang der sendes et svar 
tilbage fra server til klient uafhængigt af størrelse på svaret. 
R1 er den tid af hvad det koster at sende en streng med et tal fra server til klient, dvs. at 
f.eks. tager det 10 R1 at sende 10 strenge med hver et tal. Dette svare altså til den 
information man ligger inde i konvoluten kaldet R0. R1 vil ikke kunne optræde i en funktion 
uden R0. 
KA står for det arbejde klienten udfører for hvert tal der behandles. Eksempelvis når der er 
en talrække på 4, vil det tage 4 * kA, at bearbejde og analysere disse tal. 
SA står for det arbejde serveren udfører for hvert tal der behandles. Ligeledes når der er en 
talrække på 4, vil det tage 4 * SA, at bearbejde og analysere disse tal. 
Da en del af disse konstanter arbejder afhængigt af hinanden vil det være med til at 
forsimple funktionerne ved at slå nogle af disse konstanter sammen. Det er samtidigt også 
svært hvis ikke umuligt at fraskille nogle af disse konstanter fra hinanden derfor er det lige 
meget om der står a+b eller blot c som konstant. Derfor laves der en række 
sammentrækninger inden formlerne opstilles.  
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S0 og S1 vil begge optræde sammen med hinanden, og ikke i varierende størrelse i forhold til 
hinanden derfor trækkes de sammen til en fælles konstant kaldet S. 
8.3.1 Scenarie 1 
De omtalte løsningsmodeller fra scenarie 1 kan matematisk repræsenteres som følgende: 
8.3.1.1 Løsning A 
I løsning A opstilles funktionen ud fra det arbejde der udføres. Der initialiseres først fra 
klienten og serveren. Herefter bliver der sendt en forespørgsel om at hente en streng, altså 
en S, herefter skal denne streng overføres, for hvert tal i strengen skal der bruges R1 tid, dvs. 
R1 * x, dette skal ligges sammen med R0 for den tid det tager at pakke strengen ned i 
”konvolutten”.  Efter hele strengen er blevet modtaget skal den behandles og analyseres, der 
går KA tid for hvert tal i strengen. Der sendes altid én R1 med information om hvor stort 
arrayet uanset størrelsen på arrayet. 
xKxRRSIxA A ⋅++⋅+++= )1()( 100  
8.3.1.2 Løsning B 
Denne løsning minder om den første bortset fra her ligger arbejdet ved serveren. Det 
betyder altså at arbejdsgangen er lidt anderledes, for det første skal der kun bruges R1 en 
gang, da dette er den streng som indeholder svaret, der bliver returneret til klienten. Der 
skal i stedet for KA også bruges konstanten SA. Her ses også at R1 ikke er afhængig af x i 
modsætning til første løsning.  
xSRRSIxB A ⋅++++= 100)(  
8.3.1.3 Sammenligning af løsningsmodeller i scenarie 1 
Ved at se på de to forskellige løsninger er det nu muligt at lave nogle matematiske 
anskuelser. Disse anskuelser vil ikke være muligt med direkte værdier, med derimod med de 
opstillede funktioner. Dette skyldes at der lavet en række antagelser, og der er en del 
ubekendte faktorer som det ikke vil være mulige at fastslå.  Dette er heller ikke relevant da 
de to matematiske modeller kun skal fortælle noget om det indbyrdes forhold, og ikke noget 
i forhold til den virkelige verden.   
Når der ses på løsning A og B fremgår der her visse ligheder.  Der er dog stadig nogle 
forskelle der viser sig. I løsning a multipliceres R1 med (X+1).  Dette skyldes som tidligere 
sagt at, i løsning a bliver der overført en streng med samtlige tal, mens at der i B kun bliver 
overført resultatet. Da det blev antaget at KA er lig SA er der ikke nogen tidsmæssig forskel 
her. 
De to løsninger indbyrdes forhold kan grafisk ses herunder. Som det vil fremgå af de to 
løsninger stige over tid lineært som følge af vores antagelser. B er i teorien den mest 
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effektive løsningsmodel da arbejdet udføres på server, og dermed ikke skal sende andet end 
løsningen tilbage til klienten.  
 
Figur 17. Viser en grafisk fremstilling af modellerne i scenarie 1. 
8.3.2 Scenarie 2  
De 2 omtalte modeller til løsning af scenarie 2, kan matematisk skrives som følgende: 
8.3.2.1 Løsning A 
Løsningsforslag A til scenarie 2 går ud på at der fra klientens side først sender en 
forespørgsel om at hente en streng indeholde en hel talrække. Herefter bliver talrækken af x 
størrelse sendt til klienten fra serveren, hvorefter der bliver udtrukket det sidste tal i 
talrækken. Her ses det at R1 er afhængig af x. Her er det vigtigt som tidligere nævnt at være 
opmærksom på at KA ikke er lig med KA fra scenarie 1. 
AKxRRSIxA ++⋅+++= )1()( 100  
8.3.2.2 Løsning B 
Her er løsningen at lade serveren finde det sidste tal i en talrække. Da det som sagt i 
antagelserne, er det lige meget hvor stor en talrække er, det vil det altid tage samme tid at 
finde det sidste tal i talrækken. Dette betyder altså at model B er en vandret linie uafhængigt 
af x´s værdi, altså en konstant.   
ASRRSIxB ++++= 100)(  
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8.3.2.3 Sammenligning af løsningsmodeller fra scenarie 2 
Når disse 2 løsninger sættes op mod hinanden, er en afgørende forskel, da det blev antaget 
at KA=SA. Det er at R1 er uafhængig af x i løsning B, mens at der i løsning A multipliceres 
denne faktor med x. Den afgørende faktor er altså hvor mange data der sendes til klienten 
fra serveren. Model A vil altså stige over tid, da det vil tage længere tid at sende talrækken 
fra serveren til klienten, mens at for model B, når der findes en talrække så er det lige meget 
om den er på tusind eller en million, den vil have samme værdi og dermed ses som en lodret 
linie. 
Ved at lave en grafisk sammenligning af løsning A og B, ses det som tidligere nævnt at 
løsning B er en konstant og dermed ikke har nogen hældning. Løsning A derimod har en 
hældning på R1. Det er som tidligere sagt lige meget med at sætte konkrete enheder på, da 
der er mange ukendte faktorer samt en masse antagelser. Derfor kan man grafisk og 
matematisk ikke beskrive de indbyrdes forskelle mere præcist end dette. Løsning A har en 
hældning på R1. Og ud fra disse modeller kan det altså konkluderes at teoretisk er model B at 
foretrække. 
 
Figur 18. Viser en grafisk fremstilling af modellerne i scenarie 2. 
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9 Forsøg 
I dette afsnit gennemgås der hvilke overvejelser og valg der ligger til grund for forsøgene 
med hensyn til valg af platform, serverside programmeringssprog, forsøgsopstillingen og 
udførelsen af forsøgene. Der vil i afsnittet ikke blive præsenteret nogen underliggende kode 
til forsøgene, men henviser i stedet til pseudokoden i afsnittet om matematiske modeller. 
Den komplette kode kan findes i Appendix B Derefter vil forsøgs resultater blive præsenteret 
og analyseret. 
9.1 Overvejelser & valg af platform 
I forbindelse med valget af platform er der flere overvejelser med hensyn til servertype og 
dermed hvilket programmeringssprog der skal benyttes samt hvor forsøgene skal foretages.  
Ideelt set vil en dedikeret server i et lukket netværk være at foretrække, idet dette kunne 
negligere en række fejlkilder på forhånd og give fuld kontrol over de enkelte dele af 
forsøget. Her tænkes særligt på serverressourcer, netværksopsætning og –trafik samt 
muligheden for at lave stærke analyser og observationer på alle dele af processen. 
Denne mulighed foreligger dog ikke og vi er derfor nødt til at benytte andre opstillinger. 
Flere i projektgruppen har adgang til forskellige servere hos diverse udbydere som kan 
benyttes til formålet og dækker både servere af typen Unix og Windows. Desuden er der 
også mulighed for, at benytte en klient med Windows Internet Information Services (IIS) 7.0 
installeret og derigennem kunne tilgå forsøgene fra andre klienter. Dette var også hensigten 
til at starte med, men er blevet forkastet efter et par tests. Ressourcerne på klienten er for få, 
til at kunne arbejde med de datamængder som forsøgene skal kunne håndtere. Derfor er der 
til forsøgene valgt en ekstern udbyders webhotel hvorpå forsøgene skal køres fra. 
I forbindelse med valget af servertypen, var der ikke mange overvejelser. Dette skyldtes at 
der i projektgruppen ikke var stor erfaring med programmering med serverscripting og 
eneste sprog som der var lidt kendskab til, var ASP/VB Script. Kendskabet til programmering 
i JavaScript er også minimalt, hvilket gør design og udviklingen af forsøgene udfordrende 
allerede inden valget af serverside programmeringssprog er truffet. Denne udfordring 
underbygger beslutningen om, ikke at vælge endnu en ny type serverside 
programmeringssprog i forhold til projektgruppens erfaringer. Derfor blev ASP/VB Script 
valgt, hvorfor servertypen blev af typen Windows Server. 
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9.2 Forsøgsopstillingen 
På baggrund af de valgte rammer kan der nu skitseres en opstilling af forsøgene. Idet der er 
valgt en server hos et privat firma, er det ikke muligt at lave målingerne i et lukket netværk. I 
stedet benyttes netværksforbindelsen på RUC og gennem Internettet tilgå serveren. Som 
klienten benyttes tre bærbare computere med forskellige operativsystemer. 
Forsøgsopstillingen er skitseret nedenfor. 
 
Figur 19. Illustration der viser netværksforbindelsen mellem klient og server. 
 
Klienterne er koblet på RUC’s trådede netværk for at undgå netværksbegrænsningen på det 
trådløse Internet på RUC. Målinger viser hastigheder omkring 10 Mbit/s og bør derfor ikke 
have megen latens, som der kan opstå på langsommere netværk. Klienternes specifikationer 
ses i Tabel nr. 1. 
Klient OS CPU RAM Harddisk 
1 Microsoft Vista Ultimate AMD Sempron 2 GHz 1024 MB 100 GB 5400 rpm
2 Ubuntu 7.04 Intel Core 2 duo 1,83 1024 MB 80 GB 7200 rpm
3 Mac os 10.4 Intel Core Duo 1,83 
GHz 
1024 MB 80 GB 5400 rpm
Tabel 1. Viser de benyttede klienters tekniske specifikationer. 
Serveren er placeret på en dedikeret punkt til punkt forbindelse på 100 Mbit/s og ejes af 
udbyderen Web1013. Serverens tekniske specifikationer ses i Tabel nr. 2. 
 
Server OS CPU RAM Harddisk
Web10 Privat Windows 2003 
server 
Intel Pentium 4 
2,8 GHz 
1024 MB 2x320 GB 
WesternDigital 
Tabel 2. Viser serverens tekniske specifikationer. 
                                              
13 Se www.web10.dk 
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9.3 Udførelsen af forsøgene 
Forsøgene blev alle kørt om natten, for at undgå ydre påvirkninger så som latens og anden 
aktivitet på serveren. Ved at udføre forsøgene om natten, hvor der er mindre 
netværksbelastning, sikres den optimale udnyttelse altså af ressourcerne på hhv. RUCs 
netværk og serveren. Selve forsøgene blev hovedsageligt udført på klient 1 og 2, den tredje 
klient blev brugt til at kontrollere data, for at sikre at der ikke var variation af tallene på 
tværs af platforme. 
Alle forsøg blev udført et ad gangen, dette blev gjort for igen at sikre at ikke var nogle 
forstyrrelser under forsøgene. Til hver størrelse af talrækken blev der lavet 10 målinger. 
Dette har til hensigt at fjerne midlertidige forstyrrelser. Af de 10 målinger til hver talrække 
fjernes hhv. den højeste og laveste værdi for at undgå afvigende målinger, der ikke 
repræsenterer et normalt forløb. I mellem enhver måling blev der ventet ca. 2 sekunder fra 
resultatet blev returneret, til at næste måling blev indledt. 
Hver gang de 10 målinger for en talrække var blevet udført, blev der lavet en forced refresh*. 
Dette har til hensigt at fjerne eventuelle rester i browserens cache fra tidligere forsøg. 
Serveren er ligeledes sat op til ikke at cache det arbejde der er lavet i de forskellige forsøg. 
Målingerne startede ved en talrække på 1000, for herefter at måle 5.000 og 10.000. Fra 
10.000 til 100.000 tusind måles der med 10.000 tals interval, ved 100.000 stiger intervallet til 
100.000 frem til en million. Der blev også lavet målinger ved talrækker bestående af 1,5 mio. 
og 2 mio. tal, i løsning B i begge scenarier. 
Der blev under forsøgene holdt øje med CPU og ram forbrug på klienten, dette gælder i 
særdeleshed ved A løsningerne. Den største arbejdsbyrde i A løsningerne ligger på klienten 
og det var derfor interessant at se hvordan klientens ressourcer blev brugt under forsøgene.  
9.4 Datakritik 
Forsøgsprocessen har bestået af flere indledende og undersøgende forsøg i forbindelse med 
at eliminere fejlkilder og uhensigtsmæssige elementer i programmeringen. Der vil derfor i 
dette afsnit adskilles mellem datakritik i forbindelse med de endelig resultater og de 
indledende forsøg. I afsnittet om de indledende forsøg beskrives processen hvorigennem 
fejlkilder blev identificeret og hvorledes eliminering fandt sted. 
9.4.1 Indledende forsøg 
Gennem processen har det været nødvendigt at foretage en række undersøgelser af 
forsøgenes optimering i forhold til de resultater forsøgene producerede. Gennem analysen af 
resultaterne er der blevet foretaget justeringer af blandt andet forsøgskode, -opsætning 
samt datagrundlaget.  
I de første serier af forsøg, der viste en stigende tendens i tid, blev der udelukkende målt 
tiden det tog applikationen på klienten at starte forsøget og til resultatet blev returneret til 
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brugergrænsefladen. Resultaterne er dog ikke blevet gemt og er derfor ikke i appendix, men 
viste ikke en lineær sammenhæng. Resultaterne stemte derfor ikke overens med hypotesen 
fra modellerne og målingerne gav ikke noget indblik i hvorfor det forholdte sig sådan. 
Forsøgenes kode blev gennemgået for at finde uhensigtsmæssig programmering og 
usikkerheder og små justeringer blev her foretaget uden at resultaterne ændrede natur. 
For at kunne undersøge nærmere hvilke elementer af applikationen som var årsagen til det 
øgede tidsforbrug, blev der implementeret flere tidsmålinger i applikationen, som foregik på 
både klient og server, afhængigt af løsningsmodellen. Udover det totale tidsforbrug blev der 
oprettet målinger for serverens tidsforbrug, serialisering af kommasepareret tekststreng til 
array samt den tid det tog at analysere datamængde. De to sidstnævnte målinger blev i 
løsningsmodellerne af type A og B, foretaget på hhv. klient og server.  
Denne justering gav muligheden for at få et indblik i, hvilke elementer af applikationen der 
kunne henføres til at resultere i uregelmæssighederne. Forsøgene blev kørt i stor skala mht. 
antallet af målinger, 10 målinger pr. datastørrelse pr. forsøg, for at sikre et realistisk og 
sikkert grundlag. På baggrund af dette, var det muligt at identificere analysen og 
omdannelsen af tekststreng til array, som værende årsager til at der ikke var den ventede 
linearitet mellem tid og datastørrelsen. Dette var gældende både når klienten og serveren 
stod for arbejdsbyrden af datamængden og der syntes derfor ikke nogen forskel mellem 
server og klients ressourcer eller applikationskode. 
Alligevel blev der igen foretaget en analyse af forsøgskoden og brugen af metodekald samt 
formen på den opstillede datamængde på serveren. Enkelte justeringer og optimering af 
koden blev foretaget, hovedsageligt i applikationskoden til klienten. På baggrund af den 
iagttagelse, at der ikke var nogen umiddelbar forskel på applikationskoden klient og server 
imellem, blev der i stedet fokuseret på datamængden på serveren.  
Datamængden på serveren bestod i første omgang af tekststrenge som indeholdte talrækker 
med fortløbende numre fra ”0” til en pågældende størrelse adskilt af komma, fx ”0,1,2,3, … 
,499.999, 500.000”. Ved begyndelsen af forsøgsdesignet, blev det antaget, at det ikke gjorde 
nogen væsentlig forskel, om tallene var af vekslende antal karakterer eller samme antal. På 
baggrund af de opnåede måledata sås der alligevel en forskel i dette. Det gav også go 
mening, idet det åbenlyst må tage længere tid at behandle tal af længden én karakter frem 
for syv karakterer. Derfor blev den manglende linearitet i analysetiden og dannelse af 
arrayet, tilskrevet formen på datamængden.  
For at eliminere denne usikkerhed blev samtlige talrækker i datamængde omskrevet til i 
stedet, at indeholde tilfælde tal med en længde på tre karakterer. Dette ville give et mere 
harmonisk datagrundlag end det forrige. Grundet tidspres i projektforløbet blev der ikke 
foretaget et forsøg af dette i stor skala som tidligere, men der blev foretaget et lille antal 
målinger, for at illustrere om hypotesen holdt stik. Resultatet af disse blev at der nu syntes 
at være en linearitet mht. analysetiden på både klient og server, mens dette stadig ikke var 
gældende for dannelsen af arrayet. Denne forskellighed synes dog kun at gælde når serveren 
stod for arbejdsbyrden og dermed omdannelse af tekststreng til array. Endvidere syntes 
lineariteten i de andre tider, først at indtræffe ved talrækker større end 500.000 tal. 
Datamængde blev derfor justeret til ikke at indeholde så mange målinger under 100.000 men 
i stedet fokusere på talrække på op mod en til to millioner tal. 
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Denne sidste undersøgelse foranlediget sammen med tidspresset, at der blev foretaget en 
forsøgsrække i stor skala som i det følgende vil angives som ”det afsluttende forsøg”. 
9.4.2 Afsluttende forsøg 
Det endelig forsøg blev kørt i stor skala med 10 målinger til hver talrække som blev 
undersøgt. Antallet af talrækker som blev undersøgt varierede mellem 21-23 afhængigt af 
forsøgene. Antallet af målinger pr. talrække anses for værende nok til at vise en tendens i 
forsøget og kan forsvares selvom nogle målinger efterfølgende skal forkastes af forskellige 
årsager. Optimalt set ville det give større statistisk sikkerhed hvis antallet af målinger øges 
væsentligt men i forbindelse med disse simplificerede forsøg, er 10 målinger pr. talrække 
vurderet som tilstrækkeligt. 
For at eliminere nogle udsving i målingerne, blev alle 10 målinger indenfor hver talrække 
analyseret og den største og mindste værdi blev frasorteret. Denne datakritiske tilgang er 
standard i naturvidenskabelige undersøgelser til at behandle forsøgsdata og bruges til at 
give forsøgets data et mere homogent datagrundlag. 
Omfanget af forsøgenes data er ikke identisk, idet ikke alle forsøg var i stand til at køre 
talrækker over en million tal. Dette skal der tages højde for, når forsøgsdata skal analyseres 
og illustreres grafisk. Forsøgene af typen A og B opnåede målinger på talrækker ved hhv. en 
og to millioner tal. Dette kan vanskeliggøre at sammenholde iagttagelser forsøgene imellem 
idet de baseres på forskelligt størrelser af forsøgsdata. 
Dertil kommer, at der er en forskel i datagrundlaget for talrækker over en million i forhold til 
talrækker mellem 10.000 og en million. Med dette menes, at antallet af talrækker over en 
million er langt mindre end ved talrækker under. I forsøg 2B hvor målingerne gik op til to 
millioner tal, blev der efter en million kun målt for talrækker på halvanden og to millioner. 
Dette skal ses i forhold, at der mellem titusinde og en million blev foretaget målinger i 
intervaller på hhv. titusinde og 100.000 under og over 100.000. Dette bevirker at selv små 
udsving ved målinger på store talrækker, vil have en betydelig effekt på grafens udseende 
og dermed i forhold til grafer, som ikke har data ved de største talrækker. Der vil altså være 
en større usikkerhed forbundet med grafens udseende over en million. Årsagen til at de 
alligevel er taget med er, at de er med for at give en pejling om, hvorvidt en lineær tendens 
fortsætter efter forsøgets primære måleområde op til en million. 
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9.5 Analyse af data  
I forbindelse med udførelsen af de forskellige forsøg, er der genereret en mængde empiriske 
data, som i det følgende vil blive præsenteret. I første omgang vil data fra hver enkelt 
løsningsmodel iagttages og analyseres med henblik på om resultaterne stemmer overens 
med de opstillede forventninger. Efterfølgende vil der blive lavet anskuelser og analyser på 
tværs af scenarier og løsningsmodeller, for at belyse løsningernes indbyrdes forhold og 
afdække eventuelle antagelser og deres berettigelse. 
 
Figur 20. Løsnings farve forklaring: Farveforklaring til de grafiske illustrationer. 
 
I Fejl! Henvisningskilde ikke fundet.Figur 20 ses en farve forklaring til uddybning af 
præsentationen af de enkelte løsnings data. Totaltiden repræsenterer tiden fra forsøget 
initialiseres til svaret på analysen er returneret til brugergrænsefladen. Analysetiden 
repræsenterer tidsforbruget det tager at analysere datamængden og returnerer svaret til 
applikationen. Arraytiden repræsenterer den tid det tager at omdanne tekststrengen 
bestående af tal til et array. Servertiden repræsenterer det totale tidsforbrug på serveren, 
som for løsning 1B og 2B inkluderer arraytid og analysetid. 
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9.5.1 Scenarie 1 
I første scenarie, løsning A sender serveren hele talrækken til klienten og overlader 
arbejdsbyrden om at analysere talrækken for en bestemt værdi og returnere antallet til 
brugergrænsefladen.  Følgende grafiske fremstilling fremgår i Figur 21 
Løsning 1A
0
5000
10000
15000
20000
25000
30000
0 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Totaltid Analysetid Arraytid Servertid
 
Figur 21. Viser totaltid, analysetid, arraytid og servertid for løsning 1A. 
Iagttages analysetiden kan det med rimelighed siges, at denne har en lineær tendens og der 
synes ikke at være betydelige uregelmæssigheder i datagrundlaget. Ved målingen på 
400.000 ses dog en uregelmæssighed. Denne har direkte betydning for totaltiden, på det 
pågældende punkt, men efterfølgende målinger viser ikke en fortsættelse af denne 
uregelmæssighed. Derfor negligeres denne uregelmæssighed som værende betydende for 
den lineære tendens i analysetiden. 
En anden tydelig uregelmæssighed ses på arraytiden ved de tre sidste målinger. Her 
fremkommer et ”knæk” på kurven som følge af en pludselig stigning i tidsforbruget ved 
dannelsen af arrayet. Dette knæk har også en direkte effekt på totaltiden. Årsagen til at 
denne uregelmæssighed forekommer samt om denne vil fortsætte, vil blive behandlet i et 
senere afsnit i analysen.  
Totaltiden synes også have en linearitet, når der ses bort fra de to ”toppe” forårsaget af 
analyse- og arraytiden. Dette stemmer nogenlunde overens med det forventede, på 
baggrund af de matematiske modeller. 
I løsning B i scenarie 1 lades serveren om at foretage analysen af talrækken og blot returnere 
resultatet tilbage til klienten. Følgende grafiske fremstilling fremgår i Figur 22. 
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Figur 22. Viser totaltid, analysetid, arraytid og servertid for løsning 1B. 
Som forventet ligger server- og totaltiden tæt op ad hinanden, idet de tidskrævende 
elementer af forsøget foregår på serveren. Dog er det uventet, at tiden ikke har en lineær 
tendens med hensyn til voksende talrækker. Af den grafiske illustration kan det iagttages, at 
det hovedsagelig skyldes arraytiden. Arraytiden var forventet at være lineær i stil med 
løsning 1A. Den udeblevne linearitet bevirker, at arraytiden dominerer total- og servertiden i 
forhold til analysetiden. Om der vil være en linearitet, med hensyn til total- og servertiden, 
hvis der ses bort fra arraytiden, vil blive analyseret senere i dette afsnit. 
Analysetiden synes dog at være lineær, selvom der er tendens til, at grafen flader ud ved 
målinger efter halvanden million tal. På trods af denne svage tendens, vurderes analysetiden 
stadig til at have en lineær tendens.  
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9.5.2 Scenarie 2 
I scenarie 2 går forsøget ud på, kun at returnere og udskrive det sidste tal i talrækken. I 
løsning A blev arbejdet udført på klienten og følgende grafiske fremstilling fremgår i Figur 
23. 
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Figur 23. Viser totaltid, analysetid, arraytid og servertid løsning 2A. 
Som forventet er totaltiden meget tæt på at være lineær, hvilket stemmer overens med de 
matematiske modeller. I modellerne er det blandt andet antaget, at det tager en konstant 
mængde tid, at finde sidste tal i et array uanset størrelsen på denne. Dette er også gældende 
i forsøget, men kan være svært at se på den grafiske illustration, da næsten samtlige 
målinger ligger under 10 millisekunder eller derunder. Dette kan bl.a. ses i appendix.  
Ved at iagttage forskellen mellem array- og totaltid, synes der også at være en linearitet at 
spore. Dette på baggrund af den observation, at begge har en lineær tendens og at forskellen 
mellem array- og totaltiden svarer til overførelsestiden af data fra server til klient samt den 
lille mængde arbejde der skal udføres på klient og server. Om det er korrekt at anse 
transporttiden mellem server og klient som værende lineære, vil blive analyseret senere. 
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Figur 24. Viser totaltid, analysetid, arraytid og servertid for løsning 2B. 
I Figur 24 ses løsning B, scenarie 2, der i modsætning til løsning A, at der ikke er den 
forventede linearitet. Som det var tilfældet i scenarie 1 løsning B, kan der henvises til 
arraytiden, som også her har en stigende og ikke forventet tendens. Det synes oplagt, at blev 
arraytiden udeladt fra total og servertiden, ville disse vise den forventede linearitet. Dette vil 
sammen med scenarie 1 løsning B, blive analyseret nærmere. 
Analysetiden er som forventet uafhængig af talrækkens størrelse og viser en konstant 
vandret linie med en tid på nul og har ingen betydning for totaltiden. Servertiden er som 
forventet næsten præcis den samme som totaltiden, da det kun er overførelsestiden og det 
minimale arbejde klient og server skal udføre udover analysen.  
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9.5.3 Sammenligning af Data 
I følgende afsnit sammenlignes forsøgsdata på tværs af scenarier og løsninger. Det ønskes 
herigennem at belyse indbyrdes forhold imellem løsningerne, og eventuelle interessefelter 
dette måtte afdække. Der er udvalgt en række sammenfald eller forskelle i forsøgsdata som 
analyseres for at give en bedre forklaring på de resultater der er opnået. I Figur 25 ses en 
sammenlignings farve forklaring med henblik på at lette tolkningen af de følgende grafer. 
 
Figur 25. Viser farveforklaringen af de 4 løsninger på de følgende grafiske sammenligninger. 
Ikonerne i scenarie 2 illustrerer udtrækningen af det sidste element i arrayet ved et ’N’. 
 
52 
Forsøg 
Asynkron JavaScript & XML 
4. Semesterprojekt, Naturvidenskabelig Basis, Hus 13.1, Gruppe 10 
 
Total Tid
0
5000
10000
15000
20000
25000
0 500000 1000000 1500000 2000000
1A 1B 2A 2B
 
Figur 26. Viser totaltiden uden arraytid for de 4 løsninger. 
I Figur 26 ses en graf over totaltiden i alle 4 løsninger. Her ses den samlede totaltid for alle 
løsninger og scenarier hvor arraytiden er trukket fra den samlede tid. Totaltiden kan ikke 
sammenlignes på tværs af scenarierne, idet analyseopgaven er forskellig i scenarierne. De er 
dog samlet her for at kunne vise en forholdet i tidsforbruget mellem server og klient.  
Sammenlignes de matematiske modeller med de empiriske data fra forsøgene, fremgår der 
en overordnet overensstemmelse. Som forventet er løsning B den hurtigste i begge scenarier, 
dette var forventet da en stor faktor af det samlede tidsforbrug, i løsning 1A og 2A, er den 
mængde data der skal overføres. Til de mindre talrækker ses ressourceforskellen ikke så 
tydeligt, men som talrækken vokser, vil forskellen på analysetiden ligeledes vokse. 
Arraytiden er trukket fra da det fremgår igennem de empiriske studier, at der en afvigelse. 
Årsagen til disse afvigelser behandles senere i analysen. Der ses på B løsningerne, at de 
begge har et øget tidsforbrug ved en talrække på 900.000. Dette udsving, og det faktum at 
værdierne vender tilbage til de oprindelige fra 1 million, gør at 900.000 målingen vurderes til 
at være fejlramt. 
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I Figur 27 ses sammenligningen af analyse tiden til de forskellige løsninger. 
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Figur 27. Viser de 4 modellers analysetid. Kun scenarie 1’s løsninger figurerer tydeligt, imens 
scenarie 2 ligger konstant omkring 0. 
Det er værd at bemærke, at analysetiderne i scenarie 2 er konstante og ligger på værdien 0. 
Dette stemmer overens med antagelsen der dikterer, at ligegyldig størrelse af arrayet, er 
tiden det tager at udtrække det sidste element konstant. Analysetiderne for henholdsvis 1A 
og 1B er begge lineære, dog hvor grafen for 1A er stejlere. Det passer ikke med de 
matematiske modeller, idet det her blev antaget at Fs var lig Fk. Det er dog logisk, at der i 
virkeligheden er forskellig behandlingstid på hhv. server og klient som følge af, at de har 
forskellige ressourcer til rådighed.  
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Figur 28. Viser arraytiden i de 4 løsninger. 
Den umiddelbare iagttagelse er, at graferne for henholdsvis server og klient følger hinanden 
parvis på tværs af scenarierne. Denne sammenhæng er også forventet, idet begge scenarier 
skal omdanne en tekststreng til et array, og der ikke er forskel på måde dette gøres 
scenarierne imellem.  
På 1A ses der et spring fra 700.000 til 800.000 for derefter at fortsætte sin linearitet i en 
forskudt linie i forhold til data fra før 800.000. Det er svært at sige noget om hvorfor dette 
enkelte opsving kommer, og derefter fortsætter, en forklaring kan lyde på fejl i måledata. 
Som følge af hvor målingerne stopper, er det svært at sige om det er en enkelt stående 
handling der sker netop der eller om det gentager sig ved eksempelvis dobbelt så stor en 
talrække.  
En anden ting der fremgår tydeligt på denne graf er, at B løsningerne begge har en 
ekspotentiel lignende tendens. Det er dog svært at vurdere præcist, idet målingerne fra 1 
million kun er taget for hvert 500.000 tal. Derved kan en mindre afvigelse hurtigt vise en 
forkert tendens. En anden hypotese er, at der kan være begrænsninger på, hvor stor en del af 
serverens ressourcer, de enkelte kunder på firmaets server kan udnytte. 
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I Figur 29 undersøges transport tiden i 1A og 2A. 
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Figur 29. Viser transporttiden i de to A løsninger og illustrerer en forventet 
sammenhørighed. 
Det ses at de 2 A løsninger fra scenarierne følges ad i transporttiden. Dette er også hvad der 
forventes, idet det er samme mængde data der skal overføres. Der er ikke nogen større 
synlig latens. Dette bekræfter valget af udformningen i de matematiske modeller, hvor der 
blev fravalgt at se på latens. Længere oppe i målingerne ses det at der er et mindre udsving, 
men data holder sig stadig til den linie man kan trække imellem start og slutpunkt. 
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10 Diskussion 
Efter de udførte forsøg og analyse af dertilhørende data, vil der nu følge et diskussions 
kapitel. Diskussionen vil hovedsageligt være fokuseret omkring to forskellige 
hovedområder.  
Den første del af diskussionen vil vedkomme de foreliggende resultater fra forsøget. Denne 
del bliver derfor en videreførelse af analysen og en diskussion om de opnåede resultater 
med henblik på be- eller afkræftelse af de opstillede matematiske modeller og tilhørende 
antagelser. Den første del af diskussionen vil endvidere forholde sig kritisk til 
forsøgsopstillingen og analysens resultater. 
Den anden del af diskussionen vedrører opgavens metodologi. Gennem en refleksion over 
projektforløbet diskuteres berettigelsen i valget af metodetilgang. Der vil også her foreligge 
en fremlæggelse af, hvilke videre forsøg der ikke har kunnet eksemplificeres pga. 
tidsrammen for projektet. Relevansen og de tilhørende anskuelser vil blive diskuteret og 
ledet ud i en drøftelse omkring metode valget. 
10.1  Diskussion af resultater 
Igennem forsøgene fra de to opstillede scenarier er der opnået nogle forventede, men også 
nogle uventede resultater.  
Til løsning A i første scenarie blev den matematiske model bekræftet, i og med der ses en 
overordnet linearitet. Det mest overraskende i dette scenarie er de målte arraytider, hvor der 
fra målingen 700.000 til målingen for 800.000 ses en uventet stigning i tidsforbruget. De 
efterfølgende målinger danner en lige linie der er parallel med den linie der dannede sig fra 
før 700.000. Pga. dataenes måleområde, er det ikke muligt at se, om denne tendens, med en 
pludselig forøgelse i tiden vil gentage sig senere. Hvis måledataene ikke er fejlagtige må det 
altså betyde, at der sker en enkeltstående handling et sted imellem 700.000 og 800.000. Der 
er dog ikke nogen umiddelbar forklaring på denne variation, men kunne undersøges ved at 
foretage målinger ved talrækker større end en million tal. Dette vil dog stille større krav til 
maskinkraften på de benyttede klienter. 
Ved løsning B i samme scenarie ses det, at den samlede tid ikke stiger lineært, hvilket er 
uventet i forhold til de matematiske modeller. Den dominerende faktor for denne uventede 
stigning ligger på serverens dannelse af arrayet. Når arraytiden trækkes fra i disse målinger, 
vil der kunne ses en graf der tilnærmelsesvis er lineær.  
Ved scenarie 2 ses det, at løsning As forsøgsdata stemmer overens med de matematiske 
modeller og de antagelser som blev opstillet. Da der i dette scenarie blot skulle findes et 
bestemt tal, var det antaget at det tog lige lang tid uanset talrækkens størrelse. Det stemmer 
overens med målingerne ligesom at arraytiderne også er lineære. I løsning B ses der ligesom 
i B løsningen i scenarie 1, at der ikke er en lineær tendens i den samlede tid og skyldes den 
uventede udvikling i arraytiden. 
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Ved at se på den samlede tid brugt i forsøgene, når arraytiden er trukket fra, ses det at alle 
disse, med forbehold for varierende udsving, er lineære. Dette svarer til hvad der var 
forventet i de matematiske modeller. Som forventet er det løsning B der er den hurtigste når 
der ses bort fra arraytiden. Det ses endvidere at løsning A i begge scenarier har en stejlere 
hældning, og således øges tiden imellem løsninger altså som talrækken vokser. Der ses et 
visuelt stort spring på 2B ved 900.000, dette kan dog tilskrives generel usikkerhed i data. 
Samme begrundelser kan også tilskrives til den mindre afvigende tendens der ses på 1B 
omkring 1 million. 
Ved analysetiden er der som forventet linearitet i scenarie 1, og en konstant i scenarie 2. Til 
det første scenarie ses det, at klienten har et større tidsforbrug end serveren når arrayet skal 
analyseres. Dette tilskrives, at klienten har en anden mængde ressourcer til rådighed. Dette 
strider i mod vores antagelse om, at server og klient har samme ressourcer. Antagelsen er 
dog rimelig at antage, idet de matematiske modeller ikke tager højde for de tekniske 
aspekter i forsøgsopstilling. Begrundelsen for, at forskellen tilskrives forskellige ressourcer 
beror på, at der undervejs i målingerne i løsningstype A, blev observeret en maksimal 
udnyttelse af klientens ressourcer. Observationen blev iagttaget gennem operativsystemets 
indbyggede ressourceovervågning, fx Ressourceovervågning i Windows, der grafisk og 
procentvis kan angive belastningen. Om ressourceforbruget alene kan skyldes analysen, er 
blevet testet, ved ikke at lade klienten analysere arrayet, men blot modtage data og 
serialisere tekststreng til et array. Her viste ressourceovervågningen en kortvarig maksimal 
udnyttelse af CPU, som efter endt behandling faldt til normalt lege. Denne iagttagelse 
understøtter påstanden om, at analysedelen, og tidsforbruget, på klienten afhænger af 
klientens ressourcer. Dette forklarer også hvorfor det ikke var muligt at foretage målinger 
højere end en million i løsningstypen A.  
Hvordan det reelle styrkeforhold er mellem klient og server, kan der ikke konkluderes på, 
men blot noteres, at antagelsen om lighed mellem ressourcemængde ikke stemmer overens 
med denne forsøgsopsætning. Grunden til at der ud fra disse data ikke kan konkluderes et 
styrkeforhold, er at det afhænger af den specifikke opgave, eksempelvis ses det at 
analysedelen i løsning A i scenarie 1 tager omkring fire gange længere tid på klienten end på 
serveren. Ses der på arraytiderne er klienterne overraskende nok hurtigere end serveren. Det 
kan altså ikke konkluderes at enten server eller klienten er bedre til at udføre 
databearbejdningen eller om styrkeforhold i mellem, idet det synes at være forskelligt med 
hensyn til den specifikke opgave. 
Den største afvigelse i forhold til de matematiske modeller kommer fra arraytiderne, i b 
løsningerne. Der er her en ekspotentiel lignende tendens. Denne optræder kun på serverne 
når disse skal omdanne tekststreng til array. Der kan være en række forklaringer på dette 
uventede resultat, nogle af de hypoteser vi har opstiller er som følger. Når de forskellige 
ressourcer på serveren når til deres maksimal belastning, bliver grafen stejlere. En måde at 
undersøge denne hypotese på kunne være i et lukket miljø med en klient og en dedikeret 
server. Her ville der være mulighed for, at overvåge de forskellige dele af serveren, og kan 
derved give indsigt i hvilke flaskehalse der eventuelt eksisterer og lokalisere årsagen.  
En anden hypotese der kunne forårsage en stigning i arraytiden er, at idet applikationen 
testes på en privat server, vil kan der være opsat nogle begrænsninger, for hvor meget hver 
klient må bruge af serverens ressourcer. Dette er dog ikke tilfældet, idet udbyderen 
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efterfølgende har oplyst, at der ikke eksisterer nogen begrænsninger af denne art på deres 
server. 
En mere teknisk forklaring kan være, at de benyttede programmeringssprog har forskellige 
måder at udføre den samme operation. I både VBscript og JavaScript eksisterer funktionen 
Split som umiddelbart lader til, at have samme funktionalitet og implementering. På 
baggrund af den åbenlyse forskel i behandlingstiden af denne funktion kan der stilles 
spørgsmålstegn ved denne antagelse. Det er forsøgt, at undersøge funktionernes 
implementering i programmeringssproget samt deres måde at operere på i forhold til 
ressourceforbrug af klient og server samt om funktionen har begrænsninger i forhold store 
datamængder. Dette har dog ikke været muligt at finde frem til i sprogenes respektive 
dokumentation, hvorfor der ikke kan gives en fornuftig vurdering af denne hypotese.  
Ses der til sidst på overførselstiderne, er der den forventede linearitet. Dette passer også fint 
med forventningen om, at det tager 1000 gange så lang tid at sende 1000 gange flere tal. 
Dette kan ses som en opbakning til vores antagelser, om at der ikke er nogen latens af 
betydning om natten på hverken RUCs netværk eller på netværket til serveren. 
På trods af, at forsøgene illustrerede simplificerede forsøg til efterprøvning af de 
matematiske modeller, kan det med rimelighed fastslås, at modellerne og deres antagelser 
er blevet bekræftet. Ses der bort fra arraytiderne, har de matematiske repræsentationer af 
løsningerne vist sig, at holde nogenlunde stik. Der synes heller ikke at være andre faktorer 
der spiller en væsentlig rolle i vurderingen om fordeling af databehandlingen mellem klient 
og server. Den benyttede metode med opstilling af simple modeller på baggrund af 
antagelser, har vist sin berettigelse. Metoden kan derfor også benyttes til at undersøge mere 
avancerede scenarier, med henblik på at give et teoretisk indblik i problemstillingen.  
10.2  Diskussion om metodologi 
I diskussionen af vores metodologi er det vigtigt, at reflektere over projektets forløb og den 
udvikling opgaven har undergået samt projektgruppens tilgang til denne. Fra de originale 
intentioner til indsnævringen af vores problemstilling til udformningen af vores forsøg har 
fokus for opgaven skiftet betydeligt. Det er særligt interessant og vigtigt at tage til 
efterretning, hvordan processen af projektforløbet og målsætningen har ændret sig i samme 
stil som den naturvidenskabelige metodetilgang er kendetegnet. 
Projektets oprindelige indgangsvinkel lå koncentreret omkring Ajax og mulighederne 
forbundet med dette forholdsvis unge datalogiske emne. Interessen var især forbundet med 
et ønske om udforskningen af asynkrone webapplikationer og deres formåen som forskel fra 
traditionelle webapplikationer. 
I takt med at det teoretiske studie blev afdækket og de matematiske modeller kom på 
tegnebrættet, gik det i midlertidigt op for projektgruppen, at der var en række 
problemstillinger der skulle tages højde for. Gentagende gange i denne proces fremsprang 
fordelingen af arbejdet imellem klient og server som værende en betydelig og vigtig 
problemstilling som skulle håndteres. I projektgruppen fandt vi netop denne problemstilling, 
som et af de mest centrale i forbindelse med design og udvikling af Ajax applikationer. 
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Klient-server forhold fik hermed en central rolle i problemstillingen og satte projektet på en 
ny og mere specifik kurs. Dette førte til en ny problemstilling rettet mod det mere tekniske 
aspekt involverende klient-server forhold og dertilhørende observeringer i hvordan sådanne 
asynkrone webapplikationer kunne designes med forskellig arbejdsfordeling. 
Den nye problemstilling medførte et metodisk valg, der byggede på ønsket om, at udføre en 
række grundforsøg, der kunne afdække ekstremerne i asynkrone applikationsløsninger i 
klient-server forholdet. De originale intentioner om en kompleks og mere virkelighedsnær 
eksperimentel del af opgaven, blev derfor valgt fra. I stedet blev fokus rettet på en 
procession af matematiske modeller, der tog udgangspunkt i forståelsen af forskellige 
løsninger til arbejdsfordelingen imellem klient og server. Endvidere blev der på baggrund af 
projektgruppens naturvidenskabelige tilgang, sat krav til at efterprøve disse matematiske 
modeller og deres opsatte hypoteser, ved at udføre en række eksperimentelle forsøg. Dette 
valg førte til et skift i den overordnede metodologi i opgaven og indsnævrede 
problemstillingen yderligere, der nu dikterede en stringent naturvidenskabelig 
metodetilgang baseret på teori, model og forsøg.  
I stedet for at fortage en generel undersøgelse af Ajax og dertilhørende problemstillinger, 
havde forstudiet af vores originale intentioner afdækket en niche, som vi valgte at belyse 
igennem den naturvidenskabelige metode. Dette illustrerer en typisk proces i udviklingen af 
et naturvidenskabeligt projekt på Naturvidenskabelig Basisstudie, hvor flere faktorer 
påvirker projektet til at modificere det endelige fokus i forhold til begyndelsen.  
Metodevalget i opgaven har vist sig at være definerende for det forelæggende 
forsøgsresultat, der i forhold til den oprindelige målsætning, ikke har samme kompleksitet 
eller virkelighedstro karakter. Forklaringen på dette skal blandt andet findes i, at vi muligvis 
har gabt over for meget arbejde, når tidsrammen til rådighed for projektskrivningen tages i 
betragtning. Med dette menes, at projektgruppens forudsætninger for at tilgå den valgte 
problemstillinger har ikke været fyldestgørende nok. Vi har ikke haft nok kendskab til 
programmering af Ajax applikationer og særligt med hensyn til programmeringssproget 
JavaScript. Dette har vanskelliggjort processen i at opnå et mere brugbart analysegrundlag 
som følge af mere komplekse applikationer. 
Undervejs i processen med opstilling af hypoteser, matematiske modeller og efterprøvning 
af disse, har der været andre scenarier på tegnebordet. Disse er dog ikke blevet realiseret i 
forsøg, hvorfor de ikke er blevet præsenteret tidligere. Disse scenarier og dertilhørende 
løsninger var tiltænkt, at have en mere kompleks og mere virkelighedstro form samt det 
formål at give en videre afklaring af vores problemstilling. I det følgende vil vi give en 
gennemgang af hvad der internt i gruppen er blevet refereret til som scenarie 3. Der 
foreligger ingen matematisk model eller kode til dette scenarie. Ikke desto mindre mener vi, 
at anskuelserne i dette scenarie er relevante, for at diskutere og illustrere intentionerne med 
projektets videre forløb. 
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10.2.1 Scenarie 3 
Formålet i scenarie 3, var at opsætte og udvikle et scenarie, der var mere virkelighedstro end 
de opnåede scenarier, scenarie 1 og 2. For at opnå dette tog vi udgangspunkt i et tænkt 
eksempel fra hverdagen, hvorigennem vi ville illustrere styrkerne ved Ajax applikationer; 
Hver dag søger mennesker et nyt sted at bo og har ofte nogle særlige krav til den by eller 
det område, de skal flytte til. En stigende tendens er at benytte internettet og 
ejendomsmægleres webapplikationer, til at finde frem til ejendomme der matcher købers 
præferencer. Præferencerne er ofte af samme art og kunne fx være, om der kører tog fra 
byen, findes der en skole i byen, indkøbsmuligheder og byens størrelse. Disse præferencer 
kan nemt og enkelt opsættes i en database, der efterfølgende kan tilgås gennem en 
webapplikation. Ved at benytte Ajax til dette og flytte en større eller mindre del af 
arbejdsbyrden og informationerne til klienten, kan det vise sig mere givtigt end en klassisk 
webapplikation med databehandling på serveren. Desuden vil det blive lettere og hurtigere 
for køberen, at ændre nogle parametre og straks se resultatet af det. 
Scenariet baseres på det udgangspunkt, at applikationen skal gøre det muligt at angive en 
række forskellige parametre for den ønskede by og omgivelserne og på baggrund af disse få 
udskrevet en liste med byer der matcher. Applikationen giver køberen mulighed for at angive 
eksempelvis 6 parametre (maks. indbyggertal, maks. afstand til skov, maks. afstand til 
vandet, adgang til tog, dagligdags butikker og skole), som kan angives uafhængigt af 
hinanden. De første 3 parametre angives med tal, og resterende med ja eller nej, idet det 
angives om byen skal have den pågældende facilitet eller ej.  
I samme stil som det har været tilfældet ved scenarie 1 og 2, ville dette scenarie skulle 
præsenteres ved flere forskellige løsningsmåder for at illustrere klient-server forholdet 
inden for samme scenarie. Der var til dette scenarie tiltænkt to løsninger. 
Løsning 1 var tiltænkt at minde om løsning A i scenarie 1 og 2 i den forstand, at vi her ville 
lade klienten stå for afviklingen af webapplikationen og databehandlingen. Serveren vil i 
denne opsætning næsten udelukkende fungere som informationskilde. Applikationen kunne 
designes således, at når den initialiseres på klienten, ville der blive sendt en forespørgsel til 
serveren, om at få tilsendt en mængde data. Denne data skulle bestå af en liste med bynavne 
og deres ovennævnte parametre i en form, der gør byerne søgbare for applikationen på 
klienten. For at begrænse mængde af byer og dermed data, kunne det implementeres, at der 
kun skulle rekvireres byer hvori der var huse til salg. 
Efter initialiseringen af applikationen kan køber indtaste en eller flere parametre hvorefter 
applikationen lokalt på klienten analyser datamængde herfor og returnere listen med byer 
der matcher. Efterfølgende kan køber ændre på parametrene eller angive flere og en ny liste 
analyseres og produceres af applikationen lokalt. Ønsker køber at vide hvilke huse der er til 
salg i en bestemt by, kan dette anmodes ved et klik på byen. Disse informationer ligger ikke 
lokalt på klienten, men skal rekvireres asynkront bag brugergrænsefladen fra serveren. 
Denne opsætning er interessant at undersøge, idet det er forventeligt, at køber ikke har 
præcise præferencer klar. Køber vil derfor højst sandsynlig skulle bruge flere justeringer af 
parametrene for at finde en by, der matcher præferencerne og med huse til salg. Disse 
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justeringer vil i løsning 1 være hurtige at foretage ligesom opdateringen af listen vil ske i 
realtime, afhængigt af størrelsen på datamængden samt antallet af angivet parametre. 
Løsning 2 i modsætning til løsning 1, vil denne ligne B løsningerne i scenarie 1 og 2, idet 
serveren her lades om analysearbejdet. I stedet for at rekvirere data og en applikation til at 
analysere data lokalt, modtages en applikation designet til at angive og afsende parametrene 
samt modtage og fremvise listen med byer der matcher. Brugerinterfacet er stadig det 
samme og køber har samme muligheder som i løsning 1. 
Processen og metoden hvorpå applikationen opererer på er dog noget forskelligt. Når køber 
angiver en parameter, sendes der en anmodning af sted til serveren om at finde de byer der 
passer denne parameter. De matchende byer bliver hentet og imens har køber stadig 
mulighed for at ændre eller udfylde flere parametre som uafhængigt af tidligere anmodning 
kan sendes til serveren og ny liste returneres. Der vil altså Løbende blive sendt en ny 
forespørgsel om at hente byer matchende for hver ændring af parametre. Dette giver en 
langsommere behandlingstid, idet der skal sendes en anmodning til serveren, serveren skal 
behandle denne og returnere listen med byer, som kan have en betydelig størrelse og tage 
tid at sende gennem netværket. 
Denne opsætning minder meget om en traditionel webapplikation og vil højst sandsynlig 
munde ud i, at generere en del datatrafik mellem klient og server. Dog skal der ikke hentes 
en stor datamængde ned på klienten til at starte med. 
Sammenlignes de to ovenstående løsningsforslag er der en række forskelle. I den første 
løsning overføres en stor del af databasen til klienten i første omgang. Denne del indeholder 
information som bynavne, sammen med informationen om de 6 forskellige parametre. Dette 
giver en større ventetid i starten, end løsning 2 da der i denne ikke overføres nogle data i 
starten, men derimod først når et parameter er udfyldt. Forskellen på de to løsninger er ikke 
hvor meget data der skal analyseres, men derimod på hvor meget data og hvornår dette 
bliver sendt fra server til klient.  
I løsning 1 har køberen allerede de centrale data lokalt og har dermed mulighed for at søge 
hurtigt og effektivt på klienten for at finde byer der matcher præferencerne. Ønsker køber 
yderligere informationer er der så behov for at tilgå serveren igen. Løsning 2 har ikke 
samme smidighed og hurtighed i søgningerne. Ikke på grund af ressourcemangel men idet 
der skal sendes en større mængde data til klienten. Angives der fx 200.000 i parameteren 
indbyggere, vil der skulle returneres en lang liste med byer som forventes at tage længere 
tid at sende end for klienten at behandle i løsning 1. Der kan måske være en tendens til, at 
ved et begrænset antal af snævre søgninger eller ændringer i parametrene, vil løsning 2 
være at foretrække. Dette på baggrund af, at der kun bliver overført en begrænset mængde 
data. Hvis køberen derimod ikke beslutsom eller usikker på hvad der søges efter, vil det 
resultere i flere justeringer og dermed flere søgninger. Dertil vil løsning 1 være at 
foretrække med hensyn til tidsforbruget (ventetid). Det er svært at sige om løsning 1 eller 2 
vil være at foretrække med hensyn til mængde af dataudveksling, idet det afhænger af hvor 
mange justeringer der foretages i begge scenarier. En mulig hypotese er, at på de grafiske 
illustrationer vil graferne krydse hinanden ved et givent antal justeringer.  
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Dette er selvfølgelig projektgruppens egne antagelser, overvejelser og forventninger 
omkring dette scenarier, som vi gerne ville havde opnået målinger og resultater for. 
Scenariet mener vi har en særlig berettigelse inden for vores problemstilling, idet denne type 
applikation viser styrkerne i Ajax. Scenariet viser en løsning, der kan imødekomme de 
omtalte ønsker i kapitel 6.2, om at gøre webapplikationer mere fleksible og hurtigere i deres 
afvikling i stil med desktopapplikationer.  
10.2.2 Den naturvidenskabelige metode 
Som tidligere nævnt var det oprindeligt vores intention, at lave et kompleks forsøg, med 
udgangspunkt i et eller flere scenarier der kunne findes i hverdagen.  Ved at lave nogle 
analyser af disse mere komplekse og realistiske scenarier, ville det være sandsynligt at 
kunne afklare problemstillinger omkring Ajax teknologien. Når man ser på denne 
projektgruppes sammensætning, står det dog klart, at der er manglende erfaring indenfor 
programmeringsområdet.  Hvis man skulle have analyseret et komplekst forsøg, ville det 
altså være smartere, at benytte en eksisterende webapplikation til at foretage en analyse og 
forsøg på. Eksempelvis kunne der tages udgangspunkt i et eksempel som rejseplanen.dk og 
ved at analysere den bagvedliggende applikation få indsigt i et repræsentativt system til at 
illustrere funktionaliteten af en Ajax applikation. Dertil kunne der opstilles forsøgsscenarier 
som muligvis kunne give et mere realistisk billede af de reelle klient-server forhold i en Ajax 
applikation. Dette synes dog ikke så tiltalende for projektgruppen, idet det kunne medføde 
en længere række af problemer som følge af, at vi ikke havde kontrol med applikationen. 
Eksempelvis ville der ikke være mulighed for, at ændre på den valgte webapplikation 
undervejs med hensyn til klient-server forholdet, ligesom der heller ikke ville være kontrol 
over fordelingen af ressourcer i forsøgsgangen. 
Havde projektet haft en mere datalogisk målsætning, kan de to scenarier anses som værende 
indledende forsøg til et større og mere avanceret eksperimentelt forsøg. Derfor kan de 
opnåede forsøgsdata anses for at være af mindre værdi, set med datalogiske briller, idet 
forsøgene kan karakteriseres som en forundersøgelse til de mere reelle datalogiske forsøg. 
Dette projekt ville derfor have haft begrænset berettigelse, hvis ikke der var blevet skiftet 
tilgangsvinkel undervejs, over til det fokus der faktisk er på det Naturvidenskabelig 
Basisstudie. 
Igennem disse erkendelser blev vinklen lagt over på selve den naturvidenskabelige 
fremgangsmåde, og det at få erfaringer med den naturvidenskabelige almendannelse14. 
Hvilket betød, at der blev lagt større fokus på det videnskabelige forsøg, hvor at der er 
kontrol på så mange parametre som muligt. Det at udføre eksperimentelt arbejde uden 
anvisninger, er der både fordele og ulemper ved. Ved at vi ikke havde nogle bestemt forud 
antagelser sikrede vi, at forsøget gerne skulle blive objektivt udviklet. Omvendt kan denne 
fremgangsmåde også give problemer i og med, at udviklingen ikke sker på rigtigt grundlag i 
første omgang. Fordelen ved at lave scenarie udviklingen på denne måde er, at man får 
erfaringer indenfor nogle kundskaber. Disse kan bl.a. være øvelse i observation, og 
akademiske fremgangsmetoder, egenskaber som man gerne skal erhverve sig i løbet af de år 
man er på den Naturvidenskabelig Basisuddannelse. 
                                              
14 På engelsk kalder ”Scientific literacy” 
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Igennem den nye metodiske tilgang blev der designet nogle nye scenarier, og som følge af 
vores programmeringserfaring, en del simplere forsøg. Som følge af vores begrænsede 
erfaringer indenfor programmering, er der undervejs blevet udviklet flere versioner af de 
opstillede forsøg som gentagende gange måtte modificeres på baggrund af fortsatte 
observeringer og revideringer.  Det resulterede i de 2 scenarier, som er blevet testet i denne 
rapport.  Vi havde, i modsætning til hvis vi havde valgt en eksisterende webapplikation, 
bedre kontrol med applikationen og mulighed for at ændre forsøgets parametre undervejs. 
Dog var der stadig ikke fuld kontrol med den del af forsøgene, hvori serverens opsætning og 
ressourcer var en betydelig faktor for resultatet. 
Som følge af erfaringsmanglen, er der også gået en stor del af vores projekt tid, med at 
udvikle konkret kode, og forsøge at optimere denne med henblik på vores forsøg. Ligeledes 
blev koden og de opstillede hypoteser, de matematiske modeller, undervejs også korrigeret i 
forhold til hinanden. Denne proces er dog samtidig en vigtig del, måske endda kernen 
(Josephen 2002), i vores projekt. Dette forstået på den måde, at der med den valgte vinkel, 
skal fokuseres på de videnskabelige erfaringer vi gør os gennem den vidensopbygning vi 
gennemgår. Dette for at sikre, at vi bliver i stand til at opbygge en hypotese, der skal 
efterprøves gennem det eksperimentelle arbejde samt efterfølgende at kunne afveje resultat 
og reflektere over dens betydning for hypotesen.  
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11 Konklusion 
Der kan ikke gives et entydigt konklusion på hvordan arbejdet fordeles mellem klient og 
server i asynkrone webapplikationer, som følge af dette projekts opnåede resultater. Dette 
konkluderes på baggrund af forsøgsresultater der indikerer, at der er en forskellighed i 
styrkeforholdet mellem klient og server afhængigt af hvilken opgavetype der stilles. Dette 
blev illustreret i de simple forsøg om dataudveksling hvor serveren var mere effektiv til at 
analysere datamængden. Omvendt var klienten bedre til databehandlingen med hensyn til 
serialiseringen af tekststreng til array. Dog kan det konkluderes, at de opstillede simple 
forsøg, hvor enten server eller klient stod for databehandling og analyse, var det i begge 
scenarier serveren, der formåede at klare opgaven hurtigst. Dette dog med det forbehold, at 
der ses bort fra arraytiden i denne sammenhæng.  
Endvidere baseres konklusionen på, at der ikke blev opsat og efterprøvet mere komplekse 
scenarier, der kunne give et mere realistisk indblik med hensyn til dataudvekslingen klient 
og server i mellem. Det var forventet, at et forsøg med en mildere fordeling af arbejdet 
mellem klient og server, kunne give muligheden for at give en pejling om, hvordan 
vægtningen skulle placeres. Disse forsøg nåede dog aldrig udvikling og test, grundet 
tidspres og manglende programmeringserfaring i projektgruppen. 
På trods af, at forsøgene illustrerede simplificerede modeller og der umiddelbart ikke kan 
konkluderes på fordelingen af arbejdet, kan det dog fastslås, at modellerne og deres 
antagelser er blevet bekræftet. Den benyttede metodetilgang, har vist sin berettigelse, idet 
forsøgene i hovedparten af scenarierne vist den forventede linearitet, som modellerne antog. 
Metoden med at opsætte simple matematiske modeller til at illustrere sammenhængen 
mellem klient-serverforholdet, kan derfor også benyttes til at undersøge mere avancerede 
scenarier, med henblik på at give et teoretisk indblik i problemstillingen. 
Gennem projektarbejde med den benyttede metode, er der opnået erfaring med modeller, 
teorier og eksperimenter i naturvidenskab. Processen som projektet har gennemgået har 
været en vigtig del i projektet og gjort projektgruppen i stand til at arbejde ud fra en 
naturvidenskabelig metode. Dertil knytter sig erfaring i at opbygge hypoteser, der skal 
efterprøves gennem eksperimentelt arbejde samt efterfølgende at kunne afveje resultatet og 
reflektere over dets betydning for hypotesen og om hypotesen stemmer overens med de 
opnåede resultater. 
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12 Perspektivering 
Som webapplikationer har udviklet sig over de seneste år, står det snart klart at traditionelle 
webapplikationer på et tidspunkt ikke længere vil være tidssvarende. De nyere teknologier 
på Internettet har fået det meget misbrugte term web 2.0 tilknyttet til sig. Der findes ikke en 
præcis definition af web 2.0, men denne beskrivelse dækker midlertidigt over en markant 
udvikling inden for den måde vi opfatter og benytter webapplikationer. 
Imens det meget misbrugte term web 2.0, ikke helt definerer de præcise ændringer der er 
ved at ske på Internettet dækker det i midlertidigt over en markant udvikling inden for 
måden vi opfatter og benytter webapplikationer på.  
De forhøjede forventninger sætter krav til udviklere om at skabe mere interaktive og 
fleksible applikationer, der i sin enkelthed oftest er meget målrettet og niche bestemt. Et 
eksempel på dette kunne være nyhedssiden Digg.com eller video delingssiden Youtube.com. 
Her har vi et typisk eksempel på to web 2.0 webapplikationer der har tjent deres popularitet 
på at udfylde (eller skabe) brugeres specifikke behov indenfor en bestemt kategori, her 
henholdsvis nyhedsdeling og videodeling. Begge webapplikationer er opbygget omkring 
asynkrone elementer der sikrer brugere en langt mere interaktiv oplevelse og bryder med 
flere af de gamle opfattelser omkring page-to-page logikken. Succesen for de målrettede, og 
oftest socialt drevne, asynkrone webapplikationer syntes at være evident, da de med 
voksende brugerbaser har sikret sig en plads blandt de mest besøgte websites i verdenen. 
De stigende internetforbindelser kunne forestille sig at have en påvirkning på fremtidens 
webapplikationer. TDC har annonceret at det i sommeren 2007 (Pedersen,comon.dk 2007) vil 
blive muligt at få en 50 megabit internetforbindelse og denne udvikling ser kun ud til at 
fortsætte. Med hurtigere forbindelser mindskes afstanden imellem webapplikationer og 
desktopapplikationer, lokalt og fjernmiljø rykker tættere og mulighederne for større 
dataoverførsler og hurtigere responstider indfinder sig. Ligeledes har udviklingen også 
medført større og kraftigere computere til brugeren. Der kan dermed stilles større krav til 
hvad klienten skal kunne håndtere af webapplikationer, og ved det dette kan brugerens 
oplevelse forbedres yderligere.  
Fremtiden for asynkrone webapplikationer skal ikke nødvendigvis findes igennem Ajax. Der 
findes flere alternativer til at opnå asynkron kommunikation, herunder Adobes actionscript 
til flash der i skrivende stund netop er udkommet i version 3.0. Flash er det mest udbredte 
plugin til moderne browsere med mere end 80% installationer (Adobe 2007) i den vestlige 
verden og Japan. Til forskel fra Flash baserer Ajax sig på ældrere og mere kendte teknologier 
som JavaScript og CSS. Dette kan vise sig udslagsgivende når programmører af 
webapplikationer, ønsker at udvikle asynkrone applikationer i forhold til fx. Flash. 
Programmører som allerede kender til de underliggende teknologier, kan have nemmere ved 
at udvikle i dette miljø, idet kendskabet er større, end ved at skulle lære endnu et 
scriptsprog som ActionScript. Desuden kræver flash også flash plugin, der uanset den store 
installations base altid vil være en akkilleshæl til forskel for Ajax der kører uden brug for 
ekstra installationer i moderne browsere. Uanset hvilken platform de asynkrone 
webapplikationer bliver afviklet i, står det dog klart at udviklingen er kommet for at blive. 
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Industri ledere som Google har sat dagsordenen med webapplikationer som Gmail og Google 
Calendar. 
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13 Ordliste 
Her følger en forklarende ordliste under udbygning til afklaring af begreber, og hvad der 
menes med deres brug. 
Ord Forklaring 
API Application programming interface, Et sæt af metode konventioner 
der definerer hvordan en række funktioner kaldes igennem en 
software pakke. 
Back-end Et udtryk der referer til Infrastrukturen på en server. Back-end 
refererer til den del af en applikation som brugeren ikke er i 
direkte kontakt med, og som understøtter front-end delen. 
Browser Se; klient 
Bruger En person der benytter en applikation
CPU 
 
Central Processing Unit også kaldet en Processor er den enhed i 
en computer der laver beregningerne. 
Desktopapplikation En applikation som arbejder i et lukket miljø. Dvs. klienten som 
kører applikationen ikke behøver at kommunikere med andre 
enheder end klienten selv. 
DOM Document Object Model; Er en form repræsentation af 
strukturerede dokumenter som en objekt orienteret model. 
Dynamisk En dynamisk web-applikation kendetegnes ved at være interaktiv 
på en sådan måde at gennem brugerens input varierer web-
applikationens indhold og informationer som vises på klienten. En 
dynamisk web-applikation understøttes af server-side 
programmeringssprog som fx PHP eller ASP samt baseres på en 
underliggende database. 
Event-driven Begivenheds-drevet programmering tager højde for en række 
forventede begivenheder i fremtiden, og sørger for metoder til at 
behandle eventuelle begivenheder når de indfinder sig. Det 
værende muse-klik, tasleslag etc. 
Event-listener En funktion indbygget i de fleste frameworks til ”lytte” efter 
bestemte begivenheder, og derefter udføre en bestemt handling. 
Framework I software udvikling er Framework en understøttende struktur, 
hvori projekter kan blive organiseret og udviklet. Typisk kan det 
være understøttende programmer og kode biblioteker. 
Forced Refresh En tvunget opdatering, genindlæser i sides data uanset om der 
ligger data cached. 
Front-end Et udtryk der beskriver den del af en applikation brugeren 
interagerer med direkte. 
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Garbage collection Garbage collection er et andet navn for automatisk 
hukommelsesstyring. Det er den proces der automatisk frigører 
allokeret hukommelse, når ens applikation ikke refererer til det 
mere. Det er ikke til at forudsige hvornår denne proces køres. 
Hack En klodset, og som regel midlertidigt løsning på et problem.
Hyperlink 
 
Er en reference, der enten kan pege på et andet sted i samme 
dokument, eller en anden adresse med et nyt dokument. 
Interface Grænseflade
JavaScript Et Script sprog (originalt kaldet LiveScript) udviklet af Netscape til 
inkorporering i HTML. 
Klient Et program der forespørger og tolker information fra en anden 
computer (server) på et netværk. 
Latens Den tid (ventetid) der går når en forespørgsel fra klienten kodes 
til et objekt, sendes til server, afkodes af server, behandles på 
serveren, serveren opretter et svar, serveren koder svaret til et nyt 
objekt, sender objektet til klienten, klienten afkoder objektet og 
endeligt præsenterer/behandler objektet. 
Markup Typisk brugt om HTML. Generel beskrivelse af kode der udgør 
elementers formatering, layout, id, klasser etc. Se evt. ”Tags”  
Pseudokode Et kodebeskrivende sprog, der minder meget om almindeligt 
engelsk. 
Request-Response 
 
Består af informationsudveksling, klienten sender i anmodning, 
hvorefter at serveren behandler anmodningen og sender et svar 
tilbage. 
Scriptsprog Der skelnes oftest mellem browser og server scripting. I dette 
projekt referes der kun til browserscripting, som er et letvægts 
programmeringssprog, eksempelvis JavaScript.  
Server En server er en enhed på netværket, internettet eller intranettet 
som administrerer netværksressourcer. En server er oftest 
dedikeret til et enkelt formål, fx administrerer en server en eller 
flere websites og en printserver en eller flere printer. 
Server-session Se; Session 
Server-side Et udtryk der refererer til de operationer der bliver udført af 
serveren i et klient/server forhold. 
Statisk En statisk web-applikation defineres oftest som værende en web-
applikation bestående af simple html-sider som ikke tilbyder 
nogen form for interaktion med brugeren eller evt. database. 
Statiske web-applikationer benytter klientbaseret 
programmeringssprog som fx HTML og CSS. I nyere tider 
administreres denne type web-applikationer ofte via et Content 
Management System (CMS) for at lette arbejdsgangen med 
oprettelsen og redigeringen af dokumenterne. 
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Swapping Skiftet fra data opbevaret i RAM'en til data opbevaret på et fysisk 
medie, f.eks. en harddisk. Adgang til data er meget langsommere 
på et fysisk medie end i RAM'en og et swap af data bruger mange 
systemressourcer. 
Tag, Tags, Tagget Et Tag, flere Tags eller Tagget er talesprog der typisk referer til 
HTML kode indkapslet i < og >. Mange tags benytter sig af åbne 
tags med attributter, efterfulgt af et slut tag, eksempelvis <div 
id=’test’>indhold her</div> 
UI Brugergrænseflade
Webapplikation En webapplikation er en applikation som tilgås med en web 
browser via et netværk, internettet eller intranet. Dvs. at klienter 
der benytter web-applikationer ikke arbejder i lukkede miljøer 
pga. behovet for at kommunikere med andre enheder end klienten 
selv. 
WYSIWYG What you see is what you get eller på dansk; hvad du ser er hvad 
du får. Et begreb der typisk beskriver redigerings værktøjer der 
benytter sig af måder at konvertere grafiske inputs til reel kode. 
XML Extensible Markup Language er et W3C standard, fleksibel og 
simpel tekstformat til data overførsel. 
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Løsning  1A
Tota ltid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Måling  1 161 682 986 1200 1646 1903 3981 6011 8176 11171 20925 22590 27109
Måling  2 186 267 414 649 803 1013 1490 1659 1950 1919 4015 6215 10369 13250 16397 23195 25815
Måling  3 90 175 250 435 645 805 1169 1465 2125 4104 6147 8641 13361 15295 18807
Måling  4 84 174 269 791 1193 1519 1915 3955 8768 11123 13053 16334 21291 22476 27036
Måling  5 90 267 458 673 809 1034 1298 2035 1701 1812 1944 5947 9753 13260 16771 18655 23602 25012
Måling  6 81 340 450 630 806 1021 1694 1641 1789 1921 4080 6007 10342 10501 13244 16213 22845 23651 28968
Måling  7 95 167 253 438 631 821 989 1270 1684 1692 1840 2008 3979 6067 8352 11212 13935 25146
Måling  8 82 170 265 454 838 993 1206 1521 1695 1924 6012 8824 10697 12838 15790 21896 23806
Måling  9 81 182 273 440 631 1014 1201 1409 1987 1951 3998 6031 9903 10407 13212 16746 19550 21888 25369
Måling  10 90 164 439 630 802 1039 1205 1708 1586 1789 2023 4045 11337 15961 21596 23244 26461
snit 86.63 172.38 273 441 646.38 809.38 1011.13 1217.75 1625.75 1642.38 1873.13 1976.88 4019.63 6054.63 9094.88 10852.13 13269.13 16188.38 20695.63 23056.5 26364.5
Ana lyse tid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Måling  1 68 161 388 491 617 744 873 1147 1259 2624 3924 7044 10318 11737
Måling  2 21 70 141 245 374 494 626 867 1007 1159 1260 2704 3974 5435 7203 8770 10142 11966 14298 16613
Måling  3 76 129 252 375 498 614 741 882 1009 1161 1277 5833 8585 10230 12501 13397 15719
Måling  4 21 75 142 243 380 618 741 877 995 2683 3950 6020 7134 8626 10865 14110 16412
Måling  5 23 142 244 493 738 885 987 1151 1268 2630 3959 6988 7092 10332 12316 13460 15941
Måling  6 11 87 133 259 378 500 629 741 999 1138 1260 2726 3938 7522 7133 8690 11498 13805
Måling  7 21 83 130 255 374 499 613 740 987 1151 1266 2625 3931 5578 7175 8615 10238 13419 16210
Måling  8 23 88 143 369 494 621 740 884 3987 6186 7270 8508 10735 11978 13595 16561
Måling  9 21 244 496 743 887 987 1138 1268 2652 3911 7118 7116 8671 11942 13745 15871
Måling  10 22 67 258 382 626 884 988 1143 1270 2707 8754 10943 12455 16184
snit 20.38 76.75 140.13 250 377.5 495.63 620.5 741 879.88 994.88 1148.5 1266 2668.88 3946.75 6335 7145.88 8652.38 10475.38 12049.13 13728.63 16188.88
Arra ytid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Måling  1 3 7 15 21 25 38 49 58 65 4311 4005
Måling  2 1 4 7 12 21 35 44 56 66 135 939 1954 5015 3258 3671
Måling  3 1 3 7 23 28 24 33 38 46 170 409 537 595 1089 1154 1069 4475 3641
Måling  4 1 3 7 33 27 34 47 56 66 75 135 427 408 510 845 1089 5373 3368 5076
Måling  5 7 12 23 19 32 46 62 171 311 554 566 2222 4699 3495
Måling  6 1 3 14 25 20 25 34 48 67 74 383 514 506 1074 1008 4878 5067
Måling  7 1 4 18 15 27 33 37 54 67 171 381 514 565 1057 1113
Måling  8 0 3 7 13 14 20 35 33 55 64 69 135 315 420 533 908 1083 4656 5197
Måling  9 0 7 10 24 26 36 34 38 45 54 67 171 390 557 627 852 2103 3079 3127 3919
Måling  10 0 3 6 10 19 20 28 45 56 64 70 140 346 503 488 1025 1003 4709 3843 4857
Snit 0.63 3.25 6.88 13 20.5 23.38 28.38 33.5 41.88 51.13 61.63 68.63 153.5 370.25 500.88 548.75 973.63 1452 3665.63 3956.63 4365.38
S e rvertid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Måling  1 0 0 0 16 0 16 0 0 16 16 16 94 31 63 63
Måling  2 0 0 16 0 16 16 16 16 16 63 47 47 63
Måling  3 0 0 0 0 16 16 0 0 16 29 63 47 31 47 63
Måling  4 0 0 0 0 0 0 0 0 0 16 31 63 47 61
Måling  5 0 0 0 0 0 0 0 0 0 16 16 47 63 47 47 47 63
Måling  6 0 0 0 0 0 0 0 0 0 0 14 16 31 63 31 47 47 63
Måling  7 0 0 0 0 0 0 0 0 16 16 16 0 16 16 31 31 33 29 47 61 63
Måling  8 0 0 0 0 0 0 0 0 0 16 0 0 16 16 16 31 31 31 47 63
Måling  9 0 0 0 0 0 0 14 0 0 0 16 16 16 18 16 31 31 47 63
Måling  10 0 0 0 0 0 0 16 0 0 16 0 0 16 16 16 33 29 47 47 47
Snit 0.0 0.0 0.0 0.0 0.0 2.0 5.6 3.9 2.0 9.8 5.9 5.9 15.4 15.9 21.2 45.2 49.1 34.7 46.9 54.2 60.5
T ransporttid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Snit 65.6 92.4 126.0 178.0 248.4 288.4 356.6 439.3 702.0 586.6 657.1 636.4 1181.9 1721.8 2237.8 3112.3 3594.1 4226.3 4934.0 5317.1 5749.7
Tota l minus  array 86 169.13 266.13 428 625.88 786 982.75 1184.25 1583.88 1591.25 1811.5 1908.25 3866.13 5684.38 8594 10303.38 12295.5 14736.38 17030 19099.88 21999.13
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Løsning  1B
Tota ltid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Må ling  1 94 141 125 188 500 516 609 781 1735 4782 16407 37051
Må ling  2 94 93 125 235 297 359 421 516 610 656 2875 4641 6250 8375 10735 16656 62438
Må ling  3 141 172 235 375 437 625 672 734 1672 2875 4609 6281 9407 10672 13422 16469 16750 35592 61953
Må ling  4 94 125 203 234 297 360 625 656 781 1672 2922 4453 6282 9953 10719 13625 16375 16703 35719
Må ling  5 94 125 172 234 297 375 422 516 672 657 750 1766 2953 4485 6360 10063 10672 13687 16640 16969 36469 62507
Må ling  6 79 110 125 203 234 282 359 515 656 750 1672 2953 6265 9969 10812 13547 16766 61866
Må ling  7 93 125 281 359 422 515 657 641 766 1671 6266 9766 13734 17000 35938 61800
Må ling  8 78 94 156 235 235 281 360 485 516 616 656 719 1672 2968 4485 10719 13610 16625 17015 35860 61925
Må ling  9 94 94 188 234 281 359 421 516 656 719 1672 3000 4516 6266 10656 10703 13703 16468 17000 36050 62125
Må ling  10 79 109 125 172 219 297 422 625 735 2985 4453 6265 8344 10704 13594 16813 17281 35938 63547
Snit 88.13 107.5 130.88 191.63 232.5 289.13 363.25 441.25 515.71 629.88 656.25 748.33 1691.5 2941.38 4553 6279.38 9566.63 10717 # # # # # # 16935.5 36077.13 62270.13
Ana lyse tid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Må ling  1 136 110 140 188 265 750 1125 2281 2672 3109 3823 5685
Måling  2 110 188 265 312 375 750 1125 1625 1890 2625 3031 344 3637 4957 5401
Måling  3 156 156 47 78 110 234 265 328 344 390 750 1125 1890 2437 2656 3000 3390 4840
Måling  4 0 156 47 94 125 140 188 234 312 344 750 1125 1515 1890 2844 2625 3421 3737 4909 5356
Måling  5 0 156 31 78 110 140 188 219 265 312 344 375 1140 1515 1921 2796 2642 3046 3406 3622 4856 5622
Måling  6 0 156 31 78 110 156 188 234 250 312 328 375 734 1125 1515 1890 2594 3046 3737 4856 5622
Måling  7 0 156 47 78 110 156 234 265 344 344 375 765 1140 1734 1890 2719 2687 3031 3390 3638 4953
Måling  8 0 156 47 94 156 188 234 265 344 375 1515 1890 3015 3453 3622 4856 5337
Måling  9 0 156 47 78 156 188 234 265 469 328 375 750 1140 1517 1890 3171 2640 3062 3390 3638 5653
Måling  10 0 31 78 125 1406 188 219 344 344 375 750 1500 2265 2642 3689 5056 5669
19.53 153.72 41 82.13 113.56 306.5 187.5 230.19 263.13 341.53 339.81 376.88 749.88 1130.63 1554.5 1893.88 2638.31 2648.63 3042.56 3060.34 3681.66 4910.38 5543.15
Arra y tid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Må ling  1 0 16 16 188 219 2610 12328 13984.86 31359.86
Må ling  2 0 16 16 16 47 63 94 140 156 203 219 719 1563 2703 3969 5658 7594 56469.73
Må ling  3 0 16 0 16 31 63 94 140 172 219 735 1563 4000 5719 7500 9844 12422 13812.99 31204.59
Må ling  4 0 16 16 16 16 47 63 94 219 719 1547 4000 6547 7610 9890 13782.23 31375.98 55658.2
Må ling  5 0 16 16 16 31 47 63 94 125 172 188 765 1563 2656 6687 7530 9908 12563 14062.99 32079.1 56547.85
Må ling  6 0 16 16 16 31 47 63 94 140 156 188 219 735 1578 2610 3985 7547 9908 12375 13829.1 55876.95
Må ling  7 0 0 31 31 63 94 125 172 188 235 719 1578 2735 4000 6485 10125 12330 14046.88 31547.85 55908.2
Må ling  8 16 31 31 94 125 188 188 735 1563 2656 3967 6735 7547 10031 12516 14078.13 31454.1 56018.07
Må ling  9 0 0 16 16 47 63 125 172 188 235 735 1578 2672 4000 6810 7531 10031 12438 14046.88 31672.85 56157.71
Må ling  10 16 0 0 16 47 63 94 125 172 188 235 2625 4000 5625 7531 10047 12484 31548.34 57330.08
1.95 9.77 9.77 15.63 25.39 42.97 62.5 93.75 130.72 169.84 189.47 224.75 732.47 1566.44 2658.34 3990.06 6283.19 7548.68 9973.06 # # # 13955.51 31530.33 56245.85
S e rve rtid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Må ling  1 47 110 485 1531 4406 15766 16422.36 35095.21
Må ling  2 31 6 188 250 313 406 469 547 598 1485 2640 4328 5860 7938 10234 16000 61485.84
Må ling  3 156 31 47 140 188 265 328 375 500 532 610 1485 2640 4297 5890 8172 10172 12859 15813 16250.98 34859.86 60955.08
Må ling  4 0 31 6 110 140 188 328 500 547 625 2672 5906 9390 10250 13047 16234.86 35000.98 60829.59
Må ling  5 0 31 94 140 188 250 313 390 485 547 610 2703 4172 5953 9485 10172 12955 15969 16500.9 35750.98 61485.84
Må ling  6 0 31 47 94 140 203 250 328 390 469 515 1469 2703 4140 5875 9515 12969 16266.11 60830.08
Må ling  7 0 15 94 140 188 250 328 390 515 532 610 1485 2703 5906 9203 10299 13156 15736 16500.98 35220.21 60844.73
Må ling  8 156 47 110 140 188 250 328 390 533 610 1469 2719 4172 10188 13063 15984 16516.11 35125.98 60969.73
Må ling  9 0 31 47 94 140 203 250 328 390 610 1485 2719 4190 5890 10000 10188 13109 15844 16500.98 35329.1 61126.95
Må ling  10 156 31 47 110 140 250 406 531 532 610 1563 4125 5889 7890 10189 13029 16189 35219.73
58.5 29.25 36.63 101.75 140.25 191.44 251.91 324.31 392.34 494.19 535.31 610.13 1496.28 2687.44 4228.69 5896.22 8949.13 # # # # # # 15912.6 16399.16 35200.26 61065.98
T ransporttid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Snit 29.63 78.25 94.25 89.88 92.25 97.69 111.34 116.94 123.37 135.69 120.94 138.21 195.22 253.94 324.31 383.16 617.5 505.57 591.81 644.03 536.34 876.87 1204.15
tota l minus  a rray 86.17 97.73 121.11 176 207.11 246.16 300.75 347.5 385 460.03 466.78 523.58 959.03 1374.94 1894.66 2289.32 3283.44 3168.32 3642.2 4124.74 2979.99 4546.79 6024.28
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Løsn ing  2A
Tota ltid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Må ling  1 125 172 312 359 422 500 563 782 797 906 1625 2328 3188 3875 4875 6266 7219 8970
Må ling  2 125 141 187 250 297 344 484 484 578 735 1750 2343 3844 4765 7282 8834
Må ling  3 94 141 219 312 359 453 531 578 782 719 828 1656 2328 3141 3844 4547 5203 7219 9350
Må ling  4 63 125 172 250 297 438 515 687 719 813 1657 2656 3125 4000 4937 5313 6797 7375 8849
Må ling  5 78 172 266 344 453 531 578 640 734 875 1797 2453 3156 3828 5219 6219 7313 8888
Må ling  6 125 156 203 453 500 656 719 844 1875 2265 3125 3860 4547 6078 7016 7766 8946
Må ling  7 62 94 281 344 422 531 563 625 813 828 2312 3157 3875 4532 5266 6265 7313 8850
Må ling  8 93 156 172 219 312 359 500 563 641 828 890 1610 2422 3157 4687 5406 6265 7500
Må ling  9 78 172 235 313 344 438 547 828 1640 5547 6203
Må ling  10 47 141 172 250 312 391 563 860 3141 3813 4469 5297 6734 8961
Snit 80 134.88 168 236.5 304.5 355.5 445.38 511.5 566.63 693.5 769.63 855.5 1701.25 2388.38 3148.75 3867.38 4669.88 5416.13 6470.63 7373.38 8956
Ana ly se tid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Må ling  1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
Må ling  2 0 0 0 0 0 0 0 0 0 0 0 0 0 1
Må ling  3 0 0 0 0 0 0 0 0 0 0 0 0 0 1
Må ling  4 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Må ling  5 0 0 0 0 0 0 0 0 0 0 0 0 0
Må ling  6 0 0 0 0 0 0 0 0 0 0 0 0
Må ling  7 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 1
Må ling  8 0 0 0 0 0 0 0 0 0 0 16 0 0 0 0 0 0 0 0
Må ling  9 0 0 0 0 0 0 0 0 0 0 0 15 0 0 0 0 0 0 0 0 1
Må ling  10 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Arra y tid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Må ling  1 0 16 46 78 94 110 125 141 438 578 875 1016 1141 1313 1844 2079
Må ling  2 0 31 32 78 94 125 156 188 437 578 875 1016 1140 1297 1828 2063
Må ling  3 0 0 0 31 47 78 94 125 156 188 437 563 1000 1140 1297 2062 2427
Må ling  4 0 0 0 16 31 47 78 94 125 188 562 875 1156 1297 1828 2079 2410
Må ling  5 0 15 0 47 78 94 94 125 156 187 422 563 875 1000 1140 1297 1828 2063 2400
Må ling  6 0 15 15 16 31 47 78 94 94 125 437 562 875 1000 1313 1829 2400
Må ling  7 0 0 0 16 31 47 78 93 156 187 422 875 1141 1828 2063 2406
Må ling  8 0 0 0 15 31 47 94 110 156 187 422 562 860 984 1125 1297 1828 2429
Må ling  9 0 0 16 31 47 78 94 94 125 156 188 562 985 1141 1297 2062 2412
Må ling  10 0 0 16 47 93 94 109 157 188 422 860 985 1812 2062 2435
Snit 0 3.75 1.88 17.75 33 47 78 93.75 98 123 154.25 187.63 429.63 566.25 871.25 998.25 1140.5 1301 1828.13 2066.63 2414.88
S e rvertid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Må ling  1 0 17.58 0 0 0 15.63 15.63 0 15.63 15.63 15.63 29.3 46.88 47.36
Må ling  2 0 0 0 0 0 0 15.63 17.58 15.63 31.25 46.88 31.25
Må ling  3 0 0 0 0 0 0 0 15.63 31.25 46.88 46.88 46.88 45.9
Må ling  4 0 0 0 0 0 0 0 0 29.3 31.25 31.25 46.88 46.88 32.23
Må ling  5 0 0 0 17.58 0 15.63 0 0 0 0 0 15.63 17.58 31.25 46.88 33.2 44.92 45.9
Må ling  6 0 0 0 0 0 0 0 0 13.67 0 0 15.63 15.63 31.25 46.88 46.88 48.83
Må ling  7 0 0 0 0 15.63 0 0 0 13.67 15.63 15.63 15.63 31.25 15.63 31.25 31.25 31.25 46.88 46.88 31.25
Må ling  8 0 0 0 0 0 0 0 0 0 0 0 15.63 31.25 31.25 31.25 29.3 31.25 46.88 46.88 46.88
Må ling  9 0 0 0 0 0 17.58 0 0 0 0 15.63 0 15.63 31.25 31.25 31.25 33.2 46.88 46.88 46.88 46.88
Må ling  10 0 0 0 0 0 0 0 0 0 15.63 15.63 0 15.63 15.63 31.25 46.88 46.88 46.88 46.88
Snit 0 0 0 2.2 1.95 6.35 0 0 3.42 3.91 7.81 1.95 15.63 19.78 21.73 30.76 37.11 39.31 46.88 46.88 40.95
T ransporttid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000
Snit 80.0 131.1 166.1 216.6 269.5 302.2 367.4 417.8 465.2 566.6 607.6 665.9 1256.0 1802.3 2255.8 2838.4 3492.3 4075.8 4595.6 5259.9 6500.2
tota l minus  array 80 131.13 166.13 218.75 271.5 308.5 367.38 417.75 468.63 570.5 615.38 667.88 1271.63 1822.13 2277.5 2869.13 3529.38 4115.13 4642.5 5306.75 6541.13
Indhold
ortegne
e 
 
Asynkron Javascript & XML 
4. Semesterprojekt, Naturvidenskabelig Basis, Hus 13.1, Gruppe 10 
 
  
 
Løsning  2B
Tota ltid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Måling  1 94 94 94 94 109 141 203 235 1813 6157 7719 11188 13625 15755 33457 59035
Måling  2 79 78 110 125 187 250 281 344 969 2953 4546 6078 7843 11375 13547 32673
Måling  3 94 94 141 141 203 203 266 297 1828 4407 7047 7687 11438 12578 14850 61276
Måling  4 79 93 94 125 125 141 187 281 328 969 1813 3031 4469 8203 11094 13625 15281 59143
Måling  5 94 94 94 109 140 188 219 250 281 328 953 1844 3031 6172 14826 33781 59425
Måling  6 78 78 93 94 110 141 141 187 203 250 281 343 969 1828 3093 4375 6109 7922 11000 13781 14852 32806 59708
Måling  7 94 109 125 156 141 203 282 343 954 1813 3000 4407 6110 7906 11140 12641 15008 32965 58953
Måling  8 94 78 94 109 141 157 188 219 234 329 969 2985 4391 6141 7969 13640 14829 32761 58676
Måling  9 93 78 78 125 156 157 187 219 265 297 329 984 1828 3078 4438 6484 7906 10453 12532 33007
Måling  10 93 94 94 94 109 141 140 172 203 265 282 343 953 1813 3109 4390 11296 15313 34184 58414
Snit 89.88 86 89.88 99.75 117.13 142.63 144.88 187.38 209 251.88 285.25 335.88 965 1822.5 3035 4427.88 6287.25 7894.38 11123 # # # 15089.25 33204.25 59328.75
Ana ly s e tid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Måling  1 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  2 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  3 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  4 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  5 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  6 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  7 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  8 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  9 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Måling  10 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Snit 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0 0
Arra y tid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Måling  1 0 16 14 31 63 63 94 125 172 203 1547 2750 5703 7313 10266 12719 14450 31890 57718
Måling  2 31 47 63 92 125 156 203 766 4063 5625 7375 10641 12674 31910
Måling  3 0 16 16 18 94 125 156 203 1563 2627 3982 5686 7268 12063 14320 60082
Måling  4 0 0 0 16 18 31 78 94 188 766 2703 4061 5658 7654 10578 13125 14670 35120 57832
Måling  5 0 16 0 31 63 63 188 766 1563 2658 4000 5594 10750 14260 33010 58410
Måling  6 0 0 0 18 29 31 47 63 78 125 156 750 1563 2764 7484 10486 13281 14310 32030 58578
Måling  7 0 0 16 16 16 31 47 63 78 141 156 203 766 1547 2672 4031 5656 7484 10500 12125 14500 32140 57613
Måling  8 0 0 16 18 18 31 47 78 94 125 156 205 764 1547 2641 4000 5672 7578 12891 14290 32010 57671
Måling  9 0 0 0 18 16 31 63 125 172 783 1578 2734 4047 5672 7469 9969 1203 32200
Måling  10 0 0 16 14 31 63 61 80 125 156 219 768 1563 3984 10219 14780 33430 57296
0 3.91 5.86 16.11 19.78 31.25 54.69 66.16 87.89 126.95 160.16 201.42 765.87 1558.59 2693.6 4021 5658.2 7453.13 # # # # # # 14447.5 32637.78 58150
S e rvertid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Måling  1 0 0 16 14 31 63 94 125 203 1564 2750 7313 10281 12734 14464 31906 57734
Måling  2 14 18 18 31 63 92 125 203 766 4078 5641 7391 10658 12689 31921
Måling  3 0 16 0 16 18 47 94 156 203 766 1563 2627 4000 5703 12063 14328 60097
Måling  4 0 0 0 16 18 47 63 78 94 156 188 781 1547 2703 4061 5672 7654 10578 13125 14687 57847
Måling  5 0 16 0 31 63 63 125 172 188 766 1563 2672 4016 5594 7283 10750 14281 33031 58425
Måling  6 0 0 0 29 31 47 63 78 125 156 205 766 1563 2764 5719 7484 10500 13281 14328 32046 58609
Måling  7 0 0 16 16 31 47 63 78 141 156 203 781 2672 4031 5672 7484 10516 12125 14515 32156 57644
Måling  8 0 0 16 18 18 31 47 78 125 156 205 1547 2658 4000 5672 7578 12906 14296 32031 57703
Måling  9 0 0 0 18 16 31 63 11 125 172 783 1578 2734 4047 5672 7482 9984 12047 32218
Måling  10 0 0 16 14 33 31 63 61 94 125 172 768 1563 3984 10219 14781 33453 57312
1.37 4.88 5.86 16.11 21.97 33.2 54.69 66.16 79.25 126.95 162.11 199.71 771.97 1560.79 2697.51 4027.1 5667.97 7458.74 # # # # # # 14460 32345.25 58171.38
T ransporttid 1000 5000 10000 20000 30000 40000 50000 60000 70000 80000 90000 100000 200000 300000 400000 500000 600000 700000 800000 900000 1000000 1500000 2000000
Snit 88.51 81.12 84.02 83.64 95.15 109.42 90.19 121.21 129.75 124.92 123.14 136.17 193.03 261.71 337.49 400.78 619.28 435.63 687.21 624.79 629.25 859 1157.38
Tota l minus  array 89.88 82.09 84.02 83.64 97.35 111.38 90.19 121.21 121.11 124.92 125.09 134.46 199.13 263.91 341.4 406.88 629.05 441.25 696.97 1986.09 641.75 566.47 1178.75
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1  Løsning 1A 
1.1 getdata.asp 
<% 
srvStartTime = Timer() 'STARTER TIMER TIL MÅLING AF SERVERTID 
dim range 
range=request.querystring("size") 'AFLÆSER ØNSKEDE STØRRELSE OG GEMMER I VARIABLE 
%> 
<!--#include file="./select_string.asp"--> 
<% 
response.expires=-1 ''FORHINDRER BROWSER I AT CACHE SIDEN 
Session.Timeout = 20 'SESSION TIMEOUT PÅ 20 MIN 
Server.ScriptTimeout = 360 'SCRIPTTIMEOUT PÅ 360 SEKUNDER 
Session.LCID = 1030 'DANSK DATOFORMAT 
response.write DataString 'UDSKRIV RESULTAT TIL SKÆRM/KLIENT 
srvEndTime = Timer() 'SLUTTER TIMER TIL MÅLING AF SERVERTID 
srvTime = 1000*(srvEndTime - srvStartTime) 'UDREGNER SERVERTIDEN 
'GEMMER SERVERTID I DATABASE 
Set ObjConn = Server.CreateObject("ADODB.Connection") 
ObjConn.Open "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & Server.Mappath("./forsogdata1A.mdb") 
DBsrvTime = "INSERT INTO srvtime " 
DBsrvTime = DBsrvTime & "(range,ServerTime) " 
DBsrvTime = DBsrvTime & "VALUES ('"&range&"','"&srvTime&"')" 
ObjConn.execute DBsrvTime 
ObjConn.Close 
Set ObjConn = Nothing 
range = "" 
DataString = "" 
a = "" 
%> 
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1.2 getresult.js 
var xmlHttp 
var StartTime 
var ResultTime 
var LogString 
var ResultString 
var arrayTime 
var analTime 
LogString ="" 
TotalTimeString = "" 
ArrayTimeString = "" 
AnalTimeString = "" 
var count = 0 
function GetResult(str) 
{ 
 StartTimer() 
 xmlHttp=GetXmlHttpObject() 
 if (xmlHttp==null) 
 { 
  alert ("Your browser does not support AJAX!"); 
  return; 
 }  
 //ANGIVER FIL PÅ SERVEREN SOM SKAL KALDES 
 var url="getdata.asp"; 
 //FORHINDRER SERVEREN I AT BENYTTE EN CACHED FIL 
 url=url+"?sid="+Math.random(); 
 url=url+"&size="+document.getElementById('ArrSize').value; 
 //ANGIVER HVILKEN FUNKTIONEN stateChanged DER SKAL KØRES NÅR EN ÆNDRING ER SKET 
 xmlHttp.onreadystatechange=stateChanged; 
 xmlHttp.open("GET",url,true); 
 xmlHttp.send(null); 
}  
function stateChanged()  
{  
 if (xmlHttp.readyState==4) 
 {  
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  count++; 
  var txt = xmlHttp.responseText; 
  StartArrayTimer() 
  var arry = txt.split(','); 
  StopArrayTimer() 
  var i; 
  var num=0; 
  ResultString = "" 
  StartAnalTimer() 
  for (i = 1; i <= document.getElementById('ArrSize').value; i++) 
  { 
   if (arry[i].charAt(0) == "1") 
   { 
    num++; 
   } 
  } 
  ResultString = ResultString+num+" tal starter med '1'<br>" 
  StopAnalTimer() 
  document.getElementById("ShowResult").innerHTML=ResultString; 
  StopTimer() 
  document.getElementById("Count").innerHTML=count+" målinger"; 
  TotalTimeString = TotalTimeString+"<br>"+ResultTime; 
  document.getElementById("TotalTid").innerHTML=TotalTimeString+"<br>"; 
  ArrayTimeString = ArrayTimeString+"<br>"+arrayTime; 
  document.getElementById("ArrayTid").innerHTML=ArrayTimeString+"<br>"; 
  AnalTimeString = AnalTimeString+"<br>"+analTime; 
  document.getElementById("AnalTid").innerHTML=AnalTimeString+"<br>"; 
 } 
} 
function GetXmlHttpObject() 
{ 
 var xmlHttp=null; 
 try 
 { 
  // Firefox, Opera 8.0+, Safari 
  xmlHttp=new XMLHttpRequest(); 
 } 
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 catch (e) 
 { 
  // Internet Explorer 
  try 
  { 
   xmlHttp=new ActiveXObject("Msxml2.XMLHTTP"); 
  } 
  catch (e) 
  { 
   xmlHttp=new ActiveXObject("Microsoft.XMLHTTP"); 
  } 
 } 
 return xmlHttp; 
} 
function StartTimer() 
{ 
 var d = new Date() 
 StartTime = d.getTime() 
 document.getElementById("loading").innerHTML="<img src='gfx/loading-image.gif' 
width='16' height='16'>"; 
} 
function StopTimer() 
{ 
 var dd = new Date() 
 StopTime = dd.getTime() 
 ResultTime = StopTime - StartTime  
 document.getElementById("loading").innerHTML="<img src='gfx/dot.gif' width='16' 
height='16'>"; 
} 
function StartArrayTimer() 
{ 
 var arrayStartDD = new Date() 
 arrayStartTime = arrayStartDD.getTime() 
} 
function StopArrayTimer() 
{ 
 var arraySlutDD = new Date() 
 arrayStopTime = arraySlutDD.getTime() 
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 arrayTime = arrayStopTime - arrayStartTime 
} 
function StartAnalTimer() 
{ 
 var analStartDD = new Date() 
 analStartTime = analStartDD.getTime() 
} 
function StopAnalTimer() 
{ 
 var analSlutDD = new Date() 
 analStopTime = analSlutDD.getTime() 
 analTime = analStopTime - analStartTime 
} 
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2  Løsning 1B 
2.1 getdata.asp 
<% 
srvStartTime = Timer() 'STARTER TIMER TIL MÅLING AF SERVERTID 
dim range 
range=request.querystring("size") 'AFLÆSER ØNSKEDE STØRRELSE OG GEMMER I VARIABLE 
%> 
<!--#include file="./select_string.asp"--> 
<% 
response.expires=-1 ''FORHINDRER BROWSER I AT CACHE SIDEN 
Session.Timeout = 20 'SESSION TIMEOUT PÅ 20 MIN 
Server.ScriptTimeout = 360 'SCRIPTTIMEOUT PÅ 360 SEKUNDER 
Session.LCID = 1030 'DANSK DATOFORMAT 
dim a,ResultString 
'OPRETTER ET ARRAY 
ArrayStartTime = Timer() 'STARTER TIMER TIL KONVERTERINGEN 
a = Split(DataString,",") 'KONVERTERER STRENGEN TIL ET ARRAY 
ArraySlutTime = Timer() 'STOPPER TIMER TIL KONVERTERINGEN 
ArrayTime = 1000*(ArraySlutTime - ArrayStartTime) 'UDREGNER TIDEN 
AnalStartTime = Timer() 'STARTER TIMER TIL ANALYSEN 
num = 0 'OPRETTER TÆLLER 
for i=1 to range 
 strK="1" 
 'SKAL KUN SUMMERE HVIS TALLET I ARRAY STARTER MED PARAMETEREN 
 if strK=mid(a(i),1,1) then 
  num = num +1 
 end if 
next 
AnalSlutTime = Timer() 'STOPPER TIMER TIL ANALYSEN 
AnalTime = 1000*(AnalSlutTime - AnalStartTime) 'UDREGNER TIDEN 
response.write num&" tal starter med '1'" 'UDSKRIV RESULTAT TIL SKÆRM/KLIENT 
srvEndTime = Timer() 'STOPPER TIMER PÅ SERVEREN 
srvTime = 1000*(srvEndTime - srvStartTime) 'UDREGNER TIDEN. 
'GEMMER SERVERTID I DATABASE 
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Set ObjConn = Server.CreateObject("ADODB.Connection") 
ObjConn.Open "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & Server.Mappath("./forsogdata1B.mdb") 
DBsrvTime = "INSERT INTO srvtime " 
DBsrvTime = DBsrvTime & "(range,ServerTime,ArrayTime,AnalTime) " 
DBsrvTime = DBsrvTime & "VALUES ('"&range&"','"&srvTime&"','"&ArrayTime&"','"&AnalTime&"')" 
ObjConn.execute DBsrvTime 
ObjConn.Close 
Set ObjConn = Nothing 
range = "" 
DataString = "" 
a = "" 
%> 
2.2 getresult.js 
var xmlHttp 
var StartTime 
var ResultTime 
var LogString 
var ResultString 
LogString ="" 
TotalTimeString = "" 
var count = 0 
function GetResult(str) 
{ 
 StartTimer() 
 xmlHttp=GetXmlHttpObject() 
 if (xmlHttp==null) 
 { 
  alert ("Your browser does not support AJAX!"); 
  return; 
 }  
 //ANGIVER FIL PÅ SERVEREN SOM SKAL KALDES 
 var url="getdata.asp"; 
 url=url+"?size="+document.getElementById('ArrSize').value; 
 //FORHINDRER SERVEREN I AT BENYTTE EN CACHED FIL 
 url=url+"&sid="+Math.random(); 
 xmlHttp.onreadystatechange=stateChanged; 
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 xmlHttp.open("GET",url,true); 
 xmlHttp.send(null); //HVORFOR NULL? 
 }  
function stateChanged()  
{  
 if (xmlHttp.readyState==4) 
 {  
  count++; 
  document.getElementById("ShowResult").innerHTML=xmlHttp.responseText; 
  StopTimer() 
  document.getElementById("Count").innerHTML=count+" målinger"; 
  TotalTimeString = TotalTimeString+"<br>"+ResultTime; 
  document.getElementById("TotalTid").innerHTML=TotalTimeString+"<br>"; 
 } 
} 
function GetXmlHttpObject() 
{ 
 var xmlHttp=null; 
 try 
 { 
  // Firefox, Opera 8.0+, Safari 
  xmlHttp=new XMLHttpRequest(); 
 } 
 catch (e) 
 { 
  // Internet Explorer 
  try 
  { 
   xmlHttp=new ActiveXObject("Msxml2.XMLHTTP"); 
  } 
  catch (e) 
  { 
   xmlHttp=new ActiveXObject("Microsoft.XMLHTTP"); 
  } 
 } 
 return xmlHttp; 
} 
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function StartTimer() 
{ 
 var d = new Date() 
 StartTime = d.getTime() 
 document.getElementById("loading").innerHTML="<img src='gfx/loading-image.gif' 
width='16' height='16'>"; 
} 
function StopTimer() 
{ 
 var dd = new Date() 
 StopTime = dd.getTime() 
 ResultTime = StopTime - StartTime  
 document.getElementById("loading").innerHTML="<img src='gfx/dot.gif' width='16' 
height='16'>"; 
} 
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3  Løsning 2A 
3.1 getdata.asp 
<% 
srvStartTime = Timer() 'STARTER TIMER TIL MÅLING AF SERVERTID 
dim range 
range=request.querystring("size") 'AFLÆSER ØNSKEDE STØRRELSE OG GEMMER I VARIABLE 
%> 
<!--#include file="./select_string.asp"--> 
<% 
response.expires=-1 ''FORHINDRER BROWSER I AT CACHE SIDEN 
Session.Timeout = 20 'SESSION TIMEOUT PÅ 20 MIN 
Server.ScriptTimeout = 360 'SCRIPTTIMEOUT PÅ 360 SEKUNDER 
Session.LCID = 1030 'DANSK DATOFORMAT 
response.write DataString 'UDSKRIV RESULTAT TIL SKÆRM/KLIENT 
srvEndTime = Timer() 'SLUTTER TIMER TIL MÅLING AF SERVERTID 
srvTime = 1000*(srvEndTime - srvStartTime) 'UDREGNER SERVERTIDEN 
'GEMMER SERVERTID I DATABASE 
Set ObjConn = Server.CreateObject("ADODB.Connection") 
ObjConn.Open "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & Server.Mappath("./forsogdata2A.mdb") 
DBsrvTime = "INSERT INTO srvtime " 
DBsrvTime = DBsrvTime & "(range,ServerTime) " 
DBsrvTime = DBsrvTime & "VALUES ('"&range&"','"&srvTime&"')" 
ObjConn.execute DBsrvTime 
ObjConn.Close 
Set ObjConn = Nothing 
range = "" 
DataString = "" 
a = "" 
%> 
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3.2 getresult.js 
var xmlHttp 
var ResultTime 
var arrayTime 
var analTime 
TotalTimeString = "" 
ArrayTimeString = "" 
AnalTimeString = "" 
var count = 0 
function GetResult(str) 
{ 
 StartTimer() 
 xmlHttp=GetXmlHttpObject() 
 if (xmlHttp==null) 
 { 
  alert ("Your browser does not support AJAX!"); 
  return; 
 }  
 //ANGIVER FIL PÅ SERVEREN SOM SKAL KALDES 
 var url="getdata.asp"; 
 //FORHINDRER SERVEREN I AT BENYTTE EN CACHED FIL 
 url=url+"?sid="+Math.random(); 
 url=url+"&size="+document.getElementById('ArrSize').value; 
 //ANGIVER HVILKEN FUNKTIONEN stateChanged DER SKAL KØRES NÅR EN ÆNDRING ER SKET 
 xmlHttp.onreadystatechange=stateChanged; 
 xmlHttp.open("GET",url,true); 
 xmlHttp.send(null); 
}  
function stateChanged()  
{  
 if (xmlHttp.readyState==4) 
 {  
  count++; 
  var txt = xmlHttp.responseText; 
  StartArrayTimer() 
  var arry = txt.split(','); 
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  StopArrayTimer() 
  StartAnalTimer() 
  document.getElementById("ShowResult").innerHTML=arry[arry.length-1]+"  is 
the last value in array"; 
  StopAnalTimer() 
  StopTimer() 
  document.getElementById("Count").innerHTML=count+" målinger"; 
  TotalTimeString = TotalTimeString+"<br>"+ResultTime; 
  document.getElementById("TotalTid").innerHTML=TotalTimeString+"<br>"; 
  ArrayTimeString = ArrayTimeString+"<br>"+arrayTime; 
  document.getElementById("ArrayTid").innerHTML=ArrayTimeString+"<br>"; 
  AnalTimeString = AnalTimeString+"<br>"+analTime; 
  document.getElementById("AnalTid").innerHTML=AnalTimeString+"<br>"; 
  } 
} 
function GetXmlHttpObject() 
{ 
 var xmlHttp=null; 
 try 
 { 
  // Firefox, Opera 8.0+, Safari 
  xmlHttp=new XMLHttpRequest(); 
 } 
 catch (e) 
 { 
  // Internet Explorer 
  try 
  { 
   xmlHttp=new ActiveXObject("Msxml2.XMLHTTP"); 
  } 
  catch (e) 
  { 
   xmlHttp=new ActiveXObject("Microsoft.XMLHTTP"); 
  } 
 } 
 return xmlHttp; 
} 
function StartTimer() 
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{ 
 var d = new Date() 
 StartTime = d.getTime() 
 document.getElementById("loading").innerHTML="<img src='gfx/loading-image.gif' 
width='16' height='16'>"; 
} 
function StopTimer() 
{ 
 var dd = new Date() 
 StopTime = dd.getTime() 
 ResultTime = StopTime - StartTime  
 document.getElementById("loading").innerHTML="<img src='gfx/dot.gif' width='16' 
height='16'>"; 
} 
function StartArrayTimer() 
{ 
 var arrayStartDD = new Date() 
 arrayStartTime = arrayStartDD.getTime() 
} 
function StopArrayTimer() 
{ 
 var arraySlutDD = new Date() 
 arrayStopTime = arraySlutDD.getTime() 
 arrayTime = arrayStopTime - arrayStartTime 
} 
function StartAnalTimer() 
{ 
 var analStartDD = new Date() 
 analStartTime = analStartDD.getTime() 
} 
function StopAnalTimer() 
{ 
 var analSlutDD = new Date() 
 analStopTime = analSlutDD.getTime() 
 analTime = analStopTime - analStartTime 
} 
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4  Løsning 2B 
4.1 getdata.asp 
<% 
srvStartTime = Timer() 'STARTER TIMER TIL MÅLING AF SERVERTID 
dim range 
range=request.querystring("size") 'AFLÆSER ØNSKEDE STØRRELSE OG GEMMER I VARIABLE 
%> 
<!--#include file="./select_string.asp"--> 
<% 
response.expires=-1 ''FORHINDRER BROWSER I AT CACHE SIDEN 
Session.Timeout = 20 'SESSION TIMEOUT PÅ 20 MIN 
Server.ScriptTimeout = 360 'SCRIPTTIMEOUT PÅ 360 SEKUNDER 
Session.LCID = 1030 'DANSK DATOFORMAT 
dim a,ResultString 
'OPRETTER ET ARRAY 
ArrayStartTime = Timer() 'STARTER TIMER TIL KONVERTERINGEN 
a = Split(DataString,",") 'KONVERTERER STRENGEN TIL ET ARRAY 
ArraySlutTime = Timer() 'STOPPER TIMER TIL KONVERTERINGEN 
ArrayTime = 1000*(ArraySlutTime - ArrayStartTime) 'UDREGNER TIDEN 
AnalStartTime = Timer() 'STARTER TIMER TIL ANALYSEN 
response.write a(range)&" is the last value in array" 'FORETAGER ANALYSEN OG RETURNERER SVARET TIL 
KLIENTEN 
AnalSlutTime = Timer() 'STOPPER TIMER TIL ANALYSEN 
AnalTime = 1000*(AnalSlutTime - AnalStartTime) 'UDREGNER TIDEN 
srvEndTime = Timer() 'STOPPER TIMER PÅ SERVEREN 
srvTime = 1000*(srvEndTime - srvStartTime) 'UDREGNER TIDEN. 
'GEMMER SERVERTID I DATABASE 
Set ObjConn = Server.CreateObject("ADODB.Connection") 
ObjConn.Open "Provider=Microsoft.Jet.OLEDB.4.0;Data Source=" & Server.Mappath("./forsogdata2B.mdb") 
DBsrvTime = "INSERT INTO srvtime " 
DBsrvTime = DBsrvTime & "(range,ServerTime,ArrayTime,AnalTime) " 
DBsrvTime = DBsrvTime & "VALUES ('"&range&"','"&srvTime&"','"&ArrayTime&"','"&AnalTime&"')" 
ObjConn.execute DBsrvTime 
ObjConn.Close 
Set ObjConn = Nothing 
 16 
Løsning 2B 
range = "" 
DataString = "" 
a = "" 
%> 
4.2 getresult.js 
var xmlHttp 
var StartTime 
var ResultTime 
var LogString 
var ResultString 
LogString ="" 
TotalTimeString = "" 
var count = 0 
function GetResult(str) 
{ 
 StartTimer() 
 xmlHttp=GetXmlHttpObject() 
 if (xmlHttp==null) 
 { 
  alert ("Your browser does not support AJAX!"); 
  return; 
 }  
 //ANGIVER FIL PÅ SERVEREN SOM SKAL KALDES 
 var url="getdata.asp"; 
 url=url+"?size="+document.getElementById('ArrSize').value; 
 //FORHINDRER SERVEREN I AT BENYTTE EN CACHED FIL 
 url=url+"&sid="+Math.random(); 
 xmlHttp.onreadystatechange=stateChanged; 
 xmlHttp.open("GET",url,true); 
 xmlHttp.send(null); //HVORFOR NULL? 
 }  
function stateChanged()  
{  
 if (xmlHttp.readyState==4) 
 {  
  count++; 
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  document.getElementById("ShowResult").innerHTML=xmlHttp.responseText; 
  StopTimer() 
  document.getElementById("Count").innerHTML=count+" målinger"; 
  TotalTimeString = TotalTimeString+"<br>"+ResultTime; 
  document.getElementById("TotalTid").innerHTML=TotalTimeString; 
 } 
} 
function GetXmlHttpObject() 
{ 
 var xmlHttp=null; 
 try 
 { 
  // Firefox, Opera 8.0+, Safari 
  xmlHttp=new XMLHttpRequest(); 
 } 
 catch (e) 
 { 
  // Internet Explorer 
  try 
  { 
   xmlHttp=new ActiveXObject("Msxml2.XMLHTTP"); 
  } 
  catch (e) 
  { 
   xmlHttp=new ActiveXObject("Microsoft.XMLHTTP"); 
  } 
 } 
 return xmlHttp; 
} 
function StartTimer() 
{ 
 var d = new Date() 
 StartTime = d.getTime() 
 document.getElementById("loading").innerHTML="<img src='gfx/loading-image.gif' 
width='16' height='16'>"; 
} 
function StopTimer() 
{ 
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 var dd = new Date() 
 StopTime = dd.getTime() 
 ResultTime = StopTime - StartTime  
 document.getElementById("loading").innerHTML="<img src='gfx/dot.gif' width='16' 
height='16'>"; 
} 
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5  Fælles filer 
5.1 index.htm 
<html> 
<head> 
   <title>AJAX</title> 
   <script src="getresult.js"></script> 
   <link href="style.css" rel="stylesheet" type="text/css"> 
</head> 
<body> 
<center> 
<div class="box"> 
   <h2 align="left">Forsøg 1A</h2> 
   <form>  
      <table> 
         <tr> 
            <td><p>Størrelse på talrække</p> </td> 
            <td><img src="gfx/table_add.png"> <input type="text" id="ArrSize" size="5"></td> 
         </tr> 
         <tr> 
            <td><p>Start forsøg</p></td> 
            <td><img src="gfx/start.png" height="30" width="30" onclick="GetResult('8')"></td> 
         </tr> 
      </table> 
   </form> 
   <table> 
      <tr> 
         <td colspan="2"> 
            <p> 
               <img src="gfx/database_table.png"> Analyse:  
               <span id="loading"><img src='gfx/dot.gif'  width='16' height='16'></span> 
            </p> 
         </td> 
      </tr> 
      <tr> 
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         <td> 
            <p> 
               <img src="gfx/database_gear.png"> 
            </p> 
         </td> 
         <td> 
            <p> 
               <span id="ShowResult"></span> 
            </p> 
         </td> 
      </tr> 
      <tr> 
         <td> 
            <p> 
               <img src="gfx/database_refresh.png"> 
            </td> 
            <td> 
               <p> 
                  <span id="TimeResult"></span> 
               </p> 
            </td> 
         </tr> 
         <tr> 
            <td> 
               <p> 
                  <img src="gfx/database_refresh.png">&nbsp;Målinger: 
               </p> 
            </td> 
            <td align="right"> 
               <p id="Count"></p> 
            </td> 
         </tr> 
         <tr> 
            <td> 
               <p>Total tid</p> 
            </td> 
            <td> 
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               <p> 
                  <span id="TotalTid"></span> 
               </p> 
            </td> 
         </tr> 
         <tr> 
            <td> 
               <p>Array tid</p> 
            </td> 
            <td> 
               <p> 
                  <span id="ArrayTid"></span> 
               </p> 
            </td> 
         </tr> 
         <tr> 
            <td> 
               <p>Analyse tid</p> 
            </td> 
            <td> 
               <p> 
                  <span id="AnalTid"></span> 
               </p> 
            </td> 
         </tr> 
      </table> 
   </div> 
</body> 
</html> 
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5.2 select_string.asp 
<% 
'UDVÆLGER HVILKEN FIL DER SKAL BENYTTES SOM DATA-KILDE 
if range = 1000 then 
%> 
<!--#include file="./DataString/datastring_1000.asp"--> 
<% 
elseif range = 5000 then 
%> 
<!--#include file="./DataString/datastring_5000.asp"--> 
<% 
elseif range = 10000 then 
%> 
<!--#include file="./DataString/datastring_10000.asp"--> 
<% 
elseif range = 20000 then 
%> 
<!--#include file="./DataString/datastring_20000.asp"--> 
<% 
elseif range = 30000 then 
%> 
<!--#include file="./DataString/datastring_30000.asp"--> 
<% 
elseif range = 40000 then 
%> 
<!--#include file="./DataString/datastring_40000.asp"--> 
<% 
elseif range = 50000 then 
%> 
<!--#include file="./DataString/datastring_50000.asp"--> 
<% 
elseif range = 60000 then 
%> 
<!--#include file="./DataString/datastring_60000.asp"--> 
<% 
elseif range = 70000 then 
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%> 
<!--#include file="./DataString/datastring_70000.asp"--> 
<% 
elseif range = 80000 then 
%> 
<!--#include file="./DataString/datastring_80000.asp"--> 
<% 
elseif range = 90000 then 
%> 
<!--#include file="./DataString/datastring_90000.asp"--> 
<% 
elseif range = 100000 then 
%> 
<!--#include file="./DataString/datastring_100000.asp"--> 
<% 
elseif range = 150000 then 
%> 
<!--#include file="./DataString/datastring_150000.asp"--> 
<% 
elseif range = 200000 then 
%> 
<!--#include file="./DataString/datastring_200000.asp"--> 
<% 
elseif range = 300000 then 
%> 
<!--#include file="./DataString/datastring_300000.asp"--> 
<% 
elseif range = 400000 then 
%> 
<!--#include file="./DataString/datastring_400000.asp"--> 
<% 
elseif range = 500000 then 
%> 
<!--#include file="./DataString/datastring_500000.asp"--> 
<% 
elseif range = 600000 then 
%> 
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<!--#include file="./DataString/datastring_600000.asp"--> 
<% 
elseif range = 700000 then 
%> 
<!--#include file="./DataString/datastring_700000.asp"--> 
<% 
elseif range = 800000 then 
%> 
<!--#include file="./DataString/datastring_800000.asp"--> 
<% 
elseif range = 900000 then 
%> 
<!--#include file="./DataString/datastring_900000.asp"--> 
<% 
elseif range = 1000000 then 
%> 
<!--#include file="./DataString/datastring_1000000.asp"--> 
<% 
elseif range = 1500000 then 
%> 
<!--#include file="./DataString/datastring_1500000.asp"--> 
<% 
elseif range = 2000000 then 
%> 
<!--#include file="./DataString/datastring_2000000.asp"--> 
<% 
end if 
%> 
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5.3 style.css 
@charset "utf-8"; 
/* CSS Document */ 
body { 
background: #7a7a7a url(gfx/gradient.png) repeat-x; 
} 
.box { 
width: 450px; 
background: #486ab2 url(gfx/bottom.gif) no-repeat left bottom; 
} 
.box p { 
padding: 0 20px 10px 20px; 
font-family:Verdana, Arial, Helvetica, sans-serif; 
font-size:12px; 
color:#FFFFFF; 
font-weight:bold; 
} 
.box form { 
padding: 0 20px 10px 20px; 
font-family:Verdana, Arial, Helvetica, sans-serif; 
font-size:12px; 
color:#FFFFFF; 
} 
.box form input { 
background: url(gfx/input.png) repeat-x; 
border: 1px solid #a6c3e9; 
font:Verdana, Arial, Helvetica, sans-serif; 
font-size:14px; 
color:#333333; 
width:100px; 
font-weight:bold; 
} 
.box h2 { 
background:url(gfx/top.gif) no-repeat left top; 
padding: 10px 20px 0 20px; 
font-family:Lucida Grande, Verdana, Arial, Helvetica, sans-serif; 
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font-size:24px; 
color:#FFFFFF; 
font-weight:bold; 
} 
#TimeResult { 
font-family:Lucida Grande, Verdana, Arial, Helvetica, sans-serif; 
font-size:14px; 
color:#b1d9aa; 
font-weight:bold; 
} 
#ShowResult { 
font-family:Lucida Grande, Verdana, Arial, Helvetica, sans-serif; 
font-size:14px; 
color:#FFFFFF; 
font-weight:bold; 
} 
