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Tato práce se zabývá procedurálním generováním měst. Jsou v ní definovány jednotlivé
etapy vývoje města a existující metody sloužící k jejich provedení. Dále jsou popsány po-
stupy vycházející z uvedených a použité při implementaci systému schopného generovat
města. Výsledný generátor je schopen vytvářet města na základě zadaných parametrů jako
hustota ulic.
Abstract
This work is about procedural generation of cities. There are defined the different stages of
city development and existing methods used to achieve them. The following describes the
procedures used to implement a system capable of generating cities. The resulting generator
is able to generate cities based on given parameters such as density of streets.
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Procedurální generovaní prostředí nachází své uplatnění zejména v herním průmyslu. Umo-
žňuje nám vytvářet nekonečně rozsáhlé světy, které nejsou nikdy úplně stejné. Díky narůs-
tajícímu výkonu osobních počítačů se tak máme možnost s procedurálně vytvářeným pro-
středím setkávat stále častěji. Vytváření modelů měst nemusí být využito pouze jako základ
prostředí ve hrách. Pokud budeme při vytváření města vycházet z reálných dat, může model
reprezentovat skutečné město, čehož může být využito při nejrůznějších simulacích.
Tato práce se zabývá procedurálním generováním měst. Oproti jiným pracím na toto
téma se do takové míry nezabývá generováním ulic ale zaměřuje se na tvorbu parcel a
zejména určování typů budov na těchto parcelách stojících. V prvé řadě jsou popsány již
existující postupy využívané v jednotlivých etapách generování měst. Dále jsou popsány
mnou použité metody, které z těchto postupů vycházejí.
V rámci této práci také vznikla sada aplikací, která určitým způsobem výsledná města
dokáže zobrazovat. Hlavní aplikace z této sady má na starost tvorbu 3D vizualizace modelu
města. Jejím cílem však není vytvářet fotorealistický model města, nýbrž názorně ukázat




Rozmístění ulic utváří podobu města. Jejich počet a uspořádání je dáno historickým vývo-
jem města. Ulice jsou uspořádány podle nějakého vzoru. Jednotlivé vzory, které se vyskytují
u reálných měst jsou popsány níže.
Při procedurálním generování měst by právě vytvoření realistické sítě ulic mělo být jed-
ním z hlavních cílů. Existuje celá řada metod, které je možné pro tento úkol využít. Některé
z těchto metod jsou popsány dále v této kapitole. Avšak nejsou zde popsány přístupy, u kte-
rých je mnohdy obtížné dosáhnout realistických výsledků. Myšleny jsou různé specifikované
algoritmy, kterých může existovat nekonečné množství a každý člověk si může vymyslet ten
svůj a přizpůsobit přesně svým potřebám.
Před volbou metody jež budeme chtít použít se musíme zejména rozhodnout do jaké
míry chceme, aby byl výsledný výstup realistický. Také je potřeba vzít v potaz časovou
náročnost dané metody a složitost její implementace.
2.1 Vzory sítí ulic
Jak již bylo řečeno, ulice utvářející město jsou uspořádány do určitých vzorů. Jednotlivé
městské části mohou být tvořeny různými vzory. Tyto vzory definuje Parish a Müller ve
svém článku o procedurálním modelování měst[4].
• Základní vzor neobsahuje žádná přesná pravidla popisující jeho vzhled. Vyskytuje
se zejména v historických částech měst.
• Obdélníkový vzor převládá zejména v novějších částech měst. Jednotlivé městské
bloky mají tvar obdélníku a ulice svírají pravý úhel.
• Kruhový vzor formuje hlavní ulice v soustředných kruzích. Dále obsahuje ulice
vycházející ze středu těchto kruhů.
• Vzor San Francisco se vyskytuje zejména v oblastech s velkými rozdíly v nadmořské
výšce jednotlivých městských částí. Hlavní ulice leží ve stejné nadmořské výšce a
s ulicemi v rozdílné výšce jsou propojeny pomocí menších ulic.
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Obrázek níže ukazuje příklady jednotlivých vzorů. Zleva je postupně zobrazen základní,
obdélníkový, kruhový vzor a vzor San Francisco.
Obrázek 2.1: Příklady jednotlivých vzorů
Ulice lze dále dělit podle jiných kritérií. Například pokud budeme brát v potaz jejich
velikost a důležitost, můžeme ulice dělit do dvou tříd, na hlavní a vedlejší.
Hlavní ulice tvoří základní městskou síť pro pozemní komunikaci. Obvykle jsou tvořeny
víceproudovými silnicemi. Jejich hlavním účelem je propojit jednotlivé městské části, za-
jišťovat možnost jednoduchého průjezdu skrz město, případně jeho objezd.
Vedlejší ulice z hlediska hustoty dopravy již nejsou tolik vytížené jako hlavní ulice. Jejich
účelem je umožňovat pozemní dopravu v rámci jednotlivých městských částech a blocích.
2.2 Metody využívající L-systémy
Prvotním účelem L-systémů (dále jen LS) je simulace růstu, nejčastěji rostlin, v otevřeném
prostoru. LS byly poprvé definovány v roce 1968 biologem Aristidem Lindenmayerem. LS
jsou založeny na postupném přepisování výchozího řetězce za použití přepisovacích pravidel.
Pro grafickou reprezentaci výsledných řetězců bývá zpravidla využita želví grafika, tu defi-
noval Przemyslaw Prusinkiewicz. Kniha The algorithmic beauty of plants[5] blíže popisuje
LS a želví grafiku.
Využití LS je jedním z nejčastějších způsobů jak generovat realistické sítě ulic. Metoda
popsaná v článku Procedural modeling of cities[4] využívá právě LS. V duchu toho co bylo
řečeno v části 2.1 se tato metoda snaží při generování respektovat jednotlivé vzory ulic.
Toho dosahuje pomocí kontrolních map, které označují oblasti v nichž se má jaký vzor
vyskytovat. Příklad je na obrázku 2.2.
Obrázek 2.2: Vlevo: kontrolní mapy pro obdélníkový a kruhový vzor. Vpravo: výsledná síť
ulic.2
2Obrázek je z článku Procedural modeling of cities[4]
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Metoda v prvním kroku vytváří hlavní ulice spojující místa s nejvyšší hustotou populace.
Následuje pak vytvoření vedlejších ulic právě za použití LS. Ulice by měly respektovat daný
vzor, který je platný pro oblast, ve které se vyskytují. Toto však platí zejména pro vedlejší
ulice.
2.3 Metody využívající reálná data
Dalším způsobem jak vytvářet síť ulic je vycházet z již existujících měst. Tento přístup nám
zajistí vysokou realističnost generovaného modelu, nicméně se vytrácí jakýkoli náhodný
prvek. Tento přístup je tedy vhodný pokud výsledný model chceme dále využít například
pro simulaci dopravy ve městě a tudíž potřebujeme, aby model co nejvíce odpovídal realitě.
Jedním z možných postupů jak tuto metodu realizovat je využívat existující mapové
podklady. Projekt OpenStreetMap3 umožňuje vybrat určitou oblast na mapě a tu exporto-
vat ve formátu XML, který lze dále poměrně snadno zpracovávat. CityEngine4 mimo jiné
umožňuje vytvářet města právě na základě takto získaných dat.
Další nespornou výhodou této metody je, že při využití dat získaných z OpenStreetMap
je tato metoda poměrně implementačně nenáročná.
3WWW stránky map: http://openstreetmap.org




Dalším krokem při procedurálním generování měst je tvorba míst pro jednotlivé budovy,
rozuměje parcely. Existuje opět celá řada způsobů jak tento úkol řešit. V prvé řadě je
popsána struktura města a definovány jednotlivé jeho části. Následuje popis tří metod,
které lze využít pro vytváření parcel.
3.1 Struktura města
Města jsou ze strukturálního hlediska dělena do jednotlivých parcel. Obrázek 3.1 obsahuje
ukázku z katastrálních map. Parcely jsou ohraničeny černou čárou. Pro naše potřeby je
ještě nezbytné definovat městský blok. V rámci terminologie použité ve zbylých částech
toho dokumentu je jako městský blok chápán uzavřený polygon, jehož hrany tvoří ulice
města. Na obrázku níže jsou městské bloky označeny tlustou červenou čárou.
Obrázek 3.1: Ukázka z katastrálních map. Černé čáry značí jednotlivé parcely, tlusté červené
čáry tvoří městské bloky, zeleně je vyznačena ukázka pozemku.
Z obrázku 3.1 je patrné, že ne všechny parcely mají přístup k ulicím, nicméně ve skuteč-
nosti pozemky mohou být tvořeny větším počtem parcel, z nichž jedna má přístup k ulici.
Existují speciální případy kdy pozemek nemusí mít přímý přístup k ulici ale tento přístup je
mu zajištěn přes jiný pozemek, tyto případy však zanedbáme. Na výše uvedeném obrázku je
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právě zeleně označen příklad pozemku složeného ze dvou parcel. Autoři níže popisovaných
metod však nedělají rozdíl mezi pojmem parcela a pozemek, proto nebude-li řečeno jinak
tak ve zbylé části této práce je parcela totožná s pojmem pozemek.
3.2 Využití orientovaného bounding boxu
Tato metoda pro vytváření parcel využívá orientovaný bounding box (dále jen OBB), ten
se nejčastěji využívá ve 2D počítačové grafice k detekci kolizí objektů. Klasický bounding
box si lze představit jako obdélník uvnitř něhož se nalézá daný polygon a jeho hrany jsou
rovnoběžné s osami souřadnicového systému. OBB k tomu může s osami souřadnicového




Obrázek 3.2: Příklad OBB (černý obdélník)
V metodě popsané v článku Procedural generation of parcels in urban modeling [6] je
před zahájením dělení bloku na parcely vypočítán OBB celého bloku. Tento OBB je po-
stupně rekurzivně rozdělován na poloviny. Dělení pokračuje dokud není obsah parcely v roz-
mezí maximální a minimální dovolené plochy nebo pokud se délka čelní strany parcely nedo-
stane do rozsahu maximální a minimální dovolené délky. Pokud při dělení získáme parcelu,
která nemá přístup k silnici, může být přímka pomocí níž se provádí dělení, otočena o 90
stupňů s předem definovanou pravděpodobností P ∈ 〈0, 1〉. Vyšší hodnoty P způsobují,
že má větší množství parcel přístup k silnici, zatímco při nižších hodnotách P vzniká více
parcel bez přístupu k silnici.
Na obrázku 3.3 je znázorněn celý postup vytváření parcel. Tato metoda mnohdy vytváří
parcely uvnitř bloku bez přístupu k silnici, což odpovídá pojmu parcela tak jak je ukázán
na obrázku 3.1.
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Obrázek 3.3: Vytváření parcel pomocí OBB.1
3.3 Využití přímkové kostry
Tato metoda, stejně jako předchozí, dokáže vytvářet parcely pouze v uzavřeném městském
bloku, rozuměje polygonu. Před tím než bude popsán vlastní postup, je nutné říci co to
přímková kostra(straight skeleton) je a jak ji lze určit.
Přímková kostra (dále jen PK) byla poprvé popsána v článku A novel type of skeleton
for polygons[1]. PK je vytvářena pomocí smršťovacího procesu daného polygonu P . Tento
proces si lze představit tak, že hrany P jsou současně posouvány stejnou rychlostí dovnitř.
Během tohoto se může délka hran zmenšovat případně zvětšovat. Každý vrchol P se po-
hybuje po úhlovém bisektoru přilehlých hran. Tento proces pokračuje tak dlouho dokud se
nezmění topologie P . Jsou dva možné typy změn:
• Edge event: délka některé hrany se zmenšila na nulu. Počet hran P se tedy snížil a
vzniká nová dvojice sousedících hran z těch hran, které byly sousední oné zaniklé.
• Split event: posunující se vrchol dosáhne protilehlé hrany, čímž rozdělí P na dva
polygony.
Po každé z těchto událostí získáváme nový jeden nebo dva polygony, které jsou re-
kurzivně zmenšovány dokud je jejich obsah nenulový. Smršťovací proces nám poskytuje
hierarchii vnořených polygonů. Příklad této hierarchie je na obrázku 3.4(a).
PK polygonu P , PK(P ) je definována spojením částí úhlových bisektorů vytvářenými
vrcholy při procesu smršťování. PK(P ) je unikátní struktura tvořená polygonálními částmi
P , takováto část se nazývá face(strip). Každá hrana P je obsažena pouze v jedné z těchto
částí. Koncové body bisektorů, které nejsou vrcholy P , se nazývají uzly PK(P ). Ukázka
PK je na obrázku 3.4(b).
1Obrázek je z článku Procedural generation of parcels in urban modeling [6].
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Obrázek 3.4: Hierarchie polygonů (a), Přímková kostra (b).2
Takto definovaná přímková kostra je využita v článku Procedural generation of parcels
in urban modeling [6] k rozdělování bloků na jednotlivé parcely. Před zahájením dělení
bloku musí být definovaná vzdálenost doffset, která představuje maximální délku parcely
od silnice (hrany bloku). Pokud je hodnota doffset stanovena příliš velká bude využita celá
plocha bloku. V případě že bude velikost doffset dostatečně malá, vzniknou v bloku vnitřní
oblasti bez přístupu k silnici. Oba případy jsou ukázány na obrázku 3.5. Hodnota doffset
je obvykle nastavována na nekonečno, neboť vnitřní oblasti, které vznikají při volbě menší
hodnoty jsou ve skutečném světě netypické. Nicméně v situaci kdy zpracováváme příliš velké
a složité městské bloky, může být výhodné maximální velikost parcel takto omezit.
a
b
Obrázek 3.5: Volba hodnoty doffset. Vlevo příliš velká, vpravo dostatečně malá. Volné vni-
třní oblasti jsou označeny písmeny a,b
Po zvolení hodnoty doffset následuje počáteční rozdělení bloku právě za pomoci PK.
Tímto je blok rozdělen na několik dalších částí, to je vidět na obrázku 3.5. V článku, ve kte-
rém byl tento postup popsán se tyto části nazývají α-stripy. Pokud bychom v tento moment
začaly α-stripy dělit na parcely, v jejich rozích by vznikaly malé trojúhelníkové parcely, což
by nevypadlo příliš realisticky. Proto je proveden další krok, ve kterém jsou některé sdí-
lené vnitřní hrany přesunuty, případně odstraněny. Nově vzniklé části jsou pojmenovány
β-stripy.
Mějme dva α-stripy označené si a si+1, pak uzel který sdílejí je označen vi. Všem uzlům
vi je přiřazena hodnota z množiny T = {Predchozi,Nasledujici, Zadna}. Tato hodnota
2Obrázek je z článku A novel type of skeleton for polygons[1]
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určuje, který ze dvou stripů, jež sdílejí onen uzel, dostane část oblasti a který o ni přijde.
Hodnota T (vi) může být přidělována dvěma způsoby. Pokud je úhel který svírají sdílené
hrany v uzlu vi reflexní, pak je hodnota T (vi) = Zadna. V ostatních případech se využívá
jeden z následujících způsobů přidělování typu:
• Dle průměrné délky: pokud je průměrná délka hran si větší(respektive menší) než
u si+ 1 pak je T (vi) = Prechozi(Nasledujici)
• Dle celkové délky: pokud je délka hran si větší(respektive menší) než u si+ 1 pak
je T (vi) = Prechozi(Nasledujici)
Celý postup úpravy sdílených hran je znázorněn na obrázku 3.6, konkrétně v části c, d, e.
Obrázek 3.6: Tvorba parcel.3
Označme hnědý α-strip na obrázku 3.6 za s1 a zelený za s2. Pokud má oblast připadnout
s2, pak musí být T (v1) = Nasledujici. Expanze s2 je na obrázku (c) provedena tak, že uzel
v1 (označen jako i) je přesunut k nejbližšímu bodu silnice s1, tento bod je označen ii.
Po zpracování všech vi získáváme seznam β-stripů a můžeme přejít k finálnímu rozdělení
na parcely. To provedeme tak, že na ulici která spadá danému β-stripu vytvoříme množinu
bodů, nimiž povedou kolmice, které ho rozdělí na jednotlivé parcely. Vzdálenost mezi těmito
body je obvykle stanovena jako průměrná šířka parcely.
V článku je dále popsáno několik speciálních případů, které je po vygenerování parcel
potřeba ošetřit.
• Může se stát že blok není dost široký aby obsahoval dvě řady parcel. V takovém pří-
padě jsou vzniklé, příliš úzké parcely sloučeny a nahrazeny parcelami vygenerovanými
jiným způsobem.
• Pokud je obsah parcely větší než maximální limit, může být tato parcela znova roz-
dělena.
• Trojúhelníkové parcely s příliš malým obsahem jsou opakovaně spojovány se soused-
ními parcelami dokud jejich celková velikost nepřesáhne minimální stanovenou.
3Zdroj obrázku je článek Procedural generation of parcels in urban modeling [6]
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Části a, b, f obrázku 3.6 pak popisují celý postup generovaní parcel. V části a je vidět
počáteční rozdělení bloku na α-stripy. Část b ukazuje úpravu sdílených hran, čímž jsou
vytvořeny β-stripy. Obrázek f pak ukazuje rozdělení jednotlivých β-stripů na samostatné
parcely.
3.4 Využití rozdělovacích vzorů
Tato technika byla popsána v článku An automated land subdivision tool for urban and
regional planning [7]. Pro rozdělování městských bloků do parcel využívá sadu předem defi-
novaných dělících vzorů. Příklad takových vzorů je uveden na obrázku 3.7. Není nezbytné,
aby parcely měly obdélníkový tvar. Také lze pomocí těchto vzorů vytvářet nové ulice v rámci
bloku.
Obrázek 3.7: Příklady rozdělovacích vzorů
Pro zvýšení realističnosti a efektivity dělení se dále využívá minimální bounding box.
Ten je podobný jako orientovaný bounding box popsaný v části 3.2. Jedná se o obdélník
s nejmenší mmožným obsahem, který ještě dokáže pojmout daný blok.
Celý postup tvorby parcel je ukázán na obrázku 3.8. V prvním kroku je právě vytvořen
minimální bounding box a zjištěn jeho úhel natočení vůči původnímu bloku. Následuje vy-
brání vhodného vzoru pro dělení bloku, ten je natočen o dříve zjištěný úhel a je přizpůsoben
velikosti bounding boxu. Následuje rozdělení bloku pomocí zvoleného vzoru, čímž je získán
seznam jednotlivých parcel.
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Obrázek 3.8: Celý proces generování4




Přidělování typů budov jednotlivým parcelám musí probíhat na základě nějakých pravidel i
když se jedná o náhodné přidělování. Pokud se zamyslíme nad tím jak vygenerované město
po uskutečnění předchozích dvou etap vypadá, zjistíme, že pro každou parcelu lze definovat
její okolní prvky, což ve spojení s použitím určitých pravidel definujících jaké budovy se kde
a za jakých okolností mají nacházet, přímo nahrává využití myšlenky celulárních automatů.
Tato kapitola definuje co to celulární automaty jsou a dále jak je lze využít při přiřazování
typů budov.
4.1 Celulární automaty a jejich využití
V knize Cellular Automata[3] autorů Ilachinski a Andrew jsou celulární automaty (dále jen
CA) popsány jako třída prostorově a časově diskrétních, deterministických matematických
systémů, vyznačující se lokální interakcí a přirozenou paralelní formou evoluce.
Existuje celá řada CA speciálně navržených tak aby vyhovovaly požadavkům simu-
lovaného systému. Většina modelů však obsahuje následujících pět základních rysů také
definovaných v dříve uvedené knize:
• Diskrétní mřížka buněk: systém se skládá z jedno, dvou případně trojrozměrné
mřížky buněk.
• Stejnorodost: všechny buňky jsou rovnocenné.
• Diskrétní stavy: každá buňka může dosáhnout jednoho stavu z konečné diskrétní
množiny stavů.
• Lokální interakce: každá buňka interaguje pouze s těmi buňkami, které spadají do
jejího okolí.
• Paralelismus: v každém diskrétním kroku výpočtu se stavy buněk mění současně.
Každá buňka upravuje svůj stav podle přechodového pravidla s ohledem na stavy
buněk ve svém okolí.
U CA pracujících se dvourozměrnou mřížkou buněk se setkáváme nejčastěji se dvěma
druhy okolí. Ty jsou ukázány na obrázku 4.1.
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Obrázek 4.1: Okolí buňky CA. Vlevo Von Neumannovo, vpravo Moorovo okolí.
Při našem využití CA pro určování typů budov narážíme na jeden problém a to, že
jednotlivé parcely (chceme-li buňky) nejsou stejně velké a nevytváří rovnoměrnou mřížku.
Je tedy nezbytné vytvořit funkci schopnou určovat okolí každé parcely. Nicméně toto je
jediné místo ve kterém se tento CA liší od základních CA definovaných výše uvedenými
body.
Dalším krokem je vytvoření množiny přechodových pravidel, které budou určovat typy
budov. Příklad takových pravidel uvedu na Hře života, kterou vytvořil matematik John
Conway a publikoval v knize Winning ways for your mathematical plays[2, s. 927]. Jedná
se dvourozměrný, dvoustavový CA pracující s Moorovým okolím, jež svým chováním má
představovat vývoj společenství organismů. Každá buňka se může nacházet buď ve stavu
živá nebo mrtvá, to je ovlivňováno následujícími pravidly:
1. Zrození: mrtvá buňka v čase t se stává živou v t+ 1 pokud se v jejím okolí nachází
právě tři živé buňky v čase t.
2. Smrt kvůli přeplnění: živá buňka v čase t, umírá pokud je v jejím okolí čtyři a více
živých buněk.
3. Smrt kvůli osamocení: živá buňka, která má ve svém okolí pouze jednoho živého
souseda v čase t, se stává v čase t+ 1 mrtvou.
4. Přežití: živá buňka v čase t přežívá do času t+ 1 pokud jsou v jejím okolí právě dvě
nebo tři živé buňky.
Obrázek 4.2 ukazuje tři kroky hry života. Číslo v buňce označuje kolik živých buněk
se nachází v jejím okolí. Tato konkrétní zvolená počáteční konfigurace vede k neustálým
změnám vzoru, který tvoří živé buňky. Avšak lze dosáhnout i toho, aby se vzory periodicky
opakovaly, případně se ustálily a dále neměnily. Na tento fakt je třeba myslet právě při
tvorbě pravidel a volbě počáteční konfigurace při určování typů budov. Pokud se budeme
spoléhat na to, že generátor dosáhne stabilního stavu, může dojít k jeho zacyklení. Z toho
důvodu je vhodné stanovit určitý maximální počet iterací. Dále je vhodné nějakým způso-
bem počáteční konfiguraci vytvářet náhodně, neboť by mohlo docházet k opakování vzorů
v rámci různých generací.
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Tato kapitola popisuje architekturu celého systému. Mimo jiné jsou zde popsány mnou
využívané metody sloužící ke splnění jednotlivých etap při generování měst. Tyto metody
tvoří jádro generátoru a vycházejí z dříve uvedených existujících postupů.
5.1 Architektura
Výsledný systém se stává ze tří aplikací, které dokáží určitým způsobem vizualizovat výstup
generátoru. Obrázek níže zobrazuje architekturu systému. Vazby znázorňují hierarchické























Obrázek 5.1: Schéma architektury systému
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Vnitřní procesy generátoru nemusí vždy proběhnout všechny, případně mohou být mírně
modifikovány, nicméně jejich pořadí, typ vstupů a výstupů se nemění. Chod generátoru
ovlivňují jednotlivé aplikace, které můžeme zvolit pro vizualizaci města. Pro každý druh
vizualizace také není vždy potřeba využívat veškeré výstupy, které nám generátor poskytuje.
Pouze při použití 3D vizualizátoru města je generátor využit přesně tak jak je popsánu
na obrázku 5.1.
Pokud chce jen zobrazovat vygenerované parcely, inicializace generátoru se neprovádí na
základě konfiguračního souboru ale podle požadavků vizualizátoru. Seznam středů města
obsahuje pouze jednu hodnotu, ta je pevně stanovena do středu oblasti, do které má být
město generováno. Dále je generování města ukončeno právě po vytvoření parcel, neboť
budovy nebudou zobrazovány a tudíž je není potřeba generovat.
Při exportování města do XML souboru jsou využívány všechny části generátoru. Avšak
generátor budov generuje pouze jejich půdorysy a typ, ne jejich 3D modely, protože stejně
jako při zobrazování parcel není grafická podoba budov potřeba.
Výslednou podobu města lze ovlivňovat pomocí celé řady parametrů, jejich hodnoty
generátor přijímá z konfiguračního souboru. Lze ovlivnit hustotu ulic což přímo ovlivní
počet ulic ve vygenerovaném městě a nepřímo i velikost parcel. Ostatní parametry mají
dopad pouze na generování budov. Lze ovlivnit hustotu zástavby a to jakým typem budov
má být město tvořeno. Bližší specifikace jednotlivých parametrů je v kapitole 5.4.
5.2 Generátor ulic
Pro generování ulic je použita metoda vycházející z myšlenek řečených v kapitole 2.2. Proces
generování ulic ovlivňuje pouze několik parametrů jimiž je velikost scény, ve které má být
město vygenerováno, hustota ulic a umístění středů města.
Z algoritmu 1 je patrné, že generování probíhá iteračně. Počet iterací je závislý na ve-
likosti města. Z konce každé ulice je proveden pokus o vytvoření dvou ulic do pravé a levé
poloroviny definované původní ulicí, v náhodném úhlu. Funkce určující v jakém úhlu mají
být nové ulice vytvářeny do velké míry ovlivňuje jaké vzory ulice budou vytvářet. Jed-
notlivé vzory byly popsány v kapitole 2.1. Pokud bychom chtěli dosáhnout například čistě
obdélníkového vzoru, stačí aby se nové ulice generovaly vždy v pravém úhlu od původní.
V rámci inicializaci generátoru je celá scéna, která bude obsahovat vygenerované město,
rozdělena do dvourozměrného pole. Pro každou buňku tohoto pole platí řada pravidel:
• Může obsahovat maximálně jednu křižovatku.
• Každá křižovatka smí spojovat předem definovaný maximální počet ulic.
• Sousedící ulice musejí svírat úhel větší než minimální.
• Křižovatka musí spojovat minimálně dvě ulice.
Aby se zamezilo případům kdy by se dvě křižovatky ze sousedních buněk nacházely
příliš blízko sebe, lze stanovit pravidlo, že nelze vytvářet křižovatku příliš blízko hranicím
buňky.
Ulice je postupně generována, z již existují křižovatky, do nějakého předpokládaného
koncového bodu. Pokud kdykoli během generování dojde k tomu, že by ulice měla křížit
nějakou již existují ulici, je její generování zastaveno a nebude použita. Dále pokud některá
z buněk, přes kterou by ulice měla procházet, obsahuje křižovatku, na kterou by ulice
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Algoritmus 1: Generování ulic
1: Inicializace generátoru
2: Seznam výsledných ulic vysledne ulice
3: Zásobník nových ulic nove ulice
4: Zásobník starých ulic stare ulice
5:
6: stare ulice.add(stredy mesta)
7:
8: for i = 0 to Pocet iteraci do
9: Změna základních úhlů v jejichž rozsahu jsou ulice generovány
10:
11: while stare ulice neni prazdny do
12: ulice = oldRoads.pop()
13: pocatek = koncový bod ulice
14:
15: uhel = úhel, ve kterém má být ulice generována
16: nova = generuj(pocatek, uhel)




21: uhel = úhel, ve kterém má být ulice generována
22: nova = generuj(pocatek, uhel)











34: odstranění z výsledných ulic ty ulice, které reprezentují středy města
35: odstranění ulic, které svírají s jinýma příliš malý úhel
36: odstranění slepých ulic
mohla být napojena, provede se změna předpokládaného koncového bodu na onu křižovatku
a generování je úspěšně ukončeno. V případě, že nová ulice nebyla napojena na žádnou
křižovatku, je na jejím konci křižovatka vytvořena.
Obrázek 5.2 ukazuje jak napojení na již existující křižovatku probíhá. Černé čáry před-
stavují existující ulice, žlutá čára reprezentuje předpokládanou podobu generované ulice.
Ta je generována z buňky označené písmenem A. V momentě kdy se při rozgenerovávání
dostane do buňky B, je v ní detekována přítomnost křižovatky a ulice je na ni napojena. Vý-
slednou podobu nové ulice představuje zelená čára. Na obrázku je dále patrné ono rozdělení
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scény do dvourozměrné matice.
A
B
Obrázek 5.2: Generování ulice
5.3 Generátor parcel
Postup použitý při generování parcel vychází z metody popsané v kapitole 3.3. Generátor
parcel na svém vstupu přijímá seznam všech ulic a křižovatek. Z těchto seznamů musí
být sestaven seznam městských bloků, které budou dále rozděleny na jednotlivé parcely.
Algoritmus vyhledávání bloků je popsán v části 6.5.
Seznam městských bloků je postupně zpracováván. Bloku je vygenerována jeho přím-
ková kostra (PK). Avšak postup úpravy sdílených hran se poněkud liší od dříve popsaného
postupu. V prvním kroku je vytvořen seznam všech úhlů v PK u nichž je alespoň jeden bod
rohovým bodem bloku. Úhel je tvořen trojicí bodů z nichž prostřední je vrchol úhlu. Pokud
je úhel konvexní je z jeho vrcholu spuštěna kolmice na hranu bloku nad kterou tento úhel
leží. Poté je počáteční bod tohoto úhlu přesunut na průsečík oné kolmice a hrany bloku.
Celý tento postup ilustruje obrázek 5.3. První zpracovávaný úhel je dán body A, B, C.
Vrcholem úhlu je bod B a kolmice spuštěná na hranu bloku vytváří průsečík D. Počáteční
bod A úhlu je na bod D přesunut, čehož výsledek je ukázán ve druhé části obrázku. Aby
byly všechny α-strypy správně zpracovány, seznam úhlů obsahuje také úhel tvořený body
C, B, A. Tentokrát když je spuštěna kolmice z vrcholu úhlu, průsečíkem je bod A. Bod C
je přesunut na bod A. Třetí část obrázku ukazuje výsledné β-stripy, vzhledem k tomu, že







Obrázek 5.3: Přesun sdílených hran
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V tento moment jsou ulice reprezentovány pouze jako úsečky, tudíž mají nulovou šířku.
Při vizualizaci však šířka ulic bude nabývat nějaké kladné hodnoty a proto je nezbytné
před generováním parcel bloky upravit tak, aby tento fakt respektovaly a ve výsledku
nezasahovaly do ulic jejichž délka už nebude nulová. Proto je každá ulice expandována na
obě své strany v rozsahu jaký odpovídá její skutečné šířce.
Velikost bloků tedy byla upravena a vše je připraveno na konečné generování parcel.
Generování probíhá v každém β-stripu (dále jen stripu) nezávisle na ostatních. Je nutné
stanovit několik hodnot, které budou ovlivňovat proces generování a rozhodovat o validitě
parcel, jedná se následující:
• Smax: maximální obsah, který parcela může mít.
• Smin: minimální obsah, který parcela může mít.
• dmin: minimální délka strany sousedící s ulicí.
Na základě délky ulice a dmin je zjištěn kolik parcel se může v daném stripu nacházet.
Délka ulice je rozdělena tímto počtem a každým vzniklým bodem je vedena přímka dělící
onen strip. V případě že je na začátku obsah stripu menší než Smax dělení neprobíhá a celý
strip je rovnou označen za parcelu.
Ze získaného seznamu parcel jsou ještě odstraněny ty, jejichž obsah je menší než Smin.
Tímto krokem generování parcel končí.
5.4 Generování budov
Na každé parcele se může vyskytovat jen jedna budova. V rámci generátoru budov se určí
jaká budova na jaké parcele bude a dále se vytváří model vlastní budovy. Města vygenero-
vané mým nástrojem obsahují následující typy budov:
• Mrakodrap: jedná se o výškovou budovu.
• Činžovní dům: reprezentuje panelové domy, činžovní domy. Obecně lze říci veškeré
budovy obsahující větší počet bytů.
• Rodinný dům: představuje rodinné domy na předměstí měst, případně domy a
statky na vesnicích.
• Kanceláře: zastupuje různé administrativní budovy a kancelářské budovy.
• Obchod: tento typ zastupuje celou řadu budov jako jsou obchody, restaurace apod.
• Továrna: může představovat různé průmyslové komplexy, automobilové servisy apod.
• Park: obsahuje městskou zeleň, dětské hřiště apod.
• Nezastavěno: nezastavěné parcely neobsahují žádnou budovu. Může se tedy jednat
o různé pastviny nebo pole.
20
Určování typů budov probíhá také ve dvou krocích. V prvé řadě se pracuje na úrovní
městských bloků a určuje se jaký typ zástavby budou obsahovat. V rámci mého generátoru
jsou použity následující čtyři typy:
• Metropole: jedná se o centrum velkoměsta. Obsahuje hlavně mrakodrapy a činžovní
domy.
• Město: představuje středně velké město. Je tvořeno hlavně činžovními domy, kance-
lářemi a obchody.
• Předměstí: složením reprezentuje předměstí měst nebo vesnice. Skládá se tedy pře-
vážně z rodinných domů.
• Průmyslová zóna: představuje průmyslové zóny na okrajích měst. Jsou tvořeny
zejména továrnami a nákupními centry.
Všem výše uvedeným typům je určena základní pravděpodobnost podle níž mohou být
jednotlivým blokům přiděleny. Tyto pravděpodobnosti jsou dále ovlivněny parametry gene-
rátoru, uvedenými v konfiguračním souboru. Jsou jimi hustota průmyslu, hustota civilních
budov a pokročilost vývoje města. Dalším parametrem, jež je pro každý blok jiný, je jeho
vzdálenost od nejbližšího středu města. Jak jednotlivé parametry přesně ovlivňují strukturu
města je popsáno v části 6.6.
V momentě kdy mají všechny bloky přiděleny svůj typ, jsou postupně předávány ce-
lulárnímu automatu, který určí jaké budovy budou obsahovat jednotlivé parcely. To jak
celulární automat funguje je popsáno v kapitole 4.1. Mnou použitá pravidla lze rozdělit
celkem do čtyř sad, přičemž každá sada náleží jednomu typu zástavby v rámci městských
bloků. Pravidla jsou zapsána ve tvaru:
P(A) > 0.5 ∧ C(B) = 0 : A→ B
Logický výraz na levé straně (od dvojtečky) značí podmínku, která musí být splněna aby
došlo ke změně typu budovy zapsané výrazem na pravé straně. Pro zjednodušení zápisu byly
zavedeny dvě funkce a to P(X) a C(X). První z nich určuje procentuální zastoupení daného
typu budovy v okolí parcely, druhá funkce reprezentuje konkrétní počet budov daného typu.









Pro jednotlivé typy zástavby jsou tedy definována následující pravidla:
Metropole
C(M) ≥ 2 : M → (K ∨O) (5.1)
C(M) = 0 : C →M (5.2)
C(M) = 0 : N →M (5.3)
C(K) > 0 : K → C (5.4)
C(O) > 0 : O → C (5.5)
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Město
P(C) > 0.8 ∧ C(C) ≥ 4 : C → (K ∨O ∨ P ) (5.6)
C(O) > 0 ∧ C(K) = 0 : O → K (5.7)
C(K) > 0 ∧ C(O) = 0 ≥ 4 : K → O (5.8)
C(C) > 0 : N → C (5.9)
P(N) = 1 : N → C (5.10)
C(P ) > 0 : P → N (5.11)
C(O) > 0 : O → N (5.12)
C(K) > 0 : K → N (5.13)
Předměstí
C(R) ≥ 5 : R→ P (5.14)
P(N) = 1 : N → P (5.15)
C(R) ≥ 1 : N → R (5.16)
C(P ) ≥ 1 : P → R (5.17)
Průmyslová zóna
C(T ) ≥ 1 : N → T (5.18)
C(T ) ≥ 4 : T → (K ∨O) (5.19)
C(N) = 0 : T → N (5.20)
Počáteční konfigurace je tvořena následovně:
Metropole: M, (K ∨ C ∨O),M
Město: C, (K ∨O), C
Předměstí: R,R, P,O
Průmyslová zóna: T, (K ∨O), T
Tak jak je uvedeno výše, tak se náhodným parcelám v městském bloku postupně zleva
přidělují určené typy. Pokud blok neobsahuje dostatečné množství parcel, nejsou tudíž vy-
užity všechny prvky z počáteční konfigurace. Všechny ostatní parcely v daném bloku mají
přiřazen typ nezastavěno.
V okamžiku kdy má blok vytvořenu počáteční konfiguraci je proveden předem defino-
vaný počet kroků celulárního automatu. V tom okamžiku je určování typů budov v onom
bloku ukončeno a přechází se ke zpracování dalšího bloku. Po zpracování všech bloků dává
generátor k dispozici seznam všech parcel a jaký typ budov se na nich má vyskytovat.
Pokud je využita 3D vizualizace, musí být jednotlivým budovám dle jejich typu vytvořen
odpovídající model, který se bude zobrazovat. Výstupem této fáze generování města je tedy




Stěžejní částí celého systému je vlastní generátor města a zobrazování jeho modelu ve 3D.
Tato kapitola se zabývá implementací některých náročnějších částí popsaných v kapitole 5
a také podrobněji rozvádí některé z částí, jež byly popsány příliš obecně. Dále jsou popsány
knihovny využívané při implementaci. V části 6.3 je popsáno jak lze generátor konfigurovat
pomocí externího konfiguračního souboru.
6.1 jMonkeyEngine
Vizualizace vygenerovaného města byla jedním z hlavních cílů této práce. Z toho důvodu
bylo vhodné vybrat některý již z existující nástrojů, který toto bude umožňovat. Vzhledem
k tomu, že v rané fázi vývoje byl jako implementační jazyk vybrán jazyk Java, byla volba
nástrojů umožňujících vizualizaci výsledků zúžena na ty, které také podporují jazyk Java.
Vizualizace měla probíhat ve 3D, z toho důvodu bylo vybíráno mezi 3D herními enginy.
Po stanovení těchto požadavků byl výběr dále zúžen pouze na pár nástrojů jimiž byly
knihovna LWJGL1, jMonkeyEngine2 (dále jen jME) a řada derivátů vycházejících z jME.
Celá řada projektů je založených právě na LWJGL, včetně jME. Nevýhodou LWJGL
je však určitá nízkoúrovňovost, protože ona knihovna obsahuje pouze wrapovací funkce
pro volání OpenGL funkcí. Hlavní důvod volby jME bylo právě to, že obsahuje podporu
jednoduché správy assetů, osvětlování, stínování a tvorby modelů, což jsou de facto jediné
funkce, které byly pro 3D vizualizaci potřeba.
Cílem projektu jME je vytvořit multiplatformní herní engine napsaný v jazyce Java
využívající OpenGL. Je vydáván pod novou BSD licencí3 a je open-source. Díky použití
jazyku Java je potřeba jen malého úsilí pro zprovoznění projektů na různých platformách.
6.2 Složení scény
Scéna v jME je organizována v podobě grafu scény, jedná se o strom jehož kořenový uzel
rootNode obsahuje celou scénu o jejíž vykreslení se jME stará. Každý objekt, který se
ve scéně vyskytuje musí být obsažen v nějakém uzlu. Každý prvek grafu scény má svoji
pozici, rotaci a měřítko. Schéma uspořádání jednotlivých objektů ve scéně vytvořené mým
programem ukazuje obrázek 6.1.
1WWW stránky knihovny LWJGL: http://www.lwjgl.org/















Obrázek 6.1: Graf scény
Za povšimnutí stojí zejména to, že každá ulice, vytvářená třídou Street, je reprezento-
vána samostatným uzlem i když ten obsahuje vždy pouze jeden objekt. Hlavním důvodem
toho jednání bylo ponechat otevřenou cestu pro budoucí vývoj a umožnit tak změnu modelu
ulice bez nutnosti měnit jakékoli další části programu. Stejná situace je i u budov, repre-
zentovaných třídou Building. Není problém aby byl kdykoli změněn obsah uzlu budovy a
namísto jednotlivých zdí a střechy obsahoval komplexnější model.
6.3 Inicializace generátoru
Inicializování parametrů generátoru probíhá z konfiguračního souboru. Ten má následující
strukturu:
help=0 při hodnotě 0 není zobrazena nápověda, hodnota 1 ji zobrazí.
size x=3000 šířka scény
size y=3000 délka scény
streets=100 parametr hustota ulic z intervalu 〈0, 100〉
buildings=1.0 hustota zástavby z intervalu 〈0, 1〉
industry=1.0 intenzita průmyslu z intervalu 〈0, 1〉
civil=1.0 intenzita civilních budov z intervalu 〈0, 1〉
development=1.0 úroveň vývoje města z intervalu 〈0, 1〉
seed# začátek sekce obsahující středy města
1500,1500 souřadnice jednoho středu města ve formátu x,y
#endseed konec sekce obsahující středy města
file=out.xml relativní cesta k souboru kde bude při exportování město uloženo
24
Hodnoty těchto parametrů jsou obsaženy ve statických atributech třídy Visualisator,
kde k nim má přístup jakákoli část programu.
6.4 Vytváření ulic
Tvorba ulic probíhá přesně podle algoritmu 1 a stará se o ni třída StreetsGenerator.
V algoritmu není přesně popsán postup výpočtu úhlů, ve kterých mají být ulice generovány.
Ten je poměrně komplikovaný a byl během testování stále upravován aby dosahoval co
nejlepších možných výsledků s ohledem na realističnost celé sítě ulic. V okamžiku kdy
uplyne prvních 20% iterací, je v každé další snížena hodnota spodního rozsahu o 4% a
horní rozsah zvýšen o 4%. Další ovlivnění přichází pokud je ulice generována z křižovatky,
která může obsahovat maximálně 2 ulice, v takovém případě je pevně stanoven úhel, ve
kterém může být ulice generována na hodnotu z intervalu 〈0◦, 17◦〉. Díky takovéto úpravě
mohou vznikat rovné dlouhé ulice.
Počet iterací jež generátor provede přímo vychází z velikosti scény. Parametr hustoty ulic
ovlivňuje maximální počet ulic, které může křižovatka spojovat. Tento počet dále závisí na
kroku iterace. S vyšším krokem je počet maximální počet nižší čímž je zaručeno, že nejvyšší
hustota ulic bude blízko centra města a k jeho okrajům bude klesat. Při nastavení vysoké
hustoty ulic je tedy centrum města tvořeno převážně obdélníkovým vzorem, který postupně
přechází v základní. U nízké hustoty ulic je město tvořeno pouze základním vzorem.
Ve fázi generování je ulice reprezentována třídou Edge, její tovární metody se starají
o korektní vygenerování ulice a rozhodují o tom jestli bude použita nebo ne. Tato třída
reprezentuje ulici pouze jako úsečku. Grafickou reprezentaci využitou při vizualizaci města
obsahuje třída Street. Model ulice je tvořen pouze obdélníkem, což způsobuje problémy
na křižovatkách, neboť ulice mnohdy na sebe korektně nenavazují.
6.5 Tvorba parcel
Vytváření parcel probíhá tak jak je to popsáno v kapitole 5.3 a stará se o to třída
ParcelsGenerator, jejíž konstruktor přijímá dva seznamy a to seznam křižovatek a ulic.
O vyhledání městských bloků se stará privátní metoda setBlocks() třídy
ParcelsGenerator. Ta využívá upravený algoritmus prohledávání stavového prostoru do
šířky. Místo klasické fronty obsahuje prioritní frontu ve které jsou jednotlivé řešení (cesty)
řazeny tak, aby nejkratší cesty byly na začátku této fronty. Každá ulice může být využita
maximálně ve dvou blocích. Pro zvýšení efektivity si proto každá ulice eviduje v kolika
blocích se už vyskytuje. Při roz-generování se tedy kontroluje zda některá ulice není využita
více než dvakrát, v takovém případě je toto řešení z fronty odstraněno. Jako městský blok
je považována taková cesta, u které je počáteční a koncová křižovatka totožná. Dále je ještě
provedena kontrola jestli tento blok není už obsažen v seznamu výsledných bloků, případně
jestli neobsahuje nějaký menší blok, v obou případech není takovýto blok do seznamu
výsledných zahrnut.
K výpočtu přímkové kostry PK je využita externí knihovna campskeleton4 vydaná pod
Apache licencí 2.05. Aby byla zajištěna správná funkce této knihovny musí být dále pří-
tomna knihovna JAMA6 jež poskytuje metody a třídy pro operace nad maticemi. Pro
4WWW Stránky knihovny campskeleton: https://code.google.com/p/campskeleton/
5Znění licence: http://opensource.org/licenses/Apache-2.0
6WWW stránky knihovny JAMA: http://math.nist.gov/javanumerics/jama/
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pohodlnou práci s knihovnou campskeleton byla vytvořena třída Block, jejíž tovární me-
toda getInstance() se stará o správnou inicializaci třídy ze seznamu křižovatek a výpočet
PK.
V momentě kdy máme takto vytvořené všechny městské bloky lze přejít k vlastní tvorbě
parcel. O to se stará třída BlockProcessor. Každá instance této třídy dokáže zpracovat
jednu instanci třídy Block a vytvořit seznam parcel, které daný blok obsahuje.
6.6 Určování typů budov
Určování typů budov může probíhat dvěma způsoby. První z možností typy budov přiděluje
s ohledem na parametry generátoru zcela náhodně každé parcele nezávisle na ostatních.
Jediné co toto přidělování dále ovlivňuje je vzdálenost parcely od nejbližšího centra města.
Tento způsob provádí třída BuildingsGenerator.
Druhý způsob využívá celulární automaty a jeho obecný popis je v části 5.4. Celý pro-
ces určování provádí třída CABuildingsGenerator, celulární automat starající se o výběr
typů budov v rámci bloku je implementován ve třídě CellularAutomaton. Jaký vliv mají
jednotlivé parametry generátoru na výskyt jednotlivých typů bloků je popsáno v tabulce
6.1, vlastní implementace je pak v metodách initProbabilities() a getType() třídy
CABuildingsGenerator.
Tabulka 6.1: Ovlivnění pravděpodobností výskytů typů bloků
Typ bloku Parametry generátoru
(počáteční pst) Průmysl Civilní budovy Úroveň vývoje Vzdálenost
Metropole (0.11) −−−− − ++++ −−−−
Město (0.35) −− ++ +++ −
Předměstí (0.37) − ++ −−−− +
Průmyslová zóna (0.07) +++ −− + ++
Jako výchozí je vybrána druhá metoda, protože první metoda nedosahuje zdaleka tak
dobrých výsledků. Uživatel proto nemá možnost výběr metody změnit. První metoda je
pouze pozůstatkem z dřívější fáze vývoje a v programu zůstala pouze jako demonstrace
jednoho z možných přístupů k řešení určování typů budov.
6.7 Vytváření modelů budov
Hlavním cílem této práce nebylo vytvářet realistické modely budov. Aplikace tedy vytváří
jednoduché modely jejichž barva reprezentuje typ dané budovy. Půdorys budovy přímo
vychází ze tvaru parcely na níž se budova nalézá. O vytvoření půdorysu se stará třída
BuildingType. Obsahuje tři přístupy jak je půdorys vypočítán. První způsob určí střed
parcely a podle daného měřítka je parcela směrem do středu zmenšena, výsledek je použit
jako půdorys. Druhá metoda půdorys vytváří rozdělením parcely pomocí přímky rovno-
běžné s ulicí, u které parcela leží, jedna ze získaných částí je pak využita jako parcela.
Poslední metoda kombinuje předchozí dva způsoby.
Z vytvořeného půdorysu třída Building vytváří model budovy, ten je tvořen jednotli-
vými stěnami a střechou. Stěny tvoří jednoduché obdélníky vycházející z hran půdorysu.
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Ukázka modelu budovy je na obrázku 6.3.
Každý zobrazovaný objekt ve scéně je tvořen z trojúhelníků. Střecha budovy má tvar
obecného polygonu s předem neznámým počtem vrcholů. Bohužel jME neobsahuje přímo
funkce pro zobrazování obecných polygonů, nicméně podporuje procedurální vytváření mo-
delů složených z trojúhelníků 7. Pro rozdělení obecných polygonů na trojúhelníky existuje
celá řada triangulačních algoritmů. Jeden z nich využívá knihovna poly2tri8 dostupná jak
v jazyku Java tak C++. Bohužel ze seznamu trojúhelníků získaných z této knihovny nelze
přímo vytvářet objekty v jME neboť trojúhelníky a jejich vrcholy nejsou seřazeny tak,
aby je jME dokázalo korektně zobrazovat. Vzhledem k tomuto faktu a tomu, že není kla-
den požadavek na to, aby měly budovy příliš komplikované půdorysy, byla vytvořena třída
PolygonMesh jež je schopná celkem jednoduše provádět triangulaci u konvexních polygonů
se třemi až pěti vrcholy. Ukázka výsledných trojúhelníků je na obrázku 6.2. Pokud je po-
třeba zpracovat půdorys o více vrcholech, jsou v něm postupně vyhledávány dvojice vrcholů









Obrázek 6.2: Triangulace polygonů pomocí třídy PolygonMesh
Obrázek 6.3: Ukázka modelu budovy
7Tutoriál o vytváření vlastních objektů v jME: http://jmonkeyengine.org/wiki/doku.php/jme3:
advanced:custom_meshes




V této kapitole budou diskutovány výsledky, které systém poskytuje. Také bude popsána
forma výstupů jednotlivých aplikací systému. Při tvorbě generátoru byl kladen největší
důraz na jeho parametrizovatelnost a rychlost generování měst. Z toho důvodu byla prove-
dena sada měření, jejíchž účelem bylo poskytnout hodnoty podle nichž bude možné rychlost
generátoru posoudit.
7.1 Testy výkonnosti a funkčnosti
Byla provedena sada dvou měření a jednoho testu na notebooku s konfigurací Intel Core
i5, grafickou kartou NVIDIA NVS 4200M a 4GB operační paměti.
První sada měření, jejíž výsledky jsou v tabulce 7.1, měla za úkol ukázat jak jsou časově
náročné jednotlivé fáze generování vzhledem k velikosti scény a jaké množství objektů
scéna obsahuje. Během provádění jednotlivých testů byly všechny parametry generátoru
nastaveny na 100%.
Tabulka 7.1: Závislost rychlosti generování na velikosti scény
Generování Počet
Rozměry scény ulic [ms] parcel [ms] budov [ms] ulic parcel budov
1000× 1000 7 118 58 44 104 82
2000× 2000 15 231 117 162 499 437
5000× 5000 104 2584 398 974 3626 3092
8000× 8000 484 9394 1338 2819 10541 8925
Počet vygenerovaných ulic roste přibližně lineárně vzhledem k času, který jejich vy-
tváření trvalo. U závislosti počtu budov je tato situace obdobná. Nejnáročnější částí gene-
rování je vytváření parcel. To je dáno povahou operací jež jsou prováděny. Dále je patrné,
že ne každá parcela je osazena nějakou budovou. Ve skutečných městech také nejsou vždy
všechny parcely zastavěné, proto jsou pravidla celulárního automatu starajícího se o roz-
misťování budov navržena tak, aby tuto situaci simulovaly.
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Druhá sada testů se zaměřila na proces generování parcel v závislosti na hustotě ulic.
Výsledky obsahuje tabulka 7.2.
Tabulka 7.2: Závislost rychlosti generování na hustotě ulic
Generování Počet
Hustota ulic ulic [ms] parcel [ms] ulic bloků
0 13 776 154 20
20 17 1460 196 32
50 26 1008 284 72
70 27 749 351 107
100 31 633 359 129
Z výsledků je patrné, že i když velikost scény a hodnota všech parametrů se kromě
hustoty ulic nemění, tak právě parametr hustoty ulic má poměrně zásadní vliv na rychlost
generování parcel. Toto je způsobeno nedostatkem v algoritmu jež má za úkol vyhledávat
jednotlivé městské bloky. Při nižších množstvích ulic jsou bloky tvořeny z více ulic a onomu
algoritmu, jež využívá prohledávání stavového prostoru do šířky, proto déle trvá nalézt
všechny bloky.
Třetí sada měření má za úkol ukázat jak jednotlivé parametry generátoru ovlivňují
složení města. Výsledky jsou zapsány v tabulce 7.3.
Tabulka 7.3: Složení města vzhledem k parametrům generátoru
Parametry generátoru Počet bloků
Civilní Vývoj
Průmysl [%] budovy [%] města [%] Metropole Město Předměstí Průmysl
100 100 100 11 30 71 13
100 0 0 0 0 0 103
0 100 0 0 0 118 0
0 0 100 45 0 0 0
50 100 150 15 45 40 13
150 100 50 5 12 85 21
200 50 0 11 0 72 36
100 50 200 28 33 0 54
50 100 0 0 0 107 3
Proces určování typů budov je velmi citlivý na změnu svých parametrů. Z výsledků
měření je zřejmé, že nevyvážená volba parametrů může vést k vytváření nerealistických
měst. V měřeních, které ponechaly nenulový pouze jeden z parametrů, lze vyčíst na jaký
typ bloků má onen parametr největší vliv. Účelem zbylé sady měření je znázornění jaké je
struktura města při různé kombinaci hodnot parametrů.
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7.2 Ukázka výstupů
Tato část obsahuje obrázky ukazující formát výstupu, který poskytují jednotlivé aplikace.
Obrázky 7.1 a 7.2 ukazují příklad 3D vizualizace modelu města. Pro přehlednost je každý
typ budovy reprezentován jinou barvou. Také rozměry budovy se snaží pohybovat v rozmezí
jaké mají skutečné budovy téhož typu.
Aplikace na obrázku 7.3 slouží k zobrazování výstupu generátoru ulic a parcel. Kromě
demonstrativních účelů nemá žádné další využití a v systému je obsažena pouze pro potřeby
testování. Výstup této aplikace může být také použit pro stanovení úrovně realističnosti
vygenerovaných parcel například porovnáním s obrázkem 3.1.
Poslední z aplikací dovoluje vygenerovat město a uložit ho do souboru ve formátu XML
bez jakékoli další formy vizualizace. Možnost exportování také nabízí aplikace vytvářející
3D model města.
Obrázek 7.1: Ukázka 3D zobrazení města
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Obrázek 7.2: Ukázka 3D zobrazení města




Cílem této práce bylo popsat již existující postupy využívané při procedurálním generování
měst a vytvořit aplikaci jež bude schopná města generovat podle určitých parametrů. Me-
tody využité v rámci vytvořeného generátoru neodpovídají přesně již existujícím postupů
ale pouze z nich vycházejí. Zejména technika využití celulárních automatů při určování
typů budov nebylo popsáno v žádném článku na téma generování měst. Většina článků na
toto téma se zabývá pouze tvorbou pozemních komunikací a následným vytvořením parcel.
Nicméně to, kde se má jaká budova vyskytovat, se dále neřeší.
Vzhled 3D vizualizace města není tak dobrý jak by mohl být, nicméně dostatečně splňuje
úkol jednoduše prezentovat typy budov, ze kterých se město skládá. Implementace tvorby
modelů jednotlivých objektů scény byla z toho důvodu navržena tak, aby modely mohly
být bez jakýchkoli obtíží nahrazeny a byla tak otevřena cesta dalšímu vývoji.
Jedním z hlavních požadavků na generátor bylo, aby byl schopen města vytvářet v co
nejkratším čase. Údaje potřebné k posouzení toho do jaké míry byl tento požadavek splněn
jsou v kapitole 7.1.
Za možné rozšíření této práce lze považovat plánovaný projekt vytvoření multiplayerové
2D hry využívající právě prostředí získané z generátoru. Tento fakt byl hlavním důvodem
proč jsem si zvolil toto zadání a proč byly kladeny požadavky na co největší možnost
parametrizace procesu generování a proč je potřeba aby byl generátor schopen prostředí
vytvářet v co nejkratším čase.
Dále ostatní lidé mají možnost využít exportování města do XML souboru pro své
vlastní projekty. Díky jednoduché struktuře tohoto souboru není problém využívat pouze
některý z výstupů celého generátoru.
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/city-Linux/ – distribuce systému pro Linux
/city-Mac/ – distribuce systému pro Mac
/city-Windows/ – distribuce systému pro Windows
/javadoc/ – dokumentace zdrojových kódu ve formátu javadoc
/lib/ – využívané knihovny
/plakat.png – plakát shrnující výsledky práce
/prace.pdf – text technické zprávy




Hlavní z aplikací sloužících k 3D vizualizaci města nese název city.* a její spuštění je
závislé na platformě.
O exportování města do XML souboru bez jeho vizualizace se stará aplikace exporter.jar.
Jediným parametrem který přijímá je relativní cesta k souboru do nějž má být město
uloženo.
java -jar exporter.jar CESTA
Pro zobrazování generovaných parcel slouží aplikace parcels.jar. Tu lze spustit pří-
kazem:
java -jar parcels.jar
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