Abstract. In this paper we present CCDL, our description language for composable components. We have introduced hierarchically composable components as means to achieve finetuned customization of component based systems. A composable component is defined by a fixed contractual specification of its external view and a set of structural constraints for its internal configuration. The internal configuration of a composable component is not fixed, but will be composed according to different requirements and has to comply with the structural constraints. This permits a high degree of unanticipated variability. Our approach is architectural style specific and addresses multiflow architectures. The goal of CCDL is to describe contractual specifications and structural constraints of composable components, as guidelines for their composition. CCDL descriptions can be used by automatic composition tools that implement requirements driven composition strategies.
Introduction
The growing complexity of modern software systems has lead to an emphasis on compositional approaches for system development. The advantages of a component-based approach to software engineering are twofold. Firstly, it can reduce production time through discipline and re-use, leading to more manageable systems. Secondly, such assembled systems can be easily updated by changing one or more components. These changes make it possible to respond to unanticipated future requirements or to a larger and better offer on the component market.
An important research topic is to be able to predict the properties of a component assembly, based on the properties of its components. In the case of software composition, predictable assembly means to find a set of components and to determine the collaborations between them so that it forms a software system that complies with a given set of requirements. However, composing a whole system only from its requirements is not feasible, additional constraints and guidelines are needed.
Automatic component composition can be used as a mechanism to achieve (dynamic) self-customizable systems that are able to adapt themselves to changing user requirements or to their evolving environment.The general issues of software composition apply as well in the case of automatic component composition. Also, there is a need to support unanticipated customization: solutions should not be limited to the use of a set of known in advance components or configurations. Solutions must be open to discover and integrate new components and configurations, in response to new types of requests or to improve existing solutions when new components become available. The problem that arises here is to balance between the support for unanticipated customizations and the need for constraints that guarantee a correct composition of a system with required properties. Such constraints are essential especially in the case of non-computable properties, that means when the properties of the assembly cannot be calculated from individual components properties. The fact that in case of automatic component composition the composition decision is a machine decision requires additional rigor and thoroughness. Automatic software composition has to be built on a systematic compositional model that must comprise a component description scheme and formalism, and a coordinated, well defined requirements driven composition strategy.
We developed a composable components model, together with CCDL as its description formalism, in the context of a compositional model for selfcustomizable systems. The internal configuration of a composable component, while not fixed, must comply to a fixed set of structural constraints, part of the component description. These structural constraints are only guidelines for future composition of the internal structure and not a full configuration description. The structural constraints are flexible enough to allow unanticipated compositions. The actual internal structure of a composable component is dynamically determined according to current requirements. This component description model establishes what information is needed to be known about the components in order to make composition decisions while CCDL defines a formalism that can be processed by automatic composition tools. Compositional decisions are made in knowledge of the architectural style, but ignoring some details of the underlying component technology, as long as this complies with the architectural assumptions. Working at the architectural level has the advantage that it abstracts domain-specific issues and permits implementation of generic composition strategies. We are developing a compositional model, targeted at multi-flow architectures. This establishes a framework for finding a component composition with desired properties, based on properties of individual components. We have built a Composer tool to automatize the requirements driven composition of systems.
The remainder of this paper is organized as follows: Section 2 presents the overall picture of our automatic component composition approach. Section 3 introduces the basic concepts of our architectural component model. We describe the composable component approach and CCDL in section 4. Section 5 presents deployment scenarios for CCDL descriptions. In Section 6 we discuss our approach in the context of related work. The last Section presents the concluding remarks.
Background
The automatic composition problem, as we address it, is the following: given a set of requirements describing the properties of a desired system, and a component repository that contains descriptions of available components, the composition process has to find a set of components and their configuration to realize the desired system. All components can be composable, that means that determining their internal structure is also a recursive composition problem.
The compositional decision making system (the Composer) operates on an architectural model [OGT + 99] of the system. This architectural model is a structure description of the composed system. The Composer finds the structure of the target system starting from the imposed requirements. The Composer is architecture-style specific, the composition decisions implemented by the Composer do not contain application-specific code. The Composer determines and maintains the structure description of the composed system, while a Builder uses this structure description to build or maintain the system. The Builder depends upon (or is part of) the underlying component technology and framework. This integrated approach for self-customizable systems is depicted in Figure 1 .
The Composer operates with requirements stated as expressions that contain component properties. In the case when self-customization is used as start-up time configuration according to user requirements, an optional Translator frontend (i.e., in form of a Wizard) could be deployed to generate the requirements in form of properties expressions from a more domain-specific form.
The Composer has access to a repository containing CCDL descriptions of available components. The target of the composition is also a composable component and it has its structural constraints described in CCDL. The structural constraints have the role of guidelines for the composition, as they will be discussed further in Section 4.2
As we describe in Section 3.2, our model comprises simple and composable components. The composition will result through stepwise refinements: after a composition process has determined that it wants a certain component type in place, and this is a composable one, a new composition search may be launched for composing the internal structure of it, in order to finetune its properties.
We have used the Composer to achieve self customizable network protocol stacks, as presented in [SMBV02] and [SVB02] . The compositional model proposed by us assumes that the system architecture belongs to a certain architectural style. Some details of the component model (like the programming interfaces) are not presented here, since they are not used in the composing phase, only later in the building phase of the system (as mentioned before in Section 2).
Basic concepts
We present briefly the basic component concepts that we use and that are consistent, in the main, with the software component bibliography [BBB + 00], [Szy97] . We emphasize here our personal interpretations and particularities.
Software component: is an implementation of some functionality, available under the condition of a certain contract, independently deployable and subject to composition. A component in our approach is also an architectural abstraction.
Component contract: specifies the services provided by the component and the obligation of clients and environment needed by the component to provide these services. In our approach, contracts are expressed through sets of requiredprovided properties.
Component property: "Something that is known and detectable about the component" [HMSW02] . In our approach, a property is expressed through a name (a label) from a vocabulary set. These names are treated in a semanticunaware way [SMBV02] . In our more recent approach, values can be also associated with properties.
Port: "a logical point of interaction between the component and its environment" [AG97] . There are input ports, through which the component receives data, and output ports, through which the component generates data.
Flow: the data-flow relation among pairs of ports. A flow has parts where it is internal to a component (from an input to an output port of that component) and parts where it is between two components (a connection).
Multi-flow architecture: it is a variation of the pipes-and-filters [Gar01] architecture. An informal example is presented in Figure 2 . The particularity of this architectural style is that dataflow relations are defined first (the "flows" in our terminology) and components must fit on them. For every component the internal flows must be known so that they can be integrated in the flow architecture. In the example in Figure 2 , the system S has two flows on which it contains the subcomponents ( Figure 2a ). The system S can be realized as different compositions of components on these flows, two possibilities are depicted in Figure 2b . 
Hierarchical relationships between components
Our model comprises simple and composed components. A simple component is the basic unit of composition, has one input port and one output port. A composed component appears as a grouping mechanism, may have several input and output ports. The whole system may be seen as a composed component, as S being both the system and a composed component in the example in Figure  2 . The internal structure of a composed component is aligned on a number of flows that connect its input ports with some of its output ports. For the internal structure of a composed component the same style of multi-flow architecture applies.
Composed components are "first class" components, they have their own properties and contractual interfaces and fixed internal flows. The composed component as a whole is always defined by its own set of provided properties, which expresses the higher-abstraction-level features gained through the composition of the subcomponents. The vocabulary used to describe the own provides of a composed component is distinct from the vocabulary deployed for describing the provides of its subcomponents. This abstraction definition must be done by the designer of the composed component. The properties of the subcomponent are causally linked to the properties of the composed component, but often they cannot be computed or deducted from them, as it is the case for example with the functional properties. Many properties of an assembly are emergent properties, they are related to the overall behavior of the assembly and depend on the collaboration of several components and can be seen as expressed at a higher abstraction level.
The internal structure of a composed component is mostly not fixed, these components are composable in the limits of certain structural constraints, as will be presented in Section 4.2.
Contracts expressed through properties
Contracts are expressed through required-provided properties. Provided properties are associated with the component as a whole. Requirements are associated with the ports. A contract for a component is respected if all its required properties have found a match. Requirements associated with an input port C x .In y are addressed to components which have output ports connected to the flow ingoing C x .In y . Requirements associated with an output port C x .Out y are addressing components which have inputs connected to the flow exiting C x .Out y .
In the case of composed components, provided properties can also be associated with ports, reflecting the internal structure of the component.
We assume that in the underlying component model, every input port may be connected to every output port. The meaningful compositions are determined by the criteria of correct composition, based on matching required with provided properties. A properties match is primarily defined by the match of the properties names. Properties values, if present, are used as parameters for further component configuration. By default, it is sufficient that requirements are met by some components that are present in the flow connected to that port, these requirements are able to propagate. The mechanism of propagation of requirements and the basic composition strategy are presented in [SMBV02] . One can specify immediate requirements, which are not propagated, these apply only to the next component on that flow. Negative requirements specify that a property should not be present on the referred flow. Pair requirements refer to pairs that must be always matched in the same relative order.
As an example, in Figure 3 is presented a simple assembly of fully matched components. The example presents a data flow part of a sender-receiver system, where encryption and compression of the transmitted data must occur and also the data transmission time must be calculated. The example system in the figure comprises seven components, and the assembly fulfills the system requirements and all component requirements are fully matched. The T ripT imeCalculator component calculates the time delay on a given flow. It requires that timestamps are attached to the data on its incoming flow (has the requirement timestamp at its input port T ripT imeCalculator.In. This is a propagateable requirement, it can be provided by a component at any place in the incoming flow of T ripT imeCalculator, as it is the case with component T imestamper that provides the property timestamp. The Encrypter component has the requirement for decryption on its outgoing flow, declared as a pair requirement. Also the Compresser has a pair requirement for decompression. Since requirements declared as pairs must be matched in the same order as they were posed, the Compresser − Decompresser sequence may either contain the Encryptor − Decryptor sequence or be contained by it. A sequence like Encryptor − Compresser − Decryptor − Decompresser is not permitted due to the requirements being declared as pair. 
CCDL -The Description Language for Composable Components
We have developed CCDL, a description language that allows the specification of composable components. Current interface definition languages do not provide sufficient information about the described components for automatic component composition. Architectural description languages do not support the undefined variable internal structure of composable components. As presented in [MT00] , a condition for a language to be an ADL is to be able to represent components, connectors and architectural configurations. Architectural configurations describe an architectural structure (topology) of components and connectors. The point is, in our case, the internal structure of composable components needs to be not represented, its configuration must remain open. In CCDL, only "structural constraints" have to be specified, leaving open the possibilities of composition. The structural constraints in our component descriptions are just flexible guidelines for future configuration compositions and not a full architecture configuration description.
We have defined CCDL, our component description language for composable components, as a XML Schema. The XML Schema standard is a meta-language suitable for developing new notations. This choice for XML [XML00] simplifies the implementation and later the use of the description language due to the large availability of tools for creating, editing and manipulating XML documents. We use the Apache Xerces XML parser in our implementation. Editing a CCDL description can be done with aid of syntax-directed editing tools for XML.
The CCDL description of a component comprises two main parts: the external view (contractual specification through information about global provided properties and information on the ports) and the internal view, if it is a composed component. The internal view may specify either structural constraints, if the component is composable, or a complete structural description, if the component has an already fixed internal configuration. The description of the external and internal view will be detailed in the next sections.
External View Description
The component externals contain the set of provided properties and information about all the ports. Sets of properties are used to describe the component contracts -for requirements and provides. As mentioned before, properties are in the essence names, and they are treated in a semantic-unaware way by the Composer. Properties can be further specified by values that are configuration parameters. Properties may come with a list of subproperties (introduced by the WITH tag after a property definition). The list of subproperties represents finetuning options. Subproperties are often used to finetune a requirement addressed to a composable component. I.e., for a requirement p1 W IT H p11, p12, a match is a component C that exposes the provided property p1, and the internal structure of C must be further composed so that it will provide the finetuning properties p11 and p12. Subproperties can also be present in the definition of a composed component if its structure is already fixed. A composable component has usually no subproperties in its definition.
Internal View Description
The composable components do not have a fixed internal structure. In this approach lies a powerful part of the customization capability: the full internal configuration of the component will be composed as a result of external requirements allowing fine-tuning of properties [SJBV02] , [SVB02] .
As mentioned before (in Section 3.2), composed components are first class entities, that have their own interfaces with ports, provided and required properties. They have also well defined internal flows. These are the fixed elements of a composed component. The internal structure is not fixed, but still some structural constraints must exist in order to always enforce compliance with the global component description.
The structural constraints of a composable component comprise: basic structural constraints, structural context-dependent requirements for components and inter-flow dependencies.
The basic structural constraints describe the minimal properties that must be assembled on particular flows for the declared provides of the composed component to emerge. These constraints virtually define a "skeleton" of the composed component. This "skeleton" is not a rigid structure, it fixes only the flows and establishes order relationships between properties that must be present on these flows. Figure 4 presents as an example the basic structural constraints for a component S, that represents a customizable network protocol stack. The basic structural constraints of S specify that it has two flows, corresponding to the downgoing (sending) and upgoing (receiving) path of packets through the stack. On these flows arbitrary protocol layer components can be added. The structural constraints specify that at the bottom of the stack the property N etwInt must be provided.
The basic structural constraints must be specified by the developer of the composed component.
The structural context-dependent requirements express requirements related to other components when deployed here as subcomponents. If a certain component X can act as a subcomponent in the context of a composed component C, and the basic structural constraints of C are not sufficient to fully specify the correct deployment of X in the context of C, then appropriate specifications have to be added to the structural context-dependent requirements of C. These structural context-dependent requirements in C will be added by the developer of the subcomponent X. Syntactically, they are expressed also in terms of properties contained on flows and order relationships between these properties. The presence of these contained properties or order relationships as context-dependent requirements does not impose a mandatory skeleton as for the basic structural constraints. They specify the terms under which a certain subcomponent may be deployed here, but only if it considered necessary by external requirements. The inter-flow dependencies specify relationships between the flows. These relationships between flows can express continuation (a flow might be a logical continuation of another) or connections between flows. In the example in Figure  4 , there is a logical continuation relationship between the two flows.
The full CCDL description of S, the composable stack component, is given in Figure 5 .
A concrete stack will be built after determining its structure according to specific requirements. For example, if the current requirements are: stack W IT H rel, transp, two possible component assemblies that match these requirements are these depicted in Figure 2b .
Repositories
The deployment of components is supported by information from a component repository and an implementation repository. The component repository contains CCDL descriptions of components. The implementation repository contains implementation descriptions for existing component description. Not every component description must have a known implementation, the composable components usually do not have known implementations. Different ways of implementation descriptions are possible: by having specified the implementation classes or referring to the structure of a composed component. The implementation description may add also the implementation characteristics -a set of properties particular only for the implementation. This decoupling between component descriptions and implementation descriptions facilitates an easy deployment as well for using components as for introducing new component types.
The decision to use an existing component is made based on the component description. Later, an implementation must be found for that component, using the implementation repository. While the choice of a component made on hand of its properties handles the functional features of the composed system, nonfunctional requirements are handled by the choice of a right implementation, <?xml version="1.0" encoding="UTF-8"?> <!--CCDL for composable Stack component--> <component xmlns:xsi="http://www.w3.org/2001/XMLSchema-instance" xsi:noNamespaceSchemaLocation="E:\comp.xsd" name="Stack"> <componentExternals> <provides> <property name="stack"/> </provides> <port name="in" type="in" entrance="true"/> <port name="out" type="out" entrance="true"/> </componentExternals> <componentInternals> <structuralConstraints> <basicStructuralConstraints> <start name="start_up"> <out name="out"/> </start> <end name="end_down"> <in name="in"/> </end> <flow name="downgoing" from="in" to="end_down.in"/> <flow name="upgoing" from="start_up.out" to="out"/> <containedProperty name="nw_interface" flowlocation="downgoing"/> <containedProperty name="nw_interface" flowlocation="upgoing"/> <orderRelation below="nw_interface" above="any" flowlocation="downgoing"/> <orderRelation below="any" above="nw_interface" flowlocation="upgoing"/> </basicStructuralConstraints> <interflowDependencies> <continuation from="downgoing" to="upgoing"/> </interflowDependencies> <contextDependencies/> </structuralConstraints> </componentInternals> </component> Fig. 5 . CCDL description based on the implementation characteristics. If there is no known implementation, or if the implementation is not according to all the requirements, the component will be composed according to the requirements and in the limits of the structural constraints specified in the component description.
New components may be easily introduced to the system, following a scenario like depicted in Figure 6 , that presents the actions to make a new component CX known to the system. First, the new component has to be described, using for its properties terms from the established vocabulary, or extending the vocabulary when introducing new properties. The vocabulary of properties can be extended with new properties definitions. However, the extension of the vocabulary as well as deploying properties in component description should be subject to certification. Secondly, a CCDL description of the new component must be added. It may appear the need to define special interactions for the component CX when used in certain contexts. This leads to an update of the structural requirements of the components where it might be deployed. It is the task of the designer of the component CX to provide a list of updates for the use of CX in the context of different compositions. For example, when using CX in the composition of CB, special restrictions might appear as to where CX should be placed in CB's internal structure. This is the case when CX provides new properties, which were unknown at the moment of CB's development. Ordering relations on the flows between these new properties and the other properties that might be involved must be specified. Final step is to provide implementation(s) for it, either in form of implementation classes or a complete description of the internal structure of a composed component. Composed components do not necessarily have implementations specified.
Discussion and Related Work
Our insight is that a composition model should address the architectural level, to be usable across different applications that share that architectural style. The approach is to build a system by assuming a certain defined architectural style. This approach of component composition being treated in the context of architecture is largely accepted in the research community ( [Ham02] , [IT02b] , [Wil01] , [IS01] , [BG97] , [KI00] ), as it makes the problem manageable and eliminates the problems of architectural mismatch [GAO95] . In this context, we present a model for composable components in multiflow architectures, together with CCDL, its description language. CCDL is neither an interface description language nor an architectural description language, but presents some concepts related with both of them. Issues of composition of architectural components have been addressed within ADL's (see [MT00] for an comprehensive overview). In these cases, deciding a good component combination is done statically and relies completely on the application programmer. Even within ADL's that support dynamic architectures, the dynamism is a "programmed" one. Here the goal of CCDL is different than that of ADL's. The role of ADL's is to model and describe software architectures, with their explicit configuration. The information contained in an architectural description can be used in tools to analyze properties of the architectural structure. On the other hand, CCDL does not fully describe a composed system, neither a composed component. It states only guidelines for future composition of that system or component, in form of structural constraints. The role of CCDL is to describe minimal requirements for the system configuration, leaving the configuration itself open. Tools take CCDL descriptions and generate the concrete structural configuration according to requirements. We might relate to xADL [DvdHT01] , that has the capability to make conceptually distinction between architectural prescription (design-time template) and architectural description (runtime state of system). However, xADL prescriptions accept a reduced degree of variability, it can specify that certain components are optional. Nearer to our goal are [IB96] with ASTER, an interconnection language for specification of application requirements. It is used to automatically build a distributed runtime system customized to meet the requirements [KI00] .
We relate also with research on predictable component assembly. An important research topic in component composition is the prediction of the assemblylevel properties of a component composition [HMSW02] , [CBS01] . Here most effort is directed toward prediction of static properties (end-to-end latency, memory consumption [FEHC02] ), where the same property of an assembly can be calculated from the properties of the components, requiring no additional information. For non-quantitative properties, approaches focus on usually one property: deadlock [IT02a] , reliability [SM02] . We consider mostly non-computable properties in our model. The properties of a composed component in our model are usually seen as abstract features, expressed at a higher semantic abstraction level than the properties of the parts. Having the structural constraints as part of a composable component's description specifies which properties put together and assembled will emerge the higher-level assembly property. The structural constraints are a flexible mechanism to enforce a predictable assembly of nonquantitative and non-computable properties.
Conclusions
In this paper we present CCDL, a description language for composable components in multi-flow architectures. We have introduced hierarchically composable components as a means to achieve finetuned customization of component based systems.
The goal of CCDL is to express guidelines for the component composition. CCDL descriptions can be used by automatic composition tools that implement requirements driven compositions strategies. We have built a Composer and used it in achieving self-customizable network protocols.
A strength of our approach is that it permits a high degree of unanticipated variability, it permits to easily formulate and solve new requirements and to discover and use in given composition problems new component types, with minimal user intervention, which is very important in the case of self-customizable systems. Composable components as deployed in our model and the mechanism of defining them through their structural constraints offer the necessary flexibility, while guaranteeing a predictable assembly.
