Abstract-Workflow systems are typical fit for in the explorative research of bioinformaticians. These systems can help bioinformaticians to design and run their experiments and to automatically capture and store the data generated at runtime. On the other hand, Web services are increasingly used as the preferred method for accessing and processing the information coming from the diverse life science sources. In this work we provide an efficient approach for creating bioinformatic workflow for all-service architecture systems (i.e., all system components are services ). This architecture style simplifies the user interaction with workflow systems and facilitates both the change of individual components, and the addition of new components to adopt to other workflow tasks if required. We finally present a case study for the bioinformatics domain to elaborate the applicability of our proposed approach.
I. INTRODUCTION
Due to the large number of available web services, the sheer complexity of data, and the frequent lack of documentation, discovering the most appropriate web service for a given task is a user challenge. In addition, in current practice there is a disparity between bioinformatics workflow conceptualization and specification. We believe that this disparity can be resolved using semantic Web. Semantic Web technologies can be used to translate from the specification of analytical functions or final state to executable workflows. Such workflow abstraction can consequently result in a unification of workflow conceptualization and specification. Nevertheless, such a level of abstraction will be useful for both novice and expert users, and will provide a means to easily and efficiently create workflows for other life sciences researches. Many life science tools are currently available as web services. The use of a workflow system to orchestrate these services and create in-silico experiments seems to be a logical approach. Thus, the methodology for creating bioinformatics workflow depends heavily on the knoweledge that the researcher has about the tools that he will use. In our research the user was enabled to emphasize the desired final state instead of providing the details of the process that he wants to perform or the relationships between his/her tools, which corresponds more closely to the objective of the research, provides further abstraction and reduces the workflow conceptually to a single functional operation as follows:
construct phylogenetic tree to a reference sequence. This statement "Construct phylogenetic tree" subsume the steps required to generate phylogenetic tree [1] which are:
Step 1: Choosing an appropriate markers for the phylogenetic analysis.
Step 2:Performing multiple sequence alignments.
Step 3:Selection of an evolutionary model.
Step 4:Phylogenetic tree reconstruction.
Step 5:Evaluation of the phylogenetic tree.
Currently, to the best of our knowledge, there is no guide to assist users in the Web services discovery process. However, there is a significant progress that has been made towards building integration platforms that utilize online Web services interfaces to support bioinformatics analyses. Taverna [2] is such a platform that is widely used by the bioinformatics community, whereas Kepler [3] and Triana [4] are two popular platforms in the wider scientific community. Recently, there is a trend to extend such platforms to support semantic Web services, as more semantically linked data repositories are now available. Semantic annotation provides richer information than Web service description alone and can be used for automatic reasoning when they conform to certain ontology.
Other approaches focus on the discovery of Web services that are annotated with a specific vocabulary. This is the case of the myGrid 1 project, whose aim is to provide a controlled vocabulary to make annotations. BioCatalogue [5] is a life science Web service registry with 1180 registered Web services that are meant to be annotated using life sciences ontology. Nevertheless, another issue to be taken into account is that, in many cases, multiple services provide very similar functionality (a particularly insidious example is the multitude of services providing variants of alignments of genes and proteins). In such cases, the user has to decide which service is the most appropriate based on diverse quality criteria (availability, coverage of the domain of interest, etc.). To address this problem, assessment techniques must be applied to provide the user with some information about the quality and the functionality of each service [6] .
In this research a workflow representation was suggested that can solve the disparity between how life scientists conceptualize their workflows and how the workflows are specified in practice. The resolution is through a description of workflows through specification of primary analytical operations or desired analysis final state that enables the design of high-level workflow models. These high-level workflow descriptions are closer to the conceptual models that life scientists have about experiments. Consequently, the cognitive load on those scientists has been reduced [7] . In our work we use the semantic Web technology to translate from final state functions to an executable workflow.
The proposed idea depends on the idea of standardization of Web service interfaces. This standardization enables the language to be later used in life science workflow systems to describe and implement classes of tasks. For example, the proposed workflow representation can help to provide a standardized interface for the famous biological sequence alignment tasks in a workflow, then; the abstract alignment task encompasses all alignment resources, including (a) synchronous Blast services, and (b) Blast services. There are several key design rationales of our language that can be summarized as follows: 1) Our proposed services selection for in-silico workflow enables the life scientist to think in terms of the operation he wants to perform instead of the services he needs to use. Thus our solution reduces the gap that currently exists between the level at which a life scientist thinks about the life science problem and the actual workflow implementation.
2) The proposed workflow has all-service architecture, i.e., all system components are services. This allows easy change of individual components and addition of new ones to adapt to other workflow tasks if required. 3) The whole system is based on a semantic Web service framework (WSMO [8] ). As a result, all system components provide native semantic support. 4) In our proposed workflow services selection method only essential services are available and automatic service selection is done. . 5) the proposed approach select the appropriate Web services that can execute the task dynamically at run time instead of hard coding the services that can execute the task during the design of the workflow. This feature in turn overcomes the issue of dead or unavailable services. 6) Finally, the user provided with the best available Web services that performs his request based on both quality of services criteria, and his/her stored profile values. This feature considers the fact that currently there exist potentially large number of services from different service providers that can functionality overlap we believe that the non-functional properties of services, especially those related to Quality of Service (QoS), such as reliability, performance, and sensitivity, should be considered when several services provide similar function or information. A service selection algorithm is used to help users identify the "best" service [12] . The rest of the paper is organized as follows: Section II, presents background, related work, and motivates the problem. Section III, discussed the workflow discovery problem and solution.Section IV explain the worklet architecture. Section V, presents a use case that are used to evaluate the proposed solution. Finally, section VI concludes and outlines directions for future work.
II. RELATED WORKS
A. Current Workflow Design Systems.
There have been a large number of workflow design and execution engines that supports In silico biological study. Taverna [2] which is a workflow construction environment and execution engine designed to support in-silico biological study. It provides access to a large collection of data sources and analysis tools, many of which are accessed through a Web service interface. Taverna is designed as a do-it-all environment, which can be overwhelming for biologists with limited computing background. While Taverna has a plug-in architecture that allows addition of new functions, any changes to the core system components are non-trivial. In [9] a prototype solution for the service selection problem in the life-sciences is proposed. The solution uses the Moby environment that uses lazy breadth-first search over an implicit graph of the service space. Also, the presented method is able to highly rank desirable services at interactive speeds. Although the solution improves the service selection process so that the user is presented only with a small set of the most salient services to the time and effort required to build workflows, the solution purposely uses a minimal amount of semantic information (data-type matching only), and does not consider the un-experienced user who is not familiar with workflow usage. B. Semantics and quality-aware Service (QoS) in Current Workflow Design Systems. Some workflow design systems have incorporated semantic component to support workflows execution. A bioinformatics semantic workflow is the workflow specification of a complex scientific task in terms of the biological analysis objectives and the semantic characteristics of the computational tools needed for the analysis [10] without delving into the computational details of the tools. The semantic workflow is at the level of biological concepts, that are much closer to the scientific research. Although Taverna has semantics to describe workflow activities, it is limited to supporting the discovery of proper services during the design of a workflow [9] . In [10] , the author presented Sesame a semantic bioinformatics workflow design system with new ontology for bioinformatics tools/services. Sesame allows the biologists to perform their analyses using terms that they are familiar with. After designing the semantic workflow, Sesame ask the user to instantiate it by associating each analyses entity with the instances of bioinformatics tools/services and data. Although Sesame free the biologists from the necessity of learning the details of the computational aspects of the bioinformatics tools. yet, it still requires its users to have knowledge in scripting tools/ services, and algorithms that they will use. Also, Sesame can only perform simple instantiation cases and for each analyses entity Sesame ask the user to select one instance of bioinformatics tools/services. Then, the user specifies the parameters and input data for the selected tool/service which overload the unexpirencied user with alot of work that he/she may not understand.
The work in [11] presents a new way for describing workflow templates and instances. All the used constituents are semantic objects that are described with properties and workflow level constraints. Once a workflow template is created and validated by an experienced user, it is easy for more junior scientists to create sophisticated analyses simply by specifying input data for pre-defined templates.
The system ensures that the input data specified is appropriate given the definitions in the workflow template, and automatically generates a workflow instance that can be mapped to execution resources. Despite all those efforts, in this work a better approach was presented that ensures the existence of all the resources that can perform the task rather than having a template that may contain a link to a dead service or an unavailable resource. In addition, the proposed approach also consider the QoS information in selecting the services that best execute and meet the user requirements.
The authors in [12] have utilized several semantic technologies to identify the scientists intent, and then to facilitate the control of workflow execution and enrichment of workflow provenance. While the integration of semantic components with the original system improved the usability of the workflow system, users still have to be familiar with those workflow design systems in order to accomplish a data analysis task.
Zhang et al. proposed a two-step approach to automatically transform geospatial procession conceptual workflow to Kepler workflow [3] . However, their transformation is limited to only one geographical information system package.
For a more complete selection of services in addition to the syntactic and the semantic dimension in building the workflow the quality of resources are also important factors for making adequate service choice. In [13] , an optimization algorithm is proposed to efficiently access Web services. The algorithm takes as input the classical database SPJ like queries over Web services. It uses a cost model to arrange Web services in a query, and computes a pipelined execution plan with minimal total query running time. In addition, in [14] quality-aware service optimization techniques have been studied. These approaches rely on the computation of a predefined objective function, and the users need to assign numeric weight to specify their preferences if multiple quality parameters are involved.
On the other hand, in our proposed approach we learn those weights dynamically from the user profile instead of asking the user about the weights of QoS criteria which could lead to missing the user desired services due to the user inability to precisely specify the weight of each QoS parameter if multiple quality parameters are involved. Nevertheless, our proposed approach follows the work presented in Adams et al. [15] . In this work the authors introduced a technique to design abstract workflows to describe the treatment processes of patients. The central component in their approach is worklets. A worklet is a small workflow that covers all the actions required to perform a higher level task (or step). The main advantage of worklets is that it black boxes implementation details from a workflow designer point of view. The approach supports flexibility and evolution in workflows through the support of flexible work practices, based not on proprietary frameworks, but on accepted ideas of how people actually work. Our approach although borrows the worklet concept, differs in the way we build and select the worklet assigned for each workflow task. In addition, we present a new application direction for workflows through employing worklets that target bio-informaticians. In addition, we employ worklets to achieve an efficient Web service selection interface. The remaining of the paper elaborates our approach in using worklets to provide a standard language for in-silico service selection.
III. WORKFLOW DISCOVERY
Workflow discovery in our work is responsible for finding available workflows for the specified functionality. Workflows are discovered using information on their specification, the desired functionality, and available services. For simplicity, we provide an example of workflow discovery using only the desired functionality (e.g., phylogenetic analysis).
Each task of a workflow is linked to an extensible repertoire of actions. In this work, we present those repertoire-member actions as "worklets". In effect, we borrow the definition of a worklet from [15] where a worklet is defined as a workflow that handles one specific task in a larger, composite workflow. The use of worklets enables the design of abstract, reusable workflows that can be used for different cases with a similar high level structure. Finally, a sequence of worklets is chained to form an entire workflow process.
At the same time, a repertoire for each workflow task is dynamically constructed as different approaches and methods for completing those tasks are continuously developed. The input variables of the original task are mapped to the input variables of the selected service on the worklet, and then the worklet is launched. When the worklet is completed, its output variables are mapped back to the output variables of the original work process.
Our workflow execution use the same model of execution presented in [16] . In [16] the workflow is composed of a service that can execute the required task but our workflow is composed of worklets that enable the design of abstract, reusable workflows that can be used for different cases with a similar high level structure. The execution of a workflow depends on a utility service such as satisfyPrecondition, this service is called at the beginning of each process model for worklets with preconditions. As a result, the prerequisite worklet are executed first, in order to satisfy the preconditions; once all preconditions are met, the initial service is finally executed. The precondition dependency check is recursively applied until a service with no preconditions is reached.
In this way, each service prerequisite will help compose an executable workflow. Subsequently, the workflow will be composed backward and at runtime reversed for proper execution. Figure 1 shows this method. A worklet in our work is handled like a normal Web services. Semantic services are defined using OWL-S [17] . A semantic worklet service description is constructed with a precondition that reflects the prerequisites needed in order for the service to successfully complete; this precondition is sufficient to construct workflows for the desired functionality. We have considered a way to define worklets preconditions. For example, a phylogenetic analysis worklet named "Phylogenetic Inference Worklet, This service requires a multiple sequence alignment as an input and can be described as follows: Worklet: Phylogenetic Inference. Precondition: Multiple sequence alignment. Input: Optional multiple sequence/analysis parameters. Output: Phylogenetic Tree.
As we are searching for life sciences Web services, we apply the taxonomy of categories used by BioCatalogue [5] 
an easy way for scientists to discover Web services of interest. BioCatalogue has a shallow taxonomy of Web services categories, and most of the registered Web services have at least one category. So, we use this taxonomy to classify the worklets with the aim of using those categories in the discovery of the Web services that are suitable for a given worklet function.
Example 3.1: Consider a worklet "Sequence Alignment" building problem. In this worklet we collect all services that can perform sequence alignment like (a) synchronous Blast services, and (b) Blast services. Hence, the user simply specifies that a Sequence Alignment is desired. Then, we select the worklet named Sequence Alignment to execute his request. At the lowest level, expert users can specify all the analysis parameters for every step in each analysis that constitutes the workflow.
Web services in BioCatalogue have four main different types of annotations: descriptions, operations, tags, and categories. Each worklet will contain a set of comparable services in function, the comparability is derived from the bioinformatics ontology annotation that the service has. For instance, two services are comparable if they have the same function annotation, in the following section we will provide the details of how we discover those services.
IV. WORKLET ARCHITECTURE
A worklet is basically nothing more than a workflow specification that has been designed to perform one part of a larger parent specifications. However, a worklet differs from a decomposition or sub-net in that it is dynamically assigned to perform a particular task at runtime, while sub-nets are statically assigned at design time. So, rather than being forced to define all specification of the task such as algorithms to be used and the service during the design time of a workflow, the worklet service allows the definition of a much simpler specification that will evolve dynamically as more worklets are added to the repertoire for particular tasks.
In addition, as we aim to support flexible system architecture, we therefore implement the worklet components as Web services as well. Such implementation approach enables us to easily update and/or replace a worklet for other workflow system usage. Besides, we provide a semantic description for service function which requires bioinformatics ontology to describe them. In our work we choose to store functional and non-functional services descriptions as semantic description on the service disk entity. This allows reasoning with such information, which is not possible otherwise and is a vital component for service selection and optimization.
In general, worklets may be associated with either an atomic task, or a multiple-instance atomic task. Any number of worklets can form the repertoire of an individual task, and any number of tasks in a particular specification can be associated with the worklet service.
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A. Worklet Services Selection
The selection of services inside the worklet depends on the categories, functionality, and ratings of previous interactions. In this work, we use categories as the criterion for the discovery process of those comparable services since they very well express the functionality of services. The discovery process consists basically of: querying BioCatalogue, and using its recent launched API [5] . Each query searches for a specific category and retrieves a set of web services that are annotated with this category. In most cases, the search retrieves more than one service, since there are many services annotated with the same category; however, the set of retrieved services may include services that do not provide exactly the required functionality. This instance is due to the fact that some categories are too general to describe a specific functionality. Among those services we select the services that are comparable based on the services ontology.
Besides, we find "myGrid" ontology [18] the most promising ontology to use, but it can be too big and complex for our purpose. Therefore, we use "myGrid" ontology as a reference and build our own domain ontology only covering the data and analysis required. Our bioinformatics ontology is hence a small subset of the myGrid ontology, which should allow easy migration to the full myGrid ontology if we decide to do so. Every service available in our system is registered with the bioinformatics ontology term(s) that describe its function. Searching for service with specific function becomes equivalent to identifying that function term in the ontology and returning all the services registered with it and its descendant terms.
Also, we use the service ontology for describing services capabilities. For this purpose, we considered both OWL-S [17] and WSMO [8] . While both are capable of describing the service properties that our system requires, we select WSMO because its model of describing non-functional properties matches better our requirements. On the other hand, as there exists many non-functional properties that can be used for service description [19] , [20] , we mainly focus on reliability, performance, and sensitivity. Those non-functional measures are good indicator of the QoS in our case. Those measures are defined briefly in the following discussion:
• Reliability R: measures the availability and stability of Web services. In the bioinformatics context, this can be quantified as the percentage of the up time of the data or analysis services.
Where T total is the total number of attempts trying to use the service, and T up is the number of times the service can be successfully invoked.
• Performance: measures the time a Web Service takes to complete a specific task. Many of the bioinformatics analyses are computationally expensive, such as BLASTing against a large data collection and multiple sequence alignment. Slow response is a common experience (sometime up to hours) when a service is requested by a large number of users. Average performance over a long period can be used as an indicators of the service capability. The value of performance is assigned semi-automatically: the system keeps a record of the completion time and input settings of every service execution, the evaluation of service performance P is given by the normalized utility function:
Where rt is the relation between the service response time and the size of the input file, and is given by the following relation rt = response time input size (3)
• Sensitivity: refers to the ability to identify all significant information that is related to the input data independent of its quality. Sensitivity is calculated by corroborating results of different services: this repeats the request sent to one service to a different service, and compares the matches given by both. The premise is that services that give top hits are similar enough to validate each other results and, thus, the comparison of different results can identify both true positives and false positives between the best hits. After we retrieve the set of services that match a specific category and functionality, semantic description is added to those services. The domain ontology provides a biological description of the services, while the service ontology provides the property information among others. Then, we use the service selection algorithm proposed in [21] . The service selection algorithm presented in [21] can be used as tool to help in the selection of Web services based on the available providers and user requirements. In brief the algorithm proceeds as follows, after the selection of the available service providers that serve the user request; the algorithm selects the best set of services as required by the user. The authors rank those set of candidate services and only present those services that most likely solve the user request. A key feature of that approach is that, instead of asking the user for the non-functional properties, the algorithm uses the importance level for QoS parameters from his profile, which makes this algorithm easy to use even for someone not very familiar with the different QoS attributes.
Then, the system allows the user to rate any of the matched services, indicating how relevant or appropriate they are for his request. Besides, a key advantage of the work in [21] is the storing of meta-data about earlier successful services invocations even by other users. Finally, the algorithm keeps services updated by checking their status periodically and providing the user with a report about services usages. In this work, we employ the same algorithm to select the best service based on QoS values.
A workflow specification often contains the physical locations of the resources used. Resources can be (temporarily) Vol. 5, No. 11, 2014 unavailable, can be replaced, or can be moved to a different location. This complicates workflow reuse. Delaying the choice of resources until instantiation time would be a solution [22] , and is known as late binding [22] . Late binding is supported in our workflow execution since we select the appropriate Web services that can execute the task dynamically at run time instead of hard coding the services that can execute the task during the design of the workflow as described below.
B. Service Selection Movie
In this paper we propose to use a movie set to represent our idea of building the worklet and its selection. The Movie metaphor is introduced in the Dutch Driving Simulator [23] to create an easy-to-understand architecture that supports dynamic generation of traffic scenarios.
In the Movie Metaphor, the world is seen as a movie set in which actors play roles and executes tasks conforming to that role. In the following discussion we demonstrate how this Movie Metaphor approach (see Table I ) can be applied to create an easy-to-understand architecture for a workflow task execution. In the movie set, the worklets are the actors and the workflow engine is the director. The role describes the function of the actor required to execute the task [24] . The director controls the set; he selects the tasks to be executed based on the script. The director does not work in isolation but gets help from the casting director to select the actors to execute tasks (known as actor assignment [25] ). Like the script of a theatrical play, a workflow specification can be performed (instantiated) more than once and each performance can have different actors involved. Table 1 presents an overview of the terms we borrowed from the movie set and what they stand for and how they can be interpreted in a workflow context.
The actors, director, and casting director interact. Based on the script, the director determines the tasks to be executed. For each of those tasks, the director asks the casting director for an actor to execute it. The casting director searches for an actor in so-called actor repositories, which acts as casting agencies. Multiple actors can be available to play the same role. Based on the task and the role attached to it, the casting director selects a capable actor and delivers him to the director. In workflow terms (see Figure 2) , a suitable worklet is selected based on the role (category of worklet) and the task (operation type). The director delegates the task to the selected actor, which then executes the task. This results in 3 possible scenarios:
1) Workflow designers can define a preferred actor for a task. If the casting director finds this preferred actor, it returns this actor. 2) If no preferred actor is set or available and only a single actor is suitable, the casting director selects this actor. 3) If no actors are available, this means that this task has not been considered before. Hence, a new worklet is to be created, and then we create a new actor that represents the new added worklet and store it inside the actor repositories. The worklet categories are translated to roles and are registered in our system. Only one role representing that worklet category is registered. To simplify the discovery of roles, an actor repository is created for each worklet (i.e. reference to the worklet).
Worklets are discovered using information about the desired functionality that the user needs. The user specifies the workflow and its script. The casting director then searches for actor(s) (i.e. worklet) using the role attached to the available actors. Note that even with the case that the user specifies the full specification of the workflow he needs, there is still a great deal of abstraction. For example, the algorithm that will be used, the accuracy of the service that provides the result, etc. This alone is a major step forward compared to the current state of in this research direction. In practice, most users will set their own personal preferences for the individual service choices and associated options, and so in most cases the interaction will return higher levels of abstraction in subsequent use. In addition, the worklet service creates a process log to provide a complete operational history of each process that is then stored in the system.
V. USE CASE
In this section, we develop a bioinformatics case study extracted from [26] . In this way, we can illustrate how to use our approach to guide the user in a real web service discovery tasks. The case study considers biological research that analyzes the presence of specific genes involved in the genesis of Parkinson Disease, called LRRK2 genes, in different organisms. The goal is to know more about the biochemical and cellular functions of these genes. The authors study the presence of the LRRK2 genes in organism "N. Vectensis", since previous studies have shown that this organism is a key organism to trace the origin of these genes. The authors describe the process step-by-step.
We have selected this case study because it describes with details the techniques used in every step, and it could be useful to validate our approach. However, our intention is not to model a concrete case study, but to offer a guide for more general cases. In the rest of this section we present a short description for each step of our approach in order to discover the web services that provide the functionality required by the scientist.
In this case study the user requirement is to build a workflow to obtain a comparison of the LRRK2 genes in different organisms. The steps the user will do manually by himself to build the workflow are [26] : 1) Retrieve the protein sequences of the different domains; 2) Predict the gene structure automatically for the sequences retrieved in Step (1); 3) Align protein sequences to build phylogenetic trees; 4) Build the phylogenetic trees; 5) Analyze the structure of the proteins; In our model the execution process will begin from the last step in the case of "Analyze the structure of proteins", and continue until no more pre-conditions are needed in the process of "Retrieve protein sequences". The experiments we have made until now suggest that the task descriptions are short and simple sentences not complex.
We consider each of the tasks of the workflow as a scene; for each scene, the casting director searches for an actor who can perform this task. This actor can be: 1) Preferred, 2) Available, or 3) Not available, as shown in Table II, and  Table III . For each of the user tasks a worklet is selected. For example, when the user wants to perform Worklet ID=1, the actor that represents the "protein sequence retrieval worklet"' Builds the most accurate phylogenetic tree. 4 A protein sequence and annotation database. 5 6 is the matching actor, this actor is set as the preferred one, and we select it based on its role. In case of worklet ID=6 whose actor is not available, in other words there is no worklet that matches user request, in such case a new worklet is created and its category is transformed to the role attached to the actor that will represent this worklet. For each of these worklets, the Web service discovery process is carried out by searching in the BioCatalogue registry services that are annotated with the same category as the user defined tasks; This search retrieves a set of web services per user-defined task, and there is no way to know in advance which one is the most appropriate for the user-defined task. Using service ontology and domain ontology we retrieve a number of comparable services for each worklet as shown in Table IV .
We apply the selection algorithm in [21] on those services and select the best matching services for each task based on a simple user profile values that assume all QoS criteria are of equal importance. Thus, all criteria have the same weighing factor. We then present them to the user to continue with his workflow. Consequently, the proposed conceptual abstraction insulates the user from the difficulty of data format conversions and tool compatibility. However, this abstraction does not compromise power, and therefore provides both the novice and bioinformatics expert with an appropriate tool with significant (IJACSA) International Journal of Advanced Computer Science and Applications, Vol. 5, No. 11, 2014 advantages compared to existing alternatives. In addition, the user is certain that the provided services are working correctly during run time. Table V presents the final number of matching services for each of the selected worklets.
VI. CONCLUSIONS AND FUTURE WORK
In this work we provide new interface for workflow execution that simplify the user interaction with workflow systems. The success, of the proposed approach depends on the degree the community standardizes worklet interfaces. For future work, there are many ways in which this research could be directly extended; results might be improved if the user is given the option to perform more advanced searches by explicitly specifying keywords that represent the service or type descriptions. Also, we would like to perform user studies to assess how well the intent-declaration mechanisms work, and to determine if it increases user productivity, which is the ultimate goal. It is also possible that rigorous evaluations would help to identify which of the proposed features should be re-examined. If positive results are achieved, the logical next step would be to incorporate the idea described here into the Taverna workflow client, as this software is used by a relatively large number of scientists to perform actual lifesciences research. Also, we need to generalize the repository used to incorporate other bioinformatics registries.
