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ABSTRAKT

Një lojë kompjuterike kombinon të gjitha elementet e një ngjarje të mirë me grafika
kompjuterike dhe interaktivitet. Zhvillimi i lojërave kompjuterike nuk është gjë e thjeshtë, dhe
kërkon shumë kohë dhe dedikim. Kjo temë ka për synim të shtjellojë procesin e zhvillimit dhe
dizajnimit të të lojës kompjuterike “City Architect” e cila i takon zhanrit “City Building”, si
dhe implementimin e GOAP sistemit. Për zhvillimin e një loje të veçantë dhe të suksesshme
përveç kodit nevojiten edhe planifikimi i mirë i dizajnit të lojës, artit, muzikës dhe marketingut.
Ne në lojën tonë do t’i shtjellojmë të gjitha këto aspekte mirëpo fokusi ynë do të jetë më shumë
zhvillimi i lojës dhe interaktiviteti të cilin lojëtari do të ketë gjatë luajtjes. Planifikimi dhe
realizimi i dizajnit të një loje kompjuterike është një proces i gjatë, dhe jo çdo herë performon
mirë kur vendoset në praktikë. Sa i përket inteligjencës artificiale, mënyrat se si kontrollohen
sjelljet e agjentëve janë të shumta, mirëpo behaviour trees janë më të përdorurat për krijimin
e një inteligjence artificiale realistike. Me behaviour trees vendosja e rradhës ekzekutive të
elementeve bëhet nga vetë zhvilluesi. GOAP sistemi për dallim nga behaviour trees, rradhën
ekzekutive të elementeve e bën me anë të planifikuesit i cili është njëri nga elementet përbërëse
të sistemit. GOAP sistemi në lojën tonë përveç që i ndikon sjelljet e agjentëve do të ndikojë
edhe lëvizjen e tyre duke përdorur navmesh sistemin i cili ofrohet nga vetë unity.
Kjo temë do të ndihmojë në zhvillimin e një loje kompjuterike të tillë duke implementuar
GOAP sistemin, si dhe do të zgjerojë literaturën në fushën e zhvillimit të lojërave
kompjuterike.
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1. HYRJE
Lojërat kompjuterike simuluese janë të shumta dhe sot kemi lloje të ndryshme të tyre. Këto
janë lojëra të cilat marrin aktivitete nga jeta reale dhe ato aktivitete i shëndrrojnë në formë
softuerike për qëllime të ndryshme p.sh: për trajnime, nxjerrjen e analizave apo për predikime.
Një ndër lojërat kompjuterike më të famshme simuluese është “The Sims” ku lojtari kontrollon
jetën e një apo më shumë karaktereve prej lindjes së tyre, duke i vendosur profesionet e tyre,
vendbanimin, shkollimin, shoqërinë, martesat si dhe çdo aspekt tjeter. Prandaj “The Sims”
njihet si një life simulation game. Një lloj tjetër i luajtur shumë i këtij zhanri janë edhe lojërat
strategjike, ku lojtari merr kontrollin e një shteti i cili mund të jetë real apo fantazi, dhe
kontrollon aspektet e ndërtimit, zhvillimit dhe luftës. Lojëra kompjuterike simuluese janë edhe
lojërat e sportit siç janë titujt “FIFA”, “PES” dhe “Soccer Manager” të cilat simulojnë lojën e
futbollit ku lojtari merr rolin e menaxhuesit dhe liderit të një ekipe të futbollit, dhe kontrollon
çdo aspekt të një ekipe të tillë duke përfshirë shitjen, blerjen dhe transferimin e lojtarëve,
trajnimin e tyre, lojën e tyre nëpër liga të ndryshme etj. Rast tjetër i lojërave të sportit është
edhe “NBA 2k19” e cila është njëra nga titujt e NBA lojërave kompjuterike. Në këtë lojë lojtari
merr rolin e menaxhuesit dhe liderit të ekipës së basketbollit dhe njëjtë sikur lojërat simuluese
të futbollit edhe ktu lojtari duhët t’i kontrollojë të gjitha aktivitetet dhe funksionet e një ekipe
të basketbollit. Lojërat simuluese të aviacionit i japin mundësi lojtarëve të mësojnë rregullat e
aviacionit, dhe ngjasojnë shumë me programet e simulimit të cilat përdoren për trajnimin e
pilotëve dhe personelit të kullës së kontrollit të trafikut ajror. Mirëpo për dallim nga lojërat
simuluese të luftës, lojëra kompjuterike “The Sims” dhe lojërat kompjuterike të sportit apo të
aviacionit, nuk kanë përfundim. Loja përfundon vetëm atëherë kur lojtari vendos të mos e luajë
më lojën, përderisa tek lojërat kompjuterike të luftës fundi arrihet kur lojtari arrin t’i mund
kundërshtarët e tjerë qofshin në formën e inteligjencës artificiale apo të ndonjë lojtari tjetër.
City building game apo lojërat për krijimin e një qyteti janë lojëra simuluese ku lojtari merr
gjithashtu rolin e planifikuesit dhe menaxhuesit të qytetit. Lojtari vendos se ku do t’i vendos
strukturat e ndryshme të cilat kanë ndikime të ndryshme. Strukturat residenciale ofrojnë
vendbanime për banorë. Strukturat industriale dhe komerciale ofrojnë vende pune për banorët
e qytetit. Lojtari në këtë mënyrë menaxhon zhvillimin dhe rritjen e qytetit. City building games
i takojnë zhanrit të simulimit të menaxhimit dhe konstruktimit apo “Construction and
Management Simulation” (CMS), i cili është njëri nga nën zhanret e lojërave kompjuterike të
simulimit. Lojërat strategjike ndonjëherë aplikojnë aspekte nga CMS në ekonominë e lojës së
tyre. Edhe këto CMS lojëra nuk kanë përfundim dhe lojtari duhet të vendosë një qëllim.
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Zhanri i lojërave kompjuterike për simulimin e qyteteve u krijua me titullin “SimCity” në vitin
1989 [1]. “SimCity” hapi rrugën për shumë lojëra të suksesshme si: Stronghold ku lojtari duhej
t’a menaxhonte zhvillimin e një qyteti mesjetar, Caesar e cila lojë e dërgon lojtarin tek qyetet
antike të Romës, Anno një lojë tjetër e simulimit të një qyeti të së ardhmes. Mirëpo me kalimin
e kohë “SimCity” filloi të humbte interesimin dhe lojëra tjera të suksesshme të këtij zhanri i
zunë vendin siç ishin Cities XL në vitin 2009, dhe tash Cities: Skylines e publikuar në vitin
2015 [1].
Dizajnimi dhe zhvillimi i një CMS lojë nuk është proces i lehtë pasiçë loja nuk ka përfundim
dhe duhet t’i ofrojë lojtarit arsye për t’a luajtur gjatë gjithë kohës, mirëpo pa e bërë lojën shumë
komplekse. “SimCity” dallohet nga CMS lojërat tjera nga kompleksiteti i tij, mirëpo “Cities:
Skylines” këtë kompleksitet i’a thjeshtëson lojtarit. Tek të dy titujt lojtari duhet t’a menaxhojë
aspektet e furnizimit me energji për ndërtesat rezidenciale, komerciale dhe industriale, pastaj
duhet t’i menaxhojë vendet e punës dhe prioritetet e punëve, duhet t’a menaxhojë trafikun si
dhe nevojat e individëve të cilët jetojnë në atë qytet. Të gjitha këto sisteme siç jane: rritja e
popullatës, shërbimet publike, taksat, blokimet e trafikut janë të ndërlidhura me njëra tjetrën.
Krijimi i një qyteti i cili i rregullon të gjitha këto probleme e bën lojtarin të ndihet sikur ka bërë
një arritje [2]. Këtë “Cities: Skylines” e realizon duke i’a shfaqur çdo mekanikë të lojës lojtarit
hap pas hapi, kurse në “SimCity” lojtari duhet t’i mësojë të gjitha mekanikat e lojës përnjëherë.
Nuk ka limit se çka mund të bëjë lojtari në një lojë të tillë, përderisa lojtari ka para për t’i
ndërtuar strukturat e reja pa e bankrotuar qytetin. E vetmja mënyrë si në jetë ashtu edhe në
CMS lojëra, është t’a zhvillosh qytetin gradualisht, duke i ruajtur paratë nga taksat, dhe blerjen
e shërbimeve më interesant një nga një [2].
Kjo temë do të shqyrtojë mënyrat për dizajnimin e sistemeve të tilla duke u bazuar në sisteme
ekzistuese dhe praktikimin e tyre duke zhvilluar një lojë të re.
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2. SHQYRTIMI I LITERATURËS (HISTORIKU)
Në këtë kapitull do të shqyrtohet për zhvillimin e lojërave duke filluar nga fazat më të hershme,
duke filluar nga teknologjitë e përdorura për zhvillimin e tyre, motorët e lojërave, dizajnimin
e tyre dhe në fund GOAP sistemi.
2.1 Teknologjia në Zhvillimin e Lojërave Kompjuterike
Lojërat kompjuterike të para ishin lojëra jo komerciale dhe janë zhvilluar ne vitet e 1960, dhe
luheshin vetëm në “mainframe computers” dhe nuk ishin në dispozicion të publikut. Lojërat e
para komerciale filluan të zhvilloheshin nga vitet 1970-ta, të cilat luheshin në konsolat e para.
Duke e marrë parasysh performancat e ulëta të kompjuterëve në atë kohë dhe bugjetin e ulët
për zhvillimin e këtyre lojërave kompjuterike, edhe zhvillues të pavarur kishin mundësi për
zhvillimin e plotë të lojërave të tyre. Shumica e këtyre lojërave kompjuterike të para ishin
zhvilluar duke përdorur gjuhën e asamblerit, mirëpo më vonë me zhvillimin e gjuhës
programuese C lojërat në masë të madh zhvilloheshin duke e përdorur këtë gjuhë programuese.
Sistemi i parë i lojërave kompjuterike u krijua nga Magnavox e njohur si Odyssey. Ky sistem
nuk kishte mikroprocesor, por baza e këtij sisteme përbëhej nga tranzistorët dhe diodat, dhe
ishte shumë i limituar pasiqë mund të ofronte grafika shumë të thjeshta [3]. Shumica e
sistemeve të para të lojërave kompjuterike ishin në formën e konsolave dhe luheshin duke i
lidhur ato konsola me televizorët me lidhje me kabëll. Lojërat ishin të instaluara në ato sisteme
të vjetra kompjuterike, dhe lojëra të reja nuk mund të instaloheshin. Në 1975, Atari zhvilloi
sistemin kompjuterik me lojën e njohur “Pong”, e cila hapi dyert për të ardhmen e lojërave të
tjera kompjuterike. Në vitin 1977 sistemi i lojërave kompjuterike Atari 2600 përdori kaseta të
lojërave të cilat mund të ndërroheshin, duke lejuar që i njëjti sistem të përdorej për të luajtur
më shumë se një lojë. Hardueri i 2600 konsiderohej i sofistikuar për atë kohë dhe përbëhej nga:
MOS 6502 mikroprocesor, një qip për procesimin e grafikave të quajtur Stella, 128 Bajtë RAM
dhe 4 Kilobajtë ROM kaseta të lojës [3].

Figure 1. Atari 2600
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Me zhvillimin e mëtejshëm të kompjuterëve dhe konzolave lojërat kompjuterike filluan të
bëheshin më komplekse. Madhësia e tyre filloi të rritej duke parashtruar nevojën për mediume
të reja për ruajtjen e tyre. Kasetat nuk kishin hapsirë të mjaftueshme. Për ruajtjen e lojërave
filluan të përdoreshin floppy disqet, më pas edhe CD/DVD. Si dhe zhvillimi i këtyre lojërave
filloi të bëhej më kompleks. Kompani të reja për zhvillimin e lojërave filluan të formoheshin,
dhe për zhvillimin e një loje kompjuterike merrnin pjesë qindra ose mijëra programer, artistë,
dizajnerë, kompozerë si dhe rëndësi e veçantë filloi t’i kushtohej marketingut për lojën, gjë e
cila më herët në lojëra kompjuterike nuk i kushtohej fare rëndësi. Kompani të tilla ishin
Blizzard Entertainment, Rockstar Games, Sony Interactive Entertainment, Electronic Arts dhe
shumë të tjera. Lojërat kompjuterike “Grant Theft Auto” ose GTA, dhe Warcraft 3 ishin titujt
më të njohur mbas vitit 2000, dhe shiteshin në formën e 2 apo më shumë CD-ve, pasiçë arrinin
madhësi mbi 1 Gigabajt për t’u instaluar. Prej vitit 2000 e tutje çdo shtëpi në Europë dhe në
Shtetet e Bashkuara të Amerikës e cila kishte fëmijë posedonte një ose më shumë sisteme të
lojërave si p.sh Nintendo GameCube, Sony Playstation ose Microsoft Xbox. Të pakët ishin ata
fëmijë të cilët nuk i ishin ekspozuar ndonjë formë te lojërave kompjuterike. Lojërat
kompjuterike treguan sukses që nga fillimi, dhe fëmijët janë veçanërisht të tërhequr nga to për
arsye të ndryshme. Lojërat mundësuan që lojtarët të largohen nga rutinat ditore dhe ta çlironin
stresin e paraqitur nga prindërit, shoqërisë dhe shkollës. Personazhet dhe ngjarjet jo-reale
(fantazi) gjithashtu i tërheqnin mendjet e tyre dhe lojërat i ofrojnë fëmijët një nivel të kontrollit
të cilën ata nuk mund t’a përjetojnë në jetën reale, ngase karakteret në ekran i përgjigjen
komandave të lojtarit. Lojtarët gjithashtu pranojnë çmime për ndërrmarjen e veprimeve të
duhura në lojë. Pas paraqitjes së ueb sajtit YouTube ku çdo person mund të ngarkojë video,
kompanitë e lojërave kompjuterike filluan të marketonin lojërat e tyre kompjuterike në atë
platformë. Përderisa lojat shiteshin në këtë mënyrë, zhvilluesit e pavarur nuk mun t’i bënin
konkurrencë kompanive të mëdha, pasiqë nuk kishin si t’i shitnin lojërat e tyre. Mirëpo me
zhvillimin e internetit, dhe rritjen e shpejtësisë u krijuan portale online për publikimin e
lojërave kompjuterike, siç janë: STEAM, itch.io, Kongregate, ArmorGames, etj. Në këtë
mënyrë lojtarët i blenin dhe downloadonin lojërat kompjuterike prej kompjuterit të tyre, dhe i
instalonin direkt nëpërmes internetit. Kjo i dha mundësi edhe zhvilluesit e pavarur të lojërave
kompjuterike të publikonin lojërat e tyre në këto platforma dhe të krijonin audiencën e tyre. Si
dhe zhvillimi i lojërave kompjuterike u thjeshtësua shumë me krijimin e motorëve të lojës,
gjuhëve të reja programuese dhe softuerëve për modelim dhe kompozim të muzikes. Unity
është njëra ndër motorët më të famshëm të lojërave kompjuterike së bashku me Unreal Engine,
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GameMaker dhe Godot. Qëllimi i motorave të lojës është t’a thjeshtësojë konstruktimin e
lojërave kompjuterike për zhvilluesit e tyre, duke ofruar një ambient ku mund të ndërlidhen të
gjitha aspektet për krijim e një loje siç janë: arti, kodi dhe muzika. Këto mundësuan kthimin e
zhvilluesëve të pavarur të lojërave kompjuterike. Tashmë është vështirë të mendohet industria
e zhvillimit të lojërave pa këta zhvillues të pavarur. Viti 2008 ishte viti ku lojërat e zhvilluesëve
të pavarur filluan të bëheshin të famshme, dhe prej atëherë kjo është shëndrruar në një lëvizje
globale. Njëra prej arsyeve pse kjo lëvizje mori hov ishin sukseset e lojërave “Super Meat
Boy”, “Braid” dhe “Fez”.

Figure 2. Super Meat Boy
Këto tituj treguan se edhe ekipe prej 1,2 apo 3 personave mund të kenë sukses [4]. Një tjetër
arsye ishte se kompanitë e mëdha më nuk u bënin lojëra të kompletuara dhe më pas pjesët e
papërfunduara të lojës i publikonin si DLC, dhe i vinin çmime shtesë. Kjo i bënte konsumatorët
të ndihen të mashtruar nga këto kompani. Ndërsa indie games apo lojërat e zhvilluesëve të
pavarur më shumë fokusohen cilësi dhe kreativitet.
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2.1.1. Motorët e Lojërave Kompjuterike
Një motor loje është softueri i cili i’a ofron komponentet e nevojshme zhvilluesit të lojës për
të krijuar lojërat sa më shpejtë dhe sa më efiçentë. Motorët e lojës mundësojnë përdorimin e
aseteve nga softuerë të tjerë siç janë: muzika, efektet e zërit, modelet 3D apo 2D, nga softuerët
si Blender, Bosca Ceoil, Photoshop dhe shumë softuerë tjerë dhe i shëndrrojnë këto asete në
“scenes”. Motorët e lojës gjithashtu ofrojnë sisteme të gatshme siç janë: sistemet e ndriçimit,
audo, eketet speciale, fizikën, GUI, interaktivitetin dhe logjikën e lojës, dhe ofrojnë vegla për
editimin, gjetjen e gabimeve dhe optimizimin e aseteve për të gjitha platformat ekzistuese qoftë
për android, ios, microsoft, playstation dhe të tjera [5].
Motorët e lojës për dallim nga framework-ët për krijimin e aplikacioneve për iOS ose për
Windows siç janë Cocoa Touch dhe .Net, janë të krijuara specifikisht për zhvillimin e lojërave,
dhe i kanë të gjitha komponentat e strukturuara për atë qëllim [6]. Një motor loje përmban në
vete pesë komponenta: programi kryesor i lojës e cila përmban logjikën e lojës, një motor
grafike e cila përdoret për të gjeneruar grafika 2D apo 3D dhe animimin e tyre, komponenta e
zërit e cila vendosin efektet e zërit dhe muzikën në hapsirën 3 dimensionale, komponentën e
fizikës e cila implementon ligjet e fizikës mbrenda sistemit të lojës dhe komponentin e
inteligjencës artificiale e cila ofron modulet e nevojshme për lëvizjen e agjentëve dhe marrjen
e vendimeve pa ndërvepruar lojtari direkt me ta [7]. E mira e motorëve të lojës qëndron tek
veglat që i’a ofrojnë zhvilluesit për të zhvilluar lojëra, në mënyrë që ata të mos i krijojnë këto
vegla prej fillimi. Në këtë mënyre zhvilluesit mund të fokusohen në atmosferën, ngjarjen dhe
karakteret e lojës të cilat janë më të rëndësishme për krijimin e një loje të mirë, ndërsa
optimizimin e kodit dhe grafikave, importimin e aseteve dhe shëndrrimin e aseteve në formate
të cilat motori i kupton dhe punët e tjera të rënda i kryen vetë motori i lojës. Mirëpo për shumë

Figure 3.

Unity Editor
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Figure 4.

Unity Editor

motorë të lojës kjo paraqet një disavantazh, pasiqë shumë prej tyre janë të ndërtuar për
zhvillimin e një ose dy lloje zhanresh të lojërave. Një motor loje i ndërtuar për krijimin e
lojërave të zhanrit FPS nuk mund të jetë i përshtatshëm për krijimin e lojërave strategjike dhe
anasjelltas. Një shembull është motori i lojës Unreal Engine ku të gjitha lojërat e këtij motori
japin një ndjenjë të njëjtë për nga ana vizuale e tyre [6]. Shembull tjetër janë edhe motorat e
lojës RPG Maker të cilat nuk mund të përdoren për krijimin e lojërave tjera pos zhanrit RPG.
Kompanitë e mëdha si Blizzard Entertainment apo TaleWorlds i krijojnë motorët e tyre të
lojërave, por edhe çdo zhvillues mund t’a zhvillojë motorin personal, mirëpo ky është një
proces i gjatë dhe i panevojshëm pasiçë me motorët ekzistues është e mundshme të krijohet
çfarëdo loje kompjuterike. Unity njihet për shumëllojshmërinë e lojërave kompjuterike me të
cilën mund të krijohen, qofshin 3D apo 2D. Projekti për këtë temë diplome do të zhvillohet
duke përdorur Unity.

2.2 Dizajnimi i Lojërave Kompjuterike
Dizajnimi i lojërave kompjuterike ka të bëjë me rrjedhën e lojës dhe interaksionin e lojtarit në
lojë për të arritur një qëllim të caktuar, si dhe mënyra se si arrihet ai qëllim, cilat janë
parakushtet dhe cili do të jetë rezultati. Kur një individ apo grup individësh kanë një ide për
ndonjë lojë, këta fillimisht hulumtojnë tregun dhe produketet e ngjashme për të determinuar
nëse koncepti i lojës ka vlerë dhe ka mundësi për t’u luajtur. Për fillim hulumtimet bëhen nëpër
portalet online të cilat bëjnë shitje të lojërave kompjuterike, portale online siç janë: STEAM,
app store, google play dhe çfarëdo portali online tjetër. Gjithashtu shqyrtohen blogat e
industrive për informata më të shumta, ku disa prej këtyre industrive më të njohura janë
gamasutra, polygon dhe rock paper shotgun. Në këtë mënyrë arrihet të definohet tregu për lojën
e cila do të zhvillohet. Duke analizuar suksesin e lojërave të ngjashme, madhësinë e audiencës
për lojëra të tilla dhe numrin e shitjeve mund të definojmë madhësinë e tregut për lojën e cila
do të zhvillohet. Pastaj duhet të definohet lloji i audiencës e cila do t’a luajë këtë lojë. Në këtë
mënyrë mund të sigurohemi nëse dizajni i lojës do t’i përgjigjet pritjet e përdoruesëve. Zgjedhja
e platformave të cilat e përkrahin dizajnin e lojës është shumë e rëndësishme. Të rralla janë
lojërat strategjike në konzola, apo lojërat simuluese në mobile. Duhet të shqyrtohet edhe nëse
ka mundësi që loja të ketë vazhdime apo sequels. Nëse ka mundësi atëherë duhet të mendohet
nëse ngjarja e lojës duhet të lihet e hapur për vazhdimet apo sequels nëse tregu e lejon atë.
Duhet të shqyrtohet sa janë mundësitë për marketimin e lojës. Nëse ka shumë lojëra të tjera të
tilla duke u marketuar ndoshta nuk do ja vlejnë shpenzimet nëse nuk do të shikohet loja në
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fjalë. Është e rëndësishme të identifikohen individëd apo grupet që do t’a influencojnë lojën.
Nëse ka individë që bëjnë stream lojëra të tilla atëherë i’a vlen që të dizajnohen komponenta
të lojës që i tërheq këta individë në mënyrë që ata t’a luajnë lojën. Duhet të identifikohen
komponentat përbërëse të lojërave ekzistuese të llojit të njëjtë dhe a mund të realizohen ato me
kohën dhe bugjetin në dispozicion. Duhet të identifikohen kompetitorët në këtë fushë. Cilët
janë ekipet që zhvillojnë lloje të tilla të lojërave dhe cilat janë aftësitë e tyre në këtë fushë.
Duke e ditur këtë informacion mund të dihet nëse puna për zhvillimin e lojës në fjalë është
duke u nënvlersuar apo jo. Cili është çmimi i shitjes së lojës në fjalë?. Duhet të analizohet tregu
për fremium apo premium lojëra të tilla, dhe në bazë të këtyre analizave të i vendoset një çmim
lojës. Duhet të analizohen metacritic pikët për lojërat e ngjashme të këtij zhanri dhe sa ndikojnë
këto pikë në shitje të këtyre lojërave. Duke i ditur pritjet e konsumatorëve të targetuar ne
vendosim për dizajnin përfundimtar të lojës dhe komponentave të saj. Mundësia për të zbatuar
aspekte nga lojërat e zhanreve tjera në lojën në fjalë mund të krijojë diqka inovative dhe t’a
dallojë lojën nga lojërat e tjera në treg.

2.2.1

Gabimet në Dizajnimin e Lojërave Kompjuterike

Kur bie fjala për krijimin e një loje kompjuterike, ky process mund të duket i thjeshtë. Mirëpo
në të vërtetë këtu ka shumë elemente që duhet t’i kemi parasysh dhe ka shumë sfida për çfarëdo
lloj loje. Të gjithë anëtarët të cilët aktivisht marrin pjesë në zhvillimin e lojës kompjuterike
duhet të punojnë drejt një vizioni të përbashkët. Njëra ndër gabimet më të shpeshta që ndodhin
është shtimi i shumë moduleve në lojë. E rëndësishme është që loja t’i ketë disa module
kryesore të cilat e bëjnë atë interesante. Modulet e panevojshme shkaktojnë shumë humbje në
resurse dhe kohë të cilat mund të përdoren për përmirësimin e moduleve kryesore të lojës [8].
Gabim tjetër që ndodh është kur mekanikat e lojës nuk i sqarohen mirë lojtarit. Në kësi rastesh
nuk kemi komunikim të mirëfilltë mes dizajnerit të lojës dhe lojtarit. Prandaj çdo lojë ka një
tutorial për lojtarët. Gjithashtu nuk duhet të pëkushtohemi tek vetëm një ide. Shpesh një ide
mund të duket shumë e mirë në letër mirëpo askush nuk mund ta dijë se sa mirë do të jetë
dizajni deri sa të ekzekutohet. Nëse prototipi gjatë testimeve nuk i realizon pritjet atëherë më
mirë është të fillojmë të mendojmë për një ide tjetër. Gjatë dizajnimit të lojës është e
rëndësishme që lojtarit t’i ofrojmë liri për të ndërrmarë vendime të ndryshme për realizimin e
një qëllimi të caktuar. Nëse kontrollojmë se si lojtari duhet t’a luajë lojën atëherë nuk mund të
ofrojmë eksperiencën më të mirë të mundshme për lojtarin. Një gabim tjeter në dizajn ështe
krijimi i një loje për të gjithë audiencën. Duhet të caktojmë një audiencë specifike për lojën në
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fjalë. Lojtarët të cilët luajnë lojëra strategji nuk do i pëlqejnë lojërat të cilat fokusohen në
zgjidhjet e problemeve [8]. Nuk ka nevojë të fokusohemi shumë në ngjarjen e lojës. Shpesh
ndodh që lojërat ndërrojnë konceptin dhe e gjithë puna e bërë për dizajnimin e ngjarjes së një
loje humb, duke shkaktuar humbje në kohë dhe resurse. Ngjarja e lojës kompjuterike “Super
Mario” është e thjeshtë. Protagonisti kryesor shpëton princeshën, dhe me çdo publikim të ri të
një super mario lojë, ngjarja është e njëjtë dhe loja prap është e suksesshme.

2.3 Goal Oriented Action Planning
Goal Oriented Action Planning apo shkurt “GOAP”, është një sistem i inteligjencës artificiale,
e cila i lejon agjentët të planifikojnë një sekuencë të veprimeve për të arritur një qëllim të

Figure 4. Finite State Machine
caktuar [9]. Loja e parë e cila e ka implementuar këtë sistem për të kontrolluar sjelljen e NPCve është loja
kompjuterike
“FEAR”.
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Machine
por i përdor ato shumë më ndryshe. GOAP për dallim nga finite state machines i ndan veprimet
dhe qëllimet.
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Veprimet janë elemente të lira mbrenda sistemit të cilat janë të përziera dhe lidhura për të
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Nga një sekuencë të veprimeve si më poshtë:

Figure 5. Finite State Machine States
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Figure 6. GOAP Sequence for Getting Wood
Figure 7. GOAP ConceptualisationFigure 6. GOAP Sequence for Getting Wood

GOAP sistemi përbëhet nga veprimet, qëllimet, gjendjës së lojës dhe planifikuesit.

Figure 7. GOAP Conceptualisation

Veprimet, qëllimet dhe gjendja lojës i dërgohen një planifikuesi. Planifikuesi i lidh veprimet
duke i akorduar për të arritur një qëllim dhe duke u bazuar në gjendjen e botës së lojës, për të
përcaktuar se cilat plane mund të arrihen. Planifikuesi përdor A* algoritmin për të gjetur planin
më të mirë duke i’u referuar vlerave të kostos për çdo veprim. Planifikuesi zgjedh në këtë
mënyrë planin me koston më të ulët për ekzekutim. Pasi që plani gjenerohet agjenti e realizon
atë duke përdorur një finite state machine shumë të thjeshtë e cila lëviz agjentit tek vendi ku
veprimi duhet të ekzekutohet, dhe më pas t’a ekzekutojë atë. Agjenti i plotëson të gjitha
veprimet derisa qëllimi të arrihet. E mira e GOAP sistemit është që gjatë gjithë kohës mund të
shtohen veprime dhe këto në mënyrë automatike selektohen nga planifikuesi. Kjo nënkupton
se nevojitet të shkruhet shumë pak kod për të krijuar një sekuencë veprimesh pasiqë këto
sekuenca gjenerohen nga planifikuesi. Kjo e bën GOAP sistemin një opsion shumë fleksibil
dhe të fuqishëm për t’i programuar sjelljet e NPC-ve.
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3. DEKLARIMI I PROBLEMIT
Problemi kryesor për zhvillimin e lojës “City Architect” është planifikimi dhe implementimi i
dizajnit. Nëse loja nuk punon rrjedhshëm dhe nuk ofron një eksperiencë të mirë për lojtarin
atëherë edhe nëse shpenzohet një buxhet i madh në të si dhe arti, muzika dhe kodi i lojës edhe
nëse janë në nivelin e duhur, këto nuk mund t’a bëjnë lojën të suksesshme. Lojtari duhet të
kënaqet duke shpenzuar kohë në lojë dhe sidomos në kohët e sotme shumë lojëra nuk përfitojnë
nga cilësia e tyre por nga mënyra se si i tërhjekin lojtarët të rikthehen për t’i luajtur ato më
shumë se një herë. Kjo arrihet vetëm me një dizajn të planifikuar mirë.

Përzgjedhja e veglave të duhura për zhvillimin e lojës tonë do të jetë një sfidë tjetër. Do të
duhet të përzgjedhim motorin e lojës më të përshtatshëm për zhvillimin e projektit tonë, si dhe
çfarë gjuhë programuese kupton motori i lojës. Modelet e lojës tonë duhet të modelohen përmes
një softueri të posaçëm, ndaj duhet të përzgjedhet një i cili është më i specializuar për modelime
të strukturave pë lojëra kompjuterike. Gjithashtu duhet të krijohen user stories dhe të zgjidhet
agile frameworku në të cilë do të punohet.
Problemi tjetër të cilit duhet t’i paraprihet është implementimi i GOAP sistemit i cili mundëson
lëvizjen e agjentëve nga vendi i nisjes në destinacion dhe kthimin e tyre prap në vendin e nisjes.
Përkatësisht nga shtëpia në vendin e punës e cila mund të jetë një fermë apo një fabrikë dhe
kthimi mbrapa nga vendi i punës në shtëpi. Algoritmet nuk janë shumë të populluara në lojëra
siç janë në fusha tjera pasiqë implementimi i tyre nuk është diqka e cila mund të bëhet gjithnjë
me sukses dhe pa improvizuar. GOAP sistemi në këtë rast nuk përshtatet me navmesh dhe kjo
paraqet një pengesë në implementimin e këtij sistemi në lojën tonë, ngase GOAP sistemi nuk
është dizajnuar për t’i lëvizuar agjentët por është dizajnuar për t’i treguar agjentëve se qfarë
vendime duhet të marrin në situata të ndryshme por jo për të manipuluar me navmesh.
Pyetjet të cilat ne duhet të i’u përgjigjemi janë:
•

Cilat janë teknologjitë të cilat do t’i përdorim për zhvillimin e lojës tonë kompjuterike?

•

Si do të bëhet dizajnimi i lojës?

•

Cilin nga framework-at agile do t’a përdorim për menaxhimin e punës?

•

Si do të implementohet GOAP sistemi?
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4. METODOLOGJIA
Për të realizuar këtë punim janë përdorur tri metodologji. Secila prej tyre ka për qëllim
hulumtimin e detajuar të idesë fillestare duke përfshirë hulumtime të mëparshme, faktorin njeri,
ambientin e jashtëm, vegla të ndryshme që nevojiten për zhvillimin e mëtutjeshëm etj. Të gjitha
këto ndihmojnë që prej idesë fillestare të dalim në një konkluzion ose produkt final. Metodat e
përdorura për këtë punim janë:
Shqyrtimi i literaturës – Kjo metodë përdoret si fushë e hulumtimit të materialeve të ndryshme
për të mbledhur informata, fakte, aplikacione dhe hulumtime të ngjashme. Arsyeja e përdorimit
të kësaj metode është para përgaditja e njohurisë dhe ekspertizës për të vazhduar me fazat e
tjera të punimit.
Metoda eksperimentale – Është shumë e dobishme për testimin e të gjitha informatave të
mbledhura që të gjendet mënyra më e mirë për kompletimin e hulumtimit. Duke bërë testimin
apo eksperimentet mund të bëhet përshtatja e metodologjive dhe teknologjive për një
aplikacion. Në rastin e këtij punimi është bërë fillimisht testimi i disa gjuhëve dhe teknologjive
dhe pastaj është bërë eksperimentimi me metodologjitë e zhvillimit të aplikacionit që të gjendet
mënyra më e përshtatshme për zhvillim të suksesshëm.
Zhvillimi i aplikacionit – Zhvillimi i aplikacionit është metodologjia më praktike e cila vjen si
rezultat i përdorimit të dy metodologjive më lartë: shqyrtimit të literaturës dhe metodës
eksperimentale. Për të përmbushur qëllimin kryesorë të këtij punimi është zhvilluar aplikacioni
që tenton të ketë një përdorim të gjerë.
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5. REZULTATET
Në këtë kapitull sqarohen mënyrat se si janë zgjidhur problemet të cilat janë identifikuar më
parë, duke përfshirë dizjanin e lojës, metologjinë e përdorur për zhvillimin e projektit dhe
implementimin e GOAP sistemit.
5.1 Veglat e Përdorura
Për zhvillimin e lojës “City Architect” kemi vendosur të përdorim Unity si motor të lojës. Në
rastin tonë Unity ofron navmesh sistemin. Navmesh-i është një strukturë e të dhënave e cila
është e dizajnuar për gjetjen e një rruge mes objekteve në një hapsirë. Në rastin tonë do të
ndihmojë agjentë gjetjen e rrugës prej pikënisjes e deri tek destinacioni dhe anasjelltas. Si gjuhë
programuese e përdorim gjuhën “C#” e cila ësht e vetmja gjuhë të cilën Unity e kupton. Për
modelimin e strukturave kemi vendosur të përdorim softuerin për 3D modelim
“MagicaVoxel”. Për implementimin e GOAP sistemit është përdorur një libraria “Goal
Oriented Action Planning AI”.
5.2 Dizajni i City Architect
Pasiqë projekti zhvillohet për temë diplome nuk do të analizojmë tregun, marketingun dhe
audiencën për këtë lojë por do të fokusohemi në dizajnimin e lojës dhe zhvillimin e moduleve
kryesore të lojës. Hapi kryesor pë çfarëdo loje kompjuterike është dizajnimi i saj, edhe për
lojën kompjuterike City Architect ky dizajnim është shumë kompleks. Projekti do të zhvillohet
në motorin e lojës Unity 2018.3.0f2 i cili është verzioni i fundit në këtë moment. Projekti është
një lojë e llojit CMS ku qëllimi i lojtarit do të jetë krijimi i një qyteti sa më të madh dhe efektiv.
Për dallim nga llojet e lojërave tjera ekzistuese të këtij zhanri qofshin ato freemium apo
premium, mekanika kryesore e lojës do të jenë agjentët të cilët do të gjenerojnë dhe shpenzojnë
resurse të ndryshme. Loja do t’i ketë dy lloje kryesore të resurseve. Ato janë sasia e parave në
euro të cilat do të përdoren për ndërtimin e ndërtesave të reja dhe sasia e ushqimit e cila do të
shërbejë për ushqimin e puntorëve. Lojtari do të fillojë me një sasi të vogël nga këto dy lloje
të resurseve. Loja do t’i ketë tre lloje të strukturave: shtëpia, femra dhe fabrika. Lojtari do të
fillojë lojën vetëm me një hapësirë toke në të cilën ai/ajo do të ndërtojë struktura të reja mbi
atë hapsirë. Në momentin e blerjes së një shtëpie do të krijohet një puntor i cili puntor do të
shpenzojë një ushqim dhe një euro përderisa ky puntor pushon në shtëpi. Në momentin kur
krijohet një fermë puntori do të shkojë tek ferma dhe me punën që e bën do të gjenerojë më
shumë ushqim. Nëse krijohet një fabrikë puntori i cili është i lirë do të shkojë të punojë në
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fabrikë dhe do gjenerojë sasi të caktuar të parave në euro. Puntori do të punojë për një kohë të
caktuar dhe pastaj kthehet në shtëpi për të pushuar. Gjatë pushimit do të shpenzojë ushqim dhe

Figure 8. Main Game GUI
para. Gjithashtu lojtari mun të shpenzojë para për të ndërtuar rrugë. Rrugët janë njëra prej
Figure 5. Worker ScriptFigure 8. Main Game GUI
mekanikave kryesore të lojës. Puntorët do t’i frekuentojnë rrugët dhe nëpërmjet tyre do të
lëvizin më shpejtë mbi
to. Kjo
i jep mundësi
lojtarit8.që
t’i drejtojë
puntorët manualisht për të
Figure
6. Worker
ScriptFigure
Main
Game GUI
rritur përfitimet sa më shumë. Lojtari do të mund të shkatërrojë strukturat, dhe për çdo strukturë
të shaktërruar do t’i Figure
kthejë gjysmën
e shpenzimeve
ka bërë
për krijimin
e strukturës. Lojtari
7. Worker
ScriptFigureqë
8. iMain
Game
GUI
do të shkatërroj struktura për disa arsye: krijimin e një ferme apo fabrike më afër puntorit, për
Figure
8. Worker
ScriptFigure
8. negative
Main Game
GUI Sikur “SimCity” apo
ndryshimin e dizajnit
të qytetit
dhe kur
nuk ka vlerë
të parave.
“Cities: Skylines” loja nuk do të ketë përfundim, por do të vazhdoj deri sa lojtari e mbyll lojën.
WorkernëScriptFigure
8. Main Game
GUI
Loja do të ketë një Figure
GUI të 9.
thjeshtë
main menu nëpërmjet
së cilit
do të mund të kalojë tek
skena e lojës nëse klikon butonin “Start Game”, dhe do t’a mbyll aplikacionin nëse klikon
Figure
10. Worker
8. Main Game
GUIushqimit dhe informatat
butonin “Quit Game”.
Në skenën
e lojësScriptFigure
do të ketë informatat
e parave,
e tjera të lojës në një panel të veçantë, edhe do t’a ketë një panel për butonat për selektimin e
Figure 11. Worker ScriptFigure 8. Main Game GUI
llojit të strukturës që do të ndërtojë me çmimet me tyre. Lojtari gjithashtu ka mundësinë për t’a
lëvizur kamerën dhe për t’a afruar apo larguar atë nga hapësira ku vendosen strukturat.
Gjithashtu ka mundësinë për rrotullimin e kamerës dhe rrotullimin e strukturave para vendosjes
së tyre. Puntorët kanë format e kapsulave të cilat pas vendosjes së shtëpive do marrin ngjyra të
rastësishme. Hapsira në të cilën do të vendosen strukturat do të përmbajë një rrjet koordinativ
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(grid) e cila do të i’a lehtësoj lojtarit vendosjen e strukturave në hapsirën punuese. Në
momentin që lojtari del në minus me ushqim atëherë puntorët do të punojnë me kapacitet më
të vogël në fabrika, dhe anasjelltas nëse lojtari del në minus me para atëherë puntorët do të
punojnë me kapacitet më të vogël në ferma. Kjo e bën që lojtari t’a zhvillojë më ngadalë dhe
më vështirë qytetin. Një shtëpi do t’a gjenerojë vetëm një puntor, dhe një fermë apo fabrikë do
të punohet vetëm nga një puntor. Shtimi i më shumë puntorëve do t’a bënte lojën më interesante
mirëpo këta agjentë do të kontrollohen nga një inteligjencë artificiale dhe do përdorin shumë
resurse nga sistemi kompjuterik. Arti i lojës do të përbëhet prej modeleve tre dimensionale me
ngjyra t çelëta. Kjo e bën tërheqëse për lojtarët e zakonshëm të cilët duan t’a luajnë një lojë për
një interval të shkurtë deri në 4 orë, por nuk do i lë përshtypje lojtarëve seriozë. Loja do të
përmbajë edhe muzikë të saj. Muzika do të jetë instrumentale dhe do të përsëritet vazhdimisht
gjatë luajtjes së lojës. Kjo muzikë do të importohet nga unity “Unity Asset Store” pasiqë aty
ofrohen shumë asete pa pagesë dhe me kualitet të lartë. Loja do të zhvillohet për platformën
Windows, megjithatë mund lehtësisht të krijohet për platforma të tjera si mac ose linux. Loja
City Architect nuk ka dizajn kompleks pasiqë vetë loja do të ofrojë një eksperiencë lineare për
lojtarin. Në fillim duhet të bëjë shtëpi për të krijuar puntor, pastaj ferma për të t’i ushqyer këta
puntor dhe në fund fabrika për të fituar sasi të parave të lojës. Në këtë mënyrë lojtari
vazhdimisht duhet t’a zhvillojë qytetin. Si dhe rrugët mundësojnë kontrollimin e udhtimit të
agjentëve nga pikënisja deri tek vendi më i afërt i punës.
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5.3 Kanban
Njëra nga metodat më të përdorura për zhvillimin e lojërave kompjuterike është metoda
kanban, të cilën edhe ne do t’a përdorim për zhvillimin e lojës tonë. Shumë grupe të zhvillimit
të lojërave kompjuterike pas përdorimit të metodës Scrum kuptojnë shpejtë të mirat e saj nga
ana e rritjes së produktivitetit dhe shpejtësisë së zhvillimit të këtyre lojërave kompjuterike.
Mirëpo këto grupe pas hyrjes në produksion të produkteve të tyre, kuptojnë se vlera e Scrum
humb. Këto grupe pastaj dorëhiqen nga shumë praktika të metodoligjsë Scrum dhe i kthehen
praktikave më tradicionale të metodologjisë Waterfall. Kanban përgjigjet këtyre problemeve
dhe mundëson që grupet t’i praktikojnë akoma praktikat e metodologjisë agile [11]. Kanban
ofron parashikueshmëri, transparencë dhe optimizim për prodhimin e lojërave komplekse.
Kanban lehtëson fazën e prodhimit të lojës duke eliminuar shpenzimin e tepruar të resurseve,
pasiqë 75% e buxhetit të alokuar për lojën shpenzohet në këtë fazë. Kanbani ka një avantazh
mbi Scrum pasiqë mundëson vizualizimin procesin dhe personat të cilët do të punojnë në të
[12].
Zhvillimi i një loje kompjuterike përshin tre faza. Faza e parë apo faza e “pre-production” ka
të bëjë me planifikimin e lojës, artit të saj, dhe ngjarjes. Pastaj kalohet në fazen e
implementimit, ku do të bëhet dizajnimi dhe zhvillimi i lojës. Dhe faza e fundit e cila është
faza e publikimit të lojës, ku do të bëhet marketimi i lojës dhe mirëmbajtja. Mirëpo në projektin
tonë faza e fundit do të injorohet për shkak se ky punim ka vetëm qëllime edukuese. Zhvillimi
i lojës tonë parashihet të kompletohet duke përdorur katër sprinta, ku një sprint do të
kompletohet mbrenda një afati kohor prej dy javë. Në sprintin e parë parashihet të bëhet
planifikimi i dizajnit të lojës, artit dhe do të vendoset një theme për lojën tonë. Në sprintin e
dytë do fillohet zhvillimi i mekanikave kryesore të lojës. Do të krijohen asetet e objekteve dhe
do mundësohet vendosja e tyre në lojë. Do i jepen të gjitha llojeve të strukturave funksione të
ndryshme. Në sprintin e tretë do implementohet GOAP sistemi për agjentët. Në sprintin e katërt
do të testohet loja dhe do të rregullohen gabimet në të.
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Si një zhillues i

Optimizimi i kodit të
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Table 1. Kanban for City Architect
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5.4 Impementimi i GOAP në City Architect
Pasiqë tashmë e kemi kuptuar se si GOAP sistemi punon në lojëra kompjuterike, ne mund t’a
implementojmë këtë sistem edhe në lojën tonë. Puntori në lojën tonë duhet t’i kryejë dy detyra.
Detyra e parë për puntorin tonë është që të shkojë në vendin e punës dhe të punoj aty për disa
sekonda dhe të gjenerojë ushqim apo para. Pasi të ketë përmbushur këtë detyrë, puntori duhet
të rikthehet në shtëpi ku do të pushoj për disa sekonda ku do të shpenzojë ushqim dhe para. Për
implementimin e GOAP sistemit në lojën tonë nuk ka nevojë që të shkruhet i gjithë kodi prej
fillimi, por do të përdorim një librari të gatshme e cila na e thjeshtëson punën. Secili agjent apo
puntor në lojë përmban një navmesh agent komponentë e cila e mundëson atë të levizë nëpër
hapësirë, dhe lejon ndryshimin e atributeve të ndryshme të agjentit ku më e rëndësishmja për
lojën tonë do të jetë shpejtësia e lëvizjes së agjentit. Gjithashtu çdo agjent duhet të përmbajë
një “Goap Agent” skriptë si dhe nga një “Inventory” dhe “Worker” skriptë. “Goap Agent”
skripta siguron që planifikuesi i sistemit vazhdimisht shikon për qëllime dhe gjendjen e botës
kur ato ndryshojnë. Gjithashtu libraria përmban edhe një “GoapAction” skriptë e cila do të
trashëgohet nga çdo veprim të cilin ne e shkruajmë. “GoapPlanner” mbledh të gjitha veprimet
të cilat ne i shkruajmë dhe kur paraqitet ndonjë qëllim i ri apo ndryshim në gjendjen e botës,
ato veprime i lidh dhe i tregon “GoapAgent” klasës për to, e cila më pas përdor një finite state
machine për t’i ekzekutuar veprimet. Kodi i cili neve na intereson dhe kodi të cilin ne e
shkruajmë për të ndërvepruar me GOAP sistemin janë “Inventory” dhe “Worker” skriptat.
“Inventory” skripta përmban variablat për ushqim dhe para. Kto janë vlerat të cilat agjenti do
t’i ndryshojë gjatë kryerjes së punëve. Kodi në këtë skriptë është i thjeshtë. Kodi përmban një
referencë tek një klasë tjetër e cila i ruan të dhënat e ndryshme siç janë: sasia e ushqimit, sasia
e parave, numri i puntorëve, numri i vendeve të lira të punës etj. “Inventory” skripta përmban
metodat për shtimin dhe zbritjen e sasisë së parave dhe ushqimit të cilat thirren nga skriptat e
veprimeve të cilat ne i shkruajmë. Në këtë rast kur puntori perfundon punën në fabrikë do të
thirret metoda AddCash, ose nëse puntori përfundon punën në fermë do të thirret metoda
AddFood. Por pas pushimit të puntorit në shtëpi do të thirren metodat DecreaseFood dhe
DecreaseCash. Gjithashtu skripta përmban një referencë tek një skriptë tjetër e quajtur
“UIController” e cila bën rifreskimin e panelit të të dhënave pas çdo thirrje të ndonjërës prej
metodave të lartëpërmendura. “Worker” skripta përmban një referencë të “NavMeshAgen”
komponentës dhe një referencë tek skripta e “Inventory” të cilat ndodhen tek puntori.
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12. Worker Script

Këto dy komponenta i inicializojmë në metodën “Start” e cila funksionon ngjashëm me një
konstruktor. Metodat “GetWorldState” dhe “CreateWorldState” janë ndër metodat më të
rëndësishme të agjentit. “GetWorldState” mundëson t’i tregojmë planifikuesit gjendjen e botës.
Kjo metodë thirred vazhdimisht gjatë ekzekutimit të lojës. Në rastin tonë ne jemi duke e
vendosur gjendjen tonë të botës “work” në true ose false varësisht nga vlera që ka variabla
work në klasën Inventory. Parakushtet dhe efektet janë të ruajtura në një HashSet. Në rastin
tonë jemi duke i reprezentuar ato me një string e cila spjegon gjendjen, dhe me një true ose
false. Mirëpo në rastin tonë nuk do të kemi më shumë se një gjëndje pasiqë puntori do të shkojë
në punë dhe do të kthehet prap në shtëpi, dhe nuk do të kemi veprime me parakushte dhe efekte
të cilat do të lidhen me veprime tjera. Tashmë duhet të kodojmë agjentin të punojë dhe të
pushojë mbas punës. Pra duhet të krijojmë skriptat e veprimeve. Si fillim do të krijojmë skriptën
e cila i tregon puntorit se si duhet të punojë. Këtë skriptë e quajmë “Work”. Të gjitha veprimet
të cilat tash e tutje që i shkruajmë do të jenë në të njëjtin format. Të gjitha veprimet janë module
të veçanta, dhe nuk janë të lidhura me njëra tjetrën. Qka i lidh ato janë parakushtet dhe efektet.
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Skriptat e veprimeve do të trashëgojn nga GoapAction klasa. “Work” skripta permban një
variabël të tipit bool të quajtur “completed” e cila na tregon kur një veprim është kompletuar.
Secilit veprim i nevojitet kohë për t’u kompletuar, prandaj ekziston variabla “startTime” e tipit
float e cila llogarit kohën prej ekzekutimit të lojës, dhe variabla gjithashtu e tipit float e quajtur
“workDuration”, e cila tregon se sa kohë i duhet veprimit për t’u kompletuar. Veprimet
përmbajnë edhe konstruktorë ku i vendosim parakushtet edhe efektet. Nga skripta “Work”
shohim se parakushti “wok” duhet të jetë true, dhe efekti “doJob” pasi puntori punon do të jetë
gjithashtu true.

13. Work Script
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Për çdo veprim duhet të ekzistojë metoda reset, keshtuqë pasi që veprimi të përfundojë vlerat
“startTime” dhe “completed” kthehen në gjëndje të mëparshme dhe do të mundësohet që
veprimi të ekzekutohet prap kur paraqitet nevoja. Metoda “perform” e kryen veprimin pasi të
kalon koha e caktuar nga ne në variablën “workDuration”, dhe në fund kontrollojmë se në cilin
vend të punës punon agjenti dhe shtojmë sasi të ushqimit ose sasi të parave si dhe vlera e
“work” do të bëhet false. Kjo sasi definohet nga ne duke i manipuluar vlerat e variablave
“foodProducedAmount” dhe “cashProducedAmount”. Pasi që skripta “Work” përfundon
ekzekutimin, puntori duhet të kthehet në shtëpi dhe të shpenzojë resurset. Për të arritur këtë
gjendje të puntorit ne duhet t’a krijojmë një veprim tjeter të quajtur “RestAtHome”. Kjo skriptë
do të jetë e ngjashme me skriptën “Work” mirëpo në konstruktor parakushti ndryshon.
Parakushti do të jetë që vlera e “work” të jetë false, ndërsa efekti do t’a kthejë vlerën e “work”
prap në true, dhe do t’a mundësojë që puntori të hyjë në një forever loop ku punon dhe pushon
gjatë gjithë kohës së ekzekutimit të lojës.

14. RestAtHome Script
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Në këtë skriptë shtojë edhe një atribut tjetër të agjentit të quajtur “isTerminated”, e cila
terminon kodin gjatë ekzekutimit. Kjo mund të ndodhë kur lojtari fshin vendin e punës së
agjentit në momentin kur agjenti është duke punuar apo duke shkuar tek vendlokacioni për të
punuar. Kjo vlerë shtesë e mundëson që agjenti të kthehet në shtëpi dhe të kërkojë vende tjera
të lira për të punuar. Puntorët duhet të jenë në gjendje të gjejnë automatikisht vendet më të
afërta të punës. Për këtë do të shkruajmë një skriptë të re të quajtur “FindNearestJob” e cila do
t’i bashkangjitet agjentit si komponentë. Kjo skriptë ka një metodë të quajtur
“CalculateNearestJob” e cila kalkulon vendin më të afërt të punës. Kjo metodë do të thirret

Figure 15. CalculateNearestJob Method
pasi të krijohet apo shkatërrohet ndonjë shtëpi, fermë apo fabrikë. Metoda iteron nëpër një
vargu të ndërtesave dhe i gjen ndërtesat të cilat nuk kanë puntorë aktual. Ato ndërtesa i cakton
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si vend të punës për puntorin e lirë. Ky varg rifreskohet çdo herë pasi të thirret metoda
“UpdateCurrentBuildings”. Kjo metodë thirret vetëm pasi të shtohet apo fshihet një ndërtesë.
Kjo skriptë mban edhe një metodë të quajtur “FireAgentFromJob” e cila fshin agjentin nga
vendi i punës nëse shtëpia e agjentit apo vendi i punës së agjentit fshihen. Numri i madh i
agjentëve bën që loja të humb performancë ngase GOAP sistemi vazhdimisht kontrollon
veprimet për çdo frame. Si dhe thirrja e metodës “CaluclateNearestJob” për çdo frame nuk
është optimale sepse thirret tek secili agjent. Prandaj duhet të përdoren sa më pak metodat
“Update”. Performanca rritet kur metoda “CalculateNearestJob” thirret vetëm pasi krijohet
apo shkatërrohet një ndërtesë e çfarëdoshme. Përmirësim të mëtejshëm mund të arrijmë që t’i
pakësojmë kontrollimet e veprimeve nga GOAP sistemi. Këtë e arrijmë duke inicializuar
metodën “Update” tek “GoapAgent” skripta çdo të tretin frame.

Figure 16. Update Method Optimization
Kjo do t’a ngadalsojë agjentin për kryerjen e punës mirëpo ky ndryshim nuk do të dallohet nga
lojtari, ndërsa përformanca e lojës do të përmirësohet për disa herë.
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6. DISKUTIME DHE PËRFUNDIME
Shpresoj që kjo temë të shërbej në të mirën e atyre që janë të interesuar në zhvillimin e lojërave
kompjuterike të këtij lloji. Gjatë zhvillimit të projektit problemi kryesor të cilit neve na u
nevojit që t’i paraprihemi, ka qenë planifikimi dhe realizimi dizajnit të lojës. Me zgjidhjen e
këtij problemi kemi definuar mekanikat e lojës, dhe i kemi ofruar lojtarit interaktivitet dhe një
qëllim në lojë. Janë përzgjedhur veglat e përshtatshme për zhvillimin e lojës. Unity si hapsirë
për zhvillim, Magica Voxel për krijimin e modeleve dhe C# për zhvillimin e logjikës së lojës.
Si metodë të punës është përzgjedhur metoda Kanban si më e përshtatshme. Problemi tjeter i
cili na u paraqit ka qenë implementimi i GOAP sistemit ne lojën tonë. GOAP sistemi ne lojëra
kompjuterike përdoret për të kontrolluar sjelljet e agjentëve, mirëpo neve na u është shtruar
nevoja që përpos të kontrollojmë sjelljet e agjentëve, të kontrollojmë edhe levizjen e tyre.
Lëvizja e agjentëve realizohet nga navmesh sistemi i cili ofrohet nga unity. Navmesh sistemi
përdor algoritmin A* për pathfinding të agjentëve. Prandaj ne kemi modifikuar GOAP sistemin
që t’a marrë përsipër detyrën e navmesh-it. Projekti të cilin e kemi zhvilluar në këtë periudhë
përderisa kemi punuar në këtë temë le të shërbejë si shembull se si duhet të zhvillohet një lojë
kompjuterike dhe si të dizajnohet duke pasur parasysh gjithmonë interaktivitetin e lojtarit.
Unity si teknologji nuk është e vetmja në treg e cila mund të përdoret për të zhvilluar lojëra
kompjuterike. Ekzistojnë me qindra motorë të lojës të cilat njerëzit i kanë ndërtuar për
zhvillimin e lojërave kompjuterike, dhe secila specializon në diqka të veçantë.

Mirëpo disa nga rekomandimet e mia janë:
•

Mos krijoni motorë të lojërave pasiqë ka motorë të cilat janë pa pagesë dhe kanë vite
duke u zhvilluar.

•

Specializoni në një platformë. Mirëpo hulumtoni edhe platformat tjera.

•

Nëse fokusoheni të krijoni lojëra të vogla apo për mobile zgjidhni Unity.

•

Nëse fokusoheni të krijoni lojëra komplekse dhe të mëdha zgjidhni Unreal.

•

Mos punoni vetëm. Nuk është e mjaftueshme të jesh vetëm programer apo artist. Të
zhvillosh njohuri për dizajn, art, muzikë dhe programim nuk është e mundshme të bëhen
vetëm nga ti. Bën që të kesh njohuri sipërfaqësore për to mirëpo në këtë industri është
e rëndësishme të specializosh vetëm në një drejtim. Për të plotësuar boshllëkun në
fushat tjera gjej njerëzit e aftë për të të ndihmuar.

•

Përdorni metodologjinë Kanban për të punuar në zhvillim të lojërave.
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