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概 要
プログラムの部分計算とは、既知の情報を利用することで対象となるプログラムをより高性
能なものに変換する技術のことである。また、部分計算を行う部分計算器をそれ自身に適用（自
己適用）し、部分計算器からコンパイラコンパイラを自動生成できる（二村射影）ことが示さ
れている。
一般部分計算（GPC)法は、入力データに関する部分的情報、利用する補助関数の抽象デー
タ型及びプログラム自身の論理構造等を利用して、プログラムをより効率的なものに変換する
プログラム変換法である。
現在、自己適用可能な部分計算器に関する研究や実装は数が少なく、また部分計算器として
の機能が弱いためにGPCの自己適用はまだ出来ていない。そこで、GPCシステムの一部であ
る定理証明器の導出原理部分を一般部分計算を用いて最適化することで、GPCの自己適用の
可能性を探った。
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第1章 はじめに
1.1 研究の歴史的背景
一般部分計算法 (Generalized Partial Computation. 以下 GPC) の基本概念は 1987 年の
PEPMC’87において発表された [2]。 GPCは古典的部分計算法に定理証明器を組み合わせて
利用するプログラム変換法であり、入力パラメータに関する具体値が与えられなくてもその定
義域に関する情報、補助関数に関する抽象データ型、プログラム自身の論理構造等を利用して
変換を行うことができる。
GPCは利用し易い高性能の定理証明器（TPU) が開発されなかったために長い間実現され
なかったが、Chang と Lee の定理証明器 [1]を改造したものを利用してGPC の実用化可能性
を示すための実験システムWSDFU (Waseda Simplify-Distribute-Fold-Unfold システムの略)
が文献 [6]で発表された。
その後、2000年に椎野稔弘がGPCカーネル（SDFU)を、2001年に SGPC（SDFU＋タプ
リング、λ抽象、関数の一般化）を鈴木秀直が開発した。また、TPUを組み込んだものとして
2002年に川田洋平と椎野稔弘、2003年に前保和明が開発を行っている。
1.2 研究の動機と目的
一般部分計算器の実装は行われるようになってきたが、自己適用が可能な部分計算器に関す
る研究や実装は数が少なく、また部分計算器としての機能が弱いために良い結果が得られてい
るとは言いきれない。そこで、GPCシステムの一部である定理証明器の導出原理部分をGPC
を用いて最適化することで、GPCの自己適用の可能性を探る事を本研究の目的とする。
1.3 研究の効果
GPCの仕組みを用いて定理証明器を最適化することはGPCの一部分を自己適用したことと
等しく、GPCの自己適用を考える上での問題点が見つかり、自己適用ができるようになる可能
性がある。
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第2章 部分計算
2.1 部分計算とは
部分計算とは与えられたプログラム (原始プログラム）とその部分的情報に基づいて効率的
なプログラム (剰余プログラム）を自動的に生成する技術である。剰余プログラムに残りの情
報が与えられたときには、原始プログラムにすべての情報が与えられた場合と同じ計算結果が
得られる。部分計算を行うことでプログラムの高速化を図ることができ、レイトレーシングな
どのグラフィクスの分野や、ニューラルネットワークのトレーニングの分野などでの活用が期
待されている。
あるプログラム f が二つの入力 k(known:既知)と u(unknown:未知) を持つとする。このと
き、f を kに対して部分計算すると、kの値だけを使って実行できる f の計算を終わらせ、uの
値を知らずには実行することができない部分の計算はそのままにしておき、以下の性質を満た
す fk0 を生成する。
fk0(u) = f(k0, u) (2.1)
ここで k0は kの値である。kに関する計算は fk0において終わっているので、uの値 u0が与え
られたときの fk0(u0)の計算は f(k0, u0)の計算よりも速いことが期待される。
例えば、
f(x,y) =
if x > 70
then if y > 10
then 0
else 1
else 2
というプログラムに対し、x = 80　の場合に部分計算を行うと、
if 80 > 70
then if y > 10
then 0
else 1
else 2.
条件 80 >70 は真なので、
if y > 10 then 0 else 1
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となるので、条件判定が 1回減って速くて短いプログラムが得られる。
部分計算器を αとすると部分計算の機能は以下の式で表される。
α(f, k) = fk (2.2)
2.2 自己適用
I を LISPのような万能メタ言語で書かれたプログラミング言語インタプリタとする。する
と Iで定義された言語は I 言語と呼ばれる。cI、p、dをそれぞれ I言語コンパイラ、プログラ
ム、データとする。cI は万能言語で書かれている一方、pは I 言語で書かれている。すると以
下の式がコンパイラとインタプリタの関係を定義する。
cI(p)(d) = I(p, d) (2.3)
ここで cI(p)は pの目的プログラム、すなわちコンパイルされたコードである。式 (2.1)と (2.2)
から以下の式が成り立つ。
f(k, u) = α(f, k)(u) (2.4)
(2.4)中の f、k、uをそれぞれ I、p、dで置き換えると
I(p, d) = α(I, p)(d) (2.5)
(2.4)中の f、k、uをそれぞれ α、I、pで置き換えると
α(I, p) = α(α, I)(p) (2.6)
(2.4)中の f、k、uをそれぞれ α、α、I で置き換えると
α(α, I) = α(α, α)(I) (2.7)
それゆえ以下の式が成り立つ。
cI(p)(d) = I(p, d) = α(I, p)(d) = α(α, I)(p)(d) = α(α, α)(I)(p)(d) (2.8)
ここで α(I, p)は目的プログラム、α(α, I)は I言語コンパイラ、α(α, α)はコンパイラコンパイ
ラである。
つまり、部分計算器にインタプリタを適用すればコンパイラが生成でき、部分計算器に部分
計算器自身を適用すればコンパイラコンパイラを生成できることを意味している。
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第3章 一般部分計算法
3.1 一般部分計算法とは
一般部分計算法 (GPC)は、部分計算を発展させて体系化したプログラム自動改良法である。
特徴として部分計算中に定理証明器を用いて変数の定義域に関する情報 (環境と呼ぶ) から推論
を行うことで、より効率のいい剰余プログラムが生成されることが挙げられる。また、古典的
な部分計算と違い、既知の入力がなくても定理証明器の働きなどによってプログラムの改良が
可能である。加えて、変数に関する情報として具体値を与えることもできるので、 GPC は従
来のオンライン部分計算を完全に含む。これにより GPC のプログラム最適化の質が従来のオ
ンライン部分計算によるものよりも本質的に高いことがわかる。GPCの処理は次の順序で行
われる。
1. プログラム (式)を簡略化 (simplify) する (S).
2. 簡略化をしても条件式が残っている場合には分配 (distribute) する (D).
3. 既に GPC の対象になっている式に畳込み (fold) 可能な部分式があれば畳込む (F).
4. 展開 (unfold) 可能な式があれば展開する (U)．
上記の SDFU を展開ができなくなるまでその順序で繰り返す。
GPC の計算過程はGPC木で表すと分かり易い。GPCの対象になったすべてのプログラム
は新しい名前を付けられ、その名前をもった関数として定義される。 従ってGPC 木の全ての
節は、その子孫を定義式とする関数を表す。以下では、 現在のGPC の対象となっているプロ
グラム (原始プログラム) を e、プログラムが含む変数を u、そしてその環境を iで表し各処理
について説明する。
3.2 簡略化 (Simplification)
定理証明器、数式処理、再帰除去等を利用してプログラムをできるだけ簡単にする。ここで
は数学的知識や補助関数に関する抽象データ型等の大規模データベースを用いる。ただし、簡
略化フェーズでの置換えにより後のフェーズの畳込みが原始プログラムへの再帰呼出しの除去
に成功しない場合には、置換えを元に戻す (即ち、非決定性処理をする)。
以下に例を挙げる。
1. プログラムが条件文 if p(u) then e1 else e2 で、p(u) が現在の環境 i から証明可能なら
ばプログラムを e1 とする。¬p(u) が証明可能ならばプログラムを e2 とする。指定された
時間内でその両者とも証明不可能な場合には、プログラムはそのままにしておく。
2. f(x) の停止性が保証されかつ a が定数ならば、式 f(x) ≡ if p(x) then a else f(d(x)) を
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i
C[if p(u) then e1 else e2] N1(u)
p(u) ¬p(u)
N2(u) C[e1] C[e2] N3(u)
図 3.1: 条件式上への関数 C の分配に対する GPC 木
g(u) N(u)
. . . g(k(u)) . . .
g(k(u)) を N(k(u)) へ畳込む
. . . N(k(u)) . . .
図 3.2: GPC における畳込み
a に置換える (再帰除去規則の利用)。
3. f(a) = a ならば、m > 0 に対して式 fm(a) を a に置換える (不動点の性質の利用)。
3.3 分配 (Distribution)
プログラム e が条件文 if p(u) then e1 else e2 を含みかつ、ある関数 C に対して
C[if p(u) then e1 else e2]
と書ける場合，C をコンテキストと呼ぶ。この時プログラム e を
if p(u) then C[e1] else Cont[e2]
に置換える操作を分配と呼ぶ。この操作により GPC 木に 2つの下位節ができる。各下位節
C[ej ] の環境は各々 p(u) ∧ i および ¬p(u) ∧ i となる。
3.4 畳込み (Folding)
プログラム e に含まれる部分式 g(k(u)) のうちで、GPC 木の先祖の節のなかに対応する式
が g(u) であるものが存在し、かつ k(u) の値域が u の定義域に含まれているものを探す (た
だし k は原始関数とする)。g(u) に対する節名が N ならば、g(k(u)) を N(k(u)) で置換える。
定義域の包含関係のチェックには定理証明器を利用する。所定の時間内で畳込み可能と判定さ
れた式 g(k(u)) が複数個ある場合には、全ての式について順次畳込む。
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3.5 展開 (Unfolding)
定義域の真部分集合に属することの保証された実引数に対する関数呼出しを [3]では P-redex
と呼んだ。その中で [6]で定義されている新停止条件を満たさないもの (W-redex と呼ぶ) を展
開する。複数の候補が存在する場合には、最左最内のものから展開する。
3.6 GPC の例: 71 関数
上記 SDFU 処理の例として次の関数 f(u) を原始プログラムとして取り上げる。これは
McCarthy の 91 関数を簡略化したもので、71 関数と呼ばれている [3]。
f(u) ≡ if u > 70 then u else f(f(u+ 1)).
u を整数値 (即ち，integer(u)) としたときの GPC の過程は図 3.3 の通りである。
この結果次の中間的な剰余プログラムが得られる。
N1(u) ≡ if u > 70 then u else N3(u),
N3(u) ≡ if u > 69 then 71 else f(N3(u+ 1)).
さらに数式処理システムを利用した再帰除去により N3 は次の様に変換される。
N3(u) ≡ f70−u(71) ≡ 71.
最後に簡略化により N1 は下記の様になる。
N1(u) ≡ if u > 70 then u else 71.
これが GPC の最終結果として得られる f(u) の剰余プログラムである。
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integer(u)
f(u) N1(u)
u > 70 u ≤ 70 (f の展開)
N5(u) u f(f(u+ 1))N2(u)
(内側の f の N1 への畳込み)
f(N1(u+ 1))N3(u)
u > 69 u ≤ 69(N1 の展開と f の分配)
N6(u)f(u+ 1) f(N3(u+ 1))N4(u) (停止)
(u ≤ 70 ∧ u > 69 の簡略化と f(70) の計算)
71 N7(u)
図 3.3: 71 関数の GPC に対する GPC 木 (Ni は各節につけられた名前である。N5 と N7 に
おいては展開できる式がないので GPC は終了する。また N4 においては停止条件が満たされ
るので GPC は終了する。N2 における u + 1 の値は整数であるので、N2 における内側の f
(下線をつけられた部分) が N1 に畳込まれる。GPC 木の各辺には親から子に至る際の変数 u
に関する条件がラベルとして付けられている。従って，根から節までの経路上にある辺に付け
られたラベルの論理積が、その節に含まれる変数 u に関する環境である。)
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第4章 導出原理
GPCでは定理証明器を用いて推論を行うが、定理証明器の中心となるのが導出原理である。充
足不能な節集合からは導出原理によって空節が生成できることを利用して証明が行われる。
4.1 単一化
単一化は導出原理中で導出節を導く際に用いられている。表現の集合が単一化可能（ unifiable
）であるとは、その集合に対する単一化子が存在することを意味している。単一化子とは、θ
をある表現に現れるすべての個体変数 vkを同時に項 tkで置き換える操作 (同時代入)としたと
きに、表現の集合のすべての表現に対して θを行うことで等しいものを得ることが出来る同時
代入のことである。ある表現の集合 {E1…En}を例にとると、θは
E1θ =…＝Enθ
の関係を持つ。また、最も効率の良い単一化子は最汎単一化作用素 (most general unifier. 以
下MGU)と呼ばれる。単一化アルゴリズムは次のようになる。ある表現の集合W に対し、
1. k＝０、Wk＝W、σｋ＝とおく
2. Wkが同じものならば停止、σｋがMGU
3. Dkにｔｋには現れない変数ｖｋとｔｋがあった場合、４へそうでなければWは単一化不
可能
4. σｋ＋１＝σｋ {ｔｋ/ｖｋ }(固体変数 vkを項ｔ kで置き換える)　Wk＋１＝　Wk{tｋ
/ｖｋ } とする
5. ｋ＝ｋ＋１として２へ
ここで、W の不一致集合とは、その集合に属するすべての表現を左から同時に一文字ずつ見
ていき、それらのすべてが一致しない最初の位置から始まるそれぞれの表現の部分表現を集め
た集合のことである。例としてW を
W = {f(g(a), a), f(g(a), b)}
とすると、不一致集合は {a, b}となる。
4.2 導出原理とは
導出原理（ resolution principle）とは、二つの節から導出節を生成する推論規則のことであ
る。導出原理を用いて論理式 Gが論理的に真であることを判定する手続きは次のようになる。
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1. 論理式 ¬G を標準形 H に変換する。（はじめに冠頭標準形に変換し、マトリクスを論理積
標準形に変換する。そしてスコーレム標準形に変換する。）
2. H から節集合 S を構成する。
3. S から導出節を次々と生成し、空節が生成されたら証明完了とする。
導出節を生成する過程で、導出節からは否定記号の差を除いた単一化可能なすべてのリテラ
ルが取り除かれる。
GPCで用いられる定理証明器では、証明の能率を上げるために単位導出 （ unit resolution
）という導出原理の制限を用いている。これは、導出節が少なくとも一方が単位節である二つ
の節から生成されるという制限である。
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第5章 導出原理の最適化
5.1 導出プログラム
現在のGPCシステムの定理証明器は、文献 [1]で示されたものを改良して利用している。こ
れは [1]の定理証明器が性能が高く、しかも、ソースコードが公開されているため利用しやす
かったからである。本研究では導出原理の最適化を図ることが目的であるため、最適化を行い
やすいように、高性能できるだけ単純なプログラムを用意する必要がある。
本研究を行うにあたって [1]の定理証明器の単一化アルゴリズムにあわせて導出プログラム
を作ったところ複雑になったため、新たに導出プログラムを組んだ。導出原理の中心となるの
は単一化であるが、この部分は文献 [5]で紹介されているものをそのまま利用している。ただ
し、文献 [5]で示されている例は Schemeを用いてあるため、Lispに翻訳し、足りない関数は
付け加えてある。また、[1]と [5]の単一化の部分は本質的には同じ事を行うため、[5]の単一化
部分をGPCシステムの単一化部分と置き換えても同じ効果が得られる。
新たに構成した導出プログラムは付録につける。また、それぞれの関数の働きは表 5.1よう
になる。
5.2 GPCを行う上で
導出原理の GPCを行う上では、幾つかの点に気をつけなければならない。つまり、未知変
数同士を直接比較するような場合と、未知変数自身の中身をたどるような場合である。
今回の場合では、単一化を行う部分の関数でこれらの操作が行われる可能性がある。そこで、
GPCの簡略化と展開の操作の際に次の条件をつけることにする。
• 未知変数同士の直接比較は展開を避ける
• 未知変数の中身はたどらない
この条件を用いることによって無駄な展開を避けることが出来、効率の良い剰余プログラム
が生成できる。
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表 5.1: 導出プログラムの関数の機能
resolve 導出の前処理
resol1 停止判定を行う
resol2 停止判定と節の振り分けを行う
resol3 節の振り分けを行う
resol4 節の振り分けを行う
resol5 導出の本体
unify 単一化を行う
extend-mgu 単一化可能かどうか判定する
binding-in 第一引数に関連付けられた値を返す
depend-on 第一引数に第二引数が現れるかどうかを返す
var? 引数が変数であるかどうか返す
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第6章 GPC例と結果
6.1 GPCの例1
6.1.1 与える公理
R1 (t2, t2, t3, t4)
P1 (t1, t2) ¬P1 (t3, t4)
　?
条件として：P1 (t1, t2)⇔ t1 = t2 P1 (t3, t4)⇔ t3 = t4 t1 = t2 = x t3 = X t4 = Y
この例では一段階の導出に対するGPCを行うことになる。この例題を最適化した際に期待
される最適アルゴリズムは、X = Y であるかどうかを確かめ、そうであるならば空節を導くも
のである。
6.1.2 例 1のGPCの結果
導出プログラムを例 1に対してGPCした結果は次のようになる。
(if (if (equal X Y)
nil
t)
’no
(if (equal X Y)
(cons (list ’x1 X) nil)
’no))
これは、未知変数X と Y を比較し、等しいならば (cons (list ’x1 X) nil)を返し、等しくな
いならば ′noを返すプログラムとなっている。つまり、未知変数Xと Y が等しいならば空節の
導出が成功するので導出過程で行った単一化のMGUを返すことを意味し、変数X と Y が等
しくないならば空節の導出が失敗したことを示す ′noを返すことを意味している。このプログ
ラムは、期待される最適アルゴリズムとほぼ同じものになっている。
また、原始プログラムである導出プログラムとこの剰余プログラムについて、それぞれ具体
値を入れて実行した結果、この剰余プログラムは原始プログラムと比較して約 10倍の高速化
がなされており、導出プログラムのこの例に対する最適化が図れたことがわかる。
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6.2 GPCの例2
6.2.1 与える公理
R2 (t1, t2, t3, t4, t5, t6, t7, t8)
¬P1(t1, t2) ∨ P2(t3, t4) P1(t5, t6)
P2? ¬P2(t7, t8)
?
条件として、
P1 (t1, t2)⇔ t1 = t2 P2 (t3, t4)⇔ t3 = t4 P1 (t5, t6)⇔ t5 = t6 P2 (t7, t8)⇔ t7 = t8
t1 = t4 = x t2 = t3 = y t5 = X t6 = Y t7 = Z t8 = U
この例では二段階の導出に対するGPCを行うことになる。
この例題を最適化した際に期待される最適アルゴリズムは、X = U、Y = Z かどうかを確
かめ、そうであるならば空節を導くものである。
6.2.2 例 2のGPC結果
導出プログラムを例 2に対してGPCした結果は次のようになる。
(if (if (equal Y Z)
(if (equal X U)
nil
t)
t)
’no
(if (equal Y Z)
　　　　 (if (equal X U)
　　　　　　 (cons (list ’y1 Y) (cons (list ’x1 X) nil))
　　　　　　’no)
　　　　’no))
これは、未知変数 Y と Z、Xと U をそれぞれ比較し、どちらも等しいならば (cons (list ’y1
Y) (cons (list ’x1 X) nil))を返し、等しくないならば ′noを返すプログラムとなっている。つ
まり、未知変数 Y と Z、X と U がそれぞれ等しいならば空節の導出が成功するので導出過程
で行った単一化のMGUを返すことを意味し、そうでないならば空節の導出が失敗したことを
示す ′noを返すことを意味している。このプログラムは、期待される最適アルゴリズムとほぼ
同じものになっている。
また、原始プログラムである導出プログラムとこの剰余プログラムについて、それぞれ具体
値を入れて実行した結果、この剰余プログラムは原始プログラムと比較して約 18倍の高速化
が達成され、導出プログラムのこの例 2に対する最適化が図れたことがわかる。
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第7章 まとめと今後の課題
7.1 まとめ
本研究では導出原理の最適化を目指し、できるだけ単純であると思われる導出プログラムを
組み、これを等号論理の反射律と対称律について GPCにより最適化した。実際に、最適化に
よって反射律の例については約 10倍、対称律の例については約 18倍の高速化が達成された事
を確認することが来た。
7.2 今後の課題
今回、導出原理の最適化を目指し等号論理の反射律と対称律について GPCにより最適化し
高速化がなされることを確認できたがGPCを手動で行ったので、この自動化が今後の課題で
ある。
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付 録A 導出プログラム
(defun unify (c1 c2 mgu)
(if (equal mgu ’no)
’no
(if (equal c1 c2)
mgu
(if (or (var? c1 xlist) (var? c1 ylist))
(extend-mgu c1 c2 mgu)
(if (or (var? c2 xlist) (var? c2 ylist))
(extend-mgu c2 c1 mgu)
(if (and (listp c1) (listp c2))
(unify (cdr c1) (cdr c2) (unify (car c1) (car c2) mgu))
’no))))))
(defun extend-mgu (var val mgu)
(if (binding-in var mgu)
(unify (binding-in var mgu) val mgu)
(if (or (var? val xlist) (var? val ylist))
(if (binding-in val mgu)
(unify var (cdr (binding-in val mgu)) mgu)
(cons (list var val) mgu))
(if (depend-on val var mgu)
’no
(cons (list var val) mgu)))))
(defun binding-in (var mgu)
(if (atom mgu)
nil
(if (equal var (caar mgu))
(cadar mgu)
(binding-in var (cdr mgu)))))
(defun depend-on (exp var mgu)
(if (or (var? exp xlist) (var? exp ylist))
(if (equal exp var)
18
t(if (binding-in exp mgu)
(depend-on (cdr (binding-in exp mgu)) var mgu)
nil))
(if (and (listp exp) (not (null exp)))
(or (depend-on (car exp) var mgu)
(depend-on (cdr exp) var mgu))
nil)))
(defun var? (a e)
(if (listp a)
nil
(if (atom e)
(equal a e)
(if (var? a (car e))
t
(var? a (cdr e))))))
(defun equal (x y)
(if (or (atom x) (atom y))
(eq x y)
(and (equal (car x) (car y)) (equal (cdr x) (cdr y)))))
(defun resolve (c1 c2 mgu)
(resol1 (car c1) (cdr c1) (car c2) (cdr c2) mgu -1))
(defun resol1 (e1 c1 e2 c2 mgu sign)
(if (null e1)
mgu
(if (null e2)
’no
(resol2 e1 c1 nil e2 c2 mgu sign))))
(defun resol2 (e1 c1 tempc2 e2 c2 mgu sign)
(if (null e2)
(if (equal sign -1)
’no
(resol2 e1 c1 nil (car tempc2) (cdr tempc2) mgu -1))
(if (equal (car e1) ’not)
(resol3 e1 c1 tempc2 e2 c2 mgu sign)
(resol4 e1 c1 tempc2 e2 c2 mgu sign))))
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(defun resol3 (e1 c1 tempc2 e2 c2 mgu sign)
(if (equal (car e2) ’not)
(resol2 e1 c1 (cons e2 tempc2) (car c2) (cdr c2) mgu sign)
(resol5 (cdr e1) e2 e1 c1 tempc2 e2 c2 mgu sign)))
(defun resol4 (e1 c1 tempc2 e2 c2 mgu sign)
(if (equal (car e2) ’not)
(resol5 e1 (cdr e2) e1 c1 tempc2 e2 c2 mgu sign)
(resol2 e1 c1 (cons e2 tempc2) (car c2) (cdr c2) mgu sign)))
(defun resol5 (t1 t2 e1 c1 tempc2 e2 c2 mgu sign)
(if (equal ’no (unify t1 t2 mgu))
(resol2 e1 c1 (cons e2 tempc2) (car c2) (cdr c2) mgu sign)
(resolve c1 (append c2 tempc2) (unify t1 t2 mgu))))
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付 録B 例1の導出過程
f1:[c2 に変数記号が表れない,(not (null X))(not (null Y))]
(f1 X Y)
=(resolve (cons (list ’not ’p1 ’x1 ’x1) nil) (cons (list ’p1 X Y) nil) nil)
=(resol1 (car (cons (list ’not ’p1 ’x1 ’x1) nil)) (cdr (cons (list ’not ’p1 ’x1 ’x1) nil)) (car (cons (list ’p1 X Y) nil)) (cdr (cons (list ’p1 X Y) nil)) nil -1)
{unfolding:resolve}
=(resol1 (list ’not ’p1 ’x1 ’x1) nil (list ’p1 X Y) nil nil -1)
{simplify}
=(if (null (list ’not ’p1 ’x1 ’x1));;;
nil
(if (null (list ’p1 X Y));;;
’no
(resol2 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)))
{unfolding:resol1}
=(resol2 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
{simplify:I1,I2 は偽}
=(if (null (list ’p1 X Y));;;
(if (equal -1 -1)
’no
(resol2 (list ’not ’p1 ’x1 ’x1) nil nil (car nil) (cdr nil) nil -1))
(if (equal (car (list ’not ’p1 ’x1 ’x1)) ’not);;;
(resol3 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
(resol4 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)))
{unfolding:resol2}
=(if (equal ’not ’not)
(resol3 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
(resol4 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
=(if (if (or (atom ’not) (atom ’not))
(eq ’not ’not)
(and (equal (car ’not) (car ’not)) (equal (cdr ’not) (cdr ’not))));;;
(resol3 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
(resol4 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{unfolding:equal}
=(resol3 (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
{simplify}
=(if (equal (car (list ’p1 X Y)) ’not)
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) (car nil) (cdr nil) nil -1)
(resol5 (cdr (list ’not ’p1 ’x1 ’x1)) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{unfolding:resol3}
=(if (equal ’p1 ’not)
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resol5 (list ’p1 ’x1 ’x1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{simplify}
=(if (if (or (atom ’p1) (atom ’not));;;
(eq ’p1 ’not)
(and (equal (car ’p1) (car ’not)) (equal (cdr ’p1) (cdr ’not))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resol5 (list ’p1 ’x1 ’x1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{unfolding:equal}
=(if (eq ’p1 ’not);;;
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) (car nil) (cdr nil) nil -1)
(resol5 (list ’p1 ’x1 ’x1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1))
{simplify}
=(resol5 (list ’p1 ’x1 ’x1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’x1) nil nil (list ’p1 X Y) nil nil -1)
{simplify}
=(if (equal ’no (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) (car nil) (cdr nil) nil -1)
(resolve nil (append nil nil) (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:resol5}
=(if (equal ’no (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
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(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal nil ’no)
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal nil ’no)
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (or (atom nil) (atom ’no));;;
(eq nil ’no)
(and (equal (car nil) (car ’no)) (equal (cdr nil) (cdr ’no))))
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolging:equal}
=(if (equal ’no (if (eq nil ’no);;;
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify:}
=(if (equal ’no (if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (or (atom (list ’p1 ’x1 ’x1)) (atom (list ’p1 X Y)));;;
(eq (list ’p1 ’x1 ’x1) (list ’p1 X Y))
(and (equal (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y))) (equal (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y))))))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
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{unfolding:equal}
=(if (equal ’no (if (and (equal ’p1 ’p1) (equal (list ’x1 ’x1) (list X Y)))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal & simplify}
=(if (equal ’no (if (if (or (atom (list ’x1 ’x1)) (atom (list X Y)));;;
(eq (list ’x1 ’x1) (list X Y))
(and (equal (car (list ’x1 ’x1)) (car (list X Y))) (equal (cdr (list ’x1 ’x1)) (cdr (list X Y)))))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (if (and (equal ’x1 X) (equal ’x1 Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (and (if (or (atom ’x1) (atom X));;;
(eq ’x1 X)
(and (equal (car ’x1) (car X)) (equal (cdr ’x1) (cdr X))))
(equal ’x1 Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (if (and (eq ’x1 X) (equal ’x1 Y));;;
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)));;;
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
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’no))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal & simplify}
=(if (equal ’no (if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (if (listp (list ’p1 ’x1 ’x1));;;
nil
(if (atom xlist)
(equal (list ’p1 ’x1 ’x1) xlist)
(if (var? (list ’p1 ’x1 ’x1) (car xlist))
t
(var? (list ’p1 ’x1 ’x1) (cdr xlist)))))
(var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if (or nil (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (var? (list ’p1 ’x1 ’x1) ylist)
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (listp (list ’p1 ’x1 ’x1));;;
nil
(if (atom ylist)
(equal (list ’p1 ’x1 ’x1) ylist)
(if (var? (list ’p1 ’x1 ’x1) (car ylist))
t
(var? (list ’p1 ’x1 ’x1) (cdr ylist)))))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if nil
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (if (listp (list ’p1 X Y));;;
nil
(if (atom xlist)
(equal (list ’p1 X Y) xlist)
(if (var? (list ’p1 X Y) (car xlist))
t
(var? (list ’p1 X Y) (cdr xlist)))))
(var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
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{unfolding:var}
=(if (equal ’no (if (if (listp (list ’p1 X Y));;;
nil
(if (atom ylist)
(equal (list ’p1 X Y) ylist)
(if (var? (list ’p1 X Y) (car ylist))
t
(var? (list ’p1 X Y) (cdr ylist)))))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify & unfolding:var?}
=(if (equal ’no (if nil
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (equal nil ’no)
’no
(if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (and (listp ’p1) (listp ’p1));;;
(unify (cdr ’p1) (cdr ’p1) (unify (car ’p1) (car ’p1) nil))
’no)))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (equal nil ’no)
’no
(if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (if (or (atom nil) (atom ’no));;;
(eq nil ’no);;;
(and (equal (car nil) (car ’no)) (equal (cdr nil) (cdr ’no))))
’no
(if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if nil ;;;
’no
(if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (equal ’p1 ’p1)
nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no)))))
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(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) (if (if (or (atom ’p1) (atom ’p1));;;
(eq ’p1 ’p1);;;
(and (equal (car ’p1) (car ’p1)) (equal (cdr ’p1) (cdr ’p1)))) nil
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
(if (or (var? ’p1 xlist) (var? ’p1 ylist))
(extend-mgu ’p1 ’p1 nil)
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (unify (list ’x1 ’x1) (list X Y) nil)
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil))))
{simplify}
=(if (equal ’no (if (equal nil ’no)
’no
(if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(if (and (listp (list ’x1 ’x1)) (listp (list X Y)));;;
(unify (cdr (list ’x1 ’x1)) (cdr (list X Y)) (unify (car (list ’x1 ’x1)) (car (list X Y)) nil))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal nil ’no)
’no
(if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(unify ’x1 Y (unify ’x1 X nil)))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (or (atom nil) (atom ’no));;;
(eq nil ’no);;;
(and (equal (car nil) (car ’no)) (equal (cdr nil) (cdr ’no))))
’no
(if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(unify ’x1 Y (unify ’x1 X nil)))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal}
=(if (equal ’no (if (equal (list ’x1 ’x1) (list X Y))
nil
(if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(unify ’x1 Y (unify ’x1 X nil))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’x1 ’x1) xlist) (var? (list ’x1 ’x1) ylist))
(extend-mgu (list ’x1 ’x1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’x1) nil)
(unify ’x1 Y (unify ’x1 X nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’x1 Y (unify ’x1 X nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (unify ’x1 X nil) ’no)
’no
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(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
(if (and (listp ’x1) (listp Y));;;
(unify (cdr ’x1) (cdr Y) (unify (car ’x1) (car Y) (unify ’x1 X nil)))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal (unify ’x1 X nil) ’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (if (equal nil ’no)
’no
(if (equal ’x1 X)
nil
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X))
(unify (cdr ’x1) (cdr X) (unify (car ’x1) (car X) nil))
’no)))))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal (if (equal ’x1 X)
nil
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X))
(unify (cdr ’x1) (cdr X) (unify (car ’x1) (car X) nil))
’no))))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:equal & simplify}
=(if (equal ’no (if (equal (if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X))
(unify (cdr ’x1) (cdr X) (unify (car ’x1) (car X) nil))
’no)))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfoldidng:equal & simplify}
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=(if (equal ’no (if (equal (if (or (if (listp ’x1);;;
nil
(if (atom xlist);;;
(equal ’x1 xlist)
(if (var? ’x1 (car xlist))
t
(var? ’x1 (cdr xlist)))))
(var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X));;;
(unify (cdr ’x1) (cdr X) (unify (car ’x1) (car X) nil))
’no)))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if (equal (if (or (if (var? ’x1 ’x1)
t
(var? ’x1 (list ’x2 ’x3 ’x4 ’x5 ’x6 ’x7)))
(var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
’no))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (if (or (if (if (listp ’x1);;;
nil
(if (atom ’x1);;;
(equal ’x1 ’x1);;;
(if (var? ’x1 (car ’x1))
t
(var? ’x1 (cdr ’x1)))))
t
(var? ’x1 (list ’x2 ’x3 ’x4 ’x5 ’x6 ’x7)))
(var? ’x1 ylist))
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
’no)
’no))
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if (equal (extend-mgu ’x1 X nil) ’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (if (binding-in ’x1 nil)
(unify (binding-in ’x1 nil) X nil)
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(if (or (var? X xlist) (var? X ylist))
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil))))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:extend-mgu}
=(if (equal ’no (if (equal (if (if (atom nil);;;
nil
(if (equal ’x1 (caar nil))
(cadar nil)
(binding-in ’x1 (cdr nil))))
(unify (binding-in ’x1 nil) X nil)
(if (or (var? X xlist) (var? X ylist))
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil))))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (if (equal (if (or (var? X xlist) (var? X ylist));;;
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil)))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (if (depend-on X ’x1 nil);;;;
’no
(cons (list ’x1 X) nil))
’no)
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal ’x1 Y)
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))))
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(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal ’x1 Y);;;
(unify ’x1 X nil)
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (unify ’x1 X nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (unify ’x1 X nil))
’no)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (extend-mgu ’x1 Y (unify ’x1 X nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:var? & simplify}
=(if (equal ’no (extend-mgu ’x1 Y (cons (list ’x1 X) nil))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify & simplify}
=(if (equal ’no (if (binding-in ’x1 (cons (list ’x1 X) nil))
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:extend-mgu}
=(if (equal ’no (if (if (atom (cons (list ’x1 X) nil));;;
nil
(if (equal ’x1 (caar (cons (list ’x1 X) nil)))
(cadar (cons (list ’x1 X) nil))
(binding-in ’x1 (cdr (cons (list ’x1 X) nil)))))
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (if (if (equal ’x1 (caar (cons (list ’x1 X) nil)));;;
(cadar (cons (list ’x1 X) nil))
(binding-in ’x1 (cdr (cons (list ’x1 X) nil))))
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (cadar (cons (list ’x1 X) nil));;;
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
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=(if (equal ’no (unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify X Y (cons (list ’x1 X) nil)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal X Y)
(cons (list ’x1 X) nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal X Y)
(cons (list ’x1 X) nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu nil) Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no))))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal X Y)
(cons (list ’x1 X) nil)
(f2 X Y)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{distribution}
=(if (if (equal X Y)
(equal ’no (cons (list ’x1 X) nil))
(equal ’no (f2 X Y)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{distribution}
=(if (if (equal X Y)
nil
(equal ’no (f2 X Y)))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{distribution & simplify}
=(if (if (equal X Y)
nil
(equal ’no ’no))
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (if (equal X Y)
nil
t)
(resol2 (list ’not ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)))
{simplify}
=(if (if (equal X Y)
nil
t)
(f4 X Y)
(f5 X Y))
{distribution}
=(if (if (equal X Y)
nil
t)
’no
(if (equal X Y);;;
(cons (list ’x1 X) nil)
’no))
{simplify}
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-----------------------------------------------------------------------------------
(f5 X Y)[c2 に変数記号が表れない,(not (null X)),(not (null Y)),(equal X Y)]
=(resolve nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil))
=(resol1 (car nil) (cdr nil) (car nil) (cdr nil) (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil) -1)
{unfolding:resolve}
=(resol1 nil nil nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil) -1)
{simplify}
=(resol1 nil nil nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil) -1)
=(if (null nil);;;
(unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (null nil)
’no
(resol2 nil nil nil nil nil (unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil) -1)))
{unfolding:resol1}
=(unify (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
{simplify:}
=(if (equal nil ’no);;;
’no
(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no))))))
=(if (equal (list ’p1 ’x1 ’x1) (list ’p1 X Y));;;
nil
(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist))
(extend-mgu (list ’p1 ’x1 ’x1) (’p1 X Y) nil)
(if (or (var? (’p1 X Y) xlist) (var? (’p1 X Y) ylist))
(extend-mgu (’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no))))
{simplify}
=(if (or (var? (list ’p1 ’x1 ’x1) xlist) (var? (list ’p1 ’x1 ’x1) ylist));;;
(extend-mgu (list ’p1 ’x1 ’x1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no)))
{simplify}
=(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist));;;
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’x1) nil)
(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no))
{simplify}
=(if (and (listp (list ’p1 ’x1 ’x1)) (listp (list ’p1 X Y)));;;
(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
’no)
{simplify}
=(unify (cdr (list ’p1 ’x1 ’x1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’x1)) (car (list ’p1 X Y)) nil))
{simplify}
=(unify (list ’x1 ’x1) (list X Y) (unify ’p1 ’p1 nil))
{simplify}
*=(unify (list ’x1 ’x1) (list X Y) nil)
{unfolding&simplify}
*=(unify (cdr (list ’x1 ’x1)) (cdr (list X Y)) (unify (car (list ’x1 ’x1)) (car (list X Y)) nil))
{simplify}
=(unify ’x1 Y (unify ’x1 X nil))
{simplify}
=(unify ’x1 Y (cons (list ’x1 X) nil))
{unfolding:unify & simplify}
=(if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal ’x1 Y)
(if (equal ’x X) nil (cons (list ’x X) nil))
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
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(extend-mgu ’x1 Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (cons (list ’x1 X) nil))
(if (and (listp ’x1) (listp Y))
(unify (cdr ’x1) (cdr Y) (unify (car ’x1) (car Y) (cons (list ’x1 X) nil)))
’no)))))
{unfolding}
=(if (equal ’x1 Y) ;;;
(if (equal ’x X) nil (cons (list ’x X) nil))
(if (or (var? ’x1 xlist) (var? ’x1 ylist))
(extend-mgu ’x1 Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (cons (list ’x1 X) nil))
(if (and (listp ’x1) (listp Y))
(unify (cdr ’x1) (cdr Y) (unify (car ’x1) (car Y) (cons (list ’x1 X) nil)))
’no))))
{simplify｝
=(if (or (var? ’x1 xlist) (var? ’x1 ylist));;;
(extend-mgu ’x1 Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’x1 (cons (list ’x1 X) nil))
(if (and (listp ’x1) (listp Y))
(unify (cdr ’x1) (cdr Y) (unify (car ’x1) (car Y) (cons (list ’x1 X) nil)))
’no)))
{simplify}
=(extend-mgu ’x1 Y (cons (list ’x1 X) nil))
{simplify}
=(if (binding-in ’x1 (cons (list ’x1 X) nil))
(unify (binding-in ’x (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
{unfolding:extend-mgu}
=(if (if (atom (cons (list ’x1 X) nil));;;
nil
(if (equal ’x1 (caar (cons (list ’x1 X) nil));;;
(cadar (cons (list ’x1 X) nil))
(binding-in ’x1 (cdr (cons (list ’x1 X) nil))))))
(unify (binding-in ’x1 (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’x1 (cdr (binding-in Y (cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’x1 (cons (list ’x1 X) nil))
’no
(cons (list ’x1 Y) (cons (list ’x1 X) nil)))))
{unfolding:binding-in}
=(unify X Y (cons (list ’x1 X) nil))
{simplify｝
=(if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal X Y)
(cons (list ’x1 X) nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no)))))
{unfolding:unify}
=(if (equal X Y);;;
(cons (list ’x1 X) nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no))))
{simplify}
=(if (equal X Y);;;
(cons (list ’x1 X) nil)
(f2 X Y))
{distribution & folding｝
=(if (equal X Y);;;
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(cons (list ’x1 X) nil)
’no)
{distribution｝
------------------------------------------------------------------------------------
(f4 X Y)[c2 に変数記号が表れない,(not (null X)),(not (null Y)),(not (equal X Y))]
=(if (null nil);;;
(if (equal -1 -1);;;
’no
(resol2 (list ’p1 ’x1 ’x1) nil nil (car (cons (list ’p1 X Y) nil)) (cdr (cons (list ’p1 X Y) nil)) nil -1))
(if (equal (car (list ’p1 ’x1 ’x1)) ’not)
(resol3 (list ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)
(resol4 (list ’p1 ’x1 ’x1) nil (cons (list ’p1 X Y) nil) nil nil nil -1)))
=’no
{simplify}
----------------------------------------------------------------------------------
(f2 X Y)[c2 に変数記号が表れない,(not (null X)),(not (null Y)),(not (equal X Y))]
=(if (or (var? X xlist) (var? X ylist));;;
(extend-mgu X Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist));;;
(extend-mgu nil) Y X (cons (list ’x1 X) nil))
(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no))
=(if (and (listp X) (listp Y))
(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil)))
’no)
{simplify}
=(if (and (listp X) (listp Y))
(f3 X Y)
’no)
{distribution}
=(if (and (listp X) (listp Y))
’no
’no)
=’no
{simplify}
-----------------------------------------------------------------------------------
(f3 X Y)[c2 に変数記号が表れない,(not (null X)),(not (null Y)),(not (equal X Y)),(and (listp X) (listp Y))]
=(unify (cdr X) (cdr Y) (unify (car X) (car Y) (cons (list ’x1 X) nil))
=(unify (cdr X) (cdr Y) (if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal (car X) (car Y));;;
(cons (list ’x1 X) nil)
(if (or (var? (car X) xlist) (var? (car X) ylist));;;
(extend-mgu (car X) (car Y) (cons (list ’x1 X) nil))
(if (or (var? (car Y) xlist) (var? (car Y) ylist));;;
(extend-mgu (car Y) (car X) (cons (list ’x1 X) nil))
(if (and (listp (car X)) (listp (car Y)))
(unify (cdr (car X)) (cdr (car Y)) (unify (car (car X)) (car (car Y)) (cons (list ’x1 X) nil)))
’no))))))
{unfolding:unify}
=(unify (cdr X) (cdr Y) (if (and (listp (car X)) (listp (car Y)))
(unify (cdr (car X)) (cdr (car Y)) (unify (car (car X)) (car (car Y)) (cons (list ’x1 X) nil)))
’no))
{simplify}
=(unify (cdr X) (cdr Y) (if (and (listp (car X)) (listp (car Y)))
(f3 (car X) (car Y) (f3 (car X) (car Y) (cons (list ’x1 X) nil)))
’no))
{folding}
=(unify (cdr X) (cdr Y) (if (and (listp (car X)) (listp (car Y)))
’no
’no))
{simplify}
=(unify (cdr X) (cdr Y) ’no)
{simplify}
=(if (equal ’no ’no);;;
’no
(if (equal (cdr X) (cdr Y))
’no
(if (or (var? (cdr X) xlist) (var? (cdr X) ylist))
(extend-mgu (cdr X) (cdr Y) ’no)
(if (or (var? (cdr Y) xlist) (var? (cdr Y) ylist))
(extend-mgu (cdr Y) (cdr X) ’no)
(if (and (listp (cdr X)) (listp (cdr Y)))
(unify (cdr (cdr X)) (cdr (cdr Y)) (unify (car (cdr X)) (car (cdr Y)) ’no))
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’no)))))
{simplify}
=’no
{simplify}
35
付 録C 例2の導出過程
(f1 X Y Z U)[c2 に変数記号が表れない]
=(resolve (cons (list ’not ’p1 ’x1 ’y1) (cons (cons (list ’p2 ’y1 ’x1) nil) nil)) (cons (list ’p1 X Y) (cons (cons (list ’not ’p2 Z U) nil) nil)) nil)
=(resol1 (car (cons (list ’not ’p1 ’x1 ’y1) (cons (cons (list ’p2 ’y1 ’x1) nil) nil))) (cdr (cons (list ’not ’p1 ’x1 ’y1) (cons (cons (list ’p2 ’y1 ’x1) nil) nil))) (ca
(cons (cons (list ’not ’p2 Z U) nil) nil))) nil -1)
{unfolding:resolve}
=(resol1 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(if (null (list ’not ’p1 ’x1 ’y1));;;
nil
(if (null (list ’p1 X Y))
’no
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)))
{unfolding:resol1}
=(if (null (list ’p1 X Y));;;
’no
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)))
{simplify}
=(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(if (null (list ’p1 X Y));;;
(if (equal -1 -1)
’no
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil
(car nil) (cdr nil) nil -1))
(if (equal (car (list ’not ’p1 ’x1 ’y1)) ’not)
(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil
(list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
(resol4 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)))
{unfolding:resol2}
=(if (equal (car (list ’not ’p1 ’x1 ’y1)) ’not)
(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1)
(resol4 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1))
{simplify}
=(if (equal ’not ’not)
(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
(resol4 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1))
{simplify}
=(if (if (or (atom ’not) (atom ’not));;;
(eq ’not ’not);;;
(and (equal (car ’not) (car ’not)) (equal (cdr ’not) (cdr ’not))))
(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1)
(resol4 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1))
{unfolding:equal}
=(resol3 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y)
(cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(if (equal (car (list ’p1 X Y)) ’not)
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil) (cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resol5 (cdr (list ’not ’p1 ’x1 ’y1)) (list ’p1 X Y) (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1))
{unfolding:resol3}
=(if (if (or (atom ’p1) (atom ’not));;;
(eq ’p1 ’not);;;
(and (equal (car ’p1) (car ’not)) (equal (cdr ’p1) (cdr ’not))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
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(resol5 (cdr (list ’not ’p1 ’x1 ’y1)) (list ’p1 X Y)
(list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1))
{unfolding:equal}
=(resol5 (cdr (list ’not ’p1 ’x1 ’y1)) (list ’p1 X Y) (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(resol5 (list ’p1 ’x1 ’y1) (list ’p1 X Y) (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) nil (list ’p1 X Y) (cons (list ’not ’p2 Z U) nil) nil -1)
{simplify}
=(if (equal ’no (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:resol5}
=(if (equal ’no (if (equal nil ’no);;;
’no
(if (equal (list ’p1 ’x1 ’y1) (list ’p1 X Y))
nil
(if (or (var? (list ’p1 ’x1 ’y1) xlist)
(var? (list ’p1 ’x1 ’y1) ylist))
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (equal (list ’p1 ’x1 ’y1) (list ’p1 X Y));;;
nil
(if (or (var? (list ’p1 ’x1 ’y1) xlist) (var? (list ’p1 ’x1 ’y1) ylist))
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (if (or (var? (list ’p1 ’x1 ’y1) xlist) (var? (list ’p1 ’x1 ’y1) ylist))
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:equal & simplify}
=(if (equal ’no (if (or (if (listp (list ’p1 ’x1 ’y1));;;10
nil
(if (atom xlist)
(equal (list ’p1 ’x1 ’y1) xlist)
(if (var? (list ’p1 ’x1 ’y1) (car xlist))
t
(var? (list ’p1 ’x1 ’y1) (cdr xlist)))))
(var? (list ’p1 ’x1 ’y1) ylist))
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
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(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:var?}
=(if (equal ’no (if (var? (list ’p1 ’x1 ’y1) ylist);;;
(extend-mgu (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
(if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist))
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1))
(cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1))
(car (list ’p1 X Y)) nil))
’no))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1)
(list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’p1 X Y) xlist) (var? (list ’p1 X Y) ylist));;;
(extend-mgu (list ’p1 X Y) (list ’p1 ’x1 ’y1) nil)
(if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)))
(unify (cdr (list ’p1 ’x1 ’y1)) (cdr (list ’p1 X Y))
(unify (car (list ’p1 ’x1 ’y1)) (car (list ’p1 X Y)) nil))
’no)))
(resol2 (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) (cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (and (listp (list ’p1 ’x1 ’y1)) (listp (list ’p1 X Y)));;;
(unify (cdr (list ’p1 ’x1 ’y1)) (cdr (list ’p1 X Y)) (unify (car (list ’p1 ’x1 ’y1)) (car (list ’p1 X Y)) nil))
’no))
(resol2 (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) (cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (cdr (list ’p1 ’x1 ’y1)) (cdr (list ’p1 X Y))
(unify (car (list ’p1 ’x1 ’y1)) (car (list ’p1 X Y)) nil)))
(resol2 (list ’not ’p1 ’x1 ’y1)
(cons (list ’p2 ’y1 ’x1) nil) (cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’y1) (list X Y) (unify ’p1 ’p1 nil)))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (list ’x1 ’y1) (list X Y) nil))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal nil ’no);;;
’no
(if (equal (list ’x1 ’y1) (list X Y));;;
nil
(if (or (var? (list ’x1 ’y1) xlist) (var? (list ’x1 ’y1) ylist))
(extend-mgu (list ’x1 ’y1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist))
(extend-mgu (list X Y) (list ’x1 ’y1) nil)
(if (and (listp (list ’x1 ’y1)) (listp (list X Y)))
(unify (cdr (list ’x1 ’y1)) (cdr (list X Y))
(unify (car (list ’x1 ’y1)) (car (list X Y)) nil))
’no)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? (list ’x1 ’y1) xlist) (var? (list ’x1 ’y1) ylist));;;
(extend-mgu (list ’x1 ’y1) (list X Y) nil)
(if (or (var? (list X Y) xlist) (var? (list X Y) ylist));;;
(extend-mgu (list X Y) (list ’x1 ’y1) nil)
(if (and (listp (list ’x1 ’y1)) (listp (list X Y)));;;
(unify (cdr (list ’x1 ’y1)) (cdr (list X Y))
(unify (car (list ’x1 ’y1)) (car (list X Y)) nil))
’no))))
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(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify (cdr (list ’x1 ’y1)) (cdr (list X Y)) (unify (car (list ’x1 ’y1)) (car (list X Y)) mgu))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’y1 Y (unify ’x1 X nil))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’y1 Y (if (equal nil ’no);;;
’no
(if (equal ’x1 X);;;
nil
(if (or (var? ’x1 xlist) (var? ’x1 ylist));;;
(extend-mgu ’x1 X nil)
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X ’x1 nil)
(if (and (listp ’x1) (listp X))
(unify (cdr ’x1)
(cdr X) (unify (car ’x1) (car X) nil))
’no)))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (unify ’y1 Y (extend-mgu ’x1 X nil)))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil)
(car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’y1 Y (if (binding-in ’x1 nil)
(unify (binding-in ’x1 nil) X nil)
(if (or (var? X xlist) (var? X ylist))
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (unify ’y1 Y (if (if (atom nil);;;
nil
(if (equal ’x1 (caar nil))
(cadar nil)
(binding-in ’x1 (cdr nil))))
(unify (binding-in ’x1 nil) X nil)
(if (or (var? X xlist) (var? X ylist))
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (unify ’y1 Y (if (or (var? X xlist) (var? X ylist));;;
(if (binding-in X nil)
(unify ’x1 (cdr (binding-in X nil)) nil)
(cons (list ’x1 X) nil))
(if (depend-on X ’x1 nil)
’no
(cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
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=(if (equal ’no (unify ’y1 Y (if (depend-on X ’x1 nil);;;
’no
(cons (list ’x1 X) nil))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (unify ’y1 Y (cons (list ’x1 X) nil)))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (equal (cons (list ’x1 X) nil) ’no);;;
’no
(if (equal ’y1 Y);;;
(cons (list ’x1 X) nil)
(if (or (var? ’y1 xlist) (var? ’y1 ylist));;;
(extend-mgu ’y1 Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y ’y1 (cons (list ’x1 X) nil))
(if (and (listp ’y1) (listp Y))
(unify (cdr ’y1) (cdr Y) (unify (car ’y1) (car Y) (cons (list ’x1 X) nil)))
’no))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:unify}
=(if (equal ’no (extend-mgu ’y1 Y (cons (list ’x1 X) nil)))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (binding-in ’y1 (cons (list ’x1 X) nil))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:extend-mgu}
=(if (equal ’no (if (if (atom (cons (list ’x1 X) nil));;;
nil
(if (equal ’y1 (caar (cons (list ’x1 X) nil)))
(cadar (cons (list ’x1 X) nil))
(binding-in ’y1 (cdr (cons (list ’x1 X) nil)))))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y
(cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (if (if (equal ’y1 (caar (cons (list ’x1 X) nil)))
(cadar (cons (list ’x1 X) nil))
(binding-in ’y1 (cdr (cons (list ’x1 X) nil))))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
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(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (equal ’y1 ’x1);;;
(cadar (cons (list ’x1 X) nil))
(binding-in ’y1 (cdr (cons (list ’x1 X) nil))))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y
(cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (binding-in ’y1 (cdr (cons (list ’x1 X) nil)))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (binding-in ’y1 nil)
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y
(cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (if (atom nil);;;
nil
(if (equal ’y1 (caar nil))
(cadar nil)
(binding-in ’y1 (cdr nil))))
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y
(cons (list ’x1 X) nil))) (cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{unfolding:binding-in}
=(if (equal ’no (if nil
(unify (binding-in var (cons (list ’x1 X) nil)) Y (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
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(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (or (var? Y xlist) (var? Y ylist));;;
(if (binding-in Y (cons (list ’x1 X) nil))
(unify ’y1 (cdr (binding-in Y (cons (list ’x1 X) nil)))
(cons (list ’x1 X) nil))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (depend-on Y ’y1 (cons (list ’x1 X) nil))
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (if (depend-on Y ’y1 (cons (list ’x1 X) nil));;;
’no
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(if (equal ’no (cons (list ’y1 Y) (cons (list ’x1 X) nil)));;;
(resol2 (list ’not ’p1 ’x1 ’y1) (cons (list ’p2 ’y1 ’x1) nil)
(cons (list ’p1 X Y) nil) (car (cons (list ’not ’p2 Z U) nil))
(cdr (cons (list ’not ’p2 Z U) nil)) nil -1)
(resolve (cons (list ’p2 ’y1 ’x1) nil)
(append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)))
{simplify}
=(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil))
{simplify}
=(resolve (cons (list ’p2 ’y1 ’x1) nil) (append (cons (list ’not ’p2 Z U) nil) nil) (f2 X Y))
{folding}
=(resolve (cons (list ’p2 ’y1 ’x1) nil) (cons (list ’not ’p2 Z U) nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
{simplify}
=(resol1 (car (cons (list ’p2 ’y1 ’x1) nil)) (cdr (cons (list ’p2 ’y1 ’x1) nil)) (car (cons (list ’not ’p2 Z U) nil)) (cdr (cons (list ’not ’p2 Z U) nil)) (cons (list ’
{unfolding:resolve}
=(resol1 (list ’p2 ’y1 ’x1) nil (list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
{simplify}
=(if (null (list ’p2 ’y1 ’x1));;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (null (list ’not ’p2 Z U));;;
’no
(resol2 (list ’p2 ’y1 ’x1) nil nil
(list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)))
{unfolding:resol1}
=(resol2 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
=(if (null (list ’not ’p2 Z U))
(if (equal sign -1)
’no
(resol2 (list ’p2 ’y1 ’x1) nil nil (car nil) (cdr nil)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
(if (equal (car (list ’p2 ’y1 ’x1)) ’not)
(resol3 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U)
nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol4 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U)
nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)))
{unfolding:resol2}
=(if (equal (car (list ’p2 ’y1 ’x1)) ’not)
(resol3 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol4 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{simplify}
=(if (equal ’p2 ’not);;;
(resol3 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol4 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{simplify}
=(resol4 (list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{simplify}
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=(if (equal (car (list ’not ’p2 Z U)) ’not)
(resol5 (list ’p2 ’y1 ’x1) (cdr (list ’not ’p2 Z U))
(list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{resol4}
=(if (equal ’not ’not);;;
(resol5 (list ’p2 ’y1 ’x1) (cdr (list ’not ’p2 Z U))
(list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1))
{simplify}
=(resol5 (list ’p2 ’y1 ’x1) (cdr (list ’not ’p2 Z U))
(list ’p2 ’y1 ’x1) nil nil (list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
{simplify}
=(resol5 (list ’p2 ’y1 ’x1) (list ’p2 Z U) (list ’p2 ’y1 ’x1)
nil nil (list ’not ’p2 Z U) nil (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
{simplify}
=(if (equal ’no (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’not ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:resol5}
=(if (equal ’no (if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal (list ’p2 ’y1 ’x1) (list ’p2 Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? (list ’p2 ’y1 ’x1) xlist) (var? (list ’p2 ’y1 ’x1) ylist))
(extend-mgu (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list ’p2 Z U) xlist) (var? (list ’p2 Z U) ylist))
(extend-mgu (list ’p2 Z U) (list ’p2 ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)))
(unify (cdr (list ’p2 ’y1 ’x1)) (cdr (list ’p2 Z U))
(unify (car (list ’p2 ’y1 ’x1)) (car (list ’p2 Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify}
=(if (equal ’no (if (equal (list ’p2 ’y1 ’x1) (list ’p2 Z U));;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? (list ’p2 ’y1 ’x1) xlist) (var? (list ’p2 ’y1 ’x1) ylist))
(extend-mgu (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list ’p2 Z U) xlist) (var? (list ’p2 Z U) ylist))
(extend-mgu (list ’p2 Z U) (list ’p2 ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)))
(unify (cdr (list ’p2 ’y1 ’x1))
(cdr (list ’p2 Z U)) (unify (car (list ’p2 ’y1 ’x1))
(car (list ’p2 Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (or (var? (list ’p2 ’y1 ’x1) xlist) (var? (list ’p2 ’y1 ’x1) ylist));;;
(extend-mgu (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list ’p2 Z U) xlist) (var? (list ’p2 Z U) ylist))
(extend-mgu (list ’p2 Z U) (list ’p2 ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)))
(unify (cdr (list ’p2 ’y1 ’x1)) (cdr (list ’p2 Z U))
(unify (car (list ’p2 ’y1 ’x1))
(car (list ’p2 Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
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=(if (equal ’no (if (or (var? (list ’p2 Z U) xlist) (var? (list ’p2 Z U) ylist));;;
(extend-mgu (list ’p2 Z U) (list ’p2 ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)))
(unify (cdr (list ’p2 ’y1 ’x1))
(cdr (list ’p2 Z U)) (unify (car (list ’p2 ’y1 ’x1))
(car (list ’p2 Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (and (listp (list ’p2 ’y1 ’x1)) (listp (list ’p2 Z U)));;;
(unify (cdr (list ’p2 ’y1 ’x1)) (cdr (list ’p2 Z U))
(unify (car (list ’p2 ’y1 ’x1)) (car (list ’p2 Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify (cdr (list ’p2 ’y1 ’x1)) (cdr (list ’p2 Z U))
(unify (car (list ’p2 ’y1 ’x1)) (car (list ’p2 Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify (list ’y1 ’x1) (list Z U) (unify ’p2 ’p2
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify (list ’y1 ’x1) (list Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify & simplify}
=(if (equal ’no (if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal (list ’y1 ’x1) (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? (list ’y1 ’x1) xlist) (var? (list ’y1 ’x1) ylist))
(extend-mgu (list ’y1 ’x1) (list Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list Z U) xlist) (var? (list Z U) ylist))
(extend-mgu (list Z U) (list ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’y1 ’x1)) (listp (list Z U)))
(unify (cdr (list ’y1 ’x1))
(cdr (list Z U)) (unify (car (list ’y1 ’x1))
(car (list Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify}
=(if (equal ’no (if (equal (list ’y1 ’x1) (list Z U));;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? (list ’y1 ’x1) xlist) (var? (list ’y1 ’x1) ylist))
(extend-mgu (list ’y1 ’x1) (list Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? (list Z U) xlist) (var? (list Z U) ylist))
(extend-mgu (list Z U) (list ’y1 ’x1)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp (list ’y1 ’x1)) (listp (list Z U)))
(unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
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=(if (equal ’no (if (or (var? (list ’y1 ’x1) xlist) (var? (list ’y1 ’x1) ylist));;;
(extend-mgu (list ’y1 ’x1) (list Z U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (or (var? (list Z U) xlist) (var? (list Z U) ylist))
(extend-mgu (list Z U) (list ’y1 ’x1) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (and (listp (list ’y1 ’x1)) (listp (list Z U)))
(unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (or (var? (list Z U) xlist) (var? (list Z U) ylist));;;
(extend-mgu (list Z U) (list ’y1 ’x1) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (and (listp (list ’y1 ’x1)) (listp (list Z U)))
(unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (and (listp (list ’y1 ’x1)) (listp (list Z U)));;;
(unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U))
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify (cdr (list ’y1 ’x1)) (cdr (list Z U))
(unify (car (list ’y1 ’x1)) (car (list Z U)) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (unify ’y1 Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal ’y1 Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? ’y1 xlist) (var? ’y1 ylist))
(extend-mgu ’y1 Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (and (listp ’y1) (listp Z))
(unify (cdr ’y1) (cdr Z)
(unify (car ’y1) (car Z)
(cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no)))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify}
=(if (equal ’no (unify ’x1 U (if (equal ’y1 Z);;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? ’y1 xlist) (var? ’y1 ylist))
(extend-mgu ’y1 Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (and (listp ’y1) (listp Z))
(unify (cdr ’y1) (cdr Z)
45
(unify (car ’y1) (car Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (or (var? ’y1 xlist) (var? ’y1 ylist));;;
(extend-mgu ’y1 Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp ’y1) (listp Z))
(unify (cdr ’y1) (cdr Z)
(unify (car ’y1) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) sign)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (extend-mgu ’y1 Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (binding-in ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify (binding-in ’y1
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:extend-mgu}
=(if (equal ’no (unify ’x1 U (if (if (atom (cons (list ’y1 Y) (cons (list ’x1 X) nil)));;;
nil
(if (equal ’y1 (caar (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(cadar (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(binding-in ’y1 (cdr (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))))
(unify (binding-in ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil)
(cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:binding-in}
=(if (equal ’no (unify ’x1 U (if (if (equal ’y1 (caar (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cadar (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(binding-in ’y1 (cdr (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(unify (binding-in ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
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’no
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (if (equal ’y1 ’y1)
(cadar (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(binding-in ’y1 (cdr (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(unify (binding-in ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (if (cadar (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify (binding-in ’y1
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:equal & simplify}
=(if (equal ’no (unify ’x1 U (if ’y1
(unify (binding-in ’y1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(if (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’y1 (cdr (binding-in Z (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (depend-on Z ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
’no
(cons (list ’y1 Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (unify (binding-in ’y1 (cons (list ’y1 Y) (cons (list ’x1 X) nil))) Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (unify ’x1 U (unify Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{folding & simplify}
=(if (equal ’no (unify ’x1 U (f3 X Y Z U)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
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=(if (equal ’no (unify ’x1 U (if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
’no)
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
=(if (equal ’no (if (equal Y Z)
(unify ’x1 U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 U ’no))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{distribution}
=(if (equal ’no (if (equal Y Z)
(if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal ’x1 U);;;
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? ’x1 xlist) (var? ’x1 ylist));;;
(extend-mgu ’x1 U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(extend-mgu U ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp ’x1) (listp U))
(unify (cdr ’x1) (cdr U) (unify (car ’x1)
(car U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))))
(unify ’x1 U ’no))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:unify}
=(if (equal ’no (if (equal Y Z)
(extend-mgu ’x1 U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 U ’no)))
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (equal Y Z)
(if (binding-in ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify (binding-in ’x1 (cons (list ’y1 Y)
(cons (list ’x1 X) nil))) U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(if (binding-in U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 (cdr (binding-in U
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’x1 U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (depend-on U ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
’no
(cons (list ’x1 U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(unify ’x1 U ’no)))
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{unfolding:extend-mgu}
=(if (equal ’no (if (equal Y Z)
(if X
(unify (binding-in ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil))) U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(if (binding-in U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 (cdr (binding-in U
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(cons (list ’x1 U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
(if (depend-on U ’x1 (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
’no
(cons (list ’x1 U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))))
(unify ’x1 U ’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1)
(list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (equal ’no (if (equal Y Z)
(unify X U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(unify ’x1 U ’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil)
(car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil)
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
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{simplify}
=(if (equal ’no (if (equal Y Z)
(f5 X Y Z U)
(f6 U)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{distribution}
=(if (equal ’no (if (equal Y Z)
(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
’no)
’no)))
(resol2 (list ’p2 ’y1 ’x1) nil (cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (if (equal Y Z)
(if (equal X U)
(equal ’no (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(equal ’no ’no))
(equal ’no ’no))
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{distribution}
=(if (if (equal Y Z)
(if (equal X U)
nil
t)
t)
(resol2 (list ’p2 ’y1 ’x1) nil
(cons (list ’not ’p2 Z U) nil) (car nil) (cdr nil) (cons (list ’y1 Y) (cons (list ’x1 X) nil)) -1)
(resolve nil (append nil nil) (unify (list ’p2 ’y1 ’x1) (list ’p2 Z U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil)))))
{simplify}
=(if (if (equal Y Z)
(if (equal X U)
nil
t)
t)
’no
(unify (list ’p2 ’y1 ’x1) (list ’p2 Z U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
{simplify}
=(if (if (equal Y Z)
(if (equal X U)
nil
t)
t)
’no
(if (equal Y Z)
(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
’no)
’no))
{simplify}
------------------------------------------------------------------------------------------
(f7 X Y Z U)[c2 に変数記号が表れない,(equal Y Z),(not (equal X U)),(and (listp X) (listp U)]
=(if (or (var? X xlist) (var? X ylist));;;
(extend-mgu X U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(extend-mgu U X (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))
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=(if (or (var? U xlist) (var? U ylist));;;
(extend-mgu U X (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no))
{simplify}
=(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)
{simplify}
=(if (and (listp X) (listp U))
(f5 (cdr X) (cdr U) (f5 (car X) (car U) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)
{folding}
=(if (and (listp X) (listp U))
’no
’no)
{folding}
=’no
------------------------------------------------------------------------------------
(f6 U)[c2 に変数記号が表れない,(not (equal Y Z))]
=(unify ’x1 U ’no)
=’no
-------------------------------------------------------------------------------------
(f5 X Y Z U)[c2 に変数記号が表れない,(equal Y Z),(and (listp X) (listp U)]
=(unify X U (cons (list ’y1 Y) (cons (list ’x1 X) nil))
=(if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(extend-mgu U X (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no)))))
{unfolding:unify}
=(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? X xlist) (var? X ylist))
(extend-mgu X U (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? U xlist) (var? U ylist))
(extend-mgu U X (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp X) (listp U))
(unify (cdr X) (cdr U) (unify (car X) (car U) (cons (list ’y1 Y)
(cons (list ’x1 X) nil))))
’no))))
{simplify}
=(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(f7 X Y Z U))
{distribution}
=(if (equal X U)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
’no)
------------------------------------------------------------------------------------------
(f4 X Y Z U)[c2 に変数記号が表れない,(not (equal Y Z))]
=(if (or (var? Y xlist) (var? Y ylist));;;
(extend-mgu Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z Y (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)))
=(if (or (var? Z xlist) (var? Z ylist));;;
(extend-mgu Z Y (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
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’no))
{simplify}
=(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no)
{simplify}
=(if (and (listp Y) (listp Z))
(f3 (cdr Y) (cdr Z) (f3 (car Y) (car Z) G))
’no)
{folding}
=’no
{simplify}
---------------------------------------------------------------------------------------
(f3 X Y Z U)[c2 に変数記号が表れない]
=(unify Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
=(if (equal (cons (list ’y1 Y) (cons (list ’x1 X) nil)) ’no);;;
’no
(if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z Y (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))))
{unfolding:unify}
=(if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(if (or (var? Y xlist) (var? Y ylist))
(extend-mgu Y Z (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (or (var? Z xlist) (var? Z ylist))
(extend-mgu Z Y (cons (list ’y1 Y) (cons (list ’x1 X) nil)))
(if (and (listp Y) (listp Z))
(unify (cdr Y) (cdr Z) (unify (car Y) (car Z) (cons (list ’y1 Y) (cons (list ’x1 X) nil))))
’no))))
{simplify}
=(if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
(f4 X Y Z U))
{distribution}
=(if (equal Y Z)
(cons (list ’y1 Y) (cons (list ’x1 X) nil))
’no)
-----------------------------------------------------------------------------------
(f2 X Y)
=(unify (list ’p1 ’x1 ’y1) (list ’p1 X Y) nil)
=(cons (list ’y1 Y) (cons (list ’x1 X) nil))
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