Abstract
Introduction
Ultra Wideband (UWB) is a new wireless technology promising higher data rates than the popular Bluetooth WPAN technology whilst requiring less power. Contrary to the conventional narrow band transmission of radio frequency (RF) signals for easy separation of communication services, UWB uses transmissions that have a wider spectrum spread than any other RF communications system (including Bluetooth). Originally anticipated to replace Bluetooth in the short-range wireless technology market, the Bluetooth Special Interest Group's (SIG) decision to rather adopt the ECMA-368 UWB standard as its high speed radio architecture however ensured Bluetooth's existence for some time to come. Existing Bluetooth technology may then also benefit from the bandwidth and power advantages offered by UWB with minimal functional and operational disruption. This paper forms part of a research project that aims to investigate the viability of merger points and its measurable performance advantages pertaining to Bluetooth application level data transfer rates when implementing UWB as a faster radio communications alternative, extending earlier work focusing on interference between the technologies [1] and connection setup when implementing UWB as lower layer Bluetooth communication [2] . This paper mainly focuses on the methodology used to design a system in support of the mentioned research aims.
Protocol Architectures
This section gives a quick overview of the architectures of both the Bluetooth and ECMA-368 UWB defined protocol stacks.
Bluetooth
Bluetooth [3] aimed to be the single digital wireless protocol for connecting multiple devices over short range creating wireless personal area networks (PANs). It was primarily designed for low power consumption over short distances, with Class 1 devices transmitting up to 100 meters and emitting 20 dBm, Class 2 at 10 meters emitting 4 dBm, and Class 3 transmitting at 1 meter whilst emitting 0 dBm. Bluetooth version 1.2 has a data transmission rate of up to 1 Mb/s and version 2.0 + Enhanced Data Rate (EDR) can reach 3 Mb/s. Bluetooth is a layered protocol stack, with each layer aiming to provide transparent functionality to its upper layer. Figure 1 shows an overview of the layered stack.
A Bluetooth radio module operates in the unlicensed 2.4 GHz Industrial, Scientific, and Medical (ISM) band, and avoids interference from other signals by using a spectrum spreading technique of frequency hopping between 79 available transmission channels. The radio module uses Gaussian Frequency Shift Keying (GFSK) as modulation technique. The baseband physical layer implements the Bluetooth Link Controller (LC) which manages physical channels and links whilst providing error correction, data whitening, hop selection and security services. The baseband also performs inquiry and paging to discover and access BT devices in the area and upon connection manages asynchronous and synchronous links. When two or more Bluetooth devices establish a connection, one device will take the role of master whilst the others will be slaves, forming a piconet.
Figure 1. The Bluetooth protocol stack [3]
The baseband handles two types of links: Synchronous Connection Oriented (SCO) and Asynchronous Connection-Less (ACL), compared in Table 1 . Thirteen different packet types can be used by the baseband layer, including DM1, DH1, AUX1, DM3, DH3, DM5, DH5, HV1, HV2, HV3 and DV. The baseband uses one of three error correction schemes, namely 1/3 rate FEC, 2/3 rate FEC or ARQ. Flow control is implemented via a stop indication in the return packet, and synchronization achieved by the slaves adapting their clocks to the master's. Security at the baseband layer is achieved by using a secret authentication and encryption key. A defined Link Manager Protocol (LMP) is used by the Link Manager (LM) to perform these tasks.
The Host Controller Interface (HCI) provides a command interface to the baseband LC and LM and access to the hardware status and control registers. The HCI exists across the following three sections with a functional part in each:
1. HCI driver -receives and parses asynchronous events 2. HCI firmware -implements hardware commands 3. HCI Transport Layer -layers by which the driver communicates with the host system
The Logical Link Control and Adaptation Protocol (L2CAP) provides connection-oriented and connectionless data services to various higher protocol levels whilst multiplexing between them, segmenting and reassembling packets, providing group abstraction and conveying quality of service information. L2CAP only supports best effort ACL links with data packets up to 64 kilobytes in length. Although packet-based, L2CAP functions around the concept of 'channels', with each end-point referred to by a channel identifier (CID). Segmentation and Reassembly (SAR) of packets are used to improve efficiency by supporting a maximum transmission unit (MTU). All packet fields use Little Endian byte order.
A tailored Service Discovery Protocol (SDP) enables an application to discover which services are provided by a linked Bluetooth device by either searching or browsing its service records. SDP uses a request response model where each transaction consists of one request Protocol Data Unit (PDU) and one response PDU. A service is an entity that can provide information, perform an action, or control a resource on behalf of another entity, and may be implemented as a combination of software and hardware.
The RFCOMM layer provides the emulation of (RS232) serial ports over the L2CAP protocol. Up to 60 simultaneous connections over a single session is supported, identified by a Data Link Connection Identifier (DLCI), and divided into two value spaces for both sides of a connection. The layer provides various flow control methods, but relies on L2CAP for providing reliability.
Finally the Bluetooth specification provides a number of defined profiles that describe how the different parts of the protocol stack can be applied to fulfill a desired function for a Bluetooth device, with the aim to decrease interoperability risks between manufacturers. Mandatory options and parameter ranges in each protocol layer are defined for each profile, describing a vertical slice through the stack.
Ultra Wideband
Ultra Wideband is a relatively new radio technology designed for wireless data transfers of high bandwidth and low power requirements. Ultra Wideband was traditionally accepted as pulse radio, but the Federal Communications Commission (FCC) now defines UWB in terms of a transmission from an antenna for which the emitted signal bandwidth exceeds the lesser of 500 MHz or 20% of the center frequency. The signal spreading can be achieved by using either a pulsebased system which instantaneously occupies the complete allowed bandwidth, or an aggregation of narrow band carriers, for example the Multi-Band Orthogonal Frequency Division Modulation (MB-OFDM) scheme promoted by the WiMedia Alliance 1 . The ECMA-368 [4] standard, from hereon only denoted as UWB, specifies the popular WiMedia Ultra Wideband physical layer (PHY) and medium access control (MAC) sub layer for a high-speed short range wireless network, supporting data rates of up to 480 Mb/s. The standard only defines a PHY and MAC layer to act as transmission sub layers for various different higher level protocols, like Wireless USB, Internet Protocol (IP) in the form of WiNet, and of course Bluetooth, as depicted in Figure 2 .
Figure 2. ECMA-368 UWB Protocol Stack
The standard divides the unlicensed 3.1GHz -10.6 GHz frequency spectrum into 14 bands of 528 MHz, grouped into four band groups of 3 each and a fifth band group of 2 bands. For each band a total of 110 sub-carriers (100 data carriers and 10 guard carriers) and 12 pilot sub-carriers are used in a MB-OFDM scheme. Frequency domain spreading, time-domain spreading, and forward error correction (FEC) with rates 1/3, 1/2, 5/8 and 3/4 are used to vary the data rates between 53. The ECMA-369 [5] standard specifies the interface between implementations of the PHY and MAC as specified in ECMA-368. Figure 3 shows the structure of frames transmitted by the PHY. Table 2 shows the MAC sublayer prioritized medium access schemes used for data transfer, which together with other policies ensures equitable access of the bandwidth. The MAC protocol is specified with respect to an individual device and its neighborhood forming a logical group to facilitate contention free frame exchange. These logical groups are categorized as either a beacon group or an extended beacon group.
The MAC addressing scheme includes unicast, multicast and broadcast values. Individual MAC sublayers are addressed via a EUI-48 and are associated with a volatile abbreviated address of 16 bits called a DevAddr, which is unique within the device's extended beacon group. Device discovery within radio range and network organization is achieved by the exchange of periodic beacon frames, which also carry reservation and scheduling information for accessing the medium.
When a device is enabled, one or more channels are scanned for a beacon. If one is detected, the device synchronizes its beacon period (BP) with it and uses this channel for exchanging data with members in its beacon group. If no beacons are detected in the channel, the device creates its own BP by sending a beacon. No transmissions other than beacons are permitted during the BP. To combat interference, each device has the capability to dynamically change the channel in which it operates without disrupting existing connections.
Neighboring devices exchange data frames on a TDMA basis by use of a timing structure called a superframe of 65 536 μs, depicted in Figure 4 . The superframe is composed of 256 medium access slots (MASs) of 256 μs each. Each superframe starts with a BP at the beacon period start time (BPST).
Figure 4. MAC superframe structure [4]
The MAC layer provides fragmentation for reducing frame error rate, and reliability by the use of one of three acknowledgement policies; No-ACK, Imm-ACK or B-ACK.
Security is provided by the protocol in the form of data encryption, message integrity and replay attack protection. Secure frames may be used by data frames and selected command and control frames. A 4-way handshake mechanism with pair-wise temporal keys (TPKs) based on a shared master key is used for unicast authentication, whilst multicast and broadcast frames make use of group temporal keys (GTKs). Payload encryption and message integrity codes (MICs) are generated by 128-bit symmetrical temporal keys based on AES-128. Information discovery are supported by broadcasting Information Elements (IEs) in beacon frames or requesting it in probe commands. The standard provides two power management modes, an active mode in which devices transmit in every superframe, and a hibernation mode where no data is transmitted for multiple superframes. The standard also provides a MUX sublayer for routing MSDUs to and from different coexisting higher layer protocols.
Mergence
There exist some similarities between UWB and Bluetooth as wireless communication protocols. Both operate over a short range (1 -10 m) with minimal power requirements. Although the two standards make use of different unlicensed frequency bands, it has been shown that under extreme interference conditions UWB devices may have an impact on Bluetooth networks [1] . Both UWB and BT protocols have a layered architecture. This clustering of functionality eased our aim of imposing a clean break within the BT stack to merge with the lower-level UWB stack. The HCI layer in Bluetooth provides a clear separation between upper layer BT protocol stacks, commonly implemented in software, and lower device dependant layers, commonly implemented in hardware. The interface consists of commands and events which can easily be imitated by a UWB convergence layer [2] .
A whole number of differences between the two protocol stacks need also be considered. Unlike Bluetooth's master-slave scheme, the UWB MAC services are fully distributed with all devices providing the required functions and no device acting as central coordinator, enabling UWB devices to communicate directly with each other, and not only react to a single master device. Inherently there is also a difference in the device discovery and connection setup process applied by the two standards. Whilst Bluetooth make use of page scanning, UWB uses beacons in a beacon period. In Bluetooth's piconet with single master scheme, TDMA based channel access is also handled differently than with UWB's prioritized medium access schemes based on TDMA and CSMA. With Bluetooth's multiple piconet network topology all devices in range are synchronized and visible and don't require explicit scanning to be discovered.
It has also been recommended that stop-and-wait flow control in Bluetooth's L2CAP layer is disabled when implementing UWB as physical transmission layer, for receiving UWB devices will not be able to acknowledge packets before its own DRP reservation [2] .
Methodology
The scope of this project is restricted to conditions where UWB is applied as physical transport layer for upper layer Bluetooth data transmissions, and not other Bluetooth housekeeping tasks like device discovery and connection setup. For these purposes a compliant Bluetooth connection were configured between two Bluetooth enabled computers under the open source Linux operating system [6] . BlueZ [7] is the official Bluetooth stack for Linux and has been included in the Linux kernel since version 2.4.6. The BlueZ stack supports all core Bluetooth layers between the application layer and baseband layer shown in Figure  5 .
By modifying the open source BlueZ files the HCI commands sent to the HCI sublayer by upper layer L2CAP and SCO implementations were hijacked and routed to a UWB convergence implementation for transmission over a UWB subsytem. Similarly lower level HCI events were spoofed to the L2CAP and SCO layers by the UWB convergence implementation upon receiving packets from the UWB subsystem.
Figure 5. BlueZ Linux Bluetooth protocol stack [8]
Despite various efforts at the time of starting this project, affordable Ultra Wideband hardware could just not be obtained due to manufacturers not having a research program in place and concerned only with high volume commercial prospects. To compromise, the implemented Linux UWB stack [9] were modified to route its physical layer data over an existing gigabit Ethernet connection, allowing for upper layer UWB MAC operation to still be performed on the UWB data, with the shortfall of realistically imitating UWB radio operations. Figure 6 gives an overview of the implemented system design, followed by a more detailed look at its operation.
Figure 6. Implemented system diagram
Prior to testing, all drivers were loaded and both the Bluetooth and simulated UWB links were set up. A simulated radio controller was added to the Linux UWB driver system by spoofing a uwb_dev and uwb_rc structure to be registered with the driver. The UWB simulator generates the minimum responses to fake a UWB Radio Controller to the UWB driver, whilst dropping packets at random (dependant on a predefined rate) to simulate interference. Medium access contention and transceiver distances were not simulated. A thread waking up periodically to handle transfers simulates a DRP channel.
To generate valid Bluetooth data for performing the desired tests, a test program has been developed according to proposed Bluetooth user level methods [10] . This program access the Linux Bluetooth subsystem via socket connections for sending and receiving either asynchronous ACL data over the L2CAP layer or isochronous SCO streaming data over BlueZ's SCO implementation. The modified L2CAP and SCO layers then pass the data buffers on to the UWB convergence layer after adding a header containing specific data to spoof an HCI connection on the receiver's side. Specifically calls made to the hci_send_acl() function in the l2cap.c file and hci_send_sco() function in the sco.c file were targeted. To propagate data back into the Bluetooth system, a new HCI connection is set up upon a receiving event by using and removing the added header data followed by calls to either the 
functions.
The UWB convergence layer in turn makes direct calls to the Linux UWB driver to send and receive data through the modified UWB stack. The simulated Radio Controller (RC) encapsulates and sends the UWB RC's frames over the Ethernet connection link from computer A to B, where it is introduced back into B's UWB driver via an RC notification, and propagated back up to the UWB convergence layer through callback functions.
A UWB link control application were also developed to interface the UWB convergence and UWB simulation drivers and enable/disable packet routing over the UWB subsystem at runtime to ease comparison of the obtained effects.
Results
Although the aim of this paper was to focus on system design in section III, some results obtained are listed here to prove its functionality. Figure 7 shows a comparison between the measured transfer speeds of asynchronous ACL data over a traditional Bluetooth only link using DH3 packets against that obtained from the implemented BToUWB system link. The BlueZ L2PING command were used to measure the turnaround time for different sized data packets between the two systems in Figure 6 . 
Conclusion
Assuming that the simulated UWB link may closely resemble a real life UWB connection, the obtained results show that a Bluetooth connection will benefit from a UWB physical transmission layer for all ACL packet sizes. If UWB connection setup and communication require less power than performing these tasks through a Bluetooth connection, the selection policy for such data routing would be to route all data over the UWB subsystem.
The system design showed that UWB mergence into the Bluetooth stack is indeed possible at the HCI layer, and with a true UWB radio controller this system may be re-applied to obtain even more realistic measurements.
Future Work
The system proposed in this paper contains some inherent shortfalls. Using a simulated UWB radio link in place of a real UWB implementation poses a number of limitations on the undertaken research and results obtained, including insufficient real life imitation of interference, true transfer speeds and most of all the effects of distance between transceivers. The encoding, medium contention, modulation and frequency spreading operations performed by the physical layer were also not simulated.
Due to the incorporation of UWB as physical layer in the Wireless Universal Serial Bus (WUSB) specification, affordable commercial UWB hardware has become readily available in the form of WUSB dongles as of 2008. These devices were acquired and are currently being implemented to obtain even more realistic results to be published shortly [11] .
Discovery of nearby devices and establishing a primary connection between two wireless devices were solely performed by the traditional proven Bluetooth methods and Bluetooth radio subsystem. Utilizing the UWB physical layer for some or all of these tasks may provide even more advantages in terms of connection setup speed and device power saving.
UWB connection setup and hibernation may be left to be completely handled by the UWB subsystem, or enabled under Bluetooth control upon a UWB service discovery. Power requirements and connection setup and wakeup speed will all be factors to consider upon investigating an optimal solution for these challenges
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