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PROJECT SUMMARY 
Objectives. The goal of this research is to develop a holistic framework for engineering dependable 
computing and communications software. The framework establishes collaborative mechanisms by which 
existing software development tools and models (and the artifacts produced by those tools and models) will 
work together with greater efficiency and effectiveness to produce dependable software. The objectives are 
to improve the efficiency of software development processes and to directly improve developed software's 
reliability, availability, quality, and safety. 
Intellectual Merit. Volumes of software engineering research have been conducted with the aim of 
developing or improving individual aspects of software development such as: research into software 
evolution models, requirements engineering, risk and cost estimation, software reuse, prototyping, testing, 
software integration, software maintenance, re-engineering, performance analysis, domain analysis, 
architecture design, etc. However, there has been comparatively little research investigating holistic 
models of how these various threads and processes could (and should) most efficiently and effectively 
interact to produce dependable computing and communications software. Establishing a holistic 
framework for software engineering where the dependencies (both type of dependency and degree of 
dependency) between software development artifacts can be visualized, reasoned with, and leveraged 
promises to provide new mechanisms whereby software processes and products can be made more 
dependable. 
Broader Impact. Establishing such a framework promises to provide improved interoperability 
between these processes, enabling complex software to be produced more efficiently and reliably with 
improved quality. Additionally, the existence of such a framework enhances the discovery of new 
dependencies among the different aspects of the software engineering process. The holistic framework 
would help software engineers to discover process improvements that would provide product integrity with 
respect to those dependencies. 
Methods. Constructing the framework requires development of a software development tool 
ontology and integrating that ontology within a software evolution system that provides strong version 
control of all artifacts produced during system development as well as tracking the dependencies among 
artifacts. Integrated into the evolution system is Quality Function Deployment (QFD), a quality 
methodology used widely in other (non-software) engineering disciplines to embed quality into the entire 
engineering process and product. The artifacts to be controlled in the holistic framework vary in both 
purpose and format ( e.g., organizational policy and vision documents, business case documents, 
development plans, status assessments, user's manuals, requirements and specifications, customer 
interviews, meeting minutes, code, software documentation, software architecture documents, unit tests, 
test cases, test results). 
Research considerations required to establish the holistic framework include identifying standards 
for representation and interpretation of information (e.g. tree structure), object models, term algebras, 
inference rules, etc., establishing a communications medium ( e.g. net, databases, publish and subscribe 
with CORBA, object mechanisms using XML, etc.), accounting for process order ( e.g. sequential, parallel, 
hybrid), providing missing data, accounting for ambiguity of inputs and outputs, accounting for conflict 
resolution between models, and providing for extensibility. 
After the holistic framework is established, this research will seek to improve the efficiency and 
effectiveness of software development in a number of ways. First, the entire process of software 
development will become more automatic. As long as model/tool inputs and outputs can be supplied 
through the holistic model, different tools will be able to interact automatically, with reduced involvement 
by the software engineer. Second, because all artifacts within the holistic model are tracked together as a 
large dependency graph, it is possible to extract select "slices" of the dependency graph for particular 
purposes, allowing more "focused" development, analysis and improvement ( e.g. a slice that represents the 
greatest risk to the project) so that prototyping and analysis effort is not wasted on developing artifacts that 
are already well defined, understood, or successfully implemented in previous versions. 
The improvements in dependability provided by the holistic framework will be measured on the 
HDCP Testbed by comparing the dependability of the software artifacts produced by tools integrated 




C.l Objectives and Significance. 
The proposed research is an investigation into the development of a Holistic Framework for Software 
Engineering (HFSE) that establishes mechanisms by which existing software development tools and 
models will interoperate to produce dependable computing and communications software. The 
immediate goal of this research is to determine if such a framework is theoretically and practically 
feasible and if so, to develop the methods and principles needed to realize such a framework and the 
associated computer aids. The long-term goals of this research are to improve the efficiency of 
software development processes and to improve developed software's reliability, availability, quality, 
and safety by establishing a framework that allows existing software engineering process models (and 
tools supporting those models) to seamlessly interact. A great deal of software engineering research 
has been conducted with the aim of developing or improving individual aspects of software 
development. Examples include research into software evolution models, requirements engineering, 
risk and cost estimation, software reuse, prototyping, testing, software integration, software 
maintenance, re-engineering, performance analysis, domain analysis, architecture design, etc. 
[LUQI89, 90, 91], [HARN99 a,b,c], [NOGU00], [IBRA96], [BADR93], [BERZ97], [DAMP94], 
[YOUN0 I]. Typically, these individual aspects of software development revolve around the software 
engineer and rely on that engineer to provide any needed interface between different development 
models and tools (see figure C-1 ). 
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Figure C-1: Typical Software Development Process Interaction 
However, with limited exception [RATI98], [K.RUC96], [KADI92] there has been relatively little 
research into holistic models to define how these various threads and processes could (and should) 
most efficiently and effectively interact to produce dependable computing and communications 
software. Currently, there is inadequate communication of dependability (reliability, availability, 
quality, and safety), risk, and requirements across disjoint tools and models. The development of 
such a holistic framework promises to provide seamless interoperability between these processes 
allowing complex software to be produced more efficiently and reliably with improved quality. 
Additionally, the existence of such a :framework enhances the discovery of new dependencies among 
the different aspects of the software engineering process. It will enable software engineers to 
discover process improvements, which provide product integrity with respect to those dependencies. 
The long-term goal of this research is to support all aspects of software engineering; however, the 
immediate goal is to demonstrate the feasibility of integrating a selected subset of models and tools 
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using a holistic framework and demonstrating the improvements in the dependability of the produced 
artifacts on the High Dependability Computing Program (HDCP) Testbed [HDCP02]. 
Central to this holistic view is software evolution. A software evolution system must provide strong 
version control of all artifacts produced during system development as well as tracking the 
dependencies of artifacts. The tracking of dependencies requires tracking both the type of 
dependency (e.g., input-output, parent-child, risk, safety, security, etc.) and degree (strength and 
direction) of an established dependency. In today's distributed development environments, a mature 
evolution control system must support collaboration between multiple users at multiple sites, support 
concurrent updates that split development threads into parallel variants, provide mechanisms for 
notification when changes made by one developer affect the work of another, and when appropriate, 
provide guidance for decoupling or serialization when on-going work of one developer would be 
counter-productive to attempted work by another. The artifacts to be controlled vary in both purpose 
and format. Examples include: organizational policy and vision documents, business case documents, 
development plans, evaluation criteria, release descriptions, deployment plans, status assessments, 
user's manuals, requirements and specifications, customer interviews, meeting minutes, code, 
software documentation, software architecture document, unit tests, test cases, test results. The 
formats vary as well: data base entries, text documents, spreadsheets, images, drawings, audio files, 
video clips. A goal of the 1-IFSE is to establish positive control and integration over this diverse set of 
information. A research issue is the extent to which the content of these documents must be 
formalized to conform to the framework ontology to enable the evolution control system to automate 
the services described above. 
By relating inputs and outputs of various software process models through an evolution interface that 
attaches and records the dependencies among evolution artifacts [HARN99], information required by 
various processes can be automatically generated and obtained as needed (see figure C-2). Such a 
model requires interaction between a GUI, an evolution control component, and an object model 
component. The Evolution Model and Object Model interact with subordinate software development 
tools and processes. There are numerous research considerations that must be addressed when 
establishing this higher level holistic framework. These include identifying standards for 
representation and interpretation of information, establishing the medium of communications, 
accounting for process order, providing missing data, accounting for ambiguity of inputs & outputs, 
accounting for conflict resolution between models, and providing for extensibility. 
Figure C-2: Holistic Model of Software Process Interaction 
One way of developing this evolution interface is by extending an existing Software Evolution model 
with Quality Function Deployment (QFD) to introduce a continuum of dependencies between 
software artifacts [HAAG96]. Existing models rely on predefined artifacts and limited dependency 
tracking. A QFD continuum separates relevant dependencies/priorities from noisy data and is an 
improvement over current models [HARN99c] that only provide primary and secondary dependencies 
with no articulation as to importance or strength of the dependency to the rest of the design. It is also 
useful to distinguish the types of the dependencies, to provide enough semantics and enough standard 
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interpretations for the dependencies to enable tools to take sensible automatic actions based on them. 
Such extensions improve the vertical, horizontal, and temporal dependency graph between software 
artifacts ( e.g. horizontal: requirement 1.2 to requirement 1.2.1; vertical: specification 1.2 to test case 
3.4; temporal: reuse component 4.2 of version 1.0 to reuse component 4.2 of version 1.1). 
Next, it is necessary to develop an interaction framework between the subordinate process models and 
the extended evolution model. One promising approach is to use an Object-Oriented Model for 
Interoperability (OOMI) for resolving representational differences between heterogeneous systems 
[YOUN0l]. This approach establishes a Federation Interoperability Object Model (FIOM) that 
allows interaction between the objects of existing heterogeneous systems. By establishing such an 
object federation between existing process models ( or their tools) and then integrating that federation 
with the extended evolution model, inputs and outputs between the subordinate models ( or tools) will 
be available to each other while at the same time reporting that interaction to the extended evolution 
model. The framework ontology provides mappings between the subordinate models that preserve at 
least those properties upon which the associated tools depend. The success of this research will help 
clarify the tradeoffbetween interoperability via conformance to a single global data standard versus 
the use of multiple representations, ontologies, and translations as supported by the FIOM approach. 
We are investigating this approach because global agreements on standards arc nearly impossible to 
achieve in complex domains like software development, and they appear to be unnecessary. The 
purpose of a FIOM ontology is to identify the localized agreements and correspondences necessary at 
each tool boundary. This approach is attractive because the localized agreements are independent of 
each other and each is much simpler than a global data standard would be. In addition, this approach 
accommodates local representations that are optimized for particular tools. 
Once the evolution model has been extended and an interaction framework established, it will become 
possible to improve the efficiency and effectiveness of software development in a number of ways. 
First, the entire process of software development will become more automatic. As long as model/tool 
inputs and outputs can be supplied through the holistic model, different tools will be able to interact 
automatically, with less involvement by the software engineer. Second, because all artifacts within 
the holistic model are tracked together as a large dependency graph, it is possible to extract select 
"slices" of the dependency graph for particular purposes, allowing more "focused" development. For 
example, since the holistic model interacts with existing process models for software risk, reuse, 
testing, etc; it will then be possible to extract a "slice" of the entire dependency graph (a slice that 
represents the greatest risk) so that prototyping and analysis effort is not wasted on developing 
artifacts that are already well defined, understood, and/or successfully implemented in previous 
versions. Similarly, such an approach can be undertaken with "dependability" as the slicing 
constraint. Slices could be extracted from the entire software design related to any one or 
combination of: reliability, availability, quality, and safety. This would allow the software engineer 
to visualize and focus on just those aspects of the design related to their immediate concern. 
C2. Research Hypothesis. We propose that it is feasible to integrate a selected set of software 
development tools or models through application of a Holistic Framework for Software Engineering 
(HFSE), where: 
• The HFSE consists of a QFD extended Software Evolution model integrated with a Federation 
Interoperability Object Model of subordinate software development tools/models. 
• The integrated tool/model set provides additional interoperability (i.e., additional data exchange 
and joint task execution) beyond that interoperability available prior to the application of the 
HFSE to the set. 
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• The integrated tool/model set produces computing and communications software that is more 
dependable as measured by metrics related to reliability, availability, quality, and safety 
evaluated on the HDCP testbed. 
C3. Expected Contributions. The most important original contribution to the field of Software 
Engineering that this research proposes is to establish a Holistic Framework for Software Engineering 
that will enable integration of independently developed software development tools/models into an 
integrated process and computer aided environment for addressing the entire software development 
problem. This will tie together and transfer into practice many important localized advances that have 
been developed by the entire software engineering research community over the past several years. 
We believe this is a very important undertaking at this time because research in this field as a whole 
has produced relatively small improvements in software development practice. An ability to bridge 
the gaps between isolated and on the surface somewhat incompatible advances to produce a smoothly 
orchestrated whole should help the community regain its collective credibility and show that software 
can indeed attain high dependability in practical products with the help of scientifically based 
methods. Embedded within this general goal are several more specific proposed contributions: 
• Identify and characterize the aspects of individual software development process models and 
tools within a holistic framework. Establish an ontology for the domain of software 
engineering development tools and models. 
• Embed Quality Function Deployment with.in the Relational Hypergraph Software Evolution 
Model providing a continuum of dependency types and degrees between software 
development artifacts. 
• Apply the Object-Oriented Model for Interoperability for heterogeneous systems to an entirely 
different domain by establishing a Federation Interoperability Object Model (FIOM) between 
software development process models and tools. 
• Integrate the extended evolution model and the FIOM establishing a holistic framework for 
software engineering. 
• Validate that the HFSE produces more dependable software on the HDCP testbed with 
measured improvement in software availability, reliability, safety, and security. 
C4. Criticisms. 
We respond to two antithetical criticisms of this proposed research. First, that the research is unachievable 
because of its character and scale -- that it could be likened to the still unsuccessful search for a Unified 
Field Theory in physics. Second, that the research is too trivial because the Rational Software Corporation 
in the development of their tool suite has already accomplished it. To allay these criticisms, consider why 
this research is :fundamentally different from either of these cases: 
C4.1 The Unified Field Theory. 
In Physics, the Unified Field Theory is an attempt to describe all fundamental forces and the relationships 
between elementary particles in terms of a single theoretical framework. It is well lmown that the fields that 
mediate interactions between separate objects can be described as forces. In the mid-1800's Maxwell 
formulated the first relativistic field theory during his work with electromagnetism. In the early 1900's 
Albert Einstein developed general relativity, which led to a relativistic field theory for gravitation. Next, 
Einstein and others attempted to construct a unified field theory in which electromagnetism and gravity 
would emerge as different aspects of a single fundamental field. After thousands of man-years of effort, the 
search for a unified field theory still eludes the best minds in physics. 
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So, why is this research (seeking a unifying theory for software engineering) any different than the 
unsuccessful attempt at specifying a unified field theory? The answer lies essentially in the character of the 
problem. The physicists are searching for unifying characteristics within nature. Those characteristics 
either exist or not; they can either be found or not. On the other hand, this software engineering research is 
devoted to characterizing human processes and activities. We already know the processes and activities 
exist. We also know that those processes and activities are already unified by the human (recall figure C-1 ). 
What remains, is simply to demonstrate that humans do not have to be the single unifying factor, that it is 
possible to develop a construct which will provide the unification and act as a proxy for external human 
interaction (recall figure C-2). Now accepting.that the character of the problem is achievable, there is still a 
problem of scale -- attempting to unify all software development tools and models would require man-years 
of effort. Therefore initially, this research will only seek to formulate a framework that could be used to 
unify any/all software development tools and models, and to demonstrate its effectiveness on a subset of 
manageable size as a first step. 
C4.2 The Rational Unified Process. 
To date, Rational Software Corporation has done the greatest amount of work in attempting to establish a 
unified set of tools for software development. Their suite of tools provides a great deal of automation for 
many aspects of software development. The Rational Unified Process relies on unifying process, people, 
and tools into a management and teclmical perspective [KRUC96]: 
Management Perspective 
(;




Figure C-3: Rational Unified Process [KRUC96] 
However, the Rational Unified Process differs from the HFSE approach in three significant ways: 
• Over-reliance on people and process as unifying factors. 
• Use of only a closed set of specific proprietary tools. 
• Configurability of the tool set. 
While the Rational development process unifies specific tools through people and process (and procedures 
and artifacts), the HFSE unifies any tools for people, independent of process. In other words, the Rational 
process is overly reliant on people and process to be the unifying factor between their specific set of tools. 
The result is a labor-intensive process that depends on people to perform integration tasks that we seek to 
automate. The HFSE is not dependent on any specific set of tools and instead will allow developers to 
unify the tools with which they are most familiar. Finally, it is noteworthy that the Rational Process is 
configurable [RATI98]. The HFSE will be configurable as well; however, as Rational provides a suite of 
tools where an organization "turns-off' that functionality which it does not use or is not applicable, users of 
the HFSE will "build-up" their configuration by adding only those tools which are useful. In other words, 
the Rational Process is configurable only as long as software engineering is restricted to subsets of the tools 
C-5 
PROJECT DESCRIPTION 
provided by Rational (and a few Microsoft office tools for which they have accounted) while, the HFSE 
will accommodate an open universe, including tools that have not been developed yet. This difference is 
significant because there exists many software engineering research results that have not been incorporated 
into the Rational tool set, and there are still many essential open problems that remain to be solved by 
future research. Extensibility of the unified process is essential for future progress. 
CS. Research Plan, Methods & Results. 
Conducting this research consists of executing the following major tasks: 
• Identify characteristics of individual software development process models and tools that must be 
accounted for within the holistic framework. Develop these characteristics into an ontology for 
software development tools and models (see C5.l below) 
• Embed QFD in the Relational Hypergraph Software Evolution Model [HARN99] (see C5.2 
below). 
• Apply the Object-Oriented Model for Interoperability for heterogeneous systems [YOUN0l] to 
establish an interoperability federation between software development process models (see C5.3 
below). 
• Integrate the extended Evolution model and the object federation. 
• Prototype the HFSE. Develop a working prototype of the HFSE on the High-Dependability 
Computing Program (HDCP) testbed (see C5.4 below). 
• Apply the HFSE to a selected set of tools on the HDCP testbed. Gather evidence that the 
interoperability of the integrated tool set is improved. Measure improvements in the 
dependability of developed software artifacts. 
The PI will undertake the research for a period of 4 years with the support of several graduate students ( at 
least 3 PhD and 6 Masters students). 
CS.l Characterizing Tools & Models. 
The first step in this research is to identify and define the characteristics of software development process 
models and tools so that they can be used to properly extend the Relational Hypergraph Software Evolution 
Model and be used to properly construct the Object Federation. The approach to this portion of the 
investigation is to analyze the structure, inputs, and outputs of a collection of individual tools. An approach 
that may be useful here is to perform a domain analysis ( of this subset of tools) and produce a feature 
model of that domain [CZAR00]. Next, consider these attributes in the context of the objects defined in the 
Evolution Model, their common characteristics and structures as described by Category Theory, and the 
objects needed for establishing an Object Federation. Using this comparison, abstract, organize and 
holistically define their essential characteristics within an ontology [USCH96]. Finally, analyze a larger 
body of tools in an attempt to identify any tools or models that could not be represented within the current 
definitions and modify the ontology to account for them. 
Category Theory. The application of Category Theory is a useful approach for the comparison of related 
structures. Categories are applicable throughout mathematics, particularly in the areas of set theory and 
topology. Categories are formulated in order to place mathematical objects and mappings between these 
objects within a similar framework. Categories consist of a class of objects (mathematical structures), a 
class of morphisms (the mappings between the objects), and a set of axioms that govern the mappings 
between objects [KRJS81 ], [LA WV98] particularly with respect to properties and structures that must be 
preserved by the mappings. Since this initial investigation and comparison of tools is designed to identify 
applicable mappings between the tools, Category theory (and its notation) will be a useful tool for 
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performing this comparison because it provides mathematical constructs which can be used to 
mathematically describe the mappings of objects in one tool/model to similar ( or related) objects in other 
tool(s)/model(s). In other words, Category Theory will be used to provide the mathematical framework and 
notation for describing objects integrated by the HFSE as well as describing how the HFSE acts on objects. 
Evolution Objects. Ham's Software Evolution model [HARN99c] uses a Relational Hypergraph to 
establish dependencies and links between key activities/artifacts of a software development effort. In the 
relational hypergraph, activities and artifacts affected by the software evolution process are called software 
evolution objects and consist of"Steps" and "Components." There are eight types of steps (e.g. Software 
prototype demo step (s-C), issue analysis (s-I), etc.) and eight types of components ( e.g. Criticisms (C), 
Issues (I), Requirements (R), etc.). The relational hypergraph uses a hierarchical refinement to link these 
objects and establish dependencies (both primary input dependencies and secondary input dependencies) 
between the objects. 
During the comparison of tools, it will be necessary to deterniine whether or not existing evolution objects 
and dependencies are sufficient (in scope and behavior) to address all the essential characteristics of all the 
tools. If not, then additional objects will be required. The underlying model has been designed with open 
abstract classes to represent dependencies and should be able to accommodate such refinements 
[BADR93], [IBRA96]. Steps and Components are open abstract classes and while eight relevant specific 
publishers have been identified, but there may be a need for more. A goal of this research is to find the 
simplest refinements sufficient to support the HFSE. 
Object-Oriented Analysis and Design (OOAD). Young's Object-Oriented Model for Interoperability 
[YOUN0l] relies on OOAD to establish a federation of objects for interoperability between heterogeneous 
systems. When comparing the characteristics of the tools, it will useful to deterniine whether or not such a 
model is sufficient to address all the essential characteristics of all the tools. A way of doing this is to 
delineate a tool interaction architecture and compare it to Young's interaction architecture. Such a 
comparison will help determine whether the model is sufficient and if it is not, to identify what refinements 
are needed. 
CS.2 Embedding QFD in the Relational Hypergraph Software Evolution Model. 
The next major task towards developing the HFSE is to embed QFD within the Relational Hypergraph 
Software Evolution Model. 
Relational Hypergraph Software Evolution Model. As previously discussed, Ham establishes a 
Relational Hypergraph model (RH model) to describe Software Evolution. This model establishes 
dependencies and links between key activities/artifacts of a software development cycle and also 
between sequential iterations of cycles. The model allows the development of tools to manage 
both the activities in a software development project and the products that those activities produce. 
In the relational hypergraph, activities and artifacts affected by the software evolution process are 
called software evolution objects and consist of "Steps" and "Components." The relational 
hypergraph uses a hierarchical refinement (Top-level objects, refined objects, atomic objects) to 
link these objects and establish dependencies (both primary dependencies and secondary 
dependencies) between the objects. 
Dependency Rules are recorded within the object attributes. For instance, step attributes might 
consist of: version and variation number, status, skills and levels, security level, predecessor, 
priority, deadline, estimated duration, earliest start time, finish time, evaluation, manager, 
organizer, evaluator. Component attributes might consist of: version and variation number, 
hypertext, code, data, pictures, charts, movies, etc. Figure C-4 illustrates a portion of a relational 
hypergraph for a Software system. An example of a dependency rule is that the skills and levels 
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Figure C-4: Sample Relational Hypergraph [HARN99c] 
Software Quality Function Deployment. QFD was originally developed in Japan in the mid 
1960's as a "requirements based" methodology that ensures that the "Voice of the Customer" is 
deployed throughout the product design and manufacturing process. The Japanese application of 
QFD in the 70's is often cited as a primary factor that allowed them to dominate the global 
automobile industry for almost a decade and in the early 80's it was the US application ofQFD 
that allowed the US automobile industry to recapture its lost global market-share [CLAU88] & 
[HAUS88]. Since then, the use ofQFD has been extended to the entire US manufacturing 
industry as a means of ensuring products meet customer requirements. In the cases where QFD 
has been used for software development [BETT90], [DEAN92], [ERJK.93], [HRON93], 
[LAMI95], [SHAR91], [THAC90], [WASS93], [ZULT90, 92] , cited benefits ofSQFD include 
[HAAG96]: 
• Fosters better attention to customers' perspective. 
• Creates better communication among departments. 
• Provides decisionjustification. 
• Quantifies qualitative customer requirements. 
• Represents data to facilitate the use of metrics. 
• Facilitates crosschecking. 
• A voids the loss of information. 
• Reaches consensus of features quicker. 
• Reduces product definition interval. 
• Can be adapted to various SDLC (Software Development Life Cycle) methodologies. 
In the last bullet, the words "Can be" are very telling -- while QFD "can be" adapted to various 
SDLCs, to date, it has not been. During the earlier cited survey, all major software vendors (even 
those that use SQFD) perceived that the requirements-gathering tools in their respective SDLC 
methodologies were not adequate. 
QFD ensures that the "Voice of the Customer" is deployed beyond the requirements capture phase 
of the design and is fully embodied in the product specification, architecture, and production 
phases of the process. QFD is a stepwise process with results recorded in matrices that are 
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sometimes known as "Houses of Quality" (illustrated at Figure C-5). At its highest level, QFD 
consists of the following steps: 
a. Stakeholder Requirements are solicited and recorded on the left y-axis. 
b. In cooperation with stakeholders, the requirements are then converted to 
technical and measurable statements of the software product and recorded on the 
top x-axis as specifications. 
c. The stakeholders then complete the correlation portion of the matrix by 
identifying the strength of the relationships between the requirements and 
specifications. 
d. Based on the stakeholder surveys, the priorities for the requirements are 
established and listed down the right y-axis. 
e. Relationships ( and the strength of correlation) between specifications are 
identified :111d recorded across the top (the roof) of the matrix. 
f. Specification priorities are obtained by multiplying the stakeholder requirement 
priority and the correlation value of specific specifications. These are recorded 
along the bottom of the matrix. 
g. Competitors' products can be benchmarked against either the customers' 
requirements or the technical specifications. 
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Figure C-5: First Level QFD Matrix -- The "House of Quality" 
However, the real strength of the QFD methodology occurs after the completion of the highest-
level matrix. As the project continues, additional sub-matrices are established, each of which 
establishes dependencies with the original stakeholder requirement priorities. This provides 
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Embedding OFD within the Relational Hypergraph Software Evolution Model. Actually 
embedding key portions of the QFD methodology within the relational hypergraph model 
requires an in depth examination of requirements prioritization, requirements uncertainty, 
project risk, performance trade-offs between software specifications, and appropriateness of 
software metrics to measure out-comes. Next, a determination must be made to add additional 
objects or to simply add additional attributes to the hypergraph model to account for QFD 
dependencies. The priority weightings that form the core of QFD can be captured as edge 
weights in the Relational Hypergraph model. After the Evolution Model is extended with the 
QFD methodology, the model must be integrated with the Federation Interoperability Object 
Model of subordinate software development models and tools. The hypergraph requirements 
model has been integrated with the IBIS (Issue Based Information System design) model 
[IBRA96]. This model links the requirements to their rationale, which consists of the positions 
of various stakeholder groups on the relevant requirements issues, and is useful for negotiating 
and resolving differences on requirements issues between different stakeholders. This is a 
qualitative model. One of the objectives in integrating the hypergraph model with QFD is to 
provide quantitative models of priorities that are sensitive to dependencies and disagreements 
among stakeholders. One of the weaknesses of Q[D is its general treatment of the 
requirements as independent entities in the mathematical analysis. In reality, requirements are 
subject to a complex set of interdependencies that are captured by the hypergraph model. We 
propose to integrate both aspects . 
CS.3 Federation Interoperability Object Model. 
Establishing the FIOM. Young [et al] presents an Object-Oriented Model for Interoperability 
(OOMI) of heterogeneous systems [YOUN0l]. He developed his model for use in establishing 
interoperability of military C4I systems. However, this same model can be applied to a 
different domain -- the interoperability of software development tools and models. The OOMI 
relies on the collection ofreal-world entities used to define the interoperation of a specific 
collection of systems, which is called a Federation Interoperability Object Model (FIOM). The 
study and analysis of specific tool and models (undertaken in paragraph C5 .1 above) will serve 
a second purpose for this research: providing an object framework from which to build a 
FIOM. It will be possible to construct a partial FIOM that contains all of the normal 
relationships between classes, packages, interfaces, and other elements used in the software 
process models and tools. 
Model Interaction. The FIOM will provide the mechanism for subordinate model interaction in 
the HFSE. At run-time, wrapper based translators in the FIOM provide interaction between 
subordinate models. 
Ontologies. Another key part to this research is an investigation into the usefulness of 
ontologies in helping to provide a common view of the domain. Ontologies provide the 
effective representation ofrelations (similarities and differences, interacting via compatible 
translation, transformations) between representation of corresponding concepts in different 
systems. This is especially important when corresponding concepts are not exactly the same, 
but contain subtle differences. Young's model is an attempt to represent ontologies in an 
incremental and computationally useful way. The research for the HFSE will consider whether 
the full strength of ontologies is needed in this context. Although ontologies can provide extra 
power, they also have extra costs and complexity. The key capability that the framework must 
provide is the ability to provide a view of the data conforming to the API used by the consumer 
tool when the format/ API provided by the producer tool may be different. The role of the 
ontology is to enable the framework to determine how the data must be transformed (if at all) 
at the boundaries between tools to enable the tools to seamlessly work together. 
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CS.4 Experimental Design and Testbed utilization. 
Over the four years in which this research would be undertaken the research will require 
increasing use of the HDCP testbed to validate the work and to demonstrate measurable 
improvements in dependability. The HDCP testbed is described as [HDCP02]: 
"This HDCP testbed will be a rough analogue of the evolving ISS LAN with 
representative servers/clients. It will consist of several server computers and network 
components with a range of client-side computers. The testbed will provide hardware and 
software infrastmcture suitable for mnning software and networking dependability 
experiments. This infrastructure will be accessible from both NASA Ames Research Park 
and remotely through the internet. 
Dependability attributes whose investigations might be supported on this testbed include: 
• Failure tolerance 
• Isolation of propagating failure modes 
• Elimination of common-mode failures 
• Ease of system resource/redundancy management (transparent reconfiguration) 
• Computational and data communication reliability and error tolerance 
• Sustaining minimum performance levels 
• Measurable confidence of the successful propagation of high priority (i.e. 
critical) packets in a medium oflower priority packets 
• Measurement of risk and changes in risk as a function of system software 
configuration changes 
• Security 
This HDCP testbed, like an actual Mission Project, is expected to include an adaptation 
of MDS 1• This testbed could be used to address a wide range of dependability questions. 
MDS provides a well-disciplined architecture and system engineering approaches that 
facilitates experimentation with formal verification methodologies. MDS also provides 
tools to build reliable complex real-time control systems, thereby facilitating 
experimentation with real-time systems. Experimentation with improved software 
development methodologies for improved quality and defect reduction could be 
supported." 
Such a testbed ( one that includes both the software development tools and the artifacts developed by 
those tools) is ideal for validating the effectiveness of the HFSE for producing dependable computing 
and communications systems. In order to adequately validate the HFSE and to provide confirming 
evidence for the research hypothesis (paragraph C2 above), we propose to undertake a "Posttest-Only 
Control Group Design" experiment. This experiment would adequately control both internal and 
external sources of invalidity. This experiment is described below: 
1 [HDCP02] states that the Mission Data System (MDS) is an end-to-end platform for improving the 
dependability of state-based mission software built from component frameworks, principally for robotic 
deep-space missions. MDS is both a systems engineering process and matching software architecture for 
developing unified flight, ground & test systems that enable missions requiring reliable, fault-tolerant, 




Campbell and Stanley [CAMP63) point out that the "Posttest-Only Control Group Design" experiment is a 
scientifically sound method of determining the effects of an experimental variable on an observation 
population. This experiment can be characterized as follows: 
R X 0 
R 0 
[ experiment 1] 
Wbere: 
R = Random selection 
0 s;;;; { all software development tools and models available on 
the HDCP Testbed} 
X = Application of the HFSE to 0 
This is an experimental design in which outputs of a randomly selected observation group O (a group of 
tools on the HCDP Testbed) that has experienced X ( application of the HFSE) is compared with the outputs 
of O that have not experienced X, for the purpose of establishing the effect of X. This specific experiment 
would be set in the context of validating the increased dependability of software artifacts produced by tools 
that have had the benefit of integration by the HFSE. The two sets of tools would be compared in the same 
real world setting on the HCDP testbed. Objective criteria for measuring dependability outcomes of the 
two observation groups would be established beforehand and the experiment wou ld be run several times to 
provide for a sufficiently large sample size from the available set of tools/models. 
Dependability-Induced Subgraph. Next it is necessary to examine the dependability benefits of using the 
HFSE to extract a dependability-induced slice of the development effort and to then focus developmental 
resources on that slice. This potentially would improve the Software Development Life Cycle in three 
ways: 
First, the HFSE aims to improve prototyping efforts by allowing the designer to focus only on those aspects 
of the design that represent the greatest impact to improving product dependability. It should be possible to 
extract a "slice" of the entire dependency graph so that effort is not wasted on aspects which are already 
well defined, understood, and/or have proven dependability attributes implemented in previous versions. 
This will make subsequent development efforts more efficient and economic. Also, it may be possible to 
make this become a prescription rule rather than a filtering constraint, so that only the parts of the graph in 
( or near) the designed slice are constricted in the system to begin with. Building the entire graph and then 
"slicing" it may waste a lot of human effort. 
Secondly, it will be possible to identify and isolate the impact of individual changes on other dependent 
parts of the software development effort. Because all the software artifacts are linked together by a 
Relational Hypergraph, after making a single change to a single artifact it will be possible to have 
immediate visibility of all other artifacts that require modification due to that change. It will also be 
possible to have immediate visibility of the customer's view of the change since their priorities have been 
"deployed" (by SQFD) throughout the design. A possible implication of this is to support cost-benefit 
analysis to determine if the proposed modification is worth with the additional effort-- or whether the 
effort can tolerate "the implied cost" of the modification. 
Finally, we can leverage the extended Evolution Model by identifying the total effect of individual changes 
to the overall dependability of the software. Producing reliable software is an expensive and time-
consuming endeavor. Much of the expense and time is related to identifying all "knock-on" effects when 
modifying critical parts of the software. The extended Software Evolution model will make it possible to 
identify all of these "knock-on" effects quicker and more meticulously by relying on automated methods. 
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CS.5 Integration of Research & Education. 
The opportunity represented by undertaking this research to enhance the Naval Postgraduate Schools' 
Software Engineering graduate education program is tremendous. This proposed research ( creating a 
holistic framework for developing dependable computing and communications systems) dovetails 
seamlessly into the curriculum's existing research threads associated with interoperability of heterogeneous 
systems, development of software engineering automated tool suites, and project risk measurement and 
prediction. It is our aim to use such an opportunity as the backdrop to the research efforts of three PhD 
students and six Master's students ( over a four year period). 
C6. Research Issues. 
There are a number of issues that need to be addressed is this research. Tlu·ough the completion of this 
research, we will seek and provide answers to the following: 
C6.1. In the application of QFD to Software, what makes software significantly different than other 
products? What are the implications of these differences in extending the Software Evolution 
model? Does the QFD model need to be modified or extended to account for these differences? 
C6.2. Is it possible to "objectify" or "partially automate" Software requirement prioritization? 
C6.3. In establishing the strength and types of dependency between software artifacts, is it possible 
to "objectify" or "automate" the process? 
C6.4. In software, when there is positive or negative correlation between specifications, how much 
trade-off in capability is possible? What are appropriate software metrics for establishing trade-
offs and benchmarking? What are effective representations of "positive or negative correlations" 
in the context of supporting the tradeoffs? If QFD does not support these, what additional 
constructs are needed? 
C6.5. When identifying the couplings between QFD items, do QFD couplings currently 
accommodate all the needed relationships presented by "software" or is there a need to identify 
new relationships? 
C6.6. To what objects, within the Software Evolution model, should QFD information be applied? 
In extending the Relational Hypergraph, is it better to encode QFD information in the step 
attributes or component attributes or would it be better to define new dependency objects? 
C6.7. When integrating the Evolution System with the Object Federation, how will the Evolution 
system "monitor" activity in the object federation? How will it monitor activity in subordinate 
models and tools that does not trigger federation activity? Which activities should be monitored to 
achieve which purposes? 
C6.8. What is the best medium for representation of information in the HFSE ( e.g. tree structure, 
hypergraph, etc.)? For what purposes is representation an issue? Is there a need to assume some 
common aspects for all processes? Is this part of the meta-process (the process of 
managing/improving the software development process)? 
C6.9. What medium will be used for communication between the Evolution Model and the Object 
Federation, between the Object Federation and subordinate tools/models (e.g. publish and 
subscribe, etc.)? 
C6.10. To be realizable in practice, is the scope of tools to be integrated with the HFSE restricted to 
those that provide APis? If so, is there a uniform way to provide the needed API' s by encasing 





probably cannot be done without changing them to some degree, and most real tools do not 
provide source code. Thus, will GUI's have to be replaced via API's? 
C6.11. What is the tradeoffbetween interoperability via conformance to a single global data standard 
( e.g., VHSL for VLSI designs, step for mechanical parts, etc.) versus using multiple 
representations, ontologies, and translations as supported by the FIOM approach? 
C6.12. Can the needs of the HFSE be met by data standards? If not, what are the extra costs and 
benefits that ontologies provide? For example, type systems and inheritance rules differ from one 
programming language to another. Does this impact the required interoperability and integration 
of the models and tools? Does this issue require specific features and capabilities in the HFSE? 
C6.13. How will missing and ambiguous data be represented and handled in the HFSE? 
C6.14. What attributes within the HFSE must be modified to provide extensibility? What 
mechanisms will be used to provide extensibility? 
C6. I 5. When analyzing the Rational Software process, do the phases of the Rational process have 
any effect on the visible/needed tool capabilities? What is their operational significance, if any'! 
Do they affect the HFSE modeling considerations at all (see figure 14 in section YI)? How do 
tool capabilities have to change to accommodate a possibly open family of processes rather than 
just a single process? 
C6. l 6. Which elements of the HFSE lend themselves to establishing a GUI (for research purposes 
only) that provide the researcher relevant information about the underlying interaction of the 
tools/models? What items of information would be of interest? 
C6.17. To what degree does the HFSE improve software development effectiveness by providing the 
,;, - ability to perform "focused" development using dependability-induced sub-graphs of evolution 
artifacts, as well as the ability, to reintroduce the changed slice back into the bigger picture? 
C6.18. Are the benefits of such an approach appropriate to the costs? 
C6.19. In focusing a prototyping effort, attempting to take a "slice" ofrequirements may result in 
large/unmanageable slices. What ways are there for reducing the size of the slice yet still ensure 
that the prototyping effort is relevant and complete? One possible way to address this may be to 
look for constraints that can be used to filter out irrelevant parts. For example, in the context of 
debugging, the actual test input was used as such a constraint, resulting in the classic idea of a 
dynamic slice - are there other such constraints in this context? 
C7. Conclusion. 
This research is intended to improve the dependability of the software development process and product by 
development and use of a Holistic Framework for Software Engineering (HFSE). This framework will not 
only enable software engineers work faster, but also enable them to work smarter with greater 
understanding of customer desires and previous work of the software development team and with greater 
tool support that automates some steps that must be performed manually in current approaches. The 
holistic framework will be established by embedding the relevant portions of the Quality Function 
Deployment methodology into the already existing Relational Hypergraph Computer Aided Software 
Evolution model, then integrating this extended evolution model with a Federation Interoperability Object 
Model created from the tools and models use by the development team Together, this will in turn provide 
an improved evolution-based, customer-focused model upon which to develop safe, reliable software, 
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