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Despite these points of criticism, I still think that Eiffel is an excellent tool (if 
not the best currently available one) for the purpose for which it was designed: 
systematic development of reliable, reusable software. 
Also, I really like the style of programming advocated in this book. It shows, 
rather convincingly, that object-oriented programming and design, practiced in a 
disciplined way, offer a definitely better alternative to traditional programming and 
design techniques. Especially the reusability of software components can be drasti- 
cally improved. It also shows that object-oriented programming is not just suitable 
for rapid prototyping, but that it can be used advantageously for the development 
of reliable (and efficient!) software products, provided the right tools and techniques 
are used. 
The book presents the concepts in an orderly manner and explains them very 
well. It is certainly not just a book on Eiffel programming, and not even just a book 
on object-oriented programming. It is even more attractive because it presents a 
technique of object-oriented design and explains why this technique is in many 
cases superior to the traditional ones. At the technical level, the book contains an 
extensive index and an adequate bibliography. There are only few printing errors 
(of which surprisingly many occur in the figures). The paperback edition is reason- 
ably priced. All in all, I can recommend this book to everyone who is interested in 
object-oriented design and programming, and its first part even to anyone who is 
not (yet) interested. 
Pierre AMERICA 
Philip Research Laboratories 
Eindhoven, Netherlands 
Algorithm Animation. By Marc H. Brown. MIT Press, London, 1988, Price L26.95 
(hardback), ISBN o-262-02278-8. 
“A picture is worth a thousand words, a movie even more. But an interactive 
movie. . .” Marc H. Brown’s BALSA is an environment for setting up and running 
interactive animations of algorithms. “An algorithm animation environment is an 
‘exploratorium’ for investigating the dynamic behaviour of programs, one that makes 
possible a fundamental improvement in the way we understand and think about 
them. It presents multiple graphical displays of an algorithm in action, exposing 
properties of the program that might otherwise be difficult to understand or might 
even remain unnoticed.” Getting a mental grip on an algorithm and all its 
ramifications-whether you are inventing a new one or learning about an old 
one-can be a slow and unreliable business if you’ve only got a wordy description 
to go on, formal or not. Even with a few pictures, explaining at a blackboard the 
relative virtues of different bin-packing algorithms is liable to leave some of the 
audience behind. But if it’s true that most of us build mental pictures to understand 
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the workings of intricate programs, then the appeal of BALSA is that it speaks directly 
to the right hemisphere. 
This book-a readable and maturely-written Ph.D. thesis-is all about algorithm 
animation: how it works, topics related to it, how to implement it, and its application 
(principally in education). It’s essential reading for anyone who wants to build or 
acquire an animation environment, and is worthwhile for anyone involved in 
software development tools, or teaching systems, or who specialises in algorithm 
design. It focusses on BALSA, which has been central to Brown University’s “elec- 
tronic classroom” since 1983. 
To animate an algorithm, you must first prepare it for the BALSA framework. (You 
don’t animate whole programs.) Having written a procedure that implements it 
(BALSA works in Pascal), you pepper the procedure with “event annotations”- 
procedure calls which tell the animation framework that something interesting has 
happened; input and parameter settings must also be made to go through the 
framework. The framework works like a testbed, connecting the algorithm to an 
input generator, and monitoring both output and internal events, displaying the 
action on one or more “views.” A view is a carefully constructed picture of an 
abstracted state of the algorithm or its data, driven by algorithm events. Many 
different views may be compatible with one algorithm, and each view may be 
compatible with many algorithms; each view has a signature of event-types it 
understands. For example, views intended for displaying sorting algorithms might 
understand compare(i, j) and swup( i, j). In an established system, there will be a 
library of algorithms, input generators and views. It might include all the usual 
sorting methods; generators of random, almost sorted, and perversely arranged 
input sequences; views representing elements as moving counters, or as histogram 
lines, or as dots on a graph, or showing the sequence as a partitioning tree; views 
reflecting the current state of the sequence, or building up its history through 
successive operations. The user picks out and links his chosen combination, and 
the framework lets him run, step backwards, alter parameters, and so on. 
The effectiveness of animation is plain even from the static figures in the book: 
the relative performance of different algorithms in different situations becomes clear, 
and potential improvements to them are easy to spot. Students apparently find it 
easy to remember different algorithms, by remembering their different patterns and 
behaviour on the screen. 
Animation isn’t debugging or testing, and can’t strictly be used to prove any 
properties of an algorithm. The idea is to help humans rapidly acquire a clear picture 
of what is going on: by exploring an algorithm’s behaviour in a visual analog, you 
can intuit properties which you might then verify by more formal methods; and 
discover economies which wouldn’t have been obvious otherwise. However, although 
the causes of aberrant behaviour may indeed be more readily appreciated through 
an animation, the overhead of animating a dysfunctioning program just so as to 
debug it is generally unlikely to be worthwhile. An algorithm animator might be a 
useful item in a well-stocked software engineering toolkit, but not an essential. 
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Brown doesn’t examine in detail the relevance of animation to software engineering 
methods, and the book concentrates more on teaching applications. 
The electronic classroom is a collection of workstations, one per pair of program- 
ming students. A lecturer takes the class through a description of an algorithm, and 
then lets the students get on with exploring the parameters and different cases of 
input, on their own. A key mechanism in this set-up is the “script.” A script is a 
giuded tour through an interactive animation: it takes the place of a student’s own 
actions; it can be transmitted in real time from the lecturer’s workstation as he 
demonstrates interesting properties, or may come from a pre-recorded file. The 
student may step and backstep the script at his own rate, or break out of it altogether. 
It’s a good tutorial mechanism, and would also be excellent in reference works: 
imagine a hypertext encyclopedia, in which explanatory illustrations come to respon- 
sive life before your very eyes! 
This book is a good and interesting examination of its field, though it sticks to 
well-defined boundaries. As the author makes clear, there is no discussion of the 
psychological effectiveness of different views. The relation to standard simulation 
systems isn’t discussed. There is some mention of adaptations of BALSA which 
illustrate the behaviour of differential equations. I recommend Algorithm Animation 
to pedagogues and algorithmeticians; but I suspect that the software might sell 
better than the book, since the latter’s most painful shortcoming is that the illustra- 
tions on its pages don’t move, and are stubbornly unresponsive to most kinds of 
input. Let us all campaign for active hypertexts to be acceptable as Ph.D. theses. 
Alan WILLS 
Department of Computer Science 
University of Manchester 
Manchester, United Kingdom 
Erratum 
The editors and publishers regret the omission of Ian Pratt’s name from the review 
of Brains, Machines and Mathematics, which he kindly wrote for Vol. 11, No. 2 (see 
pp. 191-195). 
