In new product development, quickly generating many product form concepts that a potential consumer prefers is a challenge. This paper presents the inaugural multiagent shape grammar implementation (MASGI) 
Introduction
In 2006, Orsborn and Cagan ͓1͔ first used shape grammars to explore various nonobvious forms within vehicle classes and then created novel forms of crossover vehicles. But it is not enough to create novel form designs. These form designs should match stakeholder preferences, be they designers or consumers. It was then demonstrated that form preference can be quantified in a utility function, which could guide the design process to create forms that corresponded to a derived consumer preference ͓2͔. This whole method, while valuable, was limited in that the decision making and analysis was conducted by humans. The research presented in this paper leverages the previous work in an automated multiagent system ͑MAS͒: a multiagent shape grammar implementation ͑MASGI͒. MASGI represents a form design space with a shape grammar, uses design of experiments to determine preference within the design space, and then automatically generates appropriate form design concepts through a MAS.
This paper first provides a background on preference functions, shape grammars, and software agents. MASGI is next introduced with an overview, and then each of the three subsections is discussed in detail. The MASGI methodology is applicable to any grammar-based form design language, but a case study will be used throughout the paper as a running example with the software agents implementing a vehicle shape grammar to automatically generate form designs according to consumer aesthetic form preference.
Preference.
Computational representations of products enable the automatic generation of designs. Not all designs are valuable, but only the designs that meet the required criteria. When considering product form concepts, the "good" designs are those that match consumer aesthetic preferences. The aesthetic form of a product influences consumer purchasing ͓3͔ and is a factor in the success, or failure, of consumer products ͓4͔. In an attempt to determine which forms are preferred by the consumer, product designers generate product form concepts and test them against potential consumers through tools such as focus groups and consumer surveys. A utility function is a specific type of preference function used by economists to describe a person's utility, a measure of happiness, or satisfaction gained by using a certain good or service ͓5͔. Utility functions were used in engineering design to quantify consumer and designer preference ͓6,7͔. It was demonstrated that consumer form preference can be summarized in a utility function ͓8͔. This utility function can then be used as a preference function to constrain automated concept design generation. In the concept generation phase of new product development, many form concepts need to be quickly generated. In this instance, they can be generated according to a derived utility function, and thus, are likely to be preferred by the potential customer. This paper shows that a shape grammar implemented in a MAS can quickly and automatically create many concept designs within a form design space while adhering to the constraints of a preference function.
can be written that represents all the basic forms of that sample. By defining the spatial relationships between those forms and how the forms are related to each other, shape rules can be written. A shape rule consists of a left and right side. If the shape in the left side matches a shape in a drawing, then the rule can be applied, and the matching shape changes to match the right side of the rule. The shape rules allow the addition and subtraction of shapes, which in the end are perceived as shape modifications. There are multiple ways to drive a shape grammar. The simplest is to utilize labels and markers. Labels are typically alphanumeric characters attached to a shape. Markers are similar to labels, but are symbols attached to a shape. In both cases, they are used to limit which rules can and cannot be applied to the shape. If an appropriate marker or label exists, then a rule can be applied.
Since shape grammars were first invented in the 1970s ͓15͔, computational implementation was a challenge. The fundamental problems related to shape arithmetic ͓16͔, the complexities in computationally implementing straight line shape grammars ͓17-19͔, and issues with curve recognition and implementation ͓20,21͔ were all addressed. Each of these were limited by using a traditional software architecture to implement a fixed shape grammar, which constrained future modifications to the prescribed grammar and thereby the design space. The introduction of a shape grammar interpreter enabled addition and subtraction of shape grammar rules ͓21͔. The shape grammar interpreter required a human agent to make the shape grammar rule choices, while software agents made parametric choices based upon shape optimization ͓22͔. Implementing a shape grammar by integrating it with software agents provides the flexibility of a shape grammar interpreter and the speed of automated design generation, previously not available together. Subdividing tasks and assigning them to different agents facilitates modification of the shape grammar, and thus, the form design space. The goal for this work is a dynamic shape grammar interpreter architecture that enables automatic form design generation. The methodology utilizes an iterative process to filter and guide form designs to prune and optimize the number of potential solutions. A vehicle form shape grammar is used throughout this paper as a demonstration, but the method is abstract enough that any shape grammar could be used instead.
Software Agents.
The research presented in this paper is built upon the software architecture often referred to as MASs or simply agents. Software agents provide a discrete architecture that facilitates future modifications. Unlike more common optimization techniques ͑e.g., simulated annealing or genetic algorithms͒, this discrete architecture enables changes to be easily made, e.g., adding or subtracting agents, without having to modify other sections of the code. The field of software agents is incredibly diverse. Recent research included programming languages that simplify agent interactions with each other and their environment ͓23͔, and simplifying agent interactions by creating communication structures similar to human conversations ͓24͔. Agents are proving their effectiveness in traditional optimization problems like flexible job shop scheduling ͓25͔, and are even being used in conjunction with game theory to accomplish complex problems such as traffic light coordination ͓26͔.
The intention of this research is not to further the work done in MASs, but to utilize existing software agent concepts in a new way: shape grammar implementation. These software agents implement a shape grammar to automatically create form designs according to a preference function. If this preference function summarizes a consumer's preference for product aesthetic form, as is the case in this work, the generated designs are assured to be preferred by the consumer.
It is quite common to utilize existing agent modeling tools such as SeSAm ͓27͔ when conducting agent research. Existing agent modeling tools were found to be insufficient in this work, due to the unique interactions between the agents, the shape grammar interpreter, and the preference investigator. The software architecture introduced in this paper was created specifically for this research. The genealogy of this architecture starts with A-Teams ͓28,29͔, where agent optimization is detailed and contrasted with respect to other more common optimization techniques such as simulated annealing and genetic algorithms ͓30͔. More recently, software agents were used to optimize the design parameters in an engineering shape grammar ͓22͔, though not to implement the shape grammar. A-Design also demonstrated the effectiveness of agent architecture in design optimization ͓31͔, which was further improved by including agent interactions ͓32͔. In each of these, the software architecture is composed of a manager agent and several task-specific agents. The manager oversees the design process and maintains a library of all necessary information such as constraints, current designs, completed designs, and allowable agent interactions. The task-specific agents are each responsible for a single aspect of the design process and must report their optimization decisions to the manager and other agents, as allowed.
One approach to using MASs for design exploration is for design team simulation. The MAS represents each design constraint with a single agent. Each agent can be responsible for product design and work cooperatively ͓32͔, or a single agent can be responsible for one part of the design process ͓33͔. The MAS architecture presented in this paper establishes each agent as responsible for a particular product form feature, dividing the design process into discrete product choices. These collaborative agents enable the MAS to function beyond the sum of the individual members ͓34͔. This system model is similar to industry practice where one agent, e.g., an engineering designer, may be responsible for a particular product feature, e.g., the headlight of a vehicle. Section 2 will detail how the agent definitions and construct above will be used, uniquely, to create MASGI.
MASGI Structure
Prior to this research, computational shape grammar implementation required manual rule choices. In this work, we demonstrate that a MAS can automatically implement a shape grammar, creating form concept designs through rule choices without human input. This section introduces the relationship between the MAS structure and the form design space, and then some basic agent properties. The MASGI will then be described, generally at first and then in detail, in conjunction with an example of its implementation related to a case study of the vehicle form design.
The MASGI is intended to reflect a design team ͓32͔, and therefore should also match the design space representation. Agents are used so that future modifications to the product form design space can be easily implemented through the addition or subtraction of agents or the design features they implement.
Any product or system can be represented with a hierarchy. Specific to the example, the representation of a complex form with lesser features is called atomization ͓35͔. For example, the form of an automobile can be separated into product characteristics like the headlight, grill, and fender. Then each vehicle characteristic can be subdivided into a set of curves that best represent that characteristic. The relationship between these characteristic curves can then be summarized with distinguishing atomic attributes such as the vertical height of the grill. These atomic attributes can be modified to change the overall form of the vehicle: the gestalt, while the consumer sees only a change in product form.
The MASGI structure maps directly to the hierarchical atomic sequence. Figure 1 shows both sequences, the atomic sequence on the left, and the MASGI sequence on the right. The overall product form and the design progression is handled by a single manager agent, similar to the manager of a design team. Each one of the many product characteristics is assigned a characteristic agent, similar to an individual designer responsible for a certain aspect of a new product. The design space is represented with characteristic curves. The characteristic agent is allowed to access certain shape rules from a shape grammar that create the characteristic curves. When the curves are created, parametric attribute values are selected for each of the atomic attributes.
Herein lies the advantage of using a MAS to implement a shape grammar: flexibility. Each step in the atomic sequence ͑Fig. 1͑a͒͒ can be mapped to a specific component in the MASGI sequence ͑Fig. 1͑b͒͒. Therefore, future updates and modifications within the atomic sequence do not require a rewrite of the algorithm, but can be addressed by adding ͑or subtracting͒ components in the MASGI sequence. For example, more product characteristics can be added to the design space through the addition of more characteristic agents without modifying the base code. With a MAS architecture, future adjustments at any level can be made easily.
This architecture is applicable to any product ͑not just vehicles͒ as long as the form of the product is broken into its key characteristics, and a shape grammar is created to explore the product form design space.
General Method
The overall method ͑Fig. 2͒ is composed of three main sections: the shape grammar interpreter that seeks out the left hand side of shape grammar rules and transforms to the right hand side, the agent system that chooses shape grammar rules to apply and automatically generates and optimizes product designs, and the preference investigator that seeks out and mathematically represents form design preferences. Each part is crucial to the implementation of the shape grammar, the facilitation of modifications to the shape grammar, and the automatic design of product forms that match consumer preferences. A MAS keeps each process separate, which facilitates future modifications and updates. This constraint requires a consistent communication protocol between the different sections.
Shape Grammar.
Beyond the three main process sections, additional inputs are required. The shape grammar needs to be created for the design space. Traditionally, and in this instantiation, this is done manually. Once the rule set is created, it is passed to the shape grammar interpreter.
The shape grammar implemented for the case study was created to demonstrate the features of this method. The chosen vehicle characteristics are complex enough to be visually interesting yet simple enough to represent with atomic attributes. The headlight, grill, and related features ͑darkened lines in Fig. 3͑a͒͒ are represented with the atomic attributes in Fig. 3͑b͒ . These few vehicle characteristics provide a large space for exploration with many varied results.
The vehicle shape grammar in the Appendix is composed of an initial shape, 14 shape insertion rules, and 6 shape modification rules. The initial shape is simply the coordinate axes in Fig. 3 . The 14 shape insertion rules each insert all or part of a vehicle characteristic in both the front and side view. Each shape insertion rule is assigned to its characteristic agent: rules 1-2 to the ground, rules 5 and 6 to the hood, rules 7-12 to the grill, and rule 13 to the headlight. Rules 4 and 14 exist to complete the form design and are assigned to the manager for this instantiation. Each shape insertion rule creates a set of four-control-point Bezier curves, which represent that product characteristic. The characteristic agent chooses a value for a particular attribute ͑Fig. 3͑b͒͒ according to its objective function. The actual shape of the curves ͑the location of their control points͒ are then calculated, based upon the attribute value. Finally, the shape modification rules can be accessed by any of the characteristic agents to make further changes to their shapes, based upon their objective functions. Figure 4 demonstrates the relationship between the manager agent and the characteristic agents, just as the MASGI sequence introduced in Fig. 1 . The manager oversees the design process by coordinating the four characteristic agents: ground, hood, grill, and headlight. Additionally, in regards to this study, the manager is responsible for characteristics and shapes that facilitate the form design called fixed rules. Each of the characteristic agents make design choices by implementing the shape grammar rules specific to their characteristic and can make design modifications by implementing the modification rules.
Agent Parameters.
The relationship between the agents and the shape grammar rules is the agent parameters in Fig. 2 , which is an input to the method. The agent-rule matrix ͑Fig. 5͒ communicates the content of the MASGI sequence ͑Fig. 4͒ to the manager agent by indicating which agents can apply which grammar rules. For example, in Fig. 5 , ground can only apply rule 1, but all the agents, except the manager, can apply rule D. Each agent has very specific rules based upon their product characteristic. Depending on the product form design space and how the shape grammar is written, there may be overlaps between agents and rules.
3.3 Constraints. There are two types of constraints passed in to the agent system. The first type constrains the form design choices. There are parametric constraints for each attribute, which can be derived from sample data that is also used to create the grammar rules. For example, the vehicle shape grammar was created based upon a product sample of SUVs from the 2003 model year. The parametric constraints from the product sample, such as the largest and smallest wheel radii, are used as input constraints. These constraints are not necessarily fixed and may be modified by the designer for the sake of design exploration.
The second type constrains the design process. Information passed in to the manager agent include the number of designs requested, optimization constraints, and the results from the design of experiments. The preference function is determined through an initial design analysis and a verification design analysis. The design of experiments is used as the input for creating the initial design analysis. In the case study, the design analysis is a survey administered to potential consumers. The respondent results from the initial survey are used to determine the weights for the preference function. The experiment may be designed by existing software packages or it could be random. Future research will incorporate the design of experiments within the preference investigator. Likewise, an additional agent could be created just for this task. In this instantiation, the design of experiments is created using SAS, a business analytics software, and is then input to the manager agent as a data file.
3.4 Attributes. The final input to the method are the attributes used to describe the product form. The information transferred is the shape information used to create the atomic attributes ͑Figs. 1 and 3͒. In this instance, the atomic attributes determine the initial form of the preference function, which communicates to the agents which curves should be explored.
4 Method Details 4.1 Agent System. The agent system ͑Fig. 6͒ is the heart of the method, but is supported by and integrated with the shape grammar interpreter and the preference investigator. The agents explore the design space, choose shape grammar rules, and create form designs based upon the utility function.
There are four specific attributes for a multiagent design system, which are all taken into account in this MASGI architecture ͓31͔. First, the system is designed to create and improve upon form design alternatives. This is accomplished through an internal iteration that allows the selection of shape modification rules. Second, the shape grammar is the representation of the conceptual design space, constrained by the preference function. This representation is understood by the agents and is the framework in which they automatically create form design concepts. Third, the preference function serves as a means for multiobjective decision making, in that each characteristic agent is designed to optimize its individual preference functions for the attributes in its shape Transactions of the ASME characteristics. The MASGI allows for future modifications, not only to the agents and the shape grammar, but also to the preference function itself. Fourth, if the design preference ͑either consumer or designer͒ is to change, further iterations in the program can account for those changes and update the preference function as necessary. The agent system is separated into two segments: the agents themselves and the sorting system. The manager agent is static and does not change regardless of the product form space or the shape grammar rules. The manager receives the constraints, as described previously, including several additional pieces of information, which affect design optimization, and will be discussed at the end of this section.
Because the characteristic agents are collaborative, the manager plays a crucial role. The manager oversees the design process by determining which agent should be chosen at the beginning of each iteration. Each stage must start with the manager. This is best demonstrated by stepping through one iteration of the method:
1. The manager selects the top design from the incomplete designs list. This list is initially populated with blank designs. 2. The manager checks a list of shape grammar labels and markers attached to the top design to see which ones are active. The active labels and markers indicate which shape grammar rules can be applied to which product characteristics. The manager then stochastically chooses a single characteristic agent from all the potentially active characteristic agents. 3. The characteristic agent checks to see which labels and markers are active, and stochastically chooses a rule based upon the agent-rule matrix ͑Fig. 5͒. The characteristic agent then stochastically chooses the attribute values passed to the shape grammar interpreter with the rule choice. 4. The attribute values and the rule choice are passed to the shape grammar interpreter. 5. The shape grammar interpreter returns the design changes based on those attribute values; the values associated with the top design are updated and then evaluated to determine if the objective function has improved, e.g., higher utility. If not, the design is passed back to the incomplete designs list so that the agents can further improve the design. 6. If the objective function has improved, all the labels and markers are checked to determine if the design is complete. If any labels or markers still exist, the design is passed back to the incomplete designs list so that the agents can apply more shape grammar rules. 7. If the design is complete, i.e., no more shape rules can be applied and has an improved objective function, it is passed to the complete designs list. The complete designs list stores all the completed designs in one design iteration. Once the complete designs list is full, it is sorted, and the top designs are passed to the best designs list. The best designs list stores the best designs found through multiple design iterations.
If the desired number of design iterations ͑an input variable͒
has not been completed, the incomplete designs and complete designs lists are reinitialized and the process continues. If the desired number of iterations has been completed, the best designs list is sorted, and the final set of designs is passed to the design analysis for evaluation.
There are two advantages to sorting the complete designs list, best designs list and the incomplete designs list. First, by passing designs with lower objective function values back to the incomplete designs list; they can continue to be modified. Since the agents are implementing a shape grammar, this promotes design exploration. Designs with lower objective function values can be improved upon by characteristic agents, choosing modification rules, and thus making design modifications. Even if a design is complete, the agents can continue to modify various attributes until the objective function is improved. When implementing the shape grammar, there is no limitation as to the number of times an agent may choose to modify an attribute. This modification iteration can go on indefinitely. This actually could become a problem in practice, which will be discussed in Sec. 4.1.1.
Second, the sorting of the complete designs and best designs lists ensures that only the best designs within a single iteration are kept. After many iterations, the near-optimum designs will eventually be found. Since the process is always looking to maximize the objective function, as the top designs within a set get closer to the optimum, more iterations will be required with more modification rules making changes to the designs. The number of design iterations does not need to be large. If the design lists are large enough and each design is required to be better than the previous one, eventually, designs near the optimum will be found. All of this should be kept in the perspective that the intention of this MASGI is not to find the optimum, but to find a set of designs that are optimally directed, and hence, match the preference function. 
Input Variables for List Sorting.
In the agent system ͑Fig. 6͒, the manager accepts six variables that affect design list sorting: Direction, PercentRestart, Quantity, MaxIteration, and MaxTries.
Direction determines which way the design lists ͑incomplete designs, complete designs, and best designs͒ are sorted. If intending to create form designs that maximize the preference function ͑e.g., designs that the consumer will prefer͒, the lists are sorted so that the design with the largest positive value is first, then the next largest is second, and so on. When looking for form designs that minimize the preference function ͑e.g., designs that the consumer will not prefer͒, the lists are sorted so that the design with the largest negative objective function value is first, then next largest is second, and so on.
The objective function is created by multiplying PercentRestart by the objective function value of the previous design. In an optimization sequence, PercentRestart was typically set at 90% to encourage finding form designs close to the optimum, but also to allow exploration. If the only intention was to get as close to the optimum as possible, PercentRestart is set to 100% to ensure that each successive design in an iteration has a higher absolute objective function value than the previous design.
Quantity is the number of form designs created for each iteration, which is also the length of the design lists. If the number for Quantity is large, a form design with a large absolute objective function value is more likely to be found in a few iterations, depending on PercentRestart. The tradeoff is that the sorting time is increased due to more designs, and the overall time efficiency decreases. In the case study, it was found that a Quantity of 14 designs in the incomplete designs and complete designs lists was usually a good balance.
MaxIteration is the number of iterations before the best designs list is sent to the design analysis. This was found to be dependant upon the number of attributes being optimized. It was found in the case study that when a set of 55 attributes was used, 200 iterations were usually sufficient. For seven attributes, 20 iterations were usually sufficient. In general, to get a set of good designs, the minimum number of iterations should be three to four times the number of attributes. If not enough good designs were created in the assigned number of iterations, the method could be run again.
MaxTries is the fifth and final variable added to the manager input. As noted earlier, due to the nature of the shape modification rules, the agents can continue to modify form designs indefinitely, trying to find a design better than the optimum. MaxTries sets the limit as to how many rule applications can take place for a single form design. In the case study, it was found that setting MaxTries to 1000 iterations was sufficient, and very few designs used even half that many shape grammar rule applications. This number would vary greatly depending on the implemented shape grammar and the number of atomic attributes needed for a completed form design. Another technique would be for the iteration to exit if the objective function value for a modified design has not improved upon the previous top design within a certain percentage.
Effect of Input Variables for Sorting.
To demonstrate how the iterative sorting methods guide and prune the designs, consider a typical design from the case study, in which the agents choose random values for the seven attributes in Fig. 3͑b͒ . The inputs to the manager are: Quantity= 14 designs, MaxIteration = 200 iterations and PercentRestart= 90%. MASGI found a design with utility of 0.795, 99% of the maximum utility, using 101,966 rule applications to create 2800 complete form designs. MASGI automatically generates considerably more concept form designs than a human could, whether from their experience or through a manual implementation of the shape grammar. The number of rule choices needed for convergence is also highly dependent upon the objective function that is being optimized. If the objective function is linear, traditional optimization techniques would be sufficient. MASGI's iterative method is most beneficial for nonlinear objective functions.
Shape Grammar Interpreter.
The shape grammar interpreter receives design choice information from the agent system, applies chosen shape grammar rules within parametric constraints, and passes the design changes back to the agent system. In this research, the unique contribution is the MAS, automatically implementing the shape grammar to create form designs according to an objective function. No significant changes beyond its adaptation to the MASGI are added to the shape grammar interpreter architecture of McCormack and Cagan ͓20͔, and this implementation does not include the use of emergence. The shape grammar interpreter receives the shape grammar rules ͑Fig. 7͒, which consist of curve creation rules and curve modification rules, as detailed in the Appendix.
The process sequences as follows.
1. Before the process starts, the shape grammar interpreter receives the full set of build and modify rules. 2. During the design process, the shape grammar interpreter receives a signal from the agent system that a certain rule has been chosen stochastically. 3. With the indication of a chosen rule comes the parametric values for the atomic attributes related to that rule; the design decision is made by the characteristic agent. 4. The shape grammar interpreter applies the chosen rule ͑build or modify͒, and removing and adding shapes as indicated. 5. If there is any change in labels or markers, the shape grammar interpreter indicates these. 6. All of the design changes ͑attributes, labels, and markers͒ are then passed back to the agent system as a completed design choice.
The shape grammar interpreter is independent of the agent system, in that it only receives design information, applies a rule, and returns design information. This isolation, made possible by the MAS, is advantageous, in that changes to the shape grammar can be made independently with respect to the rest of the MAS. The computational implementation of the shape grammar is best explained through the use of a pseudocode, detailed in Figs. 8 and 9 , and explained through a running example. Recall that an existing multiagent architecture was not used, but this architecture was created especially for this MASGI.
The manager ͑Fig. 6͒ checks the top design from the incomplete designs list and sees that labels 6 and 7 are active, and markers exist for the ground, wheels, grill, and hood. The manager then stochastically chooses between characteristic agents ͑Fig. 5͒, and chooses the headlight agent. The headlight agent checks the labels and markers list for the top design ͑Fig. 8͒ and determines that labels 6 and 7 exist and the headlight markers do not exist. The headlight agent chooses to insert the shape and determines that it can apply rule 13. The hood agent then chooses Transactions of the ASME to apply rule 13 ͑Fig. 10͒ and stochastically chooses the parametric value for V1hdltz. The headlight agent then passes these values to rule 13. Rule 13 receives the attribute values from the headlight agent ͑Fig. 9͒. Rule 13 then gets the top design, as shown in Fig. 11 , from the incomplete designs list ͑Fig. 5͒. Rule 13 takes the new attribute values, inserts the curve, and replaces these values in the top design. Rule 13 then gets the labels and markers for the top design and replaces them, based upon the application of rule 13, removing labels 6 and 7, and inserting markers for the headlight curves, as shown in Fig. 12 . The updated top design with the updated labels and markers is then passed back to the agent system for design evaluation ͑Fig. 6͒.
The vehicle shape grammar allows for some nonlinearity in its application. Which order the characteristic rules are implemented does not need to be sequential. Additionally, since modification rules can be chosen at any time in the form design ͑as long as the curve being modified exists and the markers have not been removed͒, the number of rule choices can vary greatly per design. Table 1 shows the minimum number of rule choices needed for the characteristic agents to create a completed form design. The rules chosen by the manager are not counted as a step, in that they are fixed for each design.
In step 6 of Table 1 , the grill agent can choose any one of rules 7-12 ͑a variety of grill forms͒ to get a completed form design and not change the total quantity of rule choices. Many different designs can be generated from just eight rule applications by varying which grill rule is chosen and by varying the attribute values. For each shape modification rule, the number of rule applications increases. As the agents are attempting to satisfy the objective function, they can continue to select shape modification rules until the form design improves.
To summarize, for each design decision, the implementation of any single rule is a cooperative effort between the characteristic agent and the rule. The agent determines which rules can be applied. Once a rule is chosen, the related attribute values are determined and passed to the shape grammar rule. The shape grammar rule accepts the modified attribute values and makes the appropriate changes to the labels and markers.
Preference Investigator.
The preference investigator ͑Fig. 13͒ accomplishes the task of determining weights for the preference function and verifying that the chosen weights match the intended preference, e.g., a utility function ͓8͔. How it accomplishes this will now be detailed by stepping through the process.
1. The choice of product attributes is an input to the preference investigator and becomes the attributes for the preference function. 2. This preference function is then passed to the agent system ͑the manager in particular͒ for form design generation. 3. Once the agent system has a finished set of designs, the designs are evaluated in the design analysis: a consumer survey in the case study. 4. The results from the design analysis are then analyzed. If this is the first iteration through the process, the weights for the attributes in the preference function have not yet been estimated. 5. The preference investigator determines these weights using LOGIT, PROBIT, Luce, or any applicable statistical analysis method. 6. These weights are included in the preference function and then passed back to the agent system for further form design exploration. 7. After the second set of designs go through design analysis, the results determine if the weights for the preference function are verified. 8. If the preference function is not verified, then the weights are adjusted accordingly and the preference function is passed back to the agent system for further form design exploration and generation. 9. When the preference function is considered to sufficiently capture the intended preference, the process exits and the final preference function is determined.
The design analysis in step 3 could be any number of persons or programs, depending on the scenario. If the intention is to capture consumer preference, as in a new product form conceptualization, the design analysis could be a consumer survey. The design analysis could be a designer if the designer's preference is being evaluated, as when trying to understand a designer's personal style. The design analysis could even be computer programmed to analyze form designs according to an existing brand definition. In step 5, determining the attribute weights can be done iteratively or just once. The more iterations, the more likely the preference function truly represents the design preference. Table 2 summarizes the attribute weights for respondent 30 from the consumer survey in the case study ͑refer to Fig. 3͑b͒ for the attribute positions on the vehicle͒, where the preference function used was a quadratic utility function u i ͑Eq. ͑1͒͒, where x i is an attribute from Fig. 3͑b͒ and ␤ ij is a preference weight for that attribute. These weights, as part of the preference function, were passed through the MASGI to automatically generate the form design concepts shown in Figs. 14-16. As can be seen, the preference function causes a strong visual difference between the vehicle form designs
Discussion
In summary, MASGI is an automated MAS that explores form design spaces and creates new designs through implementing a shape grammar while meeting the constraints of an objective function. The entire product form is represented with specific product attributes that are created through shape grammar rules. Each product attribute has a software agent responsible for its design decisions. All the agents work together to create a completed form design. Each "near-optimum" design is automatically created to match a preference function, e.g., a utility function representing a person's form preference. Figures 14-16 demonstrate just a few concept form design examples. MASGI is able to quickly produce a large number of concept form designs, which can then be refined in the early stages of new product development.
The next level of research should address the refinement of this methodology in three ways. First, the agent system and shape grammar implementation are automated, but the preference investigation was implemented independently through existing software packages. The independent analysis slowed down the overall form concept generation method so that only a single design analysis was possible within a reasonable amount of time. For this method to produce better results, through iteration, the preference analysis needs to be automated.
Second, preference modeling is still quite limited by the number of attributes that can be analyzed efficiently and effectively. In general, preference modeling research must create new methods for accurately determining preference for large design spaces, given a minimum amount of data. This, combined with the automation of the preference investigator, will shorten the design analysis time and enable this methodology to be used effectively for complex product form examples.
Third, while the agent system is intended to be as robust as possible, further refinement in the architecture will maximize the potential of this methodology. MASGI is currently a collaborative agent system, where each agent makes choices independent of one another and function sequentially. As the agents are refined to better simulate design teams, the agents will become cooperative, functioning in parallel and negotiating design decisions.
Conclusions
The form of a product must match consumer preference if it is to succeed in the marketplace. The challenge is to quickly create Transactions of the ASME product form concepts according to consumer preference so that these concepts can be evaluated and used as a foundation for further product design refinement. This paper introduced a MASGI for creating product form concepts based upon a derived consumer preference. The MASGI takes shape grammar rules, an agent-rule matrix, design constraints, and design attributes as input. A preference investigator determines an appropriate preference function by presenting a design analysis created using design of experiments. Software agents in an agent system explore and choose designs based upon the preference function. The software agents implement a shape grammar to automatically generate the chosen form design concepts. These product form designs can then be presented to the potential consumer for evaluation. The MAS construction enables a flexible, automated shape grammar implementation. Should the design space change, product characteristic agents and shape grammar rules can be added or removed without needing to modify the entire program. Additionally, we have shown that in the implementation of the shape grammar, the software agents can choose many different rule sequences and still arrive at form designs that match the preference function. This demonstrates the creative potential built into the MASGI, which facilitates design exploration through the shape grammar and characteristic agents. Form designs are generated automatically and quite efficiently. The preference function provides a filter and guidance to produce a preferred design. As the design space becomes larger and more complicated, different simplified parametric representations will need to be explored. Transactions of the ASME
