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Diplomsko delo predstavlja del razvoja simulacijskega okolja, namenjenega testiranju
sistema za avtonomni transport. Ker je sistem kompleksen in vkljucˇuje veliko kom-
ponent, ga je pred implementacijo potrebno testirati v laboratoriju. Testiranje poteka
na testni progi, ki mora cˇim bolje posnemati realen svet v katerem bo deloval sis-
tem. Osrednja tema je program za preslikavo realnega sveta na testno progo. Program
za iskanje resˇitve uporablja rekurzivni algoritem. Opisani so kljucˇni sestavni deli in
koncepti, uporabljeni v programu. Predstavljeni so rezultati testov, ki kazˇejo, da je













Work presented is a part of the development of simulation environment for testing
an autonomous transport system. Because the system is very complex, it needs to
be tested before implementation. Tests are performed on test track in laboratory
environment. Test track needs to resemble real world as close as possible and that
is main task of the developed program that maps real-world model to the test track.
Program uses recursive backtracking algorithm to find an appropriate solution. Key
components and concepts used in the program are thoroughly described. At the end,
test results of developed system and its weaknesses and strengths are presented.
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Predlozˇeno delo predsdtavlja del razvoja simulacijskega okolja za sistem za avtonomni
transport, ki z uporabo tehnologij verizˇenja blokov (angl. blockchain) in interneta
stvari (angl. IoT - Internet of Things) zagotavlja popolnoma decentralizirano delo-
vanje [1]. Vsi elementi transportnega sistema so kot IoT naprave povezani v sistem.
Delovanje sistema vodijo tako imenovane pametne pogodbe (angl. smart contract).
Sistem je zasnovan kot omrezˇje enakovrednih objektov, ki lahko ponujajo ali upora-
bljajo razlicˇne tipe storitev. Delovanje sistema je predstavljeno na sliki 1.1. Primer
uporabnika storitev je paket. Paket uporablja storitev transporta in storitev hranjenja.
Ponudniki svoje storitve objavijo na posebno vozliˇscˇe, ki jih povezˇe z iskalci storitev.
Ko uporabnik storitve najde ustreznega ponudnika, dogovor med njima v obliki pame-
tne pogodbe zapiˇse vozliˇscˇe za sklepanje dogovorov.
Slika 1.1: Shematski prikaz delovanja sistema za avtonomni transport [1]
Veriga blokov (angl. blockchain) je podatkovna struktura sestavljena, iz seznama za-
pisov oziroma blokov, ki so s kriptografskimi funkcijami povezani med sabo, kot je
prikazano na sliki 1.2. To zagotavlja nespremenljivost podatkov v zgodovini, saj vsaka
sprememba povzrocˇi spremembo celotnega nadaljnjega poteka verige. Zgoraj opisani
sistem uporablja Ethereum, ki je decentralizirana platforma za aplikacije in temelji
1
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na verigi blokov. Decentraliziranost onemogocˇa manipulacije in zagotavlja neodvisno
delovanje sistema.
1 2 3
Slika 1.2: Shematski prikaz verizˇenja blokov
Ker je sistem za avtonomni transport zelo obsezˇen in sestavljen iz mnozˇice gradnikov,
ga je pred implementacijo potrebno testirati v laboratoriju. Testi potekajo v testnem
okolju, ki ga sestavljajo mobilni roboti, paketi, skladiˇscˇa in testna proga. Primarni
namen testiranja je potrditev pravilnega delovanja pametnih pogodb, na katerih temelji
avtonomni transportni sistem. Na sliki 1.3 je prikazan mobilni robot z nalozˇenim
paketom, na sliki 1.4 pa model skladiˇscˇa. Vsako skladiˇscˇe ima roko, ki paket nalozˇi
oziroma razlozˇi iz robota. Robot se vozi po progi in premika pakete med skladiˇscˇi glede
na stanje pametnih pogodb. Testna proga je sestavljena iz mrezˇe cˇrt, ki je narisana na
podlagi in digitalnega dvojnika tesne proge, ki je namenjen vodenju robotov. Mobilni
roboti sledijo cˇrtam narisanim na podlagi, informacije o hitrosti in smeri zavijanja pa
prejmejo iz digitalnega dvojnika testne proge. Namen take zasnove je univerzalnost
testne proge, saj nam omogocˇa simulacijo velikega sˇtevila postavitev brez potrebe po
spremembah na podlagi testne proge. Cˇe zˇelimo testirati novo postavitev spremenimo
le digitalni dvojnik testne proge, medtem ko podlaga ostane nespremenjena.
Slika 1.3: Testno okolje - mobilni robot [2]
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Slika 1.4: Testno okolje - skladiˇscˇe [2]
1.2 Cilji naloge
Glavna cilja naloge sta razvoj algoritma za preslikavo in implementacija algoritma v
okolju Node.js. Algoritem za preslikavo iz zemljevida zgradi testno progo, kot je prika-
zano na sliki 1.5. Na sliki 1.6 je zgodnji prototip testnega okolja. Robot vozi po cˇrtah









Slika 1.5: Primer preslikave
Algoritem prejme dva vhodna podatka in sicer specifikacijo testne proge in model za
simulacijo. Model za simulacijo predstavljajo tocˇke in povezave med njimi ter njihove
lastnosti. Primer podatkov so mesta in ceste, shranjeni v grafu. Naloga algoritma je,
da model preslika na testno progo in zgradi model testne proge.
Programu podamo dve konfiguracijski datoteki. V prvi podamo mesta in zˇelene pove-
zave med njimi. Nato mora program pridobiti podatke o razdaljah in potovalnih cˇasih
3
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Slika 1.6: Zgodnji prototip testnega okolja
med mesti in zgraditi model realnosti. Druga konfiguracijska datoteka pa predstavlja
model testne proge. Program napisan v programskem jeziku JavaScript nato zgradi
model testne proge za simulacijo in ga shrani.
4
2 Teoreticˇne osnove in pregled lite-
rature
2.1 Pregled algoritmov
Problem, obravnavan v tej nalogi ima mozˇnih vecˇ resˇitev. Zato je potrebno postaviti
kriterije za izbor ustreznih resˇitev. Prvi kriterij je, da so mozˇne vse povezave med
tocˇkami, kot so definirane v zemljevidu. Drugi kriterij je cˇim manjˇse sˇtevilo ovinkov
oz. dodatnih tocˇk. Resˇitve, ki ustrezajo tema kriterijema razvrstimo po povrsˇini,
najbolj ustrezna je tista z najmanjˇso povrsˇino.
2.1.1 Pristop s surovo silo
Pristop s surovo silo (ang. bruteforce) deluje tako, da preverja ustreznost vseh mozˇnih
kandidatov kriterijem za resˇitve. S takim pristopom lahko resˇimo skoraj vse probleme
s koncˇnim sˇtevilom resˇitev, a je to cˇasovno izredno zahteven pristop.
2.1.2 Genetski algoritmi
Genetski algoritmi delujejo podobno kot bruteforce algoritmi, le da kandidate za resˇitev
racˇunajo izmed najuspesˇnejˇsih predhodnih kandidatov. Tukaj je jasno vidna analogija
z evolucijo, kjer se genski zapis najuspesˇnejˇsih posameznikov ohranja cˇez generacije [3].
Ker je naslednji kandidat za resˇitev tvorjen iz najuspesˇnejˇsih dveh iz prejˇsnje genera-
cije, je ponavadi primernejˇsi kot njegova starsˇa. Ko se prihodnje generacije premalo
razlikujejo od prejˇsnjih, se iskanje najprimernejˇsega kandidata zakljucˇi - populacija
kandidatov konvergira. Da se izognemo prezgodnji konvergenci, v vsako generacijo
vpeljemo mutacije. Mutacije so implementirane v obliki majhnih nakljucˇnih sprememb
na kandidatih. Mutacije so lahko koristne ali pa sˇkodljive, vendar se zaradi selekcije
skozi generacije ohranjajo le koristne mutacije.
2.1.3 Sestopanje
Sestopanje je metoda, s katero resˇitev iˇscˇemo v korakih. Ko pride do koraka, ki ne
izpolnjuje kriterijev za uspesˇnost, metoda korak zavrzˇe in nadaljuje drugacˇe. To je
5
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glavna prednost pred bruteforce algoritmi, saj se na ta nacˇin izognemo vsem nadaljnjim
neuspesˇnim korakom [4].
2.2 Okolje Node.js in implementacija
JavaScript je visoko nivojski programski jezik, ki je bil primarno namenjen programira-
nju spletnih strani. JS se je v preteklosti izvajal predvsem v brskalnikih na racˇunalnikih
obiskovalcev spletnih strani. V zadnjem cˇasu pa JS tecˇe tudi na strezˇnikih in ostalih
ne-spletnih aplikacijah. To omogocˇajo okolja kot je npr. Node.js. Node.js upora-
blja JavaScript pogon V8 [5] , katerega je razvil Google za potrebe brskalnika Google
Chrome. Alternativni pogon je Servo, katerega razvija fundacija Mozilla. JavaScript
odlikuje zelo velika skupnost, ki ustvarja velik nabor knjizˇnic oziroma modulov, ki nam
mocˇno olajˇsajo pisanje programov. Za to nalogo bi bil primeren tudi programski jezik
Python, ki ima prav tako veliko skupnost, a ne ustreza ciljem naloge.
2.2.1 Asinhrono programiranje
Javascript se izvaja asinhrono, kar nam omogocˇa socˇasno izvajanje funkcij brez nitenja
(threading). S tem nam je omogocˇeno socˇasno izvajanje klicev na API, ali pa socˇasno
poizvedovanje v baze.
Za lazˇji nadzor nad izvajanjem programa je uporabljen objekt obljube (angl. promise).
Obljuba je objekt, ki deluje zelo podobno kot obljube v realnem svetu. Ko klicˇemo
funkcijo, ta lahko vrne obljubo, da bo v prihodnosti vrnila vrednost. Obljubo lahko
izpolni, ali pa tudi ne. Naslednja funkcija, ki je vezana na to obljubo se izvede sˇele ko je
obljuba izpolnjena, vmes pa se izvajajo funkcije, ki so neodvisne od vrnjene vrednosti.
2.2.2 Objektno programiranje
Objektno programiranje je najviˇsji nivo programiranja, ki nadgrajuje proceduralni,
deklarativni in funkcijski pristop k programiranju. Objektni pristop nam poenostavi
upravljanje s podatki, saj zdruzˇuje podatke in metode v objekte. Tak pristop nam
mocˇno olajˇsa modeliranje realnega sveta v programih. Temelj objektnega pristopa so
razredi, razred je definicija objekta. Ko definiramo razred, lahko v programu naredimo
instance razreda - objekte. Razrede lahko naredimo po vzoru tistih iz realnega sveta.
Za primer vzemimo mesto. Mesto ima svoje koordinate, sˇtevilo prebivalcev, prometne
povezave, itd... V tem primeru je razredMesto,objekti pa soKranj, Ljubaljna, Postojna,
torej mesta.
2.2.3 Graf kot podatkovni model
Za modeliranje mest in povezav med njimi je zelo primerna podatkovna struktura
graf [6]. Graf nam omogocˇa enostavno iskanje poti in upravljanje povezav med tocˇkami.
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Graf sestavljajo vozliˇscˇa in povezave med njimi. Grafi so lahko usmerjeni ali neu-
smerjeni [7]. Na sliki 2.1 je primer neusmerjenega grafa s petimi vozliˇscˇi in 6 po-
vezavami. Graf G ima mnozˇico vozliˇscˇ V (G) = A,B,C,D,E in mnozˇico povezav
P (G) = p1, p2, p3, p4, p5, p6. Poznamo tri glavne nacˇine predstavitve grafov in sicer
z matriko sosednosti, seznamom sosednosti in incidencˇno matriko. V programu je im-
plementiran koncept otezˇenih grafov s seznamom sosednosti, le da so povezave med






Slika 2.1: Neusmerjen graf
2.2.3.1 Matrika sosednosti
Matrika sosednosti je nacˇin predstavitve grafov z matriko dimenzije n × n, kjer je n
sˇtevilo vozliˇscˇ v mnozˇici V (G). Pri neusmerjenih grafih je matrika simetricˇna. Omejitev
take predstavitve je ta, da imata lahko dve vozliˇscˇi najvecˇ eno povezavo. Enacˇba 2.1
je primer zapisa grafa G z matriko Ms(G). Zaradi nazornosti prikaza so pred stolpce
in vrstice matrike dodane oznake vozliˇscˇ. Cˇe med vozliˇscˇema obstaja povezava, je
pripadajocˇa vrednost enaka 1, drugacˇe pa je 0.
Ms(G) =
⎡⎢⎢⎢⎢⎣
A B C D E
A 0 1 1 0 0
B 1 0 1 0 1
C 1 1 0 0 0
D 1 0 0 0 1
E 0 1 0 1 0
⎤⎥⎥⎥⎥⎦ (2.1)
2.2.3.2 Seznam sosednosti
Seznam sosednosti je seznam seznamov. Seznam je dolg n, kjer je n sˇtevilo vozliˇscˇ v
mnozˇici V (G). Tako imamo za vsako vozliˇscˇe en seznam, v vsakem seznamu pa so
nasˇteta vsa vozliˇscˇa na katera ima to vozliˇscˇe povezavo. Z seznamom sosednosti lahko
opiˇsemo tudi grafe z vecˇ povezavami med dvema vozliˇscˇema.
L = [[B,C,D],[A,C],[A,B],[A,E],[B,D]] (2.2)
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2.2.3.3 Incidencˇna matrika
Incidencˇna matrika omogocˇa vecˇ povezav med dvema vozliˇscˇema. Matrika je dimenzije
n × m, kjer je n sˇtevilo elementov v mnozˇici vozliˇscˇ V (G) in m sˇtevilo elementov v
mnozˇici povezav V (G). Zaradi nazornosti prikaza je matrika opremljena z oznakami
povezav in vozliˇscˇ. Vsak stolpec predstavlja eno povezavo, vsaka vrstica pa eno vozliˇscˇe.
Cˇe povezava vsebuje vozliˇscˇe, je v tisti vrstici 1, sicer pa 0. Na sliki 2.2 je predstavljen
enak graf G kot na sliki 2.1, le da so oznacˇene tudi povezave. Graf je predstavljen tudi












Slika 2.2: Neusmerjen graf z oznacˇenimi povezavami
Mi(G) =
⎡⎢⎢⎢⎢⎣
p1 p2 p3 p4 p5 p6
A 1 1 1 0 0 0
B 1 0 0 1 1 0
C 0 1 0 1 0 0
D 0 0 1 0 0 1
E 0 0 0 0 1 1
⎤⎥⎥⎥⎥⎦ (2.3)
2.3 Geoprostorski podatki
Za kvalitetno simulacijo je pomembno cˇim bolj natancˇno poznavanje podatkov o dolzˇini
poti in potovalnih cˇasih med mesti. Na voljo je vecˇ nacˇinov pridobivanja teh informa-
cij. Vecˇinoma so v obliki spletnih aplikacij, ki ponujajo API za dostop do podatkov.
Here maps in Google maps ponujata tudi SDK - v naprej pripravljene JS module za
komunikacijo z APIjem, ki nam olajˇsajo razvijanje lastnih aplikacij. Za potrebe simu-
lacije potrebujemo dva tipa storitev in sicer pretvarjanje imena mesta v lokacijo (angl.
geocoding) in planiranje poti med dvema mestoma.
2.3.1 Geografski koordinatni sistem in projekcije
Lego tocˇk na Zemlji ponavadi popisujemo z zemljepisno sˇirino in zemljepisno dolzˇino.
Zemljepisna sˇirina neke tocˇke je kot med ravnino, na kateri lezˇi ekvator in poltrakom, ki
povezuje Zemljino srediˇscˇe in to tocˇko. Obmocˇje zemljepisne sˇirine sega od -90◦ do 90◦.
Zemljepisna dolzˇina predstavlja kot med ravnino, ki jo tvorita zemljina os in tocˇka ter
ravnino, ki jo tvorita izhodiˇscˇni poldnevnik in zemljina os. Izhodiˇscˇni poldnevnik po
dogovoru poteka skozi Greenwich v Angliji. Zemljepisne dolzˇine zavzemajo vrednosti
8
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med -180◦ in 180◦. Na sliki 2.3 je zemljepisna sˇirina oznacˇena z ϕ in zemljepisna dolzˇina
z λ. Ta sistem se uporablja zato, ker je ljudem razumljiv in intuitiven, ni pa najbolj
primeren za racˇunske operacije, saj ima kar nekaj posebnosti. Na sliki 2.4 vidimo kako
se pri zemljepisni sˇirini 90◦ vse zemljepisne dolzˇine preslikajo v tocˇko in ne v elipso.



















Slika 2.3: Zemljin koordinatni sistem, prirejeno po [8]
Slika 2.4: Singularnost na Zemljinih polih [9]
2.3.2 HERE Maps
Spletni API, oziroma spletni aplikacijski programski vmesnik je spletna storitev, na-
menjena komunikaciji med aplikacijami. Komunikacija poteka v obliki klicev oziroma
poizvedb na API, kot je prikazano na sliki 2.5. Vsak klic je sestavljen iz spletnega
naslova in parametrov. Naslov ali URL (angl. Uniform Resource Locator) definira kje
9
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na spletu se storitev nahaja. Parametri so vhodni podatki, ki jih storitev potrebuje
za odgovor. Odgovori so ponavadi v obliki strukturiranih podatkov, najpogosteje se




Slika 2.5: Delovanje APIja
HereMaps ima zelo dobro dokumentiran SDK in nam v brezplacˇnem nacˇinu ponuja
250.000 poizvedb na API mesecˇno. V okviru tega dela uporabljamo API za geoko-
diranje (angl. geocoding) in API za nacˇrtovanje poti. Geokodiranje je storitev, ki
niz znakov pretvori v lokacijo na Zemlji. V polju 2.1 je primer poizvedbe za besedo
”Ljubljana”, odgovor na to poizvedbo pa je prikazan v polju 2.2. V odgovoru izvemo
lokacijo v obliki koordinat in sˇe nekatere druge podatke o tocˇki, kot so drzˇava v kateri
se nahaja, posˇtna sˇtevilka in tip tocˇke (npr. mesto, naslov, znamenitost) [11].
Poizvedba za pot med dvema tocˇkama nam poleg potovalnega cˇasa vrne sˇe dodatne
parametre, ki jih lahko uporabimo za povecˇanje kvalitete simulacije. Primer rezultata
poizvedbe je v polju 2.3. V poizvedbi lahko definiramo tip vozila, npr. tovornjak ali
avto. Pri tovornem vozilu definiramo tudi maso vozila. Te podatke Here Maps uposˇteva
pri izracˇunu poti, saj imajo nekatere ceste omejitev osne obremenitve. Razlika je tudi
pri potovalnih cˇasih, saj za tezˇja vozila privzame nizˇjo povprecˇno potovalno hitrost.
Najpomembnejˇsi podatek je potovalni cˇas. Cˇe dolocˇimo cˇas odhoda, je rezultat odvisen
od predvidenih prometnih razmer, sicer pa je od prometnih razmer neodvisen.
Polje 2.1: Primer poizvedebe na geocoding API
1 https : // geocoder . ap i . here . com/6 . 2/ geocode . j son ? app id=nEieAUPEwI
∗∗∗∗∗∗∗∗&app code=hlGd7BcKg∗∗∗∗∗∗∗& sea r ch t ex t=Ljub l jana
Polje 2.2: Rezultat poizvedebe na geocoding API
1 {
2 ”Response” : {
3 ”MetaInfo” : {
4 ”Timestamp” : ”2019−08−29T20 : 48 : 43 . 858+0000”
5 } ,
6 ”View” : [
7 {
8 ” type ” : ”SearchResultsViewType” ,
9 ”ViewId” : 0 ,
10 ”Result ” : [
11 {
12 ”Relevance ” : 1 ,
13 ”MatchLevel” : ” c i t y ” ,
14 ”MatchQuality” : {
15 ”City ” : 1
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16 } ,
17 ”Locat ion ” : {
18 ”Locat ionId ” : ”NT PsmsI7MtmXo9Ka60W4
oDVA” ,
19 ”LocationType” : ” po int ” ,
20 ”Di sp l ayPos i t i on ” : {
21 ”Lat i tude ” : 46 . 05063 ,
22 ”Longitude ” : 14 . 50283
23 } ,
24 ”Nav igat i onPos i t i on ” : [
25 {
26 ”Lat i tude ” : 46 . 05063 ,
27 ”Longitude ” : 14 . 50283
28 }
29 ] ,
30 ”MapView” : {
31 ”TopLeft” : {
32 ”Lat i tude ” : 46 . 14599 ,
33 ”Longitude ” : 14 . 40861
34 } ,
35 ”BottomRight” : {
36 ”Lat i tude ” : 45 . 97406 ,
37 ”Longitude ” : 14 . 75448
38 }
39 } ,
40 ”Address ” : {
41 ”Label ” : ” Ljub l jana , S l o v en i j a ” ,
42 ”Country” : ”SVN” ,
43 ”County” : ” Ljub l jana ” ,
44 ”City ” : ” Ljub l jana ” ,
45 ”PostalCode” : ”1000” ,
46 ”Addit ionalData ” : [
47 {
48 ” value ” : ” S l o v en i j a ” ,
49 ”key” : ”CountryName”
50 } ,
51 {
52 ” value ” : ” Ljub l jana ” ,
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Polje 2.3: Primer odgovora na poizvedbo za pot
1 {
2 ” response ” : {
3 ”metaInfo ” : {
4 ”timestamp” : ”2019−08−29T21 : 46 : 09Z” ,
5 ”mapVersion” : ”8 . 30 . 99 . 156” ,
6 ”moduleVersion” : ”7 . 2 . 201934−5020” ,
7 ” i n t e r f a c eVe r s i o n ” : ”2 . 6 . 67” ,
8 ” avai lableMapVers ion ” : [
9 ”8 . 30 . 99 . 156”
10 ]
11 } ,
12 ”matrixEntry” : [
13 {
14 ” s ta r t Index ” : 0 ,
15 ” de s t i na t i on Index ” : 0 ,
16 ”summary” : {
17 ” d i s t ance ” : 53287 ,
18 ” travelTime ” : 3031 ,
19 ” cos tFactor ” : 3071 ,
20 ” route Id ” : ”AH0ACAAAAB4AAABjAAAAnAAAAJ0AAAB42
mOYy8DOxAAEYOKuRkDXC6 f 9CQxQMOURt9gUBm9rhv//











Sistem je sestavljen s treh glavnih komponent: zemljevida, algoritma za preslikavo in
testne proge. Na zacˇetku kreiramo zemljevid tako, da povemo katera mesta zˇelimo
imeti v simulaciji in kako naj bodo povezana med sabo. Zaradi zasnove testne proge
ima lahko vsako mesto najvecˇ sˇtiri povezave na druga mesta. Potrebno je definirati
tudi postavitev testne proge. Testna proga je mrezˇa tocˇk in povezav med njimi. Vse
sosednje tocˇke so med seboj enako oddaljene, vse povezave se sekajo pod pravim kotom.
Shematski prikaz testne proge je na sliki 3.1.
Slika 3.1: Shema postavitve testne proge
Kot je razvidno iz slike 3.2, so tocˇke med seboj razlicˇno oddaljene in nikakor niso
razporejene v kartezicˇno mrezˇo. Tocˇke imajo razlicˇno sˇtevilo povezav na druge tocˇke,
lahko imajo 1,2,3 ali 4 povezave. Cˇeprav iz slike 3.2 ni razvidno, je lahko potovalni cˇas
iz A v B razlicˇen od cˇasa potrebnega za pot iz B v A. Vsi ti podatki so shranjeni v
objektu zemljevida, ki je natancˇneje opisan v poglavju 3.2.
Na sliki 3.3 je primer zemljevida, preslikanega na testno progo. Pri preslikavi se ohranijo
vse povezave in vse tocˇke. Opazimo, da preslikava ne ohranja medsebojnih razdalj med
tocˇkami, tudi razporeditev tocˇk je spremenjena. Izhodiˇscˇe je vedno spodnji levi kot.
Cilj preslikave je, da simulacija zavzame najmanjˇso mozˇno povrsˇino testne proge. Ker
so tocˇke v resnici razlicˇno oddaljene, imajo povezave na testni progi utezˇi, ki robotom














Slika 3.3: Shema zemljevida, preslikanega na testno progo
3.2 Zemljevid
Zemljevid predstavlja model realnega sveta, primer je prikazan na sliki 3.4. Glavna
lastnost razreda Zemljevid je seznam sosednosti, v katerem so objekti tocˇk (mesta) in
objekti povezav (poti). Zemljevid ima metode, ki nam olajˇsajo premikanje po grafu in
metode za pridobivanje podatkov o tocˇkah in povezavah. Vsaka povezava ima naslednje
lastnosti: dolzˇina poti, potovalni cˇas in faktor cene poti. Vsakicˇ, ko dodamo pot med
dvema mestoma, se v grafu ustvarita dve povezavi, vsaka za eno smer potovanja. Slika
3.5 prikazuje primer grafa, zgrajenega za zemljevid na sliki 3.4.
3.2.1 Tocˇka
Tocˇka je svoj razred. Tocˇke v zemljevid dodajamo s pomocˇjo metode za dodajanje tocˇk.
Tocˇka ima sledecˇe lastnosti: edinstveni identifikator tocˇke, njeno lokacijo (zemljepisno
sˇirino in dolzˇino), njeno pozicijo v matriki zemljevida, ime in normalizirano lokacijo.
3.2.2 Povezava
Povezave so implementirane kot objekti brez razreda. Shranjene so v matriki sosednosti
zemljevida, podobno kot v primeru otezˇene matrike sosednosti. Vsaka povezava nosi
podatke o njeni dolzˇini, potovalnem cˇasu in faktorju cene te povezave.
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Slika 3.5: Primer grafa za zemljevid
3.2.3 Normalizacija
Metoda za normalizacijo poiˇscˇe tocˇko, ki je najbolj severna in hkrati najbolj zahodna.
Se pravi ima najnizˇjo zemljepisno sˇirino in dolzˇino. To tocˇko vzame za izhodiˇscˇe.
Nato izracˇuna koordinate ostalih tocˇk glede na izhodiˇscˇe. Dobljene koordinate nato
uporabi za izracˇun medsebojne lege tocˇk in jih razporedi na ravnino. S tem zemljepisno
sˇirino in dolzˇino direktno preslika v x in y. Preslikava ne ohranja razdalj, ohranja pa
razporeditev tocˇk med sabo. Tocˇke na koncu razporedi v matriko zemljevida.
3.2.4 Matrika zemljevida
Matrika zemljevida M(Z) je matricˇni nacˇin predstavitve zemljevida, ki ohranja med-
sebojne lege tocˇk. Cˇe imamo n tocˇk, bo matrika dimenzije n×n. Primer take matrike
je na sliki 3.4. Matrika zemljevida za razliko od grafa ne vsebuje podatkov o povezavah
med tocˇkami. Uporablja se za optimizacijo delovanja algoritma za preslikavo. Na prvi
pogled se to ne zdi potrebno, a zapis zemljevida z grafom ne vsebuje nobenih informacij
o legi tocˇk, kar je lepo vidno na sliki 3.6. Na njej je prikazan graf, enak tistemu na
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sliki 3.5, cˇeprav je postavitev popolnoma drugacˇna.
M(Z) =
⎡⎢⎢⎢⎢⎣
0 0 0 0 4
3 0 1 0 0
0 1 0 0 0
0 0 0 5 0







Slika 3.6: Tocˇke v grafu nimajo podatka o lokaciji, postavitev tocˇk je le stvar prikaza
grafa
3.3 Testna proga
Testna proga je shranjena v obliki grafa, v katerem imajo tocˇke lahko najvecˇ 4 povezave.
Povezave so v naprej dolocˇene in sicer up, right, down in left oziroma po slovensko gor,
desno, dol in levo. S tem grafu dodamo tudi podatek o medsebojni legi. Robne tocˇke
imajo manj povezav, vse ostale pa natanko 4. Ko uvozimo testno progo, se naredi
njen graf s praznimi tocˇkami. Funkcija za preslikavo v naslednjem koraku v tocˇke
doda mesta. Graf je zapisan na nacˇin, ki je zalo podoben seznamu sosednosti, le da
namesto seznama uporabljamo objekt, ki vsebuje 4 vrednosti s kljucˇi up, right, down
in left. Tak nacˇin zapisa nam podaja lokacijsko odvisnost med tocˇkami, hkrati pa je
zelo uporaben za navigacijo robota. Seznam povezav na poti med dvema tocˇkama nam
podaja navodila za pot robota.
1 2 3 4 5
6 7 8 9 10
11 12 13 14 15
16 17 18 19 20




Tocˇka v zemljevidu je lahko prazna, lahko pa predstavlja mesto ali ovinek. Po po-
vezavah do praznih tocˇk robot ne more voziti. Prazne tocˇke sluzˇijo le kot nacˇin za
zagotavljanje pravilne postavitve testne proge. Tocˇka tipa ovinek nosi le podatke o
smeri ovinka, smer se vedno dolocˇa relativno na progo in ne relativno na smer vozˇnje
robota. Po tocˇki tipa ovinek lahko robot nadaljuje vozˇnjo le na en nacˇin. S staliˇscˇa
robota je ta tocˇka enaka poti, na njej se ne mora ustaviti ali spremeniti smeri. Ovinki
se na progo dodajajo avtomatsko, cˇe algoritem za preslikavo ne najde mozˇne resˇitve
brez uporabe ovinkov. Cˇe zˇelimo narediti razcep, je treba v zemljevidu definirati do-
datno mesto. Razcepov algoritem namrecˇ ne dodaja avtomatsko. To je tudi ena od
slabosti algoritma. Na sliki 3.8 vidimo tocˇko z mozˇnimi povezavami. Cˇrke U, R, D
in L predstavljajo vse mozˇne smeri (up, right, down in left) za nadaljevanje poti iz te
tocˇke. V tocˇki tipa mesto lahko robot izvede operacije, katere predstavljajo kljucˇni del






Slika 3.8: Tocˇka in 4 povezave
3.3.2 Povezava
Povezave med tocˇkami nosijo podatek o hitrosti, s katero naj jih robot prevozi. V
povezavi je shranjen tudi podatek ali je povezava za robota prevozna. Ta podatek je
uporaben tudi pri iskanju poti med mesti, saj zmanjˇsa sˇtevilo operacij, potrebnih da
algoritem najde pot.
3.3.3 Uvoz postavitve testne proge
Postavitev testne proge moramo zapisati v obliki binarne matrike. Polja v matriki,
ki imajo vrednost 1, predstavljajo tocˇke v grafu testne proge, polja z 0 pa so prazna.
Algoritem za preslikavo iterira po matriki polje za poljem. Zacˇne v polju (0,0) in
nadaljuje po prvi vrstici. Ko pride do konca vrstice, gre v naslednjo in tako vse do
zadnjega polja. Cˇe ima polje vrednost 1 naredi tocˇko v grafu. Nato se vrne na zacˇetek
matrike in za vsako polje preveri njegova sosednja polja (gor, desno, dol, levo). Cˇe
ima katero izmed njih vrednost 1, ustvari ustrezno povezavo nanj. Cˇe polje ne obstaja,
ali ima vrednost 0, se povezava ne ustvari. Postopek si lahko predstavljamo kot, da
se element na sliki 3.8 pomika po matriki. Na sliki 3.9 je prikaz grafa, ki ga ustvari
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algoritem, cˇe uvozimo matriko 3.2.
M(T ) =
⎡⎢⎢⎢⎢⎣
1 1 1 1 1
1 1 1 1 0
1 1 1 0 0
1 1 1 1 1
1 1 1 1 1
⎤⎥⎥⎥⎥⎦ (3.2)
1 2 3 4 5
6 7 8 9 10
11 12 13
14 15 16 17
18 19 20 21 22
Slika 3.9: Graf testne proge
3.4 Algoritem za preslikavo
Argumenta funkcije za preslikavo sta matrika proge in objekt zemljevid. V prvem
koraku funkcija v matriko proge postavi izhodiˇscˇe zemljevida. Nato klicˇe pomozˇno
funkcijo za rekurzivno resˇevanje. Potek je razviden iz diagrama na sliki 3.11. Rekur-
zivni funkciji za argumente poda objekt zemljevid, matriko proge, seznam obiskanih
tocˇk in seznam tocˇk, ki jih sˇe mora obiskati. Funkcija matrix.get available directions
preveri polja, ki so sosednja trenutnemu mestu. Cˇe polje vsebuje vrednost 1, algori-
tem v seznam mozˇnih smeri doda smer v kateri se nahaja. Iz seznama mozˇnih smeri
in seznama povezanih mest funkcija build all options naredi seznam vseh mozˇnih po-
stavitev sosednjih mest okoli trenutnega mesta. Za vsako mozˇno postavitev funk-
cija map.apply option vnese spremembe v matriko. Spremenjeno matriko preveri ma-
trix.check option. Ta funkcija preveri, cˇe ima trenutno mesto vse povezave, ki bi jih
moralo imeti. Cˇe je postavitev ustrezna, funkcija SOLVER UTIL klicˇe samo sebe s
spremenjeni argumenti. V seznam obiskanih tocˇk doda trenutno tocˇko. V seznam
tocˇk, ki jih sˇe mora obiskati pa doda tocˇke povezane na trenutno tocˇko. Cˇe postavitev
ni ustrezna jo razveljavi in nadaljuje z naslednjo mozˇnostjo.
Proces si lahko predstavljamo kot premikanje po drevesu korakov, kot je prikazano na
sliki 3.10. S krizˇci oznacˇeni koraki so neustrezni in zato ne vodijo do resˇitve, torej
tudi vsi nadaljnji koraki ne vodijo do resˇitve. Zato nadaljnjih korakov algoritem ne
preverja ampak se vrne na prejˇsnji korak. Nato vzame naslednjo mozˇnost iz seznama
in jo preveri. Cˇe je ustrezna nadaljuje na naslednjo tocˇko. Cˇe spet pride do neustrezne
mozˇnosti se premakne en korak nazaj in nadaljuje s preizkusˇanjem mozˇnosti na tem
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nivoju. Proces se nadaljuje dokler ni izpolnjen zakljucˇni pogoj, oziroma je dosezˇeno





























Slika 3.11: Poenostavljen diagram poteka algoritma
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4 Rezultati in diskusija
4.1 Natancˇnost dolocˇanja potovalnih cˇasov in raz-
dalj
V tem sklopu bomo primerjali potovalne cˇase in razdalje, ki jih vrne program s poto-
valnimi cˇasi, pridobljenimi na Google Maps. Primerjamo 3 poti, vsako v obe smeri.
Izbrane so poti v treh razredih dolzˇin: do 100 km, med 100 km in 500 km ter poti
daljˇse od 1000 km. V preglednici 4.1 so primerjane dolzˇine predlaganih poti. Relativne
razlike so zelo majhne, pri daljˇsih poteh pod 1%.
Preglednica 4.1: Primerjava dolzˇin poti med Here Maps in Google Maps
izhodiˇscˇe destinacija Razdalja Google Maps Razdalja Here Maps relativna razlika
Ljubljana Novo mesto 71,4 km 68,413 km -0,02
Novo mesto Ljubljana 69,5 km 70,870 km 0,01
Ljubljana Mu¨nchen 407 km 410,928 km 0,00
Mu¨nchen Ljubljana 406 km 406,385 km 0,00
Ljubljana Copenhagen 1393 1390,226 0,00
Copenhagen Ljubljana 1391 1392,087 0,00
V preglednici 4.2 primerjamo razliko med potovalnim cˇasom, ki ga vrne program in
referencˇnim potovalnim cˇasom. Referencˇni potovalni cˇas je pridobljen s pomocˇjo Goo-
gle Maps. Ker nam Google Maps vrne cˇasovni interval in ne zgolj ene vrednosti, je
uposˇtevano povprecˇje spodnje in zgornje meje intervala. Relativna razlika z vecˇanjem
razdalje pada. Ocˇitno je, da je vedno pozitivna, kar lahko pripiˇsemo nacˇinu za tovorna
vozila, ki ga Google Maps ne podpirajo.
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Ljubljana Novo mesto 3150 s 4048 s 0,12
Novo mesto Ljubljana 3150 s 4144 s 0,14
Ljubljana Mu¨nchen 15900 s 19675 s 0,11
Mu¨nchen Ljubljana 15900 s 18919 s 0,09
Ljubljana Copenhagen 58500 s 67824 s 0,07
Copenhagen Ljubljana 61200 s 67703 s 0,05
4.2 Delovanje algoritma za preslikavo
Delovanje algoritma je vrednoteno z vecˇ testnimi primeri, ki so podrobneje predstavljeni
v nadaljevanju. Zasnovani so tako, da preizkusˇajo najverjetnejˇse mozˇne napake v
delovanju algoritma.
4.2.1 Ciklicˇni graf
Namen tega testa je preizkusiti, ali se algoritem pri preslikavi ciklicˇnih grafov ujame v
neskoncˇno zanko. Ciklicˇni grafi so grafi, ki vsebujejo natanko eno zakljucˇeno pot. V
ta namen smo uporabili vhodni zemljevid, ki vsebuje 4 mesta in povezave med njimi,
prikazan je na sliki 4.1. Vhodna testna proga je oblike 3 × 3 in vsebuje vse tocˇke,
zapisana je v enacˇbi 4.1. Program v 8 korakih vrne resˇitev, matricˇna oblika je zapisana
v enacˇbi 4.2.
M(T ) =






Slika 4.1: Graf vhodnega zemljevida, testni primer 1
M(S) =






Za ta test smo uporabili aciklicˇni graf, prikazan na sliki 4.2 in matriko testne proge 4.3.
Program je resˇitev 4.4 vrnil po petih korakih. To je najmanjˇse mozˇno sˇtevilo korakov








PO LJ NM ZG








4.2.3 Testna proga z nepravilnostmi
Namen tega testa je, da preizkusi kako se program odziva na prazne prostore v testni
progi. Mesta v grafu na sliki 4.3 mora razporediti okoli praznih prostorov v testni
progi. V matriki testne proge 4.5 so ta polja oznacˇena z 0. Iz rezultata 4.6 je razvidno,
da je program uspesˇno postavil mesta okoli tocˇk oznacˇenih z 0.
M(T ) =
⎡⎣0 1 1 01 1 0 0
1 1 1 1
⎤⎦ (4.5)
PO NM KK ZG
KR CE MB PT
Slika 4.3: Graf vhodnega zemljevida, testni primer 3
M(S) =
⎡⎣ 0 MB PT 0KR CE 0 0




4.2.4 Vecˇje sˇtevilo mest
Z vecˇjim sˇtevilom mest povecˇamo tezˇavnost problema, ki ga program resˇuje, saj mu
povecˇamo sˇtevilo mozˇnosti, ki jih mora preizkusiti. Cˇe ne uposˇtevamo prostih mest v
matriki, uposˇtevamo pa, da se lahko vsako mesto pojavi le enkrat, lahko 12 mest raz-
poredimo na 12! nacˇinov. To pomeni 4.790016×108 mozˇnosti. Bruteforce algoritem bi
moral preizkusiti 2512 mozˇnosti, implementirani algoritem je resˇitev nasˇel v 69 korakih.
M(T ) =
⎡⎢⎢⎢⎢⎣
1 1 1 1 1
1 1 1 1 1
1 1 1 1 1
1 1 1 1 1











Slika 4.4: Graf vhodnega zemljevida, testni primer 4
M(T ) =
⎡⎢⎢⎢⎢⎣
1 1 1 1 1
1 KK 1 1 1
GO NM ZG 1 1
PO LJ CE 1 1
KP KR MB MS 1
⎤⎥⎥⎥⎥⎦ (4.8)
4.2.5 Vpliv vrstnega reda vhodnih podatkov
Vrstni red podatkov lahko vpliva na koncˇno postavitev mest, ne vpliva pa na resˇljivost
problema in funkcionalnost simulacije. Do razlik prihaja, ker algoritem po vrsti pre-
izkusˇa mozˇnosti za postavitev, in nadaljuje ko najde prvo ustrezno postavitev.
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5 Zakljucˇki
V okviru dela smo razvili algoritem, ki omogocˇa preslikavo modela realnega sveta na
testno progo, tako da proga cˇim bolje posnema okolje v katerem bo deloval sistem.
Proga je del testnega okolja, v katerem potekajo simulacije delovanja avtonomnega
transportnega sistema.
Pokazali smo, da je predlagana resˇitev testnega okolja sicer ustrezna, ima pa nekaj
pomanjkljivosti. Program preslika model realnega sveta na testno progo, ta model
zgradimo rocˇno v obliki konfiguracijske datoteke. Vsa mesta in povezave med njimi
moramo vnesti v datoteko, kar je pri vecˇjem sˇtevilu mest cˇasovno zahtevno. Paziti
moramo, da uposˇtevamo omejitve programa (do 4 povezave na mesto in do 3 povezave
za sosednji, med seboj nepovezani mesti). Sistem se izkazˇe kot zelo primeren za osnovo
pri vodenju robotov, saj zaradi uporabe grafov omogocˇa enostavno iskanje poti med
mesti. Zaradi same zasnove sistema je seznam povezav na poti med dvema mestoma
enak navodilom za pot med njima.
Dokazali smo, da program uposˇteva postavitev testne proge, in je sposoben najti
resˇitev, ki ustreza posebnostim na testni progi. S preizkusi smo pokazali, da je pro-
gram primeren tudi za preslikave vecˇjega sˇtevila mest. Zaradi algoritma, ki iˇscˇe resˇitev
s pomocˇjo sestopanja in uposˇteva kriterije zˇe med iskanjem resˇitve mocˇno zmanjˇsa
sˇtevilo korakov potrebnih, da najde pravo resˇitev.
Glavni doprinos dela je program za preslikavo modela realnega sveta na tesno progo. Z
nekaj manjˇsimi spremembami je program primeren tudi za resˇevanje drugih problemov,
ki jih lahko predstavimo z grafi.
Mozˇnost za nadaljnje delo se pojavlja predvsem pri pripravi modela realnosti. Model
realnosti bil lahko zgradil program, namesto, da to naredimo rocˇno. Dodaten razvoj
potrebuje tudi del programa, ki skrbi za dodajanje krizˇiˇscˇ.
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