With the availability of high-level declarative query languages in an objectoriented database system, the burden of choosing an e cient execution plan for a query is transferred from the user to the database system. A natural rst step to solve this problem is to use the typing constraints implied by the schema to determine if the condition in a query is satis able. We investigate the satis ability problem for a class of conjunctive queries in an object-oriented database system. A main result of this paper is that testing satis ability of conjunctive queries is an NP-complete problem. The cause of intractability is due to variables in a query may range over classes with non-unique attribute types. By requiring the type of an attribute in classes over which a variable is ranging is unique in the inheritance hierarchy, we show that the satis ability problem for a class of unique-typed conjunctive queries is solvable in polynomial time. We then derive an exponential-time algorithm for solving the satis ability problem for the proposed class of conjunctive queries. To demonstrate that the satis ability problem is likely to be intractable, we then show that even for very restricted classes of conjunctive queries de ned on special kinds of single-inheritance database schemas, the satis ability problem is NP-complete.
Introduction
Object-Oriented Databases have become the subject of intense research and development e ort over the past few years 38] . A motivation for this interest is that non-traditional applications demand new modeling capabilities beyond those available in the relational systems. The objectoriented approach is supposed to o er the user a better programming paradigm and a richer set of data structuring and manipulation facilities. It is believed that these make it ideal for supporting both new and existing applications.
Suppose we want to nd those vehicles with CargoCap=4000 and is currently rented to a client with discount rate of 50. Express in a calculus-like language, the query looks like f x j 9r 9y 9z ( & r=y.DiscountRate & x2y.VehRented)g. Since vehicles that have the attribute CargoCap are those in the class Truck and clients that have DiscountRate are those discount customers, the variables x and y are ranging over Truck and Discount classes, respectively. Because discount clients are allowed to rent Auto only, the condition in this query is contradictory. That is, no state on this database schema gives rise to a non-empty answer. 2
The query in Example 1.1 is an instance of conjunctive query proposed in this paper. This class of conjunctive queries captures the essence of conjunctive queries in the relational model. The class of relational conjunctive queries 11, 3] represents a natural and important subclass of queries that most often asked by a user. As we will see, determining satis ability of the proposed conjunctive queries is di cult while the same problem is trivial for relational conjunctive queries. The cause of complication in this setting is due to the typing constraints imposed by the inheritance hierarchy on the query, as is further illustrated by the following examples. Example 1.2 Let us consider the following database schema. In this schema, the classes N and G each has three subclasses. Let us assume that objects in classes N and G are partitioned by objects in their corresponding subclasses.
Consider the following query de ned on the above database schema: The query Q retrieves all those objects in class N such that the A-component of the object contains an object from the class I and an object from the class J. Q in fact is unsatis able. Since x ranges over the class N and N is partitioned by its subclasses, x is an object from T 1 , T 2 or T 3 . The object denoted by x cannot be an object from T 1 because the A-component of objects in T 1 does not contain objects from classes I and J. Using a similar argument, objects in T 2 and in T 3 do not satisfy the quali cation either. Consequently, the query is unsatis able. Since T 1 and T 2 are disjoint classes, the objects denoted by the variables s and t are distinct objects. This implies the inequality of x and y. This contradicts the requirement that x and y denote the same object or value. Hence Q is unsatis able. 2
In this paper, we propose an object-oriented counterpart of the relational conjunctive queries and solve the satis ability problem for such queries. The result is necessary for the study of containment and minimization problems 10] and is applicable to the area of query optimization in an OODB. Query optimization is traditionally divided into two related components: logical transformation and evaluation plan generation using physical knowledge such as indexes and data clustering. Logical transformation is concerned with translation of a query into an equivalent one with certain desirable properties. The most common technique used in this area involves transformations based on algebraic equivalence. This work is related to logical transformation. In particular, we are interested in the problem of determining, at compile time, whether a conjunctive query always returns an empty answer.
The main results are summarized as follows: We derive an exponential-time algorithm for solving the satis ability problem for the proposed class of conjunctive queries. However, unlike its relational counterpart, testing satis ability of the proposed conjunctive queries is likely to be intractable. We show this by proving that the problem is NP-complete. The cause of intractability is due to variables in a query may range over classes with non-unique attribute types. By requiring the type of an attribute of a class over which a variable is ranging is unique in an inheritance hierarchy, we de ne a rather general subclass of conjunctive queries called unique-typed conjunctive queries. We then show that the satis ability problem for uniquetyped conjunctive queries is solvable in polynomial time.
Most work on query optimization for an OODB implicitly assumes either a query language for complex objects with object identi ers or the type of an attribute is unique in the inheritance hierarchy 17, 32, 33, 34, 7, 20, 27, 12] . Our work assumes an inheritance hierarchy in which type of an attribute need not be unqiue and hence our query model is more realistic than most previous work. We study the satis ability problem by using typing contraints imposed by the inheritance hierarchy and the condition speci ed in a query. Borgida 8] addressed a similar problem. However he is only interested in the type checking of a query. Moreover, the kind of inheritance hierarchy and queries assumed are also di erent from ours. To our best knowledge, this represents the rst work on query satis ability in an object-oriented setting.
The next section de nes the class of conjunctive queries and the basic notation needed throughout the discussion. In Section 3, we show that the satis ability problem for the class of unique-typed conjunctive queries is solvable in polynomial time. In Section 4, we present an exponential-time algorithm for solving the satis ability problem for the class of conjunctive queries. As a corollary, the satis ability problem is in NP. In Section 5, we show that the satis ability problem of conjunctive queries is likely to be intractable. We prove this by showing that even for very restricted classes of conjunctive queries de ned on special kinds of singleinheritance database schemas, the problem is NP-complete. Finally, we give our conclusions in Section 6.
De nitions and Notation
In this section, we introduce notation that is necessary for the rest of the discussion.
Types, Classes and Schemas
We suppose given the following pairwise disjoint sets:
1. The set Z of integers.
2. The set S of strings.
3. A countably in nite set O of symbols which are called object identi ers. 4 . The set B= fInteger, Stringg. 5. A countably in nite set A of symbols, the attributes. 6 . A countably in nite set C of symbols which are called classes or class names.
The set Z S is said to be the set of constants. The tokens Integer and String denote the atomic types, the elements of A are attribute names in a tuple type, and the elements of C are names for user-de ned classes.
A type over a set C C of class names is an expression de ned as follows: Following 28], we introduce the notion of schema. A schema S is a triple (C, , ), where C is a nite subset of C, is a function from C to tuple types, and is a partial order on C. Let type-expr(C) be the set of all types that only involve class names in C. The mapping associates a class name a tuple type in type-expr(C) which describes its structure. As noted in 18], there is no loss of representation power by restricting the structures of classes to tuple types. The relationship among classes represents the user-de ned inheritance hierarchy. We assume that the hierarchy has no cycle of length greater than 1 
That is, I v de nes the data value of an object and the (tuple) value of an object de ned on a class must satisfy the type speci cation associated with the class. The set f<o, I v (o)> j o2Og is the set of objects in the state s. Two 
A Class of Conjunctive Queries with Negation
In this section, we de ne a calculus-like query language for an object-oriented database. The language de ned below modeled after query languages in systems like O 2 and Orion 31, 25], and is similar to a language proposed for a complex object model 1]. In this query language, users extract data from objects in a state by specifying a condition in the query. Query languages which allow explicit creation of object identi ers are also proposed and studied in the literature 2, 23, 19] .
Queries are constructed from a set of variables, symbols from the set of constants, equality operators`=' and`6 =', membership operators`2' and`6 2', logical operators`&' and`_', as well as existential quanti ers. First we de ne the concept of term. Terms enable us to refer to an object or a component in an object. Syntactically, a term f(x) is of the following form: c, x or x.A, where c is a constant, i.e., c2Z S, x a variable and A an attribute.
An atom or an atomic formula is de ned as one of the following:
1. x C 1 _ _ C n , where is one of f2, 6 2g, C i 's are class names or atomic types, and x a
variable. An atom x2C 1 _ _ C n is called a range atom and it asserts that the variable
x is an object in the class C i or a value in the atomic type C i , for some 1 i n. An atom x6 2C 1 _ _ C n is called a non-range atom and it asserts that the object or value the variable x represents cannot be a member of the class C i or a value in the atomic type C i , for any 1 i n.
2. x=c, where c is a constant and x a variable. An atom x=c is called an assignment atom and it asserts that the variable x is assigned with the atomic value c.
3. g(x) h(y), where g(x) and h(y) are terms involving variables x and y, respectively, is one of f=, 6 =g. The atoms g(x) = h(y) and g(x) 6 = h(y) are called equality and inequality atoms, respectively. The equality atom asserts that the operands denote the identical object or atomic value. Likewise, an inequality atom asserts that the operands denote di erent objects or values. A component of an object may have an unknown value. Consequently, we introduce the null value` ' as a possible attribute value for an object. With null values are allowed, a logic, called 3-valued logic, is used to evaluate queries 14]. The logic is de ned as follows. 1 The result in this paper can be extended to conjunctive queries with more than one free variable.
1. An atom is evaluated to unde ned if an operand refers to a null, unde ned or incompatible value, and evaluated to true or false in the usual manner otherwise.
A conjuction of atoms is evaluated to
(i) false if an atom is evaluated to false.
(ii) true if all atoms are evaluated to true.
(iii) unde ned if no atom is evaluated to false and at least one atom is evaluated to unde ned. 
Well-formed Conjunctive Queries
We consider only those queries in which each term either denotes an object or a value, or a set of objects or values, but not both. We called such class of queries well-formed queries. Well-formed queries include safe as well as unsafe queries that produce in nite answers 36]. The following de nes when a query is well-formed.
Given a conjunctive query, additional equalities among terms could be inferred with the following algorithm. The edges labelled with`=' in a graph in the following algorithm are called equality edges. (1) Generate a graph with terms in Q as nodes. Generate equality edges by applying the following three steps exhaustively to the graph until no more edges can be derived.
(i) For each term f(x), derive the equality edge f(x)=f(x). For each assignment atom`x=c', generate an equality edge, between the node`x' and the node`c', if no such edge exists between them. Do the same for each equality atom`f(x)=g(y)'. Corollary 2.1 Let f(x) and g(y) be two terms in a query Q involving variables x and y, respectively. Whenever there is an equality edge between f(x) and g(y) in the complete equality relationship graph, the two terms involved are assigned with either the same set of objects or values, or the same object or value in any satisfying assignment that gives rise to an answer of the query.
Proof]: By a simple induction on the number of equality edges generated. 2
Given the complete equality relationship graph E(Q) for a conjunctive query Q, de ne an equivalence relation as follows. For each term f(x) in E(Q), de ne an equivalence class f(x)] to be fg(y) j g(y) is a node in E(Q) and there is an equality edge between f(x) and g(y)g. Since equality is an equivalence relation, it partitions terms in E(Q). The equivalence classes de ned above are said to be equivalence classes in E(Q).
Let Q be a query. An occurrence of a term f(y) in the matrix of Q is a set occurrence if the occurrence appears on the right-hand side of a membership or non-membership atom. All other occurrences in the matrix of Q are object occurrences. A term f(x) is an object term if there is an object occurrence of g(y)2 f(x)] in the query. A term f(x) is an set term if there is a set occurrence of g(y)2 f(x)] in the query.
A conjunctive query Q is well-formed if (i) every term in Q is either an object term or a set term, but not both, (ii) each object term of the form x.A is equated to some variable, that is, there is a variable z in the equivalence class x.A], and (iii) every variable involved in Q ranges over exactly one disjunction of classes or atomic types; that is, there is exactly one range atom associated with each variable.
The conditons (ii) and (iii) are not really restrictions, since an object term can always be equated to some distinct variable and every variable can range over all atomic types or classes in the schema. If there is a variable ranges over more than one disjunction, then by introducing new variables and equalities of variables, the original query can be converted into an equivalent query in which every variable ranges over exactly one disjunction. These two conditions are needed to simplify the discussion on satis ability of queries in the subsequent sections.
For the rest of this paper, we use the term conjunctive queries to denote well-formed conjunctive queries.
3 An E cient Algorithm for Testing Satis ability of Uniquetyped Conjunctive Queries A main result of this paper is that testing satis ability of the class of conjunctive queries is likely to be intractable. The cause of intractability is due to variables in a query may range over classes with non-unique attribute types. By requiring the type of an attribute of a class over which a variable is ranging is unique in an inheritance hierarchy, we show in this Section that the satis ability problem for a rather general class of queries, called unique-typed conjunctive queries, is solvable in polynomial time.
In a conjunctive query, a range atom is of the form`x2C 1 _ _ C n '. Denote subtypes(C 1 _ _ C n ) as f Dj D is a class name or an atomic type such that D is a subtype of C i , for some 1 i ng. Hence the variable x is used to denote some member in a class or an atomic type in subtypes(C 1 _ _ C n ). respectively). For every variable x in the query, de ne type(x) as C 1 _ _ C n , where C 1 _ _ C n is the unique disjunction over which x ranges. For every term of the form x.A in Q, de ne type(x.A) as the type of the attribute A in some class in subtypes(C 1 _ _ C n ), if such class exists and unde ned otherwise, where type(x) = C 1 _ _ C n . Note that if such a class exists, the type of A is unique, by the assumption that Q is unique-typed. In other words, for every term f(x) in a unique-typed conjunctive query Q, type(f(x)) is a unique disjunction if it is well-de ned.
Given the complete equality relationship graph E(Q) for a unique-typed conjunctive query Q, we can construct a legal state on the schema that demonstrates if the query is satis able.
For each object term f(x) in E(Q), de ne f(x)] to be fg(y) j g(y) is a node in E(Q) and there is an equality edge between f(x) and g(y)g. For every object term f(x), elements in f(x)] are identical objects or of the same value and hence de ned on the same class or the same atomic type.
Let f(x) be an object term in a query Q. De ne classof( f(x)]) to be the union of fC 1 _ _ C n j there exists g(y)2 f(x)] such that type(g(y)) is C 1 _ _ C n g and f C j there is an atom y2z.A' in Q, where y2 f(x)] and type(z.A) is fCgg. Similarly let notclassof( f(x)]) be fC 1 _ _ C n j there exists y2 f(x)] such that`y6 2C 1 _ _ C n ' is an atom in Qg. Informally, the variable x denotes an object or atomic value in a state. The set mentioned attr x represents the set of attributes mentioned in the query that are associated with x. SatType(x) contains all valid terminal classes or atomic types on which x could be de ned. In this case, since SatType(x) is empty, the query is unsatis able. 2 Algorithm SatTestUT: Verify if a unique-typed conjunctive query Q is satis able. Input: A unique-typed conjunctive query Q on S, and the complete equality relationship graph E(Q) for Q. Output: yes if Q is satis able, and no otherwise. is a distinct value appears nowhere else. For each object term f(x), maps all terms involving a variable in the equivalence class f(x)] to the value f(x)] . Given any object term f(x) involving a variable x, if type(f(x)) is an atomic type, then (f(x)) is interpreted as an atomic value from its domain, else (f(x)) is regarded as an object identi er on the terminal class type ( f(x)]).
(ii) For each set term x.A in Q, maps x.A to the set f (y) j`y2z.A' is an atom in Q, where z is a variable in x]g. Since T2subtypes(type(z)) and A is an attribute of T, by the unique-typed assumption, our claim follows. 2 By statement (1), if z.A is an object term (or a set term) Case (1). x2C 1 _ _ C n . Let T be the terminal class or atomic type on which the variable x is de ned under . By de nition, T2SatType(x) and is an element in subtypes(C 1 _ _ C n ). Hence this case is not possible. Suppose there is an atom x6 2C 1 _ _ C n is not satisfying under . This implies (x) is de ned on a class in subtypes(C 1 _ _ C n ). By de nition of SatType(x), the class on which x is de ned under cannot be in subtypes(C 1 _ _ C n ). Again this case is impossible.
Case (2) . x=c, where x is a variable and c a constant. By step (i) of the construction of , (x) = c. Moreover, type ( x]) = type ( c]).
Case (3) . g(x) h(y), where both g(x) and h(y) are object terms involving variables x and y respectively, is one of f=, 6 =g. If is`=', then by (i) of the construction of , (g(x))= (h(y)) and de ned on the same class or atomic type. If is`6 =' and assuming (g(x))6 = (h(y)) is not satisfying. This implies (g(x))= (h(y)). This is possible only if g(x) and h(y) are in the same equivalence class in E(Q). Again this case is impossible by statement (4) In this section, we consider the problem of how to determine if a conjunctive query is satis able.
We derive an exponential-time algorithm for solving the satis ability problem. We solve the problem by rst converting a conjunctive query into an equivalent union of a special kind of conjunctive queries called terminal conjunctive queries. The transformation could take exponential time in general. Terminal queries are a special kind of unique-typed queries de ned in the last section. A conjunctive query Q is terminal if range atoms in Q are of the form`x2C', where C is a terminal class name or an atomic type. In other words, all object terms in a terminal conjunctive query denote objects or values from terminal classes or atomic types. Given any conjunctive query Q, it can always be converted into an equivalent union of terminal conjunctive queries. Vehicle is not a terminal class while Discount is. Since there are three types of vehicles and assuming that all vehicle objects are partitioned by objects in these subclasses, then the query is equivalent to the following union of terminal conjunctive queries: 
2
Proposition 4.1 Let Q = f t j 9s h(s, t)g be a conjunctive query. Then Q can always be converted into an equivalent union of queries of the following form: Q 1 =f t j 9s h 1 (s, t)g Q n =f t j 9s h n (s, t)g, where each Q i is a terminal conjunctive query.
Proof]: By the de nition of well-formedness, each variable x ranges over exactly one disjunction of class names or atomic types. For every range atom x2C 1 _ _ C k in Q, replace the atom with a disjunction (x2D 1 _ _ x2D m ), where D j 's are the set of terminal classes or atomic types such that each D j is a subtype of some C i . The resulting query is equivalent to Q since by the Terminal Class Partitioning Assumption, every non-terminal class is exhaustively partitioned by its terminal descendants. The matrix of the resulting query can then be transformed into a disjunction of conjunctions of atoms. It can then be transformed into an equivalent union of terminal conjunctive queries. Hence the proposition follows. 2 To determine if a conjunctive query is satis able, we rst convert it into a union of terminal conjunctive queries. Then the conjunctive query is satis able exactly when a terminal conjunctive query in the union is satis able. However, it is worth noting that the transformation of a conjunctive query into an equivalent union of terminal conjunctive queries may take exponential time.
Example 4.2 Let us consider the database schema in Example 1.2. We argued that the following query is unsatis able.
Q is not a terminal query, by Proposition 4.1, Q is equivalent to the union of the following terminal conjunctive queries. Proof]: The algorithm SatTestUT is a polynomial-time algorithm. Then the theorem follows from Theorem 3.2 and from the fact that a terminal conjunctive query is a unique-typed conjunctive query. 2
By Proposition 4.1 and by Theorem 4.2, we can determine if a given conjunctive query is satis able in exponential time.
Testing Satis ability of Subclasses of Conjunctive Queries is NP-complete
In the last section, we presented an exponential-time algorithm for testing satis ability of conjunctive queries in general. This problem is likely to be intractable. We show this by proving that it is NP-complete, even when the queries are in very restricted forms. The queries satisfy the following: (i) they are de ned on restricted kinds of single-inheritance database schemas, (ii) they only involve range and equality atoms, (iii) each variable in the queries ranges over exactly one class, and (iv) they produce only nite answers. For a discussion on intractable problems, interested readers please refer to 16]. Subclasses are specialization of their superclasses. Specialization of subclasses are represented formally by rede ning types of inherited attributes and/or adding new attribute-type pairs to the subclasses. If attributes in a subclass are inherited without rede ning their types, then the schema is said to be re nment-free. If attributes in a subclass are inherited without adding new attribute-type pairs, then the schema is said to be extension-free. Formally, a schema S = (C, , ) is re nement-free if for any pair A and B in C with (A) = a 1 : t 1 , : : : , a n :t n , : : : , a n+p :t n+p ] and (B) = a 1 :s 1 , : : : , a n :s n ], A B implies t i = s i , 1 i n. A schema S = (C, , ) is extension-free if for any pair A and B in C with (A) = a 1 : t 1 , : : : , a n :t n , : : : , a n+p :t n+p ] and (B) = a 1 :s 1 , : : : , a n :s n ], A B implies p=0.
Theorem 5.1 Let Q be a conjunctive query on a single-inheritance re nement-free database schema and Q involves only range and equality atoms. Determining if Q is satis able is NPcomplete.
Proof]: By Proposition 4.1, a conjunctive query is equivalent to a union of terminal conjunctive queries. The conjunctive query is satis able exactly when a terminal conjunctive query in the union is satis able. For each variable x in the query, nondeterministically select a terminal class or atomic type from subtype(x) and verify that if the assignment is satis able using the algorithm SatTestUT. Since testing satis ability of terminal conjunctive queries can be done e ciently, the problem is in NP.
To prove NP-hardness, we reduce instances of the hitting set problem to our problem. Hitting set was rst demonstrated to be NP-complete in 21].
Let fS 1 , : : : , S n g be a set of non-empty subsets of a nite set S = fV 1 , : : : , V m g. A hitting set H of S is a subset of S for which jH\ S i j = 1, for all 1 i n. The hitting set problem is to determine if such a set exists 21].
For each instance of the hitting set problem, it is transformed into a single-inheritance re nement-free database schema R and a conjunctive query Q with range and equality atoms as follows. We rst de ne R. Let q be the sum of the cardinalities of S i 's. ) .A) are the same or they are di erent. If they are the same, then by Fact 2, both the terminal classes are assigned with the same terminal type for the attribute B ij . Since both terms refer to the same object, the atom is satisfying trivially. If they are di erent, then either at least one of them is in the intersection of S i \S j or none of them is.
If one of them is in the intersection, let it be type(! ?1 (V qi ).A). But since type(! ?1 (V qj ).A)2S j and both type(! ?1 (V qi ).A) and type(! ?1 (V qj ).A) are in H, jH\S j j>1. H is not a hitting set.
A contradiction. Hence this case is not possible. If none of them is in the intersection, then by Fact 2, type(! ?1 (V qi ).B ij ) = type(! ?1 (V qj ).B ij ) and is of type TT nn . The two operands have compatible types. Again since both object terms refer to the same object, the atom`x i .B ij = x j .B ij ' is satisfying. Therefore Q is satis able. 2 Theorem 5.2 Let Q be a conjunctive query on a single-inheritance extension-free database schema and Q involves only range and equality operators. Determining if Q is satis able is NP-complete.
Proof]: As was argued in Theorem 5.1, the problem is in NP. To prove NP-hardness, we reduce instances of the hitting set problem to our problem.
For each instance of the hitting set problem, it is transformed into a database schema R and a conjunctive query Q with range and equality atoms as follows. We rst de ne R. Let q be the sum of the cardinalities of S i 's. The set of class names in the schema R is the union of the following disjoint sets: S, fTC 1 The database schema R de ned above is single-inheritance and extension-free.
Having constructed R, a conjunctive query Q on R is de ned as follows. Q is de ned as fx 1 In this paper, we studied the satis ability problem for a class of natural queries called conjunctive queries. A main result of this paper is that, unlike its relational counterpart, testing satis ability of conjunctive queries is likely to be intractable. The cause of intractability is due to variables in a query may range over classes whose attribute types need not be unique. By requiring the type of an attribute of a class over which a variable is ranging is unique in an inheritance hierarchy, we showed that the satis ability problem for a class of unique-typed conjunctive queries is solvable in polynomial time. We then derived an exponential-time algorithm for solving the satis ability problem for the class of conjunctive queries. The satis ability problem of conjunctive queries is likely to be intractable. We proved this by showing that even for very restricted classes of conjunctive queries de ned on special kinds of single-inheritance database schemas, the problem is NP-complete.
