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1. Motivació 
 
Actualment, ens trobem en un món on la tecnologia té un paper essencial dins el 
procés evolutiu de l’ésser humà, mitjançant la creació i el desenvolupament de 
dispositius electrònics tant per millorar la qualitat de vida de les persones o 
simplement per implantar un nou model d’oci, com en aquest cas el cotxe slot. 
El món dels cotxes slot ha passat per un procés de millora tecnològica, destacant 
el salt del model analògic al model digital. L’evolució ha comportat un canvi 
radical en tot el sistema de control d’aquests vehicles, en el sistema analògic, la 
velocitat del cotxe és controlada per la variació del voltatge aplicat a la guia sobre 
la qual reposa el vehicle, de manera que únicament pot circular una unitat per la 
mateixa guia, mentre que en el model digital és controlat directament per la 
variació de voltatge sobre el seu motor, i per tant, es poden col·locar diferents 
cotxes sobre una mateixa guia. 
Tot i aquestes evolucions dels cotxes slot, es pot crear un sistema de control 
digital sobre el model analògic incorporant altres dispositius electrònics d’ús 
freqüent en el nostre dia a dia, per tal de desenvolupar un prototip amb finalitats 
que van més enllà de l’oci, com per exemple: aplicacions didàctiques per a 
centres educatius, per a complementació de futurs projectes o per aplicacions 
I+D, entre d’altres. 
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2. Estudis previs 
 
La idea d’aquest projecte sorgeix a partir de treballs ja existents relacionats amb 
el sistema de control del circuit slot. Tots aquests treballs s’han desenvolupat 
amb el tutoratge del professor Ramon Sarrate i Estruch. 
El primer es titula “Disseny d’una plataforma didàctica de monitoratge i control 
d’un circuit slot” desenvolupat pels estudiants Azucena Osete Herraiz, Andrés 
Peñalver Núñez i Gabriel Portell Blanch. Està basat en un miniprojecte en que 
s’estudien de manera global diferents alternatives tant pel sistema de 
monitorització com per la interfície de control. 
El segon treball, homònim a l’anterior, és de l’estudiant Daniel Sànchez 
Rodríguez. Es centra en la implementació d’un sistema de monitorització on es 
desenvolupen algorismes i programes dedicats per determinar de manera 
contínua la posició del cotxe a través de la càmera. 
El tercer “Diseño e implementación de un sistema de control de un circuito slot”, 
d’Edgar Jiménez López, va estudiar i desenvolupar des de zero un comandament 
electrònic pel circuit slot, complementant el primer projecte. 
A dia d’avui, l’últim treball relacionat amb el circuit es “Study of automatic control 
algorithms for a slot car” de Matías Nicolás Correa Barceló. Té com a objectiu la 
implementació d’un sistema de control mitjançant el monitoratge, el qual 
determina de manera continua la posició del vehicle a través d’una càmera. S’ha 
utilitzat principalment el llenguatge de programació Java pel desenvolupament 
del codi i va elaborar una placa electrònica component a component. 
Cal esmentar que aquests estudis previs han estat de gran ajuda pel 
desenvolupament del projecte, on la intenció és millorar el hardware que ha 
elaborat fins a dia d’avui, mitjançant la utilització de components electrònics més 
moderns com l’Arduino. A nivell de software s’utilitzaran programes més didàctics 
i interactius com ara pot ser Matlab. 
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Durant el desenvolupament d’aquesta memòria és possible la inclusió de punts 
on es citin de manera parcial o totalment explícita alguns elements extrets dels 
estudis previs. 
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3. Objectiu 
 
L’objectiu principal d’aquest treball és crear un sistema de control automàtic, la 
finalitat del qual és controlar el cotxe slot sense l’actuació humana. 
El projecte consisteix en dissenyar novament tot el sistema de control aprofitant 
alguns estudis realitzats en els treballs previs. L’objectiu pot arribar a ser molt 
complex i extens, raó per la qual s’ha desglossat curosament en els següents 
objectius específics: 
• Dissenyar un sistema d’adquisició i tractament d’imatges. 
• Fabricar un comandament electrònic. 
• Desenvolupar un algorisme de control pel sistema. 
• Desenvolupar el programa que permeti interactuar amb el hardware. 
• Dissenyar una interfície gràfica per l’usuari. 
• Crear llibreries de funcions per recollir les accions del procés del control 
automàtic. 
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4. Recursos disponibles 
 
4.1 Lloc de treball 
L’àrea de treball es troba a l’edifici TR11 de l’Escola d’Enginyeria de Terrassa, 
concretament al Laboratori d’Informàtica Industrial; a l’aula 106 de la primera 
planta. 
 
4.2 Circuit i cotxe slot 
El circuit slot és el model de NINCO “Super Series 20138” i ja es troba instal·lat 
en una taula de 1,60 x 1,60 m dins el lloc de treball definit a la secció 5.1. Aquest 
circuit està format per un joc de pistes analògiques (4 trams rectes de 40 cm de 
llarg i 8 trams de corbes R2) que un cop unides formen un “0” amb un recorregut 
total 3,68 m. Les dimensions del circuit un cop muntat són de 1,64 x 0,84 m (Fig. 
1). El lot NINCO incorpora dos comandaments analògics model 55 Plus i un 
transformador de corrent alterna (240 V i 0,4 A) a corrent continua (12 V i 1,5 A).  
El model del cotxe utilitzat és el Megane Trophy d’escala 1/32 amb un motor NC-
5 Speed. El cotxe utilitzat en aquest projecte és el mateix que l’emprat en el 
projecte anterior desenvolupat per en Matías Nicolás Correa Barceló, on el 
xassís del cotxe es va pintar completament de color taronja. 
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Figura 1. Fotografia de detall on es mostra el circuit slot un cop muntat, les seves dimensions  i 
el cotxe slot. També s’observa la caixa de sèrie NINCO model “Super Series 20138”. 
 
4.3 Càmera digital 
La càmera que s’utilitzarà en el projecte és el model DBK 21AU04.AS de la 
marca “The Imaging Source” que compta amb una resolució, freqüència de 
mostreig alta i filtre “Bayer” i situada a 2 m sobre el circuit slot. La lent acoblada 
a la càmera digital és de tipus varifocal genèrica i té una longitud focal que pot 
variar des de 2,8 mm fins a 12 mm (Fig. 2). 
Especificacions: 
• Escaneig progressiu CCD 1/4” 
• Resolució de 640 x 480 píxels 
• Format de vídeo: 
o 640 x 480 UYVY @ 30, 15, 7.5, 3.75 fps 
o 640 x 480 BY8 (RAW) @ 60, 30, 15, 7.5, 3.75 fps 
• Connexió USB 2.0 
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Figura 2. Fotografia de detall de la càmera i la lent que s’utilitzarà en aquest projecte, situada a 
sobre del circuit slot. 
 
4.4 PC 
El PC està instal·lat en el laboratori d’Informàtica Industrial, just davant del circuit. 
És un dels elements més importants pel funcionament del sistema, doncs és 
l’equip que s’utilitza per fer les proves i s’encarrega de processar les imatges de 
la càmera i de l’algorisme de control. 
Especificacions: 
• Intel Core2Duo E7300 @ 2.66 GHz. 
• 2 GB DDR2 667 Mhz. 
• Windows XP Professional. 
• Software: Matlab 2011b, Arduino 1.8.2 
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5. Plantejament i especificacions del treball 
 
El sistema màquina-circuit dissenyat en aquest treball està compost per quatre 
elements, que són: la càmera digital, el PC, el comandament electrònic i el circuit 
i el cotxe slot (Fig. 3). 
 
 
Figura 3. Diagrama on s’indica els quatre elements del sistema màquina-circuit d’aquest treball i les seves 
funcions principals. 
 
La càmera digital està fixada al sostre i situada sobre el circuit slot. La funció 
d’aquesta és la de capturar imatges en planta del circuit i del cotxe slot. Les 
imatges han de ser en color (llums del laboratori encesos i evitant la llum de 
l’exterior) i a una resolució de 640x480 píxels, per tal d’estandarditzar l’algorisme 
de control i la interfície gràfica que s’explicaran a continuació. 
Mitjançant el PC i amb el software Matlab s’adquiriran i es tractaran les imatges 
capturades a través de la càmera digital. La finalitat d’aquest tractament d’imatge 
serà l’obtenció d’una de nova on quedi ressaltat el cotxe slot respecte el seu 
entorn. Es dissenyarà un algorisme de control que a partir d’aquesta nova imatge 
permetrà saber la posició del cotxe slot en el circuit. També es programarà una 
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interfície gràfica que permetrà a l’usuari modificar la velocitat del cotxe slot en 
diferents zones del circuit. 
El comandament electrònic, estarà format per una placa Arduino i una altra 
elaborada per l’autor d’aquest treball, i que convertirà la senyal digital enviada 
pel software Matlab instal·lat al PC a una senyal analògica que s’enviarà al circuit 
slot per tal de controlar la velocitat del cotxe slot a cada zona del circuit. 
El circuit slot està constituït per un joc de pistes analògiques (4 trams rectes de 
40 cm de llarg i 8 trams de corbes) que un cop unides formen un “0” i un cotxe 
slot d’escala 1/32. Per tal de simplificar el projecte, el tractament d’imatge només 
contemplarà un color del xassís del cotxe slot que és el color taronja i l’algorisme 
de control estarà programat pel recorregut de la pista exterior del circuit slot, en 
sentit horari i partint de la línia blanca de sortida marcada en el circuit. 
A continuació, es mostren els quatre elements que faran possible el 
desenvolupament del projecte, tenint en compte les necessitats de disseny del 
sistema màquina-circuit (Fig. 4). 
 
 
Figura 4. Fotografia del lloc de treball on es mostren els quatre elements del sistema màquina-circuit. 
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6. Adquisició i tractament d’imatges 
6.1 Introducció al processat digital d’imatges 
6.1.1 Definició 
El processat digital d’imatges (PDI) és el procés d’emmagatzemar, 
transmetre i representar informació, d’imatges digitals mitjançant la 
computació digital. 
El terme imatge fa referència a una funció bidimensional d’intensitat de 
llum f(x,y) on “x” i “y” indiquen les coordenades d’espai, i el valor de “f” en 
qualsevol punt (x,y) és proporcional a la intensitat de la imatge en aquest 
punt. Una imatge digital pot escriure’s com una matriu on l’índex de fila i 
columna identifiqui un punt en la imatge i on el seu valor coincideix amb el 
nivell d’intensitat de llum en aquest punt (Fig. 5). Cada element de la matriu 
correspon a un element de la imatge i se’l denomina píxel. 
 
Figura 5. Imatge monocroma del circuit slot representant f(x,y) on la “x” i la “y” són les 
coordenades d’espai i el valor de la funció és proporcional a la intensitat lumínica. 
 
El processat digital d’imatges es centra principalment en dos aspectes: la 
millora d’informació continguda en una imatge per la interpretació humana 
    13 
 
i el tractament de dades en una escena per afavorir la percepció autònoma 
per part d’una màquina. 
Degut al gran ventall de tipus d’imatges utilitzades en el PDI, no existeix 
una línia divisòria entre el PDI i altres àrees com l’anàlisi d’imatges o la 
visió artificial, entre d’altres. L’anàlisi d’imatges fa referència al procés pel 
qual s’extreu informació quantitativa de la imatge i a on el resultat de 
l’anàlisi sempre és una taula de dades, una gràfica o qualsevol 
representació de dades numèriques. El processat d’imatges sempre 
produeix una altra imatge com a resultat de la operació, que generalment 
pretén millorar la qualitat d’una imatge per poder apreciar millor 
determinats detalls. La visió artificial es troba dins del camp de la 
intel·ligència artificial que té com a objectiu programar un ordinador per 
que entengui una escena o característiques d’una imatge, emulant la visió 
humana. 
Atenent els tipus de processos implicats en aquestes disciplines, es sol fer 
una classificació de tres nivells: nivell baix (processat), nivell mig (anàlisi) 
i nivell alt (interpretació). Els processos de nivell baix inclouen la reducció 
de soroll, millora del contrast, i en general, la millora de característiques 
de la imatge, on totes les entrades i sortides són imatges. Els processos 
de nivell mig analitzen els nivells de baixos i inclouen la segmentació 
(regions, objectes), descripció d’objectes, classificació, etc. L’entrada és 
una imatge i la sortida són atributs dels objectes (vores, contorns, identitats 
d’objectes individuals). Per últim, el processos de nivell alt estan 
generalment orientats al procés d’interpretació dels elements obtinguts en 
el nivells inferiors, entrant en joc la presa de decisions en funció del 
contingut observat. Amb aquesta classificació, s’anomena processat 
digital d’imatges quan les entrades i sortides són imatges (processos de 
baix nivell) i, a més a més, a aquells processos que extreuen atributs 
d’imatges, incloent el reconeixement d’objectes individuals (processos de 
nivell mig). 
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6.1.2 Tècniques principals del processat digital d’imatges 
És important classificar les diferents tècniques que es duen a terme en el 
PDI, per obtenir una visió més estructurada. Les principals tècniques es 
classifiquen en tres categories: 
• Millora de la imatge: Processat de la imatge per obtenir un resultat 
més apropiat per a l’aplicació en particular. Les tècniques més 
habituals són: la millora de la nitidesa de les imatges desenfocades, 
eliminació de soroll, millora del contrast, millora de la llum, detecció 
de vores. 
• Restauració de la imatge: Processat per reparar imatges 
malmeses ocasionades per una causa coneguda. Les tècniques 
més habituals són: eliminar el desenfocament per moviment, 
eliminar distorsions òptiques, eliminar interferències periòdiques. 
• Segmentació de la imatge: Processat que divideix la imatge en 
parts o aïlla certs objectes d’una imatge. Les tècniques més 
habituals són: localització i selecció de formes determinades a la 
imatge, màscares d’imatge. 
 
6.1.3 Àrees d’aplicació 
El processat digital d’imatge es van començar a utilitzar a una gran varietat 
d’àmbits i problemes que compartien la necessitat de millora de les 
imatges per a la seva interpretació i anàlisi. 
Actualment existeix una immensa varietat d’àrees on el PDI s’utilitza de 
manera habitual. Un criteri de classificació actual per diferenciar cada una 
de les àrees implicades és el de la font de les imatges. La principal font 
d’energia de les imatges és l’espectre electromagnètic, especialment la 
banda de rajos X i la de l’espectre visible. 
Començant pels rajos Gamma, existeixen aplicacions que processen 
aquestes fonts d’imatge en medicina nuclear, com la Tomografia per 
Emissió de Positrons on s’injecta al pacient un isòtop radioactiu que emet 
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rajos Gamma, posteriorment són capturats, i en les observacions 
astronòmiques per detectar la radiació natural dels rajos Gamma dels 
astres. La banda dels rajos X s’aplica principalment a la medicina 
(radiografia, TAC), però també a l’astronomia i industria, com en el control 
de qualitat de plaques de circuit imprès o d’aliments. 
Respecte a les imatges capturades a la banda visible i infraroja, són les 
que tenen més aplicacions. La banda infraroja s’utilitza conjuntament amb 
la banda d’espectre visible, per exemple en microscòpia, astronomia, 
controls de qualitat i en aplicacions d’identificació de la policia. 
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6.2 Adquisició i tractament d’imatges amb Matlab 
6.2.1 Software Matlab 
Per desenvolupar aquest projecte, s’ha escollit el paquet de software 
Matlab 2011b. És un software matemàtic que ofereix un entorn de 
desenvolupament integrat (IDE) amb un llenguatge de programació propi, 
el llenguatge M. Està disponible per plataformes Unix, Windows i Mac OS 
X. 
Entre les seves prestacions s’hi troba la manipulació de matrius, 
representació de dades i funcions, implementació d’algorismes, la creació 
d’interfícies d’usuari (GUI) i la comunicació amb programes en altres 
llenguatges i altres dispositius de hardware. 
El paquet de software Matlab disposa de dos eines addicionals que 
amplien les seves prestacions: Simulink (plataforma de simulació 
multidomini) i GUIDE (editor d’interfícies d’usuari GUI). A més a més, es 
poden ampliar les capacitats de Matlab amb les caixes d’eines 
(“Toolboxes”) que cobreixen actualment la majoria d’àrees principals del 
món de la enginyeria i la simulació, com ara la Image Acquisition Toolbox 
i la Image Processing Toolbox que es descriuen seguidament en els 
apartats 6.2.2 i 6.2.3.  
Cal remarcar, la compatibilitat que té Matlab amb els dispositius perifèrics 
utilitzats en aquest treball; com la càmera digital i la placa Arduino. 
També s’han creat tres llibreries de funcions de Matlab: per l’adquisició i 
el tractament d’imatges, pel comandament electrònic i per l’algorisme de 
control. Aquestes llibreries contenen tots els procediments necessaris per 
dinamitzar el flux de treball, dur a terme l’objectiu d’aquest projecte i 
facilitar l’ús de les funcions en estudis futurs.  
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6.2.2 Image Acquisition Toolbox 
Image Acquisition Toolbox és una eina de Matlab que permet adquirir 
imatges i vídeo de dispositius de captura d’imatges. És capaç de detectar 
automàticament el dispositiu i configurar-ne les propietats. Permet adquirir 
imatges simultàniament a l’execució del codi principal del programa. Pot 
utilitzar dispositius d’imatges que van des de les càmeres web de baix cost 
fins a dispositius científics i industrials d’alta gamma. 
 
6.2.3 Image Processing Toolbox 
Pel tractament d’imatges s’ha utilitzat la Image Processing Toolbox. 
Aquesta eina de Matlab proporciona un conjunt complet d'algorismes, 
funcions i aplicacions de referència estàndard per al processament, 
l'anàlisi i la visualització d'imatges, així com per al desenvolupament 
d'algorismes. Pot dur a terme anàlisi d'imatges, segmentació d'imatges, 
millora d'imatges, reducció de soroll, transformacions geomètriques i 
registre d'imatges. 
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6.3 Com obtenir la posició del cotxe slot 
 
6.3.1 Flux de treball per la localització del cotxe slot 
El procés per obtenir la localització del cotxe slot s’inicia  amb la 
configuració de la càmera digital, que permet des de Matlab iniciar la 
captura de la càmera i seguidament fer l’adquisició de la imatge d’entrada. 
A continuació, s’apliquen les tècniques de tractament d’imatge per la 
localització del cotxe (Fig. 6). El procés d’adquisició i tractament d’imatge 
s’executa contínuament. 
 
 
Figura 6. Diagrama de flux de treball on es mostra el procés per obtenir la localització del cotxe. 
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6.3.2 Tractament d’imatge per la localització del cotxe 
El tractament d’imatge és un procés de transformació d’una imatge inicial 
a la qual s’apliquen diferents tècniques de tractament per tal d’obtenir una 
de final, que pot ser processada i analitzada pel llenguatge informàtic. És 
un dels processos més importants del sistema de control, ja que és el 
procés que ens permet obtenir la posició del cotxe durant tot el seu 
recorregut pel circuit (Fig. 7). 
 
 
Figura 7. Diagrama d’etapes del procés de tractament d’imatge. 
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A continuació es presenten les etapes del processat d’imatge, amb la 
finalitat d’aconseguir una imatge final monocroma només amb el cotxe de 
color blanc i el fons negre. El procés de tractament de la imatge comença 
amb el tractament de la imatge inicial que s’ha adquirit mitjançant el procés 
d’adquisició de la imatge 
 
 
Figura 8. Imatge inicial a color del circuit, adquirida en el procés d’adquisició de la imatge. 
 
La primera etapa comença amb el tractament de la imatge a color RGB 
adquirida prèviament en el procés d’adquisició de la imatge, i on el color 
negre és el que predomina (Fig. 8). Per poder tractar la imatge 
correctament s’aplica una tècnica de millora que consisteix en convertir la 
imatge inicial en negatiu, cal esmentar que el negatiu del color taronja és 
el blau i el del negre és el blanc, per tant s’obté una imatge amb el cotxe 
de color blau sobre fons clar. És una tècnica bàsica de processat que 
s’aplica per millorar els detalls en regions fosques d’una imatge, quan 
l’àrea negra és la dominant (Fig. 9). 
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Figura 9. Imatge del circuit en negatiu. 
 
A la segona etapa es generen dues imatges: una, es transforma a escala 
de grisos per suprimir els colors blaus de la imatge anterior i ressaltar el 
cotxe a un color fosc (Fig. 10). A l’altra s’aplica una transformació al canal 
d’interès, en aquest cas el canal blau ja que el cotxe de la imatge en 
negatiu és blau. En la transformació s’observa el canal blau en escala de 
grisos, és possible observar que el cotxe presenta un color de valor molt 
elevat conseqüent amb el color blau del cotxe, tant que es difumina amb 
el color del fons i de la pista (Fig. 11). 
   
 
Figura 10. Imatge del circuit a escala de grisos. 
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Figura 11. Imatge del circuit a canal de blaus. 
 
Comparant les dues imatges anteriors es pot observar que són 
pràcticament iguals, amb la diferència que a la primera és possible  
distingir perfectament el cotxe i a la segona no. Restant aquestes dues 
imatges s’obté una imatge pràcticament on hi predomina el color negre i 
on és possible observar el carril del circuit. No obstant, s’hi distingeix 
clarament el cotxe en color gris clar. Per tant, la tercera etapa del procés 
consisteix en restar aquestes dues imatges per obtenir-ne la restant (Fig. 
12). 
 
Figura  12. Imatge del circuit filtrada per segmentació. 
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La quarta i última etapa del procés de tractament d’imatge consisteix en 
l’aplicació de filtres de segmentació. Aquests filtres s’ocupen de 
descomposar la imatge en les seves parts constituents, és a dir, el cotxe i 
el fons. El primer filtre que s’aplica a la imatge la transforma a una imatge 
binària i ho fa mitjançant la tècnica de valor de llindar que s’utilitza quan la 
imatge es caracteritza per un fons uniforme i objectes similars, és una 
tècnica molt utilitzada en aplicacions industrials. El valor del llindar s’obté 
aplicant el mètode d’Otsu, inclòs a la toolbox de Matlab, i que regeix en el 
principi de similitud entre píxels que pertanyen a un objecte i de les seves 
diferències respecte a la resta. En altres paraules, transforma els grisos 
foscos a negre i els grisos clars a blanc. D’aquesta manera ja s’obté la 
primera imatge binària, però encara no és totalment uniforme. Tot i així, la 
imatge encara no és del tot uniforme ja que conté alguna traça de color 
blanc allunyada de la posició del cotxe que podria generar valors de 
posició erronis al sistema de control (Fig. 13). 
 
Figura 13. Imatge del circuit filtrada per segmentació, es mostra el cotxe i punts en blanc 
escampats per l’escena. 
 
Per obtenir una imatge uniforme i evitar valors de posició erronis s’aplica 
a la última etapa un segon filtre de segmentació, que consisteix en eliminar 
tots els píxels aïllats que no estiguin connectats entre ells i siguin inferiors 
a les dimensions de l’àrea del cotxe (Fig. 14). 
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Figura 14. Imatge final del circuit filtrada per segmentació, només apareix el cotxe de color blanc. 
 
Per últim, s’obté la imatge final monocroma on el cotxe queda 
perfectament ressaltat de color blanc sobre fons negre. Aquesta imatge 
final es pot processar i analitzar per obtenir la localització del cotxe 
automàticament. 
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6.3.3 Llibreria Matlab per a l’adquisició i tractament d’imatges 
 
 
Figura 15.  
 
 
6.3.3.1 Funció de configuració de captura de la càmera digital 
(camera_config.m) 
 
vid=camera_config(XOffset, YOffset, Width, Height) 
Per defecte, configura la càmera de la següent manera: 
• Adaptador winvideo 
• Dispositiu 1 
• Format i resolució YUY2_640x480 
• Color RGB 
 
Permet ajustar la regió d’interès d’adquisició de la imatge (ROI), mesurat 
respecte la cantonada superior i esquerra de la finestra de la interfície 
gràfica (Fig. 16). 
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Figura 16. Exemple de detall d’una imatge de 240 x 320 píxels on s’aplica un “ROIPosition = [50 
50 120 100]” resultant en una imatge de resolució 120 x 100 píxels. 
 
6.3.3.2 Funció per iniciar la càmera (camera_iniciar.m) 
 
camera_iniciar(vid) 
Inicia la càmera en el moment que es fa la crida a la funció. 
 
6.3.3.3 Funció per aturar la càmera (camera_aturar.m) 
 
camera_aturar(vid) 
Atura la càmera en el moment que es fa la crida a la funció. 
 
6.3.3.4 Funció per capturar una imatge (camera_capturar.m) 
 
imatge=camera_capturar(vid) 
 
Retorna una captura d’imatge d’una entrada analògica configurada, la de 
la càmera. 
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6.3.3.5 Funció de tractament i posició en una imatge 
(imatge_tractpos.m) 
 
[seleccio,centroide]=imatge_tractpos(imatge,llindar,area) 
 
Funció que aplica els tractaments d’imatge per obtenir un objecte d’interès 
aïllat del seu entorn, retorna la posició del centroide de l’objecte i del 
rectangle on hi queda inscrit. La funció conté instruccions de la “Image 
Processing Toolbox”. 
 
Codi:  
 
(Annex A. Punt 12.1.3 ) 
 
• “mostra1=imcomplement(imatge)” és una instrucció que calcula 
el complement de la imatge “imatge” i la emmagatzema a la variable 
“mostra1”. El complement d’una imatge a color s’obté de la resta 
del valor màxim d’un píxel (255) amb el valor de cada píxel de la 
function [seleccio,centroide]=imatge_tractpos(imatge,nivell,area) 
[seleccio,centroide]=imatge_tractpos(data1,0.25,600); 
 
mostra1=imcomplement(imatge); 
mostra2 = imsubtract(mostra1(:,:,3), rgb2gray(mostra1)); 
mostra3=im2bw(mostra2,0.25); 
mostra4=bwareaopen(mostra3,area); 
 
seleccio=regionprops(mostra4,'BoundingBox'); 
centroide=regionprops(mostra4,'Centroid'); 
 
if isempty(seleccio)==0 | isempty(seleccio)==0 
seleccio=round(seleccio(1).BoundingBox); 
centroide=round(centroide(1).Centroid); 
else 
return; 
end 
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imatge. Per tant, si el valor d’un píxel de la imatge és 0 el seu 
complement és 255. 
 
• “mostra2=imsubtract(mostra1(:,:,3),rgb2gray(mostra1))” és 
una instrucció composta per la funció “rgb2gray(mostra1)” que 
converteix la imatge de color real “mostra1” a escala de gris i la 
funció “mostra1(:,:,3)” que s’utilitza per seleccionar la tercera 
dimensió de la matriu tridimensional “mostra1”. La instrucció 
“mostra2=imsubtract(...,...)” s’utilitza per restar cada element de la 
matriu obtinguda amb la funció “rgb2gray(mostra1)” del element 
corresponent del conjunt de la matriu obtinguda amb la funció 
“mostra1(:,:,3)” i emmagatzemar la imatge resultant a la variable 
“mostra2”. 
 
• “mostra3=im2bw(mostra2, graythresh(mostra2))”  és una 
instrucció que converteix la imatge en escala de gris “mostra2” a 
una imatge binària “mostra3”. La imatge de sortida “mostra3” 
substitueix tots els píxels de la imatge d’entrada “mostra2”  
d’intensitat més gran que el llindar d’intensitat 
”graythresh(mostra2)” per el valor 1 (blanc) i substitueix a tots els 
altres píxels per el valor 0 (negre). Per calcular el llindar d’intensitat 
utilitzem la funció “graythresh(mostra2)” que calcula un valor 
d’intensitat entre 0 i 1 a través del mètode de Otsu, que escull el 
llindar d’intensitat per minimitzar la variància intraclasse dels píxels 
en blanc i negre. Per tant, un valor de llindar d’intensitat de 0,5 està 
a mig camí entre el blanc i el negre. 
 
 
• “mostra4=bwareaopen(mostra3,area)” és una instrucció que 
elimina tots els píxels connectats de la imatge “mostra3” que tenen 
menys de “area” píxels, generant una altra imatge binària que 
s’emmagatzema a la variable “mostra4”. En aquest projecte s’ha 
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establert el valor de “area” a 600 píxels, ja que l’objectiu és ressaltar 
únicament el cotxe slot que fa 50 x 25 píxels i d’aquesta manera 
s’eliminen tots els píxels que no formen part del conjunt de d’àrea 
mínima de píxels del cotxe slot. 
 
• “seleccio=regionprops(mostra4,'BoundingBox')”  és una 
instrucció que retorna a la variable (1x4) “selecció” els valors del 
rectangle que emmarca la regió de píxels blancs del cotxe slot a 
partir de la imatge “mostra4”. 
 
 
• “centroide=regionprops(mostra4,'Centroid')”  és una instrucció 
que retorna a la variable (1x2) “centroide” els valors del centre de 
massa de la regió de píxels blancs del cotxe slot a partir de la 
imatge “mostra4”. 
 
Finalment, a la variable (1x2) “centroide” obtenim les coordenades XY 
amb la posició del cotxe slot respecte la imatge del circuit. 
 
6.3.3.6 Funció per mostrar una imatge (imatge_mostrar.m) 
 
imatge_mostrar(imatge) 
 
Mostra la imatge a la finestra principal en el moment que es fa la crida a 
la funció. 
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7. Comandament electrònic 
 
7.1 Estudis 
 
7.1.1 Comandament analògic original 
El circuit incorpora un comandament analògic model 55 plus de la marca 
NINCO, amb la funcionalitat de connectar, en la mesura en que l’usuari 
desitgi, l’alimentació del sistema al vehicle per controlar la velocitat del 
motor a través de les pistes (Fig. 17). El comandament actua com a un 
simple potenciòmetre en el qual solament varia la seva resistència, la qual, 
en aquest cas i segons les proves realitzades en els projectes previs, és 
de 53,6 Ω. 
 
 
Figura 17. Fotografia del comandament electrònic original. 
 
Tal com es veu en la imatge anterior, el comandament disposa d'un 
connector tipus jack de 3,5mm per connectar-ho al circuit. Quan es 
connecta, s'afegeix un potenciòmetre en paral·lel amb el motor del vehicle. 
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Aquest potenciòmetre està governat pel gallet del comandament, 
determinant així la diferència de potencial entre els borns del motor del  
 
vehicle. A continuació, es mostra amb més detall l'esquema elèctric del 
comandament (Fig. 18). 
 
 
Figura 18. Imatge on es detalla l’esquema elèctric del comandament electrònic original. 
 
El sistema d’alimentació del circuit es basa en una font d’alimentació de 
corrent continu de 12V i 1A de càrrega màxima. 
El sistema disposa d’un interruptor per variar el sentit de marxa dels 
vehicles si es desitja. També disposa de l’opció de connectar dues fonts 
d’alimentació diferents perquè pics de corrent d’una pista no afectin a 
l’altra pista. En el cas d’aquest projecte, atès que solament es vol actuar 
sobre una pista, amb una font serà suficient. 
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7.1.2 Motor del cotxe 
El motor que incorpora el cotxe de slot és el NINCO NC-5, és de corrent 
continua i de altes revolucions. Transfereix el moviment angular a les 
rodes del darrera a través de l’eix i amb els elements de transmissió pinyó 
i corona, amb una relació de 12/32 (Fig. 19). 
 
 
Figura 19. Fotografia del cotxe slot on es detalla el motor NINCO NC-5. 
 
La configuració del motor és de excitació per derivació, on l’induït i inductor 
es troben en paral·lel. 
Les característiques del motor són les següents (Fig. 20). 
 
 
Figura 20. Esquema electrònic i dades característiques del motor 
NINCO NC-5. 
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ωn és la velocitat angular nominal, ωo correspon a la velocitat angular al 
buit, b és una constant del motor i Ia la corrent de l’induït que necessita  
 
la càrrega. La càrrega són les forces de fregament amb el metall de la guia 
de la pista, les quals es poden suposar constants. 
Per limitar la corrent d’arrencada es col·loca una residència en sèrie de 
22Ω que limita la intensitat a 500mA. 
L’esquema elèctric equivalent és el següent (Fig. 21). 
 
 
Figura 21. Esquema electrònic i dades característiques del motor i del circuit slot. 
 
7.2 Solució. Comandament electrònic digital 
Tenint en compte les característiques del comandament analògic original on 
l’acció humana és imprescindible pel control del cotxe slot (sistema persona-
circuit), s’ha desenvolupat un comandament electrònic digital per controlar la 
velocitat del cotxe des d’un PC (sistema màquina-circuit). Aquest nou 
comandament es connecta al PC pel port USB i mitjançant el software Matlab es 
controla el motor del cotxe, que rep el corrent elèctric a través de la pista del 
circuit. 
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El comandament electrònic digital consisteix en una placa electrònica que 
converteix la senyal digital del PC a una altra senyal analògica que s’envia al 
circuit slot (Fig. 22). 
 
Figura 22. Fotografia del comandament electrònic.  
Aquest comandament està format pel conjunt de dos circuits electrònics que 
s’han anomenat: Circuit Principal (CP) i Circuit Secundari (CS). El CP és una 
placa de circuit imprès prefabricada per la marca Arduino, i té com a funció la 
comunicació entre el PC i el CS. El CS és un circuit electrònic que s’ha elaborat 
a partir d’una placa electrònica verge, on el component principal és un transistor 
Darlington que fa variar el corrent elèctric de la pista del circuit segons la senyal 
de corrent enviada des del CP (Fig. 23). 
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Figura 23. Fotografia del comandament electrònic, on es distingeix el CP i el CS. 
El CP i el CS s’alimenten independentment. El CP s’alimenta a 5V a través del 
port USB,  que també és el port de comunicació amb el PC. I el CS s’alimenta a 
12V mitjançant la font d’alimentació del circuit slot. 
 
7.3 Circuit principal (CP) 
 
7.3.1 Què és Arduino? 
Arduino és una placa electrònica simple basada en 
el microcontrolador de codi obert de la plataforma Wiring amb l'objectiu de 
fer més simple i accessible el disseny de circuits electrònics amb 
microcontroladors. 
El dispositiu consisteix en dissenys simples de maquinari lliure amb 
processadors Atmel AVR en una placa amb pins d’entrada i sortida (I/O).  
L'entorn de desenvolupament implementa el 
llenguatge Processing de Wiring, molt semblant a C++. Arduino es pot 
utilitzar per desenvolupar objectes interactius autònoms o pot ser 
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connectat a programaris de PC (p. ex. Macromedia 
Flash, Processing, Max/MSP, Pure Data, Matlab). 
Existeixen diferents versions d'Arduino amb diferents funcions. En aquest 
projecte s’adapta millor el model Arduino Uno R3 (Fig. 24), que és una 
evolució de la placa de sèrie que incorpora un port USB per a comunicar-
se amb el PC. 
El model en qüestió consta de 14 entrades digitals configurables d'entrada 
i sortida (I/O) que operen a 5 volts. Cada pin pot rebre o subministrar com 
a màxim un corrent elèctric de 40mA. Els pins 3, 5, 6, 9, 10 i 11 són PWM 
(Pulse Width Modulation). També incorpora 6 entrades analògiques amb 
una resolució de 10 bits. Per defecte, es mersura des de 0V fins a 5V. 
 
 Figura 24. Fotografia de la placa electrònica Arduino. 
 
En aquest treball utilitzarem el PWM que és la modulació per ample de 
pols i és una tècnica per transferir informació o energia a un dispositiu amb 
una senyal quadrada. La senyal està formada per un valor màxim (5V) i 
un valor mínim (0V). La relació entre el temps que la senyal està en el 
valor màxim en comparació quan està en el valor mínim es coneix com a 
cicle de treball i s’expressa en tant per cent (%). 
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7.3.2 Funció i programació de l’Arduino 
 
Com ja s’ha explicat prèviament, el CP té la funció de comunicar-se amb 
el PC i controlar el transistor del CS, aquest control del transistor es 
realitza mitjançant el voltatge de sortida de 0V a 5V del pin 3 (PWM) de la 
placa Arduino. El generador de PWM d’Arduino és de 8 bits, per tant, té 
256 valors digitals diferents de codificació de senyal. 
En la següent taula es mostra la relació del percentatge del cicle de treball, 
valor digital i voltatge de sortida (Fig. 25). 
 
% Cicle treball 0% 25% 50% 75% 100% 
Valor digital 0 63-64 127-128 191-192 255 
V Sortida 0V 1,25V 2,5V 3,75V 5V 
Figura 25. Taula de valors on es mostra el cicle de treball, el valor d’entrada digital i el 
valor de sortida. 
 
S’ha programat l’Arduino per establir la comunicació amb el PC a través 
del port USB i enviar valors digitals des del programa Matlab al pin 3 de la 
placa Arduino. Segons el valor digital de Matlab, el pin 3 emet un voltatge 
cap al transistor Darlington del CS. 
Per programar l’Arduino s’ha utilitzat el software Arduino Software (IDE), 
que es pot descarregar gratuïtament des de la web oficial Arduino 
“https://www.arduino.cc”. 
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7.3.3 Codi de l’Arduino 
 
Les instruccions principals de codi Arduino utilitzades són les següents: 
int pin=3; 
S’identifica el pin número 3 de la placa, que serà l’únic pin de sortida 
utilitzat. 
Serial.begin(9600); 
Dins de la funció setup es configura la comunicació amb el PC, a 9600 
baud rates. 
analogWrite(pin,Serial.read()); 
Durant l’execució del programa principal d’Arduino, s’utilitza una funció per 
escriure un valor digital PWM de sortida pel pin 3 cap al CS (analogWrite) 
i una funció per llegir el valor digital enviat des de Matlab i que es rep a 
través del port USB a l’Arduino (Serial.read). 
 
Codi: 
  
 
 
int pin=3; 
void setup(){ 
Serial.begin(9600); 
} 
void loop(){ 
if (Serial.available()>0){ 
analogWrite(pin,Serial.read()); 
} 
} 
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7.4 Circuit secundari (CS) 
 
7.4.1 Disseny 
El CS el forma principalment un transistor Darlington, que és un dispositiu 
semiconductor que combina dos transistors bipolars en cascada en un 
únic dispositiu. És una configuració capaç de proporcionar un gran guany 
de corrent. Molt utilitzat per controlar motors de corrent contínua, igual que 
el motor del cotxe slot. 
L’esquema electrònic d’un circuit amb un transistor Darlington és el 
següent (Fig. 26). 
 
 
Figura 26. Esquema del circuit electrònic del comandament. 
 
En aquest esquema s’hi observa: 
• Pin de sortida: en aquest cas, s’hi connecta el pin 3 del CP. 
• Dispositiu: motor del cotxe de slot. 
• Font d’alimentació externa: font d’alimentació del circuit de slot que 
és de 12V i 1A. 
El disseny del CS s’ha elaborat a partir de l’esquema anterior (Fig. 26), 
amb algunes modificacions per protegir principalment, el CP i el motor del 
cotxe. 
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Per desenvolupar el CS s’han utilitzat els següents components: 
• Transistor Darlington TIP122 
• Diode 1N4004 
• Resistència 1KΩ 
• Condensador ceràmic 1µF 
• Connector femella Jack-Stereo 3,5mm 
• Connector femella Jack-DC 2,5mm 
• Fusible 2000mA 
 
Tenint en compte que el CP treballa a 5V i que el CS està connectat a la font 
d’alimentació de 12V, s’ha creat un disseny específic per protegir els circuits. 
També cal tenir en compte les interferències que genera el motor del cotxe que 
podrien malmetre els components electrònics del circuit secundari, per aquest 
motiu s’ha col·locat un condensador ceràmic per fer de filtre. 
 
7.5 Esquema de connexions 
 
Per el funcionament del sistema s’ha de connectar amb un cable el pin 3 del CP 
amb el pin de la base del transistor del CS i amb un altre el pin de terra (GND) 
del CP amb el de terra del CS. 
A continuació, el CP s’ha de connectar amb el PC amb un cable USB mascle 
A/B. De tipus A per el PC i de tipus B per al comandament electrònic digital, 
aquest cable és el que s’utilitza actualment per connectar les impressores al PC. 
Tot seguit, el CS s’ha de connectar amb un cable Jack 3.5 mascle/mascle cap al 
circuit slot.  
Finalment, en el CS s’ha de connectar la font d’alimentació (Fig. 27). 
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Figura 27. Fotografia a detall de les connexions del comandament electrònic. 
  
7.6 Comunicació Matlab-Arduino 
 
Matlab disposa d’un paquet que facilita la comunicació amb el hardware Arduino. 
El paquet en qüestió és capaç de llegir i escriure a través del port sèrie. 
Les característiques principals són:  
• Iniciar programacions sense configuracions addicionals. 
• Treballar de manera interactiva pel desenvolupament de 
programes d’adquisició de dades analògiques i digitals. 
• Connexió de dispositius i sensors perifèrics. 
• Processament de senyals i conceptes per l’aprenentatge 
d’electrònica al laboratori. 
 
7.7 Llibreria Matlab interacció amb l’Arduino 
7.7.1 Funció per configurar l’Arduino (arduino_config.m) 
 
arduino=arduino_config(port) 
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Configura la connexió amb l’Arduino, permet ajustar el port COM. La 
funció conté el següent codi: 
 
• “port_arduino=strcat('COM', num2str(port))”  forma de 
d’instrucció necessària per l’Arduino que inclou el tipus de connexió 
i número de port. Valor COM per defecte. 
• “delete(instrfind({'Port'},{port_arduino}))” instrucció per reiniciar 
el valor de les propietats de l’objecte serial port. 
• “arduino=serial(port_arduino)” instrucció per configurar el port 
de connexió amb la variable creada prèviament “port_arduino” 
• “arduino.BaudRate=9600” instrucció que permet modificar la 
velocitat de transferència de dades entre Matlab i Arduino. Valor de 
9600 per defecte, per reduir errors a la tassa de transferència. 
 
7.7.2 Funció per obrir la comunicació amb l’Arduino 
(arduino_obrir.m) 
 
arduino_obrir(arduino) 
 
Obre la connexió amb l’Arduino en el moment que es fa la crida a la 
funció. 
 
7.7.3 Funció per enviar valors a l’Arduino (arduino_enviar.m) 
 
arduino_enviar(arduino,valor) 
 
Envia valors de Matlab a l’Arduino en el moment que es fa la crida a la 
funció. 
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7.7.4 Funció per tancar la comunicació amb l’Arduino 
(arduino_tancar.m) 
 
arduino_tancar(arduino) 
 
Tanca la comunicació amb l’Arduino en el moment que es fa la crida a la 
funció. 
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8. Algorisme del sistema control 
 
8.1 Funció 
L’algorisme del sistema de control té la funció de controlar el cotxe 
automàticament, fent-lo córrer a la màxima velocitat possible sense que 
descarrili. 
Per fer-ho possible, és necessari que l’algorisme sigui capaç d’inicialitzar el 
hardware que utilitzarà en tot el seu procés d’execució, adquireixi una imatge del 
circuit per a continuació tractar-la i obtenir la posició del cotxe i finalment, sigui 
capaç d’aplicar al cotxe l’acció de control corresponent depenent el sector del 
circuit on es trobi.  
Arribat aquest punt, s’ha dissenyat un algorisme de control que es divideix en 
quatre procediments. Els tres primers s’han desenvolupat en apartats anteriors i 
l’últim es desenvoluparà en el punt següent (Fig. 28). 
 
Figura 28.  Diagrama de procediments de l’algorisme del sistema de control. 
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El controlador és un algorisme que té la funció d’establir l’acció de control 
del cotxe segons el sector del circuit on es trobi. És l’encarregat d’enviar 
el valor digital de tensió al comandament electrònic depenent del sector 
del circuit on es trobi el cotxe. L’algorisme rep la posició del cotxe, 
obtinguda en el procés anterior de tractament d’imatge, l’analitza i envia a 
l’Arduino el valor de l’acció de control que li correspon (Fig. 29). El valor 
de l’acció de control que s’envia a l’Arduino es definirà en el punt 
d’ajustaments de velocitats i sectors. 
Cal esmentar, que el valor d’acció de control es tradueix en una velocitat 
que depèn de l'estat de la pista i del cotxe i que és variable en tot el 
recorregut. 
 
 
Figura 29. Diagrama on es mostra l’element d’entrada i de sortida del controlador. 
 
8.2 Controlador 
 
8.2.1 Disseny del controlador 
Per fer possible el desenvolupament del controlador el circuit s’ha definit 
tal i com es mostra en l’esquema (Fig. 30). 
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Figura 30. Esquema del circuit on es mostra un exemple dels sectors. 
 
1. El circuit s’ha configurat per funcionar en sentit horari, la línia blanca 
discontinua és la casella de sortida. 
2. El circuit s’ha dividit en 4 sectors: corba 1, corba 2, recta 1 i recta 2. 
3. S’aplica un valor d’acció de control per cada corba i un únic valor 
per les dues rectes. 
4. Els sectors de corba tenen una entrada de corba que treballa sobre 
l’eix x (x1 i x2) i una sortida que treballa sobre l’eix y. El paràmetre x1 i 
y1 corresponen al punt de coordenada d’entrada i sortida de la corba 1 
i x2 i y2 al d’entrada i sortida de la corba 2. 
 
Un cop definits el paràmetres del circuit, l’objectiu del controlador és 
aplicar el valor d’acció de control que li correspon a cada sector del circuit. 
El controlador ha de tenir la capacitat de detectar quan el cotxe ha canviat 
de sector i aplicar-li el valor que li pertoca. Per aconseguir-ho, s’ha 
plantejat un disseny de controlador basat en una màquina d’estats, que 
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és una estructura de programa que ens permet determinar el valor de 
l’acció de control del cotxe en base el sector on es trobi (Fig. 31). 
 
 
Figura 31. Diagrama d’estats del controlador. 
 
El controlador s’ha dissenyat per tenir quatre estats, dos valors d’acció de 
control de corba i un de recta. La transició de l’estat és el canvi de sector, 
determinat per les coordenades d’entrada i sortida de corba (x,y). El punt 
inicial sempre és el mateix, en el sector on es troba la casella de sortida 
(línia blanca discontínua). 
El controlador el forma la funció “control_algorisme”: 
velocitat=control_algorisme(entr_corba1,sort_corba1,entr_corba2,sort_co
rba2,vel_corba1,vel_corba2,vel_recta,centroide) 
Pel funcionament de la funció s’han d’enviar els següents paràmetres 
d’entrada: 
• entr_corba1: coordenada x1 del punt d’entrada al sector de corba 1.  
• sort_corba1: coordenada y1 del punt de sortida al sector de corba 1.  
• entr_corba2: coordenada x2 del punt d’entrada al sector de corba 2.  
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• sort_corba2: coordenada y2 del punt de sortida al sector de corba 2.  
• vel_corba1: valor d’acció de control en el sector de corba 1. 
• vel_corba2: valor d’acció de control en el sector de corba 2. 
• vel_recta: valor d’acció de control en el sector de recta 1 i recta 2. 
• centroide: coordenada xy de la posició del cotxe (centroide(1) i 
centroide(2)). 
• velocitat: valor d’acció de control de sortida de la funció per enviar-li 
a l’Arduino. 
 
També cal destacar que pel correcte funcionament del sistema del 
sistema de control s’han definit uns punts de coordenades límit per 
l’entrada i sortida de les corbes (Fig. 32). 
• entr_corba1: Límit entre 145 i 530 (x1). 
• sort_corba1: Límit entre 60 i 295 (y1). 
• entr_corba2: Límit entre 60 i 430 (x2). 
• sort_corba2: Límit entre 20 i 250 (y2). 
 
Figura 32. Esquema del circuit on es mostra els valors límits dels sectors. 
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Codi: 
 
(Annex A. Punt 12.1.5 ) 
 
El codi de la funció que actua com a màquina d’estats s’ha estructurat amb 
el mètode de programació “swith case”. Aquesta estructura facilita la 
lectura del codi i la velocitat de programació. 
La funció necessita l’entrada dels vuit paràmetres esmentats anteriorment 
i retorna el valor de l’acció de control “velocitat” que li correspon a cada 
sector del circuit. 
function 
velocitat=control_algorisme(entr_corba1,sort_corba1,entr_corba2,sort_corba2,vel_corb
a1,vel_corba2,vel_recta,centroide) 
   
global init sector vel; 
switch sector 
     
    case 'Recta 2' 
        if init==1 
            vel=vel_recta; 
            init=0 
        end 
        if centroide(1) > entr_corba2 
            sector='Corba 2'; 
            vel=vel_corba2; 
        end 
         
    case 'Corba 2' 
        if centroide(2) > sort_corba2 
            sector='Recta 1'; 
            vel=vel_recta; 
        end 
  
    case 'Recta 1' 
         if centroide(1) < entr_corba1 
            sector='Corba 1'; 
            vel=vel_corba1; 
         end 
   
    case 'Corba 1' 
         if centroide(2) < sort_corba1 
            sector='Recta 2'; 
            vel=vel_recta; 
         end 
end 
velocitat=vel; 
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El “case Recta 2” és l’estat inicial i es supervisa si el cotxe està en 
condicions inicials, variable “init==1” o no ho esta, variable “init==0”. Les 
condicions inicials han estat definides partint de que el cotxe comença des 
de la casella de sortida estat i el valor de l’acció de control de recta, si el 
cotxe no es troba en condicions inicials aquest primer estat es comportarà 
igual que els altres estats restants. Les condicions de transacció d’estat 
són les següents: 
“case ‘Recta 2’”: Si la coordenada x del cotxe és més gran que la 
d’entrada a la Corba 2, aplica estat i valor d’acció de control de Corba 2. 
“case ‘Corba 2’”: Si la coordenada y del cotxe és més gran que la de 
sortida a la Recta 1, aplica estat i valor d’acció de control de Recta 1. 
“case ‘Recta 1’”: Si la coordenada x del cotxe és més petita que la 
d’entrada a la Corba 1, aplica estat i d’acció de control de Corba 1. 
“case ‘Corba 1’”: Si la coordenada y del cotxe és més petita que la 
d’entrada a la Recta 2, aplica estat i d’acció de control de Recta 2. 
Cal recordar que només hi ha un únic valor d’acció de control de recta i 
per tant, el valor de la Recta 1 és igual a la de Recta 2. 
Finalment, fora del “switch case” es dóna valor a la variable d’acció de 
control “velocitat” com a paràmetre de sortida de la funció per a 
continuació, enviar-li a l’Arduino. 
 
8.2.2 Mètode d’ajustament 
8.2.2.1 Valors màxims de l’acció de control 
Per obtenir els valors d’ajusts del sistema de control que permetrà fer 
córrer el cotxe a la màxima velocitat sense que descarrili, es necessita 
prèviament trobar els valors d’acció de control màxims en cada sector del 
circuit i a continuació trobar els punts d’entrada i sortida de corba. Es 
parteix de que en el sector de recta el cotxe corre en el valor màxim d’acció 
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de control que és 255, i per tant en aquests sectors no s’aplicarà el 
procediment. 
Primer, s’avaluarà el valor d’acció de control màxim que el cotxe pot 
circular pels sectors de corba. Per fer-ho possible, el procediment 
consistirà en fer córrer el cotxe al valor d’acció de control màxim, que 
segurament provocarà el descarrilament del cotxe. El valor d’acció de 
control s’anirà reduint fins que el cotxe no descarrili, aquest últim valor que 
es trobi serà el que s’aplicarà en el sector de la corba avaluada. 
Les proves de velocitat es realitzaran com es detalla a continuació: 
1. Es col·locarà el cotxe al punt límit màxim d’entrada a la corba 
oposada a avaluar, d’aquesta manera el cotxe accelerarà a la 
primera corba i arribarà a la corba que s’avalua amb el valor d’acció 
de control assignat. Aquest procés es realitzarà pel sector de corba 
1 i 2. 
2. Es començarà el procediment amb el valor màxim d’acció de control 
que és de 255 i s’anirà reduint progressivament en 10 unitats fins 
que el cotxe no descarrili. 
3. Un cop es trobi el valor d’acció de control en que no descarrila el 
cotxe, s’aturarà el procediment i es tornarà a repetir des del punt 1. 
Es realitzaran 5 repeticions i es considerarà valor d’acció de control 
vàlid el que no faci descarrilar el cotxe en cap de les 5 repeticions. 
4. Aquest procediment començarà en el sentit de circulació del cotxe, 
és a dir, primer s’avaluarà la corba 2 i després la corba 1. 
 
8.2.2.2 Punts d’entrada i sortida de corba 
Finalment, un cop trobats els valors d’acció de control en corba es 
buscaran els punts d’entrada i sortida. Hi ha la possibilitat de que el cotxe 
descarrili amb les accions de control trobades en el procediment anterior 
degut a la inèrcia del cotxe. Per aquest motiu, els punts d’entrada i sortida 
dels sectors de corba s’hauran de modificar per evitar el descarrilament 
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del cotxe. Aquest segon procediment es realitzarà com es detalla a 
continuació: 
1. Es fixaran inicialment els punts d’entrada i sortida de corba en el 
seus punts límits: 
• Corba 1: x1 = 145 i y1 = 295 
• Corba 2: x2 = 430 i y2 = 20 
2. S’aplicaran els valors d’acció de control trobats anteriorment. 
3. En el cas de que el cotxe descarrili s’aniran modificant els punts 
dels sectors de corba. Aquest procediment seguirà l’ordre del 
sentit de circulació del cotxe. Primer s’ajustarà la corba 2, es 
modificarà el punt d’entrada reduint el valor de la coordenada x2  i 
es modificarà el punt de sortida augmentant el valor de la 
coordenada y2. A continuació s’ajustarà la corba 1, es modificarà 
el punt d’entrada augmentant el valor de la coordenada x1 i es 
modificarà el punt de sortida reduint el valor de la coordenada y1. 
D’aquesta manera els punts s’aniran modificant fins aconseguir 
que el cotxe no descarrili (Fig. 33). Els sectors de corba 
augmentaran el recorregut cada cop que el cotxe descarrili. 
 
Figura 33. Esquema del circuit on es mostra el procediment d’ajust dels sectors de corba. 
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8.2.3 Ajusts finals 
A continuació es detalla els resultats obtinguts aplicant el procediment per 
l’obtenció dels valors d’acció de control màxims (punt 8.2.2.1) en els 
sectors corba del circuit slot (Fig. 34). 
  Corba 1 Corba 2 
  Repeticions Repeticions 
V
a
lo
r 
d
’a
cc
ió
 d
e
 c
o
n
tr
o
l 
 1 2 3 4 5 1 2 3 4 5 
255 i i i i i i i i i i 
250 i i i i i i i i i i 
245 i i i i i i i i i i 
240 i i i i i i i i i i 
235 i i i i i i i i i i 
230 i i i i i i i i i i 
225 i i i i i i i i i i 
220 i i i i i i i i i i 
215 i i i i i i i i i i 
210 i i i i i i i i i i 
205 i i i i i i i i i i 
200 i i i i i i i i i i 
195 i i i i i i i i i i 
190 i i i i i i i i i i 
185 i i i i i i i i i i 
180 i v i i i i i i i i 
175 v v v v v v i i v i 
170 v v v v v v v v v v 
 
Figura 34. Resultats finals del procediment d’ajust dels valors màxims de l’acció de control.  
 
Les caselles de color verd mostra els valors d’acció de control vàlids que 
el cotxe no descarrila i els de color vermell mostra els invàlids, els valors 
que fan descarrilar el cotxe. Remarcat en color negre es mostra el valor 
d’acció de control màxim que pot circular el cotxe per la corba 1 que és de 
175, i per la corba 2 de 170.  
Per últim, es detalla els resultats obtinguts aplicant el procediment per 
l’obtenció dels punts d’entrada i sortida de corba (punt 8.2.2.2) (Fig. 35). 
• Corba 1: x1 = 250 i y1 = 60 
• Corba 2: x2 = 150 i y2 = 230 
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Figura 35. Esquema del circuit on es mostra els punts finals dels sectors obtinguts en els 
ajustaments del punt d’entrada i sortida a corba. 
 
Cal remarcar que tant els valors d’acció de control màxims com els punts 
d’entrada i sortida de corba s’han obtingut amb la pista acabada de netejar 
i les escombretes del cotxe noves, l’estat d’aquest elements pot influir en 
el funcionament del cotxe pel circuit i, per tant fer variar els valors d’ajust 
del sistema de control. 
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9. Aplicació 
9.1 Introducció 
En aquest projecte s’ha desenvolupat una aplicació que permet la interacció de 
l’usuari amb el circuit slot. És una aplicació que mostra a l’usuari informació en 
temps real del circuit i que permet modificar els paràmetres del sistema de 
control, pot ser una bona eina per a futurs estudis de sistemes de control. 
L’aplicació s’ha anomenat “Interface Slot” i també s’ha desenvolupat en 
llenguatge de Matlab, concretament en Matlab GUI que és un frontal gràfic que 
inclou els controls de menú, barra d’eines i botons. D’aquesta manera, primer 
s’ha fet el disseny de la interfície gràfica i automàticament s’han generat les 
funcions d’acció de cada element del frontal gràfic. Tot seguit, s’han programat 
les funcions d’acció amb les funcions de les llibreries que s’han creat en el 
transcurs del projecte. 
L’estructura del programa ha quedat organitzada amb totes les funcions d’acció 
que apareixen en el frontal gràfic, la més important a nivell del projecte és la 
funció principal “play_button” que inclou tot l’algorisme del sistema de control. 
 
9.2 Interfície gràfica 
La interfície gràfica que s’ha desenvolupat té com a objectiu facilitar la interacció 
de l’usuari amb el circuit slot. A continuació es detallen les funcionalitats, 
distingides amb etiquetes i que recullen els elements d’interacció (Fig. 36). 
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Figura 36. Captura on es mostra la interfície gràfica de l’aplicació “Interface Slot”. 
 
• Circuit Slot: Mostra en temps real la imatge de sortida de la càmera digital 
i amb etiquetes els sectors del circuit. 
• Paràmetres de control: Caselles de text de colors que permet modificar 
els paràmetres de control d’entrada i sortida de les corbes i modificar el 
valor d’acció de control de cada corba i de les rectes. Aquest valors es 
poden visualitzar en la imatge de sortida de la càmera digital activant la 
opció de visualització “Sectors”. 
• Control: s’utilitza per escollir el tipus de control manual o automàtic que 
es vol realitzar sobre cotxe slot. El tipus manual únicament mostra per 
pantalla el circuit i les dades de posició. L’automàtic aplica l’algorisme de 
control desenvolupat en aquest projecte. També incorpora el botó “Play” 
que posa en marxa el sistema de monitorització de la posició del cotxe i 
el de “Stop” que l’atura. 
• Status: Mostra l’estat de control en què es troba el sistema (Man/Auto i 
Play/Stop). 
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• Opc. visualització: Permet activar o desactivar les diferents opcions de 
visualització. 
1. La opció “calibració” permet activar o desactivar la visualització 
d’un rectangle de referència per facilitar la posició correcte del 
circuit amb la càmera digital. 
2. La opció “centroide” permet activar o desactivar el rectangle que 
remarca el cotxe durant tot el recorregut pel circuit. 
3. La opció “Sectors” permet activar o desactivar la visualització dels 
punts d’entrada i sortida dels sectors de corba del circuit. 
• Dades: Mostra informació de les coordenades de posició del cotxe. 
• Botó sortir: Serveix per finalitzar tots els processos de l’aplicació i tancar 
la interfície gràfica. 
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9.3 Estructura de la funció principal 
La funció principal “play_button” inclou les funcions de les llibreries que s’han 
creat en aquest projecte. És la funció que inclou l’algorisme del sistema de 
control del circuit slot i que intervé en la utilització de la interfície gràfica (Fig. 37). 
 
 
Figura 37. Diagrama on es mostra l’estructura de l’aplicació i les funcions utilitzades en cada 
procediment. 
 
La funció s’inicia amb la declaració de variables i assignant valors i propietats de 
visualització per la interfície gràfica. A continuació, s’inicia el hardware necessari 
que pel funcionament de l’algorisme de control. En aquest punt, comença una 
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repetició en bucle de l’algorisme de control que executarà de manera seqüencial 
l’adquisició i tractament d’imatge, el controlador (si s’activa des de la interfície 
gràfica) i les opcions de visualització (si s’activen des de la interfície gràfica). 
 
Codi: 
function play_button_Callback(hObject, eventdata, handles) 
set(handles.play_button, 'enable','off'); 
set(handles.stop_button, 'enable','on'); 
set(handles.stop_button,'UserData',0); 
set(handles.sortir_button, 'enable','off'); 
set(handles.manual_radiobutton,'enable','off'); 
set(handles.automatic_radiobutton,'enable','off'); 
set(handles.status1_text,'string','Play') 
set(handles.status1_text,'ForegroundColor','green'); 
set(handles.calibracio_checkbox,'Enable','on'); 
set(handles.centroide_checkbox,'Enable','on'); 
set(handles.corbes_checkbox,'Enable','on'); 
set(handles.text_corba1,'visible','on'); 
set(handles.text_corba2,'visible','on'); 
set(handles.text_recta1,'visible','on'); 
set(handles.text_recta2,'visible','on'); 
set(handles.text_sentit,'visible','on'); 
  
guidata(hObject, handles); 
  
global init sector; 
  
if get(handles.automatic_radiobutton, 'Value')==1 
    %El port per defecte de l'Arduino en el PC del laboratori és el 6. 
    arduino=arduino_config(6) 
    arduino_obrir(arduino); 
    sector='Recta 2'; 
    init=1; 
end 
  
%Regió d'interès de captura de la càmera digital. 
vid=camera_config(14,117,592,316) 
camera_iniciar(vid); 
  
while 1 
     
    if get(handles.stop_button, 'UserData')==1 
        camera_aturar(vid); 
        if get(handles.automatic_radiobutton, 'Value')==1 
            %Per aturar el cotxe. 
            arduino_enviar(arduino,0); 
            %Per tancar la connexió amb l'Arduino 
            arduino_tancar(arduino); 
        end 
        break 
    end 
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    imatge=camera_adquisicio(vid); 
    %En aquesta funció cal especificar el llindar i l'àrea del cotxe 
pel 
    %funcionament del procés de filtratge. 
    [seleccio,centroide]=imatge_tractpos(imatge,0.25,600); 
  
    if get(handles.automatic_radiobutton,'Value')==1 
        if ~isempty(centroide) 
            
[entr_corba1,sort_corba1,entr_corba2,sort_corba2,vel_corba1,vel_corba2
,vel_recta]=control_adquisicio(handles); 
            
velocitat=control_algorisme(entr_corba1,sort_corba1,entr_corba2,sort_c
orba2,vel_corba1,vel_corba2,vel_recta,centroide); 
            arduino_enviar(arduino,velocitat); 
            disp(sector); 
        end 
    end  
  
    %%%%MOSTRAR PER PANTALLA%%%% 
    %Mostrar la imatge. 
    imatge_mostrar(imatge); 
     
    %Opció per mostrar el rectangle del centroide. 
    if get(handles.centroide_checkbox,'Value')==1 
        mostrar_dades(seleccio,centroide,handles); 
    end 
     
    %Opció per mostrar el rectangle de calibració. 
    if get(handles.calibracio_checkbox,'Value')==1 
        mostrar_calibratge; 
    end 
     
    %Opció per mostrar els sectors. 
    if get(handles.corbes_checkbox,'Value')==1 
        
[entr_corba1,sort_corba1,entr_corba2,sort_corba2]=control_adquisicio(h
andles); 
        
mostrar_corbes(entr_corba1,sort_corba1,entr_corba2,sort_corba2); 
    end 
    %%%%FI MOSTRAR PER PANTALLA%%%%   
end 
(Annex A. Punt 12.1.1 ) 
 
A continuació, s’expliquen les funcions del codi que requereixen de valors 
d’entrada pel seu funcionament: 
• arduino=arduino_config(6): En aquesta funció és necessari enviar el 
valor del port COM on està connectat l’USB de l’Arduino (en aquest cas 
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és el port 6). Per saber quin és el port, cal anar a l’administrador de 
dispositius de Windows a l’apartat “Puertos (COM & LPD)”, i si el 
comandament està ben connectat al PC ha d’aparèixer l’Arduino i entre 
parèntesi el port que utilitza. 
• vid=camera_config(14,117,592,316): Funció de configuració de la 
càmera digital per configurar la regió d'interès d'adquisició (ROI). Permet 
ajustar la regió real de la imatge, mesurat respecte la cantonada superior 
esquerra de la finestra (en aquest cas els valors definits són els del circuit 
slot) (Fig. 38). 
 
 
Figura 38. Fotografia on es mostra la regió d’interès (ROI) marcada amb un rectangle 
vermell. 
 
• arduino_enviar(arduino,0): Funció que s’utilitza per aturar el cotxe slot 
enviant a l’arduino el valor d’acció de control 0.  
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• [seleccio,centroide]=imatge_tractpos(imatge,0.25,600): Funció que 
aplica els tractaments d’imatge per obtenir un objecte d’interès aïllat del 
seu entorn, retorna la posició del centroide de l’objecte i del rectangle on 
hi queda inscrit. Els valors per defecte són 0,25 que és el llindar trobat per 
aquest circuit mitjançant el mètode d’Otsu, mètode que s’inclou a la 
toolbox de Matlab, i 600 és el valor de l’àrea del cotxe que elimina tots els 
píxels aïllats que no estiguin connectats entre ells i siguin inferiors a les 
dimensions d’aquest valor. 
    63 
 
10. Conclusions 
 
En aquest projecte s’ha dissenyat un sistema de control del circuit slot que ha 
comportat l’aprenentatge de tècniques i processos de tractament d’imatge, així 
com l’estudi de llibreries de programació de Matlab que sintetitzaven aquests 
processos. També s’ha dissenyat, desenvolupat i implementa un comandament 
electrònic, construït des de zero i utilitzant electrònica recent, de hardware lliure 
i enfocat a tasques didàctiques; com és avui dia la placa Arduino. Així mateix, 
s’ha programat i configurat un algorisme de control que ha donat lloc al sistema 
de control del circuit slot. D’altra banda, s’ha creat una aplicació amb interfície 
d’usuari que recull el sistema de control i permet la interacció de l’usuari amb el 
circuit slot. Finalment, durant el transcurs del projecte, s’han creat llibreries de 
programació pròpies que recullen els processos més rellevants del projecte i que 
es podran utilitzar per a futures aplicacions didàctiques i futurs projectes. 
Donada la complexitat que s’ha observat durant el treball, s’ha cuidat molt el 
desenvolupament de les llibreries pròpies, per facilitar l’avanç de futures 
aplicacions o projectes. D’aquesta manera s’han recopilat unes funcions que 
qualsevol usuari podrà fer-ne ús per obtenir un resultat o procediment sense 
haver d’aprofundir en el procés utilitzat. 
Gràcies a l’estudi previ que es va realitzar a partir dels projectes anteriors del 
comandament electrònic, s’ha pogut fabricar-ne un de nou amb les millores que 
aporta la placa d’Arduino. Quan es va decidir utilitzar l’Arduino per fer el 
comandament electrònic ràpidament va haver-hi consens ja que és una placa 
electrònica ideal per prototips, és de codi obert, per entorns d’aprenentatge i 
flexibilitat de software. Tot i això, el comandament electrònic presenta una sèrie 
d’inconvenients pel fet de voler mantenir les connexions del circuit de sèrie. Un 
d’ells és la utilització del circuit amb un únic cotxe i és degut a l’externalització de 
la font d’alimentació que anava connectada al circuit i ara s’ha de connectar al 
nou comandament electrònic. Un altre inconvenient i el més important és el 
connector jack, que al introduir-se al circuit crea un curtcircuit elèctric i per tant, 
és molt important connectar el connector jack amb la font d’alimentació 
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completament desconnectada. Aquest és un dels motius pel qual s’ha afegit un 
fusible de protecció pel comandament electrònic. 
L’algorisme de control que s’ha dissenyat pel controlador basat en una màquina 
d’estats obre les portes a futurs projectes i modificacions de l’algorisme, ja que 
s’ha dissenyat un sistema on el valor de l’acció de control es tradueix a una 
velocitat que depèn de l'estat de la pista i del cotxe i que és variable en tot el 
recorregut. 
Per a futurs projectes es podria modificar aquest sistema, introduint un nou 
sistema de control basat en el control de la velocitat i es podria utilitzar les 
mateixes llibreries per l’adquisició i tractament d’imatges i ús del comandament 
electrònic. La modificació comportaria millores a nivell d’aplicació i interacció amb 
l’usuari. 
També es podria realitzar un control del cotxe instal·lant en el circuit diferents 
tipus de sensors i incorporar en el circuit sectors de pista més complicats, com 
ara creuaments de pista. Aquests sensors es podrien adaptar fàcilment en el 
comandament electrònic a través de la placa d’Arduino. 
Un altre projecte interessant seria portar a terme un sistema de control integrat 
en el cotxe que a través d’un giròscop i una micro-càmera pogués fer un 
reconeixement del circuit i evitar el descarrilament. També es podria 
desenvolupar un algorisme de control observant l’angle d’inclinació del cotxe 
respecte la corba o simular situacions de perill en qualsevol punt del circuit per 
fer que el cotxe s’aturi, acceleri o disminueixi la velocitat. Cal remarcar que amb 
el material actual del laboratori es poden desenvolupar una gran quantitat de 
projectes molt interessants. 
Aquest projecte m’ha permès ampliar els coneixements adquirits durant tots 
aquests anys a la universitat, també m’ha permès conèixer nous camps 
d’aplicació de l’electrònica i obrir-me interès a temàtiques que desconeixia. 
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12. Annexes 
 
12.1 Annex A. Aplicació 
12.1.1 Interface Slot 
Interface_Slot.m 
function varargout = Interface_Slot(varargin) 
% INTERFACE_SLOT MATLAB code for Interface_Slot.fig 
%      INTERFACE_SLOT, by itself, creates a new INTERFACE_SLOT or 
raises the existing 
%      singleton*. 
% 
%      H = INTERFACE_SLOT returns the handle to a new INTERFACE_SLOT 
or the handle to 
%      the existing singleton*. 
% 
%      INTERFACE_SLOT('CALLBACK',hObject,eventData,handles,...) calls 
the local 
%      function named CALLBACK in INTERFACE_SLOT.M with the given 
input arguments. 
% 
%      INTERFACE_SLOT('Property','Value',...) creates a new 
INTERFACE_SLOT or raises the 
%      existing singleton*.  Starting from the left, property value 
pairs are 
%      applied to the GUI before Interface_Slot_OpeningFcn gets 
called.  An 
%      unrecognized property name or invalid value makes property 
application 
%      stop.  All inputs are passed to Interface_Slot_OpeningFcn via 
varargin. 
% 
%      *See GUI Options on GUIDE's Tools menu.  Choose "GUI allows 
only one 
%      instance to run (singleton)". 
% 
% See also: GUIDE, GUIDATA, GUIHANDLES 
  
% Edit the above text to modify the response to help Interface_Slot 
  
% Last Modified by GUIDE v2.5 22-May-2017 20:13:56 
  
% Begin initialization code - DO NOT EDIT 
gui_Singleton = 1; 
gui_State = struct('gui_Name',       mfilename, ... 
                   'gui_Singleton',  gui_Singleton, ... 
                   'gui_OpeningFcn', @Interface_Slot_OpeningFcn, ... 
                   'gui_OutputFcn',  @Interface_Slot_OutputFcn, ... 
                   'gui_LayoutFcn',  [] , ... 
                   'gui_Callback',   []); 
if nargin && ischar(varargin{1}) 
    gui_State.gui_Callback = str2func(varargin{1}); 
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end 
  
if nargout 
    [varargout{1:nargout}] = gui_mainfcn(gui_State, varargin{:}); 
else 
    gui_mainfcn(gui_State, varargin{:}); 
end 
% End initialization code - DO NOT EDIT 
  
  
% --- Executes just before Interface_Slot is made visible. 
function Interface_Slot_OpeningFcn(hObject, eventdata, handles, 
varargin) 
display('Started'); 
imaqreset 
handles.output = hObject; 
guidata(hObject,handles); 
set(handles.stop_button, 'enable','off'); 
% set(handles.edit1, 'enable','off'); 
% set(handles.edit2, 'enable','off'); 
% set(handles.edit3, 'enable','off'); 
% set(handles.edit4, 'enable','off'); 
set(handles.manual_radiobutton,'Value',1); 
set(handles.status2_text,'string','Man.') 
set(handles.automatic_radiobutton,'Value',0); 
set(handles.play_button,'enable','on'); 
  
set(handles.centroide_checkbox,'Value',1); 
  
set(handles.edit1,'string','250') 
set(handles.edit2,'string','60') 
set(handles.edit3,'string','150') 
set(handles.edit4,'string','230') 
set(handles.edit5_vel1,'string','175') 
set(handles.edit6_vel2,'string','170') 
set(handles.edit7_recta,'string','255') 
%Borrar eixos de coordenades 
set(handles.axes1,'xtick',[],'ytick',[]); 
  
  
     
    
  
% UIWAIT makes Interface_Slot wait for user response (see UIRESUME) 
% uiwait(handles.figure1); 
  
% --- Outputs from this function are returned to the command line. 
function varargout = Interface_Slot_OutputFcn(hObject, eventdata, 
handles)  
% varargout  cell array for returning output args (see VARARGOUT); 
% hObject    handle to figure 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Get default command line output from handles structure 
varargout{1} = handles.output; 
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%---------------------------------------------------------------------
---- 
% --- Executes on button press in play_button. 
function play_button_Callback(hObject, eventdata, handles) 
set(handles.play_button, 'enable','off'); 
set(handles.stop_button, 'enable','on'); 
set(handles.stop_button,'UserData',0); 
set(handles.sortir_button, 'enable','off'); 
set(handles.manual_radiobutton,'enable','off'); 
set(handles.automatic_radiobutton,'enable','off'); 
set(handles.status1_text,'string','Play') 
set(handles.status1_text,'ForegroundColor','green'); 
set(handles.calibracio_checkbox,'Enable','on'); 
set(handles.centroide_checkbox,'Enable','on'); 
set(handles.corbes_checkbox,'Enable','on'); 
set(handles.text_corba1,'visible','on'); 
set(handles.text_corba2,'visible','on'); 
set(handles.text_recta1,'visible','on'); 
set(handles.text_recta2,'visible','on'); 
  
guidata(hObject, handles); 
  
global init sector; 
  
if get(handles.automatic_radiobutton, 'Value')==1 
    %El port per defecte de l'Arduino en el PC del laboratori és el 6. 
    arduino=arduino_config(6) 
    arduino_obrir(arduino); 
    sector='Recta 2'; 
    init=1; 
end 
  
%Regió d'interès de captura de la càmera digital. 
vid=camera_config(14,117,592,316) 
camera_iniciar(vid); 
  
while 1 
     
    if get(handles.stop_button, 'UserData')==1 
        camera_aturar(vid); 
        if get(handles.automatic_radiobutton, 'Value')==1 
            %Per aturar el cotxe. 
            arduino_enviar(arduino,0); 
            %Per tancar la connexió amb l'Arduino 
            arduino_tancar(arduino); 
        end 
        break 
    end 
    
    imatge=camera_adquisicio(vid); 
    %En aquesta funció cal especificar el llindar i l'àrea del cotxe 
pel 
    %funcionament del procés de filtratge. 
    [seleccio,centroide]=imatge_tractpos(imatge,0.25,600); 
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    if get(handles.automatic_radiobutton,'Value')==1 
        if ~isempty(centroide) 
            
[entr_corba1,sort_corba1,entr_corba2,sort_corba2,vel_corba1,vel_corba2
,vel_recta]=control_adquisicio(handles); 
            
velocitat=control_algorisme(entr_corba1,sort_corba1,entr_corba2,sort_c
orba2,vel_corba1,vel_corba2,vel_recta,centroide); 
            arduino_enviar(arduino,velocitat); 
            disp(sector); 
        end 
    end  
  
    %%%%MOSTRAR PER PANTALLA%%%% 
    %Mostrar la imatge. 
    imatge_mostrar(imatge); 
     
    %Opció per mostrar el rectangle del centroide. 
    if get(handles.centroide_checkbox,'Value')==1 
        mostrar_dades(seleccio,centroide,handles); 
    end 
     
    %Opció per mostrar el rectangle de calibració. 
    if get(handles.calibracio_checkbox,'Value')==1 
        mostrar_calibratge; 
    end 
     
    %Opció per mostrar els sectors. 
    if get(handles.corbes_checkbox,'Value')==1 
        
[entr_corba1,sort_corba1,entr_corba2,sort_corba2]=control_adquisicio(h
andles); 
        
mostrar_corbes(entr_corba1,sort_corba1,entr_corba2,sort_corba2); 
    end 
    %%%%FI MOSTRAR PER PANTALLA%%%%   
end 
  
  
%---------------------------------------------------------------------
---- 
  
%---------------------------------------------------------------------
---- 
% --- Executes on button press in stop_button. 
function stop_button_Callback(hObject, eventdata, handles) 
set(handles.play_button, 'enable','on'); 
set(handles.stop_button, 'enable','off'); 
set(handles.stop_button,'UserData',1); 
set(handles.sortir_button, 'enable','on'); 
set(handles.manual_radiobutton,'enable','on'); 
set(handles.automatic_radiobutton,'enable','on'); 
set(handles.status1_text,'string','Stop') 
set(handles.status1_text,'ForegroundColor','red'); 
set(handles.calibracio_checkbox,'Enable','off'); 
set(handles.centroide_checkbox,'Enable','off'); 
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set(handles.corbes_checkbox,'Enable','off') 
set(handles.text_corba1,'visible','off'); 
set(handles.text_corba2,'visible','off'); 
set(handles.text_recta1,'visible','off'); 
set(handles.text_recta2,'visible','off'); 
%---------------------------------------------------------------------
---- 
  
  
%---------------------------------------------------------------------
---- 
% --- Executes on button press in sortir_button. 
function sortir_button_Callback(hObject, eventdata, handles) 
display('Ended'); 
close all; 
%---------------------------------------------------------------------
---- 
  
  
function edit1_Callback(hObject, eventdata, handles) 
  
  
  
% --- Executes during object creation, after setting all properties. 
function edit1_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
  
  
function edit2_Callback(hObject, eventdata, handles) 
% hObject    handle to edit2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit2 as text 
%        str2double(get(hObject,'String')) returns contents of edit2 
as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function edit2_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
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% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
function edit3_Callback(hObject, eventdata, handles) 
% hObject    handle to edit4 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit4 as text 
%        str2double(get(hObject,'String')) returns contents of edit4 
as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function edit3_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit4 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
  
function edit4_Callback(hObject, eventdata, handles) 
% hObject    handle to edit4 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit4 as text 
%        str2double(get(hObject,'String')) returns contents of edit4 
as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function edit4_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit4 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
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% --- Executes on button press in manual_radiobutton. 
function manual_radiobutton_Callback(hObject, eventdata, handles) 
% hObject    handle to manual_radiobutton (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hint: get(hObject,'Value') returns toggle state of 
manual_radiobutton 
set(handles.automatic_radiobutton,'Value',0); 
set(handles.status2_text,'string','Man.') 
  
% --- Executes on button press in automatic_radiobutton. 
function automatic_radiobutton_Callback(hObject, eventdata, handles) 
set(handles.play_button, 'enable','on'); 
set(handles.stop_button, 'enable','off'); 
set(handles.stop_button,'UserData',1); 
set(handles.sortir_button, 'enable','on'); 
% set(handles.edit1, 'enable','on'); 
% set(handles.edit2, 'enable','on'); 
% set(handles.edit3, 'enable','on'); 
% set(handles.edit4, 'enable','on'); 
set(handles.manual_radiobutton,'Value',0); 
set(handles.status2_text,'string','Auto.') 
  
function edit6_vel2_Callback(hObject, eventdata, handles) 
% hObject    handle to edit6_vel2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit6_vel2 as text 
%        str2double(get(hObject,'String')) returns contents of 
edit6_vel2 as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function edit6_vel2_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit6_vel2 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
  
  
function edit5_vel1_Callback(hObject, eventdata, handles) 
% hObject    handle to edit5_vel1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
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% Hints: get(hObject,'String') returns contents of edit5_vel1 as text 
%        str2double(get(hObject,'String')) returns contents of 
edit5_vel1 as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function edit5_vel1_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit5_vel1 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
function edit7_recta_Callback(hObject, eventdata, handles) 
% hObject    handle to edit7_recta (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit7_recta as text 
%        str2double(get(hObject,'String')) returns contents of 
edit7_recta as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function edit7_recta_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit7_recta (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
  
  
% --- Executes on button press in calibracio_checkbox. 
function calibracio_checkbox_Callback(hObject, eventdata, handles) 
% hObject    handle to calibracio_checkbox (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hint: get(hObject,'Value') returns toggle state of 
calibracio_checkbox 
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% --- Executes on button press in centroide_checkbox. 
function centroide_checkbox_Callback(hObject, eventdata, handles) 
% hObject    handle to centroide_checkbox (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hint: get(hObject,'Value') returns toggle state of 
centroide_checkbox 
  
  
% --- Executes on button press in corbes_checkbox. 
function corbes_checkbox_Callback(hObject, eventdata, handles) 
% hObject    handle to corbes_checkbox (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hint: get(hObject,'Value') returns toggle state of corbes_checkbox 
  
  
% --- Executes on button press in checkbox4. 
function checkbox4_Callback(hObject, eventdata, handles) 
% hObject    handle to checkbox4 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hint: get(hObject,'Value') returns toggle state of checkbox4 
  
  
  
function edit30_Callback(hObject, eventdata, handles) 
% hObject    handle to edit30 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    structure with handles and user data (see GUIDATA) 
  
% Hints: get(hObject,'String') returns contents of edit30 as text 
%        str2double(get(hObject,'String')) returns contents of edit30 
as a double 
  
  
% --- Executes during object creation, after setting all properties. 
function edit30_CreateFcn(hObject, eventdata, handles) 
% hObject    handle to edit30 (see GCBO) 
% eventdata  reserved - to be defined in a future version of MATLAB 
% handles    empty - handles not created until after all CreateFcns 
called 
  
% Hint: edit controls usually have a white background on Windows. 
%       See ISPC and COMPUTER. 
if ispc && isequal(get(hObject,'BackgroundColor'), 
get(0,'defaultUicontrolBackgroundColor')) 
    set(hObject,'BackgroundColor','white'); 
end 
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12.1.2 Funcions càmera 
camera_adquisicio.m 
 
function imatge=camera_adquisicio(vid) 
%imatge=imatge_captura(vid) 
% 
%Captura una imatge d'una entrada analògica 
% 
%Entrada: 
%   -entrada_analogica: entrada analògica 
%Sortida: 
%   -imatge: captura de la imatge 
  
imatge=getdata(vid,1); 
 
camera_aturar.m 
 
function camera_aturar(vid) 
%camera_aturar() 
% 
%Atura la càmera. 
  
stop(vid); 
flushdata(vid); 
 
camera_config.m 
 
function vid=camera_config(XOffset, YOffset, Width, Height) 
%vid=camera_config(XOffset, YOffset, Width, Height) 
% 
% Configura la regió d'interès d'adquisició. Permet ajustar la regió 
real  
% de la imatge mesurat respecte la cantonada superior esquerra de la 
% finestra. 
% 
%Configuració de la càmera: 
%   -Adaptador: winvideo 
%   -Dispositiu: 1 
%   -Format i resolució: YUY2_640X480 
%   -Color: RGB 
% 
%Exemple: 
%   -Cas circuit laboratori --> vid=camera_config(14,117,592,316); 
  
imaqreset; 
vid=videoinput('winvideo',1,'YUY2_640X480'); 
vid.ROIPosition = [XOffset YOffset Width Height]; 
set(vid,'TriggerRepeat',Inf); 
vid.returnedcolorspace='rgb'; 
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vid.FrameGrabInterval=2; 
 
camera_iniciar.m 
 
function camera_iniciar(vid) 
%camera_iniciar() 
% 
%Inicia la càmera. 
  
start(vid); 
 
12.1.3 Funcions imatge 
imatge_mostrar.m 
 
function imatge_mostrar(imatge) 
%imatge_mostrar(imatge) 
% 
%Mostra la imatge a la finestra principal. 
  
imshow(imatge) 
 
imatge_tractpos.m 
 
function [seleccio,centroide]=imatge_tractpos(imatge,nivell,area) 
%[seleccio,centroide]=imatge_tractpos(imatge,llindar,area) 
% 
% 
%Aplica tractaments i filtres a la imatge d'entrada per  
%seleccionar un objecte d'interès. 
%Finalment, retorna la posició del rectangle que selecciona l'objecte  
%d'interès. 
% 
%Entrades: 
%   -imatge: imatge d'entrada. 
%   -llindar: variació entre el fondo d'imatge i l'objecte d'interès 
%   (valors entre 0 i 1, per defecte 0.25). 
%   -area: àrea de l'objecte a seleccionar. 
% 
%Sortides: (Tipus estructura) 
%   -Seleccio: valor en coordenades XY del centre de l'objecte 
d'interès. 
%   -Centroide: valors de l'amplada i l'altura del rectangle que 
remarca  
%l'objecte d'interès. [XOffset YOffset Width Height] 
% 
%Exemple: 
%   -Cas circuit laboratori --> 
[seleccio,centroide]=imatge_tractpos(data1,0.25,600); 
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    mostra1=imcomplement(imatge); 
    mostra2 = imsubtract(mostra1(:,:,3), rgb2gray(mostra1)); 
    mostra3=im2bw(mostra2,0.25); 
    mostra4=bwareaopen(mostra3,area); 
     
    seleccio=regionprops(mostra4,'BoundingBox'); 
    centroide=regionprops(mostra4,'Centroid'); 
     
    if isempty(seleccio)==0 | isempty(seleccio)==0 
        seleccio=round(seleccio(1).BoundingBox); 
        centroide=round(centroide(1).Centroid); 
    else 
        return; 
    end 
12.1.4 Funcions arduino 
arduino_config.m 
 
function arduino=arduino_config(port) 
%arduino=arduino_config(port) 
% 
%Entrada: 
%   -número de port: número de port COM on es troba connectat el 
%   dispositiu (1,2,3,4...) 
%Sortida: 
%   -arduino: configuració de Port i Baudrate de l'Arduino. 
% 
%Exemple: COM6 --> arduino=arduino_config(6); 
  
port_arduino=strcat('COM', num2str(port)); 
delete(instrfind({'Port'},{port_arduino})); 
arduino=serial(port_arduino); 
arduino.BaudRate=9600; 
 
arduino_enviar.m 
 
function arduino_enviar(arduino,valor) 
%arduino_enviar(arduino,valor) 
% 
%Obre la connexió amb l'Arduino. 
fwrite(arduino,valor); 
 
arduino_obrir.m 
 
function arduino_obrir(arduino) 
%arduino_obrir(arduino) 
% 
%Obre la connexió amb l'Arduino. 
  
fopen(arduino); 
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arduino_tancar.m 
 
function arduino_tancar(arduino) 
%arduino_tancar(arduino) 
% 
%Tanca la connexió amb l'Arduino. 
  
fclose(arduino); 
delete(arduino); 
12.1.5 Funcions control 
control_adquisicio.m 
 
function 
[entr_corba1,sort_corba1,entr_corba2,sort_corba2,vel_corba1,vel_corba2
,vel_recta]=control_adquisicio(handles) 
%control_adquisicio() 
% 
%Adquireix els valors entrada/sortida de les corbes i . 
  
entr_corba1=str2double(get(handles.edit1,'string')); 
sort_corba1=str2double(get(handles.edit2,'string')); 
entr_corba2=str2double(get(handles.edit3,'string')); 
sort_corba2=str2double(get(handles.edit4,'string')); 
vel_corba1=str2double(get(handles.edit5_vel1,'string')); 
vel_corba2=str2double(get(handles.edit6_vel2,'string')); 
vel_recta=str2double(get(handles.edit7_recta,'string')); 
 
control_algorisme.m 
 
function 
velocitat=control_algorisme(entr_corba1,sort_corba1,entr_corba2,sort_c
orba2,vel_corba1,vel_corba2,vel_recta,centroide) 
   
global init sector vel; 
switch sector 
     
    case 'Recta 2' 
        if init==1 
%             disp(sector); 
            vel=vel_recta; 
            init=0 
        end 
        if centroide(1) > entr_corba2 
            sector='Corba 2'; 
%             disp(sector); 
            vel=vel_corba2; 
        end 
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    case 'Corba 2' 
        if centroide(2) > sort_corba2 
            sector='Recta 1'; 
%             disp(sector); 
            vel=vel_recta; 
        end 
  
    case 'Recta 1' 
         if centroide(1) < entr_corba1 
            sector='Corba 1'; 
%             disp(sector); 
            vel=vel_corba1; 
         end 
   
    case 'Corba 1' 
         if centroide(2) < sort_corba1 
            sector='Recta 2'; 
%             disp(sector); 
            vel=vel_recta; 
         end 
end 
velocitat=vel; 
 
12.1.6 Funcions mostrar 
mostrar_calibratge.m 
 
function mostrar_calibratge() 
%mostrar_calibratge() 
% 
%Mostra les senyals de calibratge per el circuit de slot 
hold on; 
rectangle('Position',[135 52 310 212],'EdgeColor','B','LineWidth',8); 
%line([x1 x2],[y1 y2],'LineWidth',5) 
line([215 215], [70 5],'LineWidth',6); 
hold off; 
 
mostrar_corbes.m 
 
function 
mostrar_corbes(entr_corba1,sort_corba1,entr_corba2,sort_corba2) 
%mostrar_corbes() 
% 
%Mostra les senyals d'entrada i sortida de les corbes. 
%line([x1 x2],[y1 y2],'LineWidth',5) 
hold on; 
line([entr_corba1 entr_corba1], [320 240],'LineWidth',6,'Color','g'); 
line([entr_corba2 entr_corba2], [0 80],'LineWidth',6,'Color','y'); 
line([0 145], [sort_corba1 sort_corba1],'LineWidth',6,'Color','m'); 
line([600 430], [sort_corba2 sort_corba2],'LineWidth',6,'Color','c');       
hold off; 
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mostrar_dades.m 
 
function mostrar_dades(seleccio,centroide,handles) 
  
if isempty(seleccio)==0 | isempty(centroide)==0 
    hold on; 
    rectangle('Position',seleccio,'EdgeColor','G','LineWidth',2); 
    plot(centroide(1),centroide(2),'+'); 
    hold off; 
    set(handles.text11,'string', char('X: ',num2str(centroide(1)),' 
','Y: ',num2str(centroide(2)))) 
else 
    return; 
end 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
 
    82 
 
12.2 Annex B. Guia d’usuari 
 
12.2.1 Hardware 
Condicions d’il·luminació 
Pel correcte funcionament de l’aplicació s’han de baixar les persianes del 
laboratori i encendre únicament les dos files de llums laterals. 
Per verificar que les condicions d’il·luminació són adients es pot executar 
l'aplicació Interface Slot amb el mode de control “Manual” i amb l'opció de 
visualització “Centroide” marcada, a continuació s’ha de mirar si es detecta 
el cotxe en tot el recorregut del circuit. D’aquesta manera es garanteix que 
l’aplicació detectarà el cotxe i el sistema de control funcionarà 
correctament. 
 
Connexions del sistema 
Per començar, el comandament electrònic s’ha de connectar internament 
per unir el CP (Arduino) i el CS. És una connexió interna de dos cables de 
color taronja i negre. El de color taronja es connecta al PIN3 del CP 
(Arduino) i al PIN3 del CS. El de color negre es connecta a qualsevol GND 
del CP (Arduino) i al GND del CS. Un cop connectats els cables interns 
del comandament ja es pot connectar amb el circuit slot i amb el PC (Fig. 
1). 
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Figura 1. Fotografia del comandament electrònic on s’indica les connexions. 
 
És important que la connexió del comandament electrònic amb el circuit 
slot quedi igual que la següent imatge, perquè funcioni en sentit horari i 
per la pista exterior (Fig. 2). 
 
 
Figura 2. Fotografia del panell de connexions del circuit slot. 
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A continuació, s’ha de connectar el comandament electrònic a la font 
d’alimentació (Fig. 3). 
Nota: És molt important que la connexió del comandament a la font 
d’alimentació sigui la última connexió a fer-se, per evitar un curt-
circuit del connector jack. En el moment de desconectar-ho cal fer el 
procés invers. Primer s’ha de desconectar la font d’alimentació i 
després els altres connectors. 
 
 
Figura 3. Fotografia del comandament electrònic on s’indica la connexió de la font d’alimentació. 
 
Finalment, s’ha de connectar la càmera digital al PC mitjançant un cable 
USB. 
Arribat aquest punt ja es pot executar l’aplicació Interface Slot que obrirà 
la interfície gràfica. 
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12.2.2 Software 
Calibració del circuit 
Cada vegada que s’executi l’aplicació s’ha de calibrar el circuit slot. Aquest 
procés ens permet centrar el circuit amb la càmera digital i és un pas 
imprescindible pel bon funcionament del sistema. 
Per començar la calibració cal fer clic al botó “Play” amb el control en mode 
“Manual”. A continuació, s’ha de marcar la casella de “Calibració” de les 
opcions de visualització. Apareixerà un rectangle de color blau a la finestra 
on es mostra el circuit slot (Fig. 4). 
 
 
Figura 4. Fotografia parcial de la interfície gràfica on es motra la opció de visualització “Calibració”. 
 
El procediment de calibració consisteix en centrar la línia blanca de la 
casella de sortida amb la línia blava que incideix en el rectangle de 
calibració, de manera que no es vegi la línia blanca de la casella de 
sortida. A la vegada s’ha de centrar el rectangle de manera que no es 
vegin les guies rectes de la pista interior del circuit. 
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Detecció del cotxe 
Cal comprovar que la aplicació detecta el cotxe correctament. Per aquest 
procediment cal posar el cotxe a la pista, s’ha de fer clic al botó “Play” i 
marcar la casella “Centroide” de les opcions de visualització (opció 
marcada per defecte). A la finestra del circuit ha d’aparèixer un rectangle 
de color verd remarcant el cotxe (Fig. 5). Si aquest rectangle no apareix 
cal revisar el punt anterior de les condicions d’il·luminació. 
 
 
Figura 5. Fotografia parcial de la interfície gràfica on es motra la opció de visualització “Centroide”. 
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Execució del sistema de control 
Finalment, per fer córrer el cotxe utilitzant el sistema de control cal 
seleccionar el mode de control “Automàtic” i fer clic al botó “Play”. 
Si es marca la casella de “Sectors” de les opcions de visualització, es 
mostrarà a la finestra del circuit els sectors definits en els paràmetres de 
control. Aquest paràmetres es poden modificar en temps real (Fig. 6). 
 
 
Figura 6. Fotografia de la interfície gràfica on es motra la opció de visualització “Sectors”. 
