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We present a C
  
implementation of an optimisation algorithm for computing the
smallest wrt area enclosing ellipse of a nite point set in the plane We obtain an
exact solution by using Welzls method 	
 together with the primitives as described
in   The algorithm is implemented as a semidynamic data structure thus
allowing to insert points while maintaining the smallest enclosing ellipse Following
the generic programming paradigm we use the template feature of C
  
to provide
generic code The data structure is parameterized with a traits class that denes
the abstract interface between the optimisation algorithm and the primitives it uses
The interface of the data structure is compliant with the STL
  supported by the ESPRIT IV LTR Project No  CGAL	
y
Institut f
ur Theoretische Informatik ETH Z





ur Informatik Freie Universit
at Berlin Takustr  D Berlin Germany
email sveninffuberlinde
  Introduction
We present a C
  




 area enclosing ellipse of a nite point set in the plane
 We implement the
algorithm of Welzl with movetofront heuristic  using the primitives as described
in   resulting in an exact solution
 The algorithm is realized as a semidynamic data
structure thus allowing to insert points while maintaining the smallest enclosing ellipse

It is parameterized with a traits class  that denes the abstract interface between the
optimisation algorithm and the primitives it uses
 We provide a traits class implementa
tion using the Cgal kernel  and for easeofuse traits class adapters to user supplied
point classes
 The interface of the data structure is compliant with the STL  

The presented code will be part of release 
 of Cgal the Computational Geometry
Algorithms Library 

The rest of the document is organized as follows
 The algorithm is described in Section 

Section  gives a brief introduction to conics
 Section  contains the specications as
they appear in the CGAL Reference Manual 
 Section  gives the implementations
 In
Section  we provide a test program which performs some correctness checks
 Finally the
code les are created in Section 
 For a more detailed overview see the table of contents
starting on page 

 The Algorithm





 area enclosing ellipse of a nite point set P in the plane denoted
by me	P  is built up incrementally adding one point after another
 Assume me	P  has
been constructed and we would like to obtain me	P   fpg p some new point
 There are
two cases if p already lies inside me	P  then me	P   fpg  me	P 
 Otherwise p must
lie on the boundary of me	P  fpg 	this is proved in  and not hard to see so we need
to compute me	P fpg the smallest ellipse enclosing P with p on the boundary
 This is
recursively done in the same manner
 In general for point sets P B dene me	PB as
the smallest ellipse enclosing P that has the points of B on the boundary 	if dened

Although the algorithm nally delivers a ellipse me	P  it internally deals with ellipses
that have a possibly nonempty set B
 Here is the pseudocode of Welzls method
 To
compute me	P  it is called with the pair 	P  assuming that P  fp

     p
n
g is stored
in a linked list

me	PB
me  me	 B
IF jBj   THEN RETURN me






     p
i 
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
Note the following 	a jBj is always bounded by  thus the computation of me	 B is
easy
 In our implementation it is done by the private member function compute ellipse

	b One can check that the method maintains the invariant me	PB exists
 This justies
termination if jBj   because then me	PB must be the unique ellipse with the points
of B on the boundary and me	PB exists if and only if this ellipse contains the points
of P 
 Thus no subsequent inellipse tests are necessary anymore 	for details see 
 	c
points which are found to lie outside the current ellipse me are considered important and
are moved to the front of the linked list that stores P 
 This is crucial for the methods
eciency

It can also be advisable to bring P into random order before computation starts
 There
are bad insertion orders which cause the method to be very slow  random shuing gives
these orders a very small probability

 Conics
For a given real vector R  	r s t u v w a conic C  C	R is the set of homogeneous

























R is called a representation of C
 Note that the homogeneous point 	x y h corresponds
to the Cartesian point 	xh yh in the plane
 Also any Cartesian point p  	x y can




















 w   	
Thus under the condition h   homogeneous and Cartesian representation are equiva
lent and we frequently switch between them


C is called trivial if C  R

which is equivalent to R  
 C is empty if C   i
e
 if 	
has no real solutions x y h with h   	which happens e
g
 in case of R  	     
or R  	     

 
The reason for scaling equations  and 
 by a factor of  is purely technical  we want to argue
with divisionfree terms
C is invariant under scaling its representationR by any nonzero factor
 This means a conic
has ve degrees of freedom and in fact it holds that any ve points uniquely determine
a nontrivial conic passing through the points
 Some care is in place this does not mean
that ve points uniquely determine the conics representation up to scaling
 For example
the xaxis is a conic uniquely determined by any ve points on it but as a representation
we may choose fy  g or fy

 g
 Recall that we have already seen two representations










determines the type of C	R
 If det	R   C is an ellipse if det	R   we get
a hyperbola and for det	R   a parabola is obtained
 While the trivial conic is a
degenerate parabola equal to the whole plane any nontrivial one consists of at most two
simple curves






can be specied as




















 This implies det	R  
so C is a degenerate ellipse see Section 









being positive denite 	x
T
Mx   for x   or negative denite 	x
T
Mx   for x  

In case of det	R   M is indenite meaning that x
T


















With this denition 	 can alternatively been written as
	p c
T
M	p c  w  c
T
Mc   	
p  	x y
T
 from which the symmetry is obvious
 In case of a parabola we get an axis of
symmetry
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   Orientation and Degeneracy










nC	R into a positive side formed by the set of points such thatR	p  
and a negative side 	R	p  
 Replacing R with R leads to an oriented conic with
positive and negative sides interchanged
 This concept of assigning positive and negative
sides is purely algebraic

In addition there is a geometric way of assigning sides to an oriented conic which does not
depend on R 	like an oriented circle has a bounded side independent from its orientation





 The nonconvex side is then just the union of the nonconvex
components
 Figure  depicts the convex sides of an ellipse hyperbola and parabola






Figure  Ellipse hyperbola and parabola with convex sides
A conic is dened to be degenerate if either its convex side or its nonconvex side is empty

Let us discuss the possibilities for this
 First the trivial conic is degenerate with both
sides being empty
 The empty conic is degenerate with the nonconvex side being empty

An ellipse is degenerate if and only if it consists of just one point 	and so the convex side
is empty
 A hyperbola is degenerate if and only if it contains its center of symmetry c

In this case the hyperbola is a pair of lines crossing at c and so the nonconvex side is
empty
 A degenerate parabola is either a pair of parallel lines or just one line
 In both
cases the nonconvex side is empty

In the nondegenerate case the classication of points by positive and negative side co
incides with the one by convex and nonconvex side
 In the degenerate case this exactly
holds if positive or negative side disappear like for a degenerate ellipse 	but not for a
degenerate hyperbola

An oriented conic C
R
is said to have positive 	negative orientation if and only if the convex
side coincides with the positive 	negative side
 If neither is the case the orientation is
zero
 Thus a degenerate ellipse has nonzero orientation but a degenerate hyperbola has
not

While it is clear that positive and negative side of a conic are only dened with re




into positive and negative side does in general depend on R
 Coming back to the conic
C  fy  g  fy

 g the rst representation of it leads to nonempty positive and neg
ative side while in the second one the negative side is empty

  Ellipses and the Volume Formula
The volume of an ellipse E  Vol	E is dened as the area of its convex side
 If E is
nondegenerate and presented in center form 	 consider the matrix
A M	w  c
T
Mc










For this note that det	M   implies det	A  

 Specications
This section contains the specications as they appear in the Cgal Reference Manual 

 D Smallest Enclosing Ellipse CGAL Min ellipse Traits
Denition
An object of the class CGAL Min ellipse Traits is the unique ellipse of smallest area
enclosing a nite set of points in twodimensional euclidean space E


 For a point set
P we denote by me	P  the smallest ellipse that contains all points of P 
 Note that
me	P  can be degenerate i
e
 me	P    if P   me	P   fpg if P  fpg and
me	P   f	  p q j     g if P  fp qg

An inclusionminimal subset S of P with me	S  me	P  is called a support set the
points in S are the support points
 A support set has size at most ve and all its points lie
on the boundary of me	P 
 If me	P  has more than ve points on the boundary neither
the support set nor its size are necessarily unique

The underlying algorithm can cope with all kinds of input e
g
 P may be empty or points
may occur more than once
 The algorithm computes a support set S which remains xed
until the next insert or clear operation





include CGALMin ellipse h




The template parameter Traits is a traits class that denes the abstract interface between
the optimisation algorithm and the primitives it uses
 For example TraitsPoint is a
mapping on a point class
 Think of it as D points in the Euclidean plane

We provide a traits class implementation using the Cgal D kernel as described in Sec
tion 





 Customizing own traits classes for optimisation algorithms can be done according




CGAL Min ellipse Traits Traits
typedef TraitsPoint Point Point type

typedef TraitsEllipse Ellipse Ellipse type

The following types denote iterators that allow to traverse all points and support points
of the smallest enclosing ellipse resp
 The iterators are nonmutable and their value type
is Point
 The iterator category is given in parentheses

CGAL Min ellipse Traits Point iterator 	bidirectional

CGAL Min ellipse Traits Support point iterator 	random access

Creation
A CGAL Min ellipse Traits object can be created from an arbitrary point set P and
by specialized construction methods expecting no one two three four or ve points
as arguments
 The latter methods can be useful for reconstructing me	P  from a given
support set S of P 

template  class InputIterator 




bool randomize  false

CGAL Random random  CGAL random

Traits traits  Traits	
creates a variable min ellipse of type CGAL Min ellipse Traits

It is initialized to mc	P  with P being the set of points in the range
firstlast
 If randomize is true a random permutation of P is
computed in advance using the random numbers generator random

Usually this will not be necessary however the algorithms eciency
depends on the order in which the points are processed and a bad order
might lead to extremely poor performance 	see example below

Precondition The value type of first and last is Point

Note In case a compiler does not support member templates yet we provide specialized
constructors instead
 In the current release there are constructors for C arrays 	using
pointers as iterators for the STL sequence containers vectorPoint and listPoint
and for the STL input stream iterator istream iteratorPoint

CGAL Min ellipse Traits min ellipse	 Traits traits  Traits	
creates a variable min ellipse of type CGAL Min ellipse Traits

It is initialized to me	 the empty set

Postcondition min ellipseis empty	  true

CGAL Min ellipse Traits min ellipse	 Point p

Traits traits  Traits	
creates a variable min ellipse of type CGAL Min ellipse Traits

It is initialized to me	fpg the set fpg

Postcondition min ellipseis degenerate	  true





Traits traits  Traits	
creates a variable min ellipse of type CGAL Min ellipse Traits

It is initialized to me	fp qg the set f	 p q j     g

Postcondition min ellipseis degenerate	  true







Traits traits  Traits	
creates a variable min ellipse of type CGAL Min ellipse Traits

It is initialized to me	fp p pg









Traits traits  Traits	
creates a variable min ellipse of type CGAL Min ellipse Traits

It is initialized to me	fp p p pg











Traits traits  Traits	
creates a variable min ellipse of type CGAL Min ellipse Traits

It is initialized to me	fp p p p pg





int min ellipsenumber of points	




int min ellipsenumber of support points	





Point iterator min ellipsepoints begin	
returns an iterator referring to the rst point of
min ellipse

Point iterator min ellipsepoints end	
returns the corresponding pasttheend iterator

Support point iterator min ellipsesupport points begin	
returns an iterator referring to the rst support point
of min ellipse

Support point iterator min ellipsesupport points end	
returns the corresponding pasttheend iterator

Point min ellipsesupport point	 int i
returns the ith support point of min ellipse
 Be
tween two modifying operations 	see below any call
to min ellipsesupport point	i with the same i
returns the same point

Precondition
  i  min ellipsenumber of support points	

Ellipse min ellipseellipse	
returns the current ellipse of min ellipse

Predicates
By denition an empty CGAL Min ellipse Traits has no boundary and no bounded
side i
e




CGAL Bounded side min ellipsebounded side	 Point p
returns CGAL ON BOUNDED SIDE  CGAL ON BOUNDARY
or CGAL ON UNBOUNDED SIDE i p lies properly inside




bool min ellipsehas on bounded side	 Point p
returns true i p lies properly inside min ellipse

bool min ellipsehas on boundary	 Point p
returns true i p lies on the boundary of
min ellipse

bool min ellipsehas on unbounded side	 Point p
returns true i p lies outside of min ellipse

bool min ellipseis empty	
returns true i min ellipse is empty 	this implies
degeneracy

bool min ellipseis degenerate	
returns true i min ellipse is degenerate i
e
 if
min ellipse is empty equal to a single point or equal
to a segment equivalently if the number of support
points is less than 

Modiers
New points can be added to an existing min ellipse allowing to build me	P  incremen
tally e
g
 if P is not known in advance
 Compared to the direct creation of me	P  this is
not much slower because the construction method is incremental itself

void min ellipseinsert	 Point p
inserts p into min ellipse and recomputes the small
est enclosing ellipse

template  class InputIterator 
void min ellipseinsert	 InputIterator first

InputIterator last
inserts the points in the range firstlast into
min ellipse and recomputes the smallest enclosing
ellipse by calling insert	p for each point p in
firstlast

Precondition The value type of first and last is
Point

Note In case a compiler does not support member templates yet we provide special
ized insert functions instead
 In the current release there are insert functions for C
arrays 	using pointers as iterators for the STL sequence containers vectorPoint and
listPoint and for the STL input stream iterator istream iteratorPoint





deletes all points in min ellipse and sets it to the
empty set

Postcondition min ellipseis empty	  true

Validity Check
An object min ellipse is valid i
 min ellipse contains all points of its dening set P 
 min ellipse is the smallest ellipse spanned by its support set S and
 S is minimal i
e
 no support point is redundant

Note In this release only the rst item is considered by the validity check

Using the traits class implementation for the Cgal kernel with exact arithmetic as de
scribed in Section 
 guarantees validity of min ellipse
 The following function is mainly
intended for debugging user supplied traits classes but also for convincing the anxious user
that the traits class implementation is correct

bool min ellipseis valid	 bool verbose  false

int level  
returns true i min ellipse contains all points of
its dening set P 
 If verbose is true some messages
concerning the performed checks are written to stan
dard error stream
 The second parameter level is not





returns a const reference to the traits class object

IO
ostream ostream os  min ellipse
writes min ellipse to output stream os

Precondition The output operator is dened for Point
	and for Ellipse if pretty printing is used

istream istream is   min ellipse
reads min ellipse from input stream is





CGAL Window stream CGAL Window stream ws  min ellipse
writes min ellipse to window stream ws

Precondition The window stream output operator is
dened for Point and Ellipse

See Also
CGAL Min circle   CGAL Min ellipse  traits  	Section 

CGAL Min ellipse  adapterC 	Section 





We implement the algorithm of Welzl with movetofront heuristic  using the primi
tives as described in  
 If randomization is chosen the creation time is almost always
linear in the number of points
 Access functions and predicates take constant time in
serting a point might take up to linear time but substantially less than computing the
new smallest enclosing ellipse from scratch
 The clear operation and the check for validity
each takes linear time

Example
To illustrate the creation of CGAL Min ellipse Traitsand to show that randomization















int n  
Point P  new Point n
for 	 int i   i  n i









Minellipse me	 P Pn
  very slow
Minellipse me	 P Pn true
  fast







 D Optimisation Ellipse CGAL Optimisation ellipse R
Denition
An object of the class CGAL Optimisation ellipse R is an ellipse in the two
dimensional Euclidean plane E


 Its boundary splits E

into a bounded and an unbounded
side
 Note that the ellipse can be degenerated i
e
 it can be empty equal to a single point
or equal to a segment
 By denition an empty CGAL Optimisation ellipse R has
no boundary and no bounded side i
e




A CGAL Optimisation ellipse R equal to a single point p or equal to a segment s
resp
 has no bounded side its boundary is fpg or s resp
 and its unbounded side equals
E





include CGALOptimisation ellipse h
Types




sets ellipse to the empty ellipse

void ellipseset	 CGAL Point R p
sets ellipse to the ellipse equal to the single point p

void ellipseset	 CGAL Point R p
 CGAL Point R q
sets ellipse to the ellipse equal to the segment pq

Precondition p and q are distinct

void ellipseset	 CGAL Point R p

CGAL Point R p

CGAL Point R p
sets ellipse to the ellipse of smallest area through p
p and p

Precondition p p p are not collinear

void ellipseset	 CGAL Point R p


CGAL Point R p

CGAL Point R p

CGAL Point R p
sets ellipse to the ellipse of smallest area through p
p p and p

Precondition p p p p are in convex position

void ellipseset	 CGAL Point R p

CGAL Point R p

CGAL Point R p

CGAL Point R p

CGAL Point R p
sets ellipse to the unique ellipse through p p p
p and p






bool ellipse  ellipse
returns true i ellipse and ellipse are equal

bool ellipse  ellipse
returns true i ellipse and ellipse are not equal

Predicates
CGAL Bounded side ellipsebounded side	 CGAL Point R p
returns CGAL ON BOUNDED SIDE  CGAL ON BOUNDARY
or CGAL ON UNBOUNDED SIDE i p lies properly inside
on the boundary or properly outside of ellipse resp

bool ellipsehas on bounded side	 CGAL Point R p
returns true i p lies properly inside ellipse

bool ellipsehas on boundary	 CGAL Point R p
returns true i p lies on the boundary of ellipse

bool ellipsehas on unbounded side	 CGAL Point R p
returns true i p lies properly outside of ellipse









returns true i ellipse is degenerate i
e
 if ellipse
is empty equal to a single point or equal to a segment

IO
ostream ostream os  ellipse
writes ellipse to output stream os

istream istream is   ellipse
reads ellipse from input stream is

include CGALIOWindow streamh
CGAL Window stream CGAL Window stream ws  ellipse
writes ellipse to window stream ws

  Traits Class Implementation using the twodimensional CGAL Ker
nel CGAL Min ellipse  traits R
Denition
The class CGAL Min ellipse  traits R interfaces the D optimisation algorithm for
smallest enclosing ellipses with the Cgal D kernel

include CGALMin ellipse  traits h
Types
typedef CGAL Point R Point
typedef CGAL Optimisation ellipse R Ellipse
Creation
CGAL Min ellipse  traits R traits
CGAL Min ellipse  traits R traits	 CGAL Min ellipse  traits R

See Also
CGAL Min ellipse  	Section 
 CGAL Min ellipse  adapterC 	Section 

CGAL Min ellipse  adapterH 	Section 
 Requirements of Traits Classes for D




See example for CGAL Min ellipse  	Section 


 Traits Class Adapter for D Smallest Enclosing Ellipse to D Carte
sian Points CGAL Min ellipse  adapterCPTDA
Denition
The class CGAL Min ellipse  adapterCPT
DA interfaces the D optimisation algo
rithm for smallest enclosing ellipses with the point class PT
 The data accessor DA 
is used to access the x and ycoordinate of PT i
e
 PT is supposed to have a Cartesian
representation of its coordinates

include CGALMin ellipse  adapterCh
Types
CGAL Min ellipse  adapterCPT
DA DA Data accessor for Cartesian coor
dinates

CGAL Min ellipse  adapterCPT
DA Point Point type

CGAL Min ellipse  adapterCPT
DA Ellipse Ellipse type

Creation
CGAL Min ellipse  adapterCPT
DA adapter	 DA da  DA	
CGAL Min ellipse  adapterCPT
DA adapter	
CGAL Min ellipse  adapterCPT
DA
See Also
CGAL Min ellipse  	Section 
 CGAL Min ellipse  traits  	Section 

CGAL Min ellipse  adapterH 	Section 
 Requirements of Traits Class Adapters to




The following example illustrates the use of the traits class adapters with your own point
class
 For the sake of simplicity we expect a point class with Cartesian double coordinates
and access functions x	 and y	
 Based on this we show how to implement and use data
accessors
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
Note In this release correct results are only guaranteed if exact arithmetic is used so






















void get	 const PtC p double x double y
 const 
x  px	
 y  py	


double getx	 const PtC p
 const  return	 px	

 
double gety	 const PtC p
 const  return	 py	

 
void set	 PtC p double x double y




typedef CGALMinellipseadapterC  PtC PtCDA  AdapterC
typedef CGALMinellipse  AdapterC  Minellipse
 do something with Minellipse
Minellipse me	  

	 Traits Class Adapter for D Smallest Enclosing Ellipse to D Ho
mogeneous Points CGAL Min ellipse  adapterHPTDA
Denition
The class CGAL Min ellipse  adapterHPT
DA interfaces the D optimisation algo
rithm for smallest enclosing ellipses with the point class PT
 The data accessor DA  is used
to access the hx hy and hwcoordinate of PT i
e
 PT is supposed to have a homogeneous
representation of its coordinates

include CGALMin ellipse  adapterHh
Types
CGAL Min ellipse  adapterHPT




CGAL Min ellipse  adapterHPT
DA Point Point type

CGAL Min ellipse  adapterHPT
DA Ellipse Ellipse type

Creation
CGAL Min ellipse  adapterHPT
DA adapter	 DA da  DA	
CGAL Min ellipse  adapterHPT
DA adapter	
CGAL Min ellipse  adapterHPT
DA
See Also
CGAL Min ellipse  	Section 
 CGAL Min ellipse  traits  	Section 

CGAL Min ellipse  adapterC 	Section 
 Requirements of Traits Class Adapters to




The following example illustrates the use of the traits class adapters with your own point
class
 For the sake of simplicity we expect a point class with homogeneous int coordinates
and access functions hx	 hy	 and hw	
 Based on this we show how to implement and
use data accessors

Note In this release correct results are only guaranteed if exact arithmetic is used so this
























void get	 const PtH p int hx int hy int hw
 const 
hx  phx	
 hy  phy	
 hw  phw	


int getx	 const PtH p
 const  return	 phx	

 
int gety	 const PtH p
 const  return	 phy	

 
int getw	 const PtH p
 const  return	 phw	

 
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void set	 PtH p int hx int hy int hw




typedef CGALMinellipseadapterH PtH PtHDA  AdapterH
typedef CGALMinellipse AdapterH  Minellipse
 do something with Minellipse
Minellipse me	  


 Requirements of Traits Class Adapters to D Cartesian Points
The family of traits class adapters  adapterC to D Cartesian points is parameterized
with a point type PT and a data accessor DA 
 The latter denes the coordinatesbased
interface between the traits class adapter and the point type
 The following requirements
catalog lists the primitives i
e
 types member functions etc
 that must be dened for
classes PT and DA that can be used to parameterize  adapterC

Point Type PT
PT p Default constructor

PT p	 PT Copy constructor

PT p  q Assignment

bool p  q Equality test

The following I!O operators are only needed if the corresponding I!O operators of the
optimisation algorithm are used

ostream ostream os  p writes p to output stream os

istream istream is  p reads p from input stream is

ReadWrite Data Accessor DA
DA FT The number type FT has to fulll the re
quirements of a Cgal eld type

DA da Default constructor

DA da	 DA Copy constructor

void daget	 Point p
 FT x
 FT y
returns the Cartesian coordinates of p in x
and y resp

FT daget x	 Point p returns the Cartesian xcoordinate of p

FT daget y	 Point p returns the Cartesian ycoordinate of p


void daset	 Point p
 FT x
 FT y
sets p to the point with Cartesian coordi
nates x and y

 Requirements of Traits Class Adapters to D Homogeneous Points
The family of traits class adapters  adapterH to D homogeneous points is parame
terized with a point type PT and a data accessor DA 
 The latter denes the coordinates
based interface between the traits class adapter and the point type
 The following require
ments catalog lists the primitives i
e
 types member functions etc
 that must be dened
for classes PT and DA that can be used to parameterize  adapterH

Point Type PT
PT p Default constructor

PT p	 PT Copy constructor

PT p  q Assignment

bool p  q Equality test

The following I!O operators are only needed if the corresponding I!O operators of the
optimisation algorithm are used

ostream ostream os  p writes p to output stream os

istream istream is  p reads p from input stream is

ReadWrite Data Accessor DA
DA RT The number type RT has to fulll the re
quirements of a Cgal ring type

DA da Default constructor

DA da	 DA Copy constructor





returns the homogeneous coordinates of p in
hx hy and hw resp

RT daget hx	 Point p returns the homogeneous xcoordinate of p

RT daget hy	 Point p returns the homogeneous ycoordinate of p

RT daget hw	 Point p returns the homogeneous wcoordinate of p





sets p to the point with homogeneous coor
dinates hx hy and hw
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 Requirements of Traits Classes for D Smallest Enclosing Ellipse
The class template CGAL Min ellipse  is parameterized with a Traits class which de
nes the abstract interface between the optimisation algorithm and the primitives it uses

The following requirements catalog lists the primitives i
e
 types member functions etc

that must be dened for a class that can be used to parameterize CGAL Min ellipse 

A traits class implementation using the Cgal D kernel is available and described in Sec
tion 





 Both the implementation and the adapters can be used as a starting
point for customizing own traits classes e
g




A class that satises the requirements of a traits class for CGAL Min ellipse  must
provide the following primitives

Types
Traits Point The point type must provide default and copy con
structor assignment and equality test

Traits Ellipse The ellipse type must fulll the requirements listed
below in the next section

In addition if I!O is used the corresponding I!O operators for Point and Ellipse have




Ellipse ellipse The actual ellipse
 This variable is maintained by the




Only default and copy constructor are required
 Note that further constructors can be
provided

Traits traits A default constructor










boundary splits the plane into a bounded and an unbounded side
 By denition an empty
Ellipse has no boundary and no bounded side i
e










sets ellipse to the empty ellipse

void ellipseset	 Point p
sets ellipse to the ellipse containing exactly fpg

void ellipseset	 Point p
 Point q
sets ellipse to the ellipse containing exactly the
segment pq
 The algorithm guarantees that set is
never called with two equal points

void ellipseset	 Point p
 Point q
 Point r
sets ellipse to the smallest ellipse through p q and
r
 The algorithm guarantees that set is never called
with three collinear points





sets ellipse to the smallest ellipse through p q r
and s
 The algorithm guarantees that this ellipse
exists










sets ellipse to the unique conic through p q r s
and t
 The algorithm guarantees that this conic is
an ellipse





bool ellipsehas on unbounded side	 Point p
returns true i p lies properly outside of ellipse

Each of the following predicates is only needed if the corresponding predicate of
CGAL Min ellipse  is used

CGAL Bounded side ellipsebounded side	 Point p
returns CGAL ON BOUNDED SIDE CGAL ON BOUNDARY
or CGAL ON UNBOUNDED SIDE i p lies properly inside
on the boundary or properly outside of ellipse
resp

bool ellipsehas on bounded side	 Point p
returns true i p lies properly inside ellipse

bool ellipsehas on boundary	 Point p
returns true i p lies on the boundary of ellipse

bool ellipseis empty	




returns true i ellipse is degenerate i
e
 if it is
empty or equal to a single point

IO
The following I!O operators are only needed if the corresponding I!O operators of
CGAL Min ellipse  are used

ostream ostream os  ellipse
writes ellipse to output stream os

istream istream is   ellipse
reads ellipse from input stream is

CGAL Window stream
CGAL Window stream ws  ellipse




	 Class Template CGAL Min ellipse Traits
First we declare the class template CGAL Min ellipse 

Min ellipse  declaration   f
template  class Traits 
class CGALMinellipse
g
This macro is invoked in denition 
The actual work of the algorithm is done in the private member functions me and
compute ellipse
 The former directly realizes the pseudocode of me	PB the latter
solves the basic case me	 B see Section 

Workaround The GNU compiler 	g 


x does not accept types with scope oper
ator as argument type or return type in class template member functions
 Therefore all
member functions are implemented in the class interface

The class interface looks as follows

Min ellipse  interface   f
template  class Traits 
class CGALMinellipse 
public
Min ellipse  public interface 
private
 private data members
Min ellipse  private data members 
 copying and assignment not allowed
CGALMinellipse	 const CGALMinellipseTraits
CGALMinellipseTraits





 Access functions and predicates
 
Min ellipse  access functions number of  
Min ellipse  predicates is  
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Min ellipse  access functions 
Min ellipse  predicates 
private
 Private member functions
 
Min ellipse  private member function compute ellipse 




Min ellipse  constructors 
 Destructor
 
Min ellipse  destructor 
 Modifiers
 
Min ellipse  modiers 
 Validity check
 
Min ellipse  validity check 
 Miscellaneous
 
Min ellipse  miscellaneous 

g
This macro is invoked in denition 
 Public Interface
The functionality is described and documented in the specication section so we do not
comment on it here

Min ellipse  public interface   f
 types
typedef Traits Traits
typedef typename TraitsPoint Point
typedef typename TraitsEllipse Ellipse
typedef typename listPointconstiterator Pointiterator
typedef const Point  Supportpointiterator


WORKAROUND The GNU compiler 	g   x does not accept types
with scope operator as argument type or return type in class template
member functions Therefore
 all member functions are implemented in
the class interface
 creation




bool randomize  false

CGALRandom random  CGALrandom






bool randomize  false

CGALRandom random  CGALrandom








bool randomize  false

CGALRandom random  CGALrandom

const Traits traits  Traits	
CGALMinellipse	 const Traits traits  Traits	
CGALMinellipse	 const Point p

const Traits traits  Traits	




const Traits traits  Traits	






const Traits traits  Traits	
CGALMinellipse	 
 access functions
int numberofpoints 	  const
int numberofsupportpoints	  const
Pointiterator pointsbegin	  const
Pointiterator pointsend 	  const
Supportpointiterator supportpointsbegin	  const
Supportpointiterator supportpointsend 	  const
const Point supportpoint	 int i const
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const Ellipse ellipse	  const
 predicates
CGALBoundedside boundedside	 const Point p const
bool hasonboundedside 	 const Point p const
bool hasonboundary 	 const Point p const
bool hasonunboundedside 	 const Point p const
bool isempty 	  const
bool isdegenerate	  const
 modifiers
void insert	 const Point p
void insert	 const Point first

const Point last 










bool isvalid	 bool verbose  false
 int level   const
 miscellaneous
const Traits traits	  const

g
This macro is invoked in denition 
 Private Data Members
First the traits class object is stored

Min ellipse  private data members    f
Traits tco  traits class object
g
This macro is dened in denitions   and 
This macro is invoked in denition 
The points of P are internally stored as a linked list that allows to bring points to the
front of the list in constant time
 We use the sequence container list from STL 

Min ellipse  private data members    f
listPoint points  doubly linked list of points
g
This macro is dened in denitions   and 
This macro is invoked in denition 

The support set S of at most ve support points is stored in an array support points
the actual number of support points is given by n support points
 During the compu
tations the set of support points coincides with the set B appearing in the pseudocode
for me	PB see Section 

Workaround The array of support points is allocated dynamically because the SGI com
piler 	mipspro CC 
 does not accept a static array here

Min ellipse  private data members    f
int nsupportpoints  number of support points
Point supportpoints  array of support points
g
This macro is dened in denitions   and 
This macro is invoked in denition 
Finally the actual ellipse is stored in a variable ellipse provided by the traits class object
by the end of computation equal to me	P 
 During computation tcoellipse equals the
ellipse me appearing in the pseudocode for me	PB see Section 

 Constructors and Destructor
We provide several dierent constructors which can be put into two groups
 The con
structors in the rst group i
e
 the more important ones build the smallest enclosing
ellipse me	P  from a point set P  given by a begin iterator and a pasttheend iterator

Usually this is implemented as a single member template but in case a compiler does not
support member templates yet we provide specialized constructors for C arrays 	using
pointers as iterators for STL sequence containers vectorPoint and listPoint and
for the STL input stream iterator istream iteratorPoint
 Actually the constructors
for a C array and a vectorpoint are the same since the random access iterator of
vectorPoint is implemented as Point

All constructors of the rst group copy the points into the internal list points
 If ran
domization is demanded the points are copied to a vector and shued at random before
being copied to points
 Finally the private member function me is called to compute
me	P   me	P 

Min ellipse  constructors    f
ifndef CGALCFGNOMEMBERTEMPLATES
 STLlike constructor 	member template





bool randomize  false

CGALRandom random  CGALrandom

const Traits traits  Traits	
 tco	 traits

 allocate support points array
supportpoints  new Point 
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 range not empty
if 	 first  last 
 store points
if 	 randomize 


















 STLlike constructor for C array and vectorPoint




bool randomize  false

CGALRandom random  CGALrandom

const Traits traits  Traits	
 tco	 traits

 allocate support points array
supportpoints  new Point 
 range not empty
if 	 	 lastfirst   
 store points
if 	 randomize 























bool randomize  false

CGALRandom random  CGALrandom

const Traits traits  Traits	
 tco	 traits

 allocate support points array
supportpoints  new Point 
 compute number of points




if 	 n   
 store points
if 	 randomize 



























bool randomize  false

CGALRandom random  CGALrandom

const Traits traits  Traits	
 tco	 traits

 allocate support points array
supportpoints  new Point 
 range not empty
if 	 first  last 




if 	 randomize 





















This macro is dened in denitions  and 
This macro is invoked in denition 
The remaining constructors are actually specializations of the previous ones building the
smallest enclosing ellipse for up to ve points
 The idea is the following recall that for
any point set P there exists S 	 P  jSj   with me	S  me	P  	in fact such a set S
is determined by the algorithm
 Once S has been computed 	or given otherwise me	P 
can easily be reconstructed from S in constant time
 To make this reconstruction more
convenient a constructor is available for each size of jSj ranging from  to 
 For jSj  
we get the default constructor building me	

Min ellipse  constructors    f
 default constructor
inline




 allocate support points array





 constructor for one point
inline
CGALMinellipse	 const Point p







 allocate support points array
supportpoints  new Point 
 initialize ellipse




 constructor for two points
inline




const Traits traits  Traits	
 tco	 traits

 allocate support points array








 constructor for three points
inline






const Traits traits  Traits	
 tco	 traits

 allocate support points array
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 constructor for four points
inline








const Traits traits  Traits	
 tco	 traits

 allocate support points array










 constructor for five points
inline










const Traits traits  Traits	
 tco	 traits

 allocate support points array












This macro is dened in denitions  and 
This macro is invoked in denition 

The destructor only frees the memory of the support points array









This macro is invoked in denition 
	 Access Functions
These functions are used to retrieve information about the current status of the
CGAL Min ellipse Traits object
 They are all very simple 	and therefore inline
and mostly rely on corresponding access functions of the data members

First we dene the number of  methods

Min ellipse  access functions number of    f














This macro is invoked in denition 
Then we have the access functions for points and support points

Min ellipse  access functions    f




























 random access for support points
inline
const Point
supportpoint	 int i const

CGALoptimisationprecondition	




This macro is dened in denitions  and 
This macro is invoked in denition 
Finally the access function ellipse










This macro is dened in denitions  and 
This macro is invoked in denition 

 Predicates
The predicates is empty and is degenerate are used in preconditions and postconditions
of some member functions
 Therefore we dene them inline and put them in a separate
macro













return	 numberofsupportpoints	  

g
This macro is invoked in denition 
The remaining predicates perform inellipse tests based on the corresponding predicates
of class Ellipse

Min ellipse  predicates   f
 inellipse test predicates
inline
CGALBoundedside


























This macro is invoked in denition 

 Modiers
There is another way to build up me	P  other than by supplying the point set P at once

Namely me	P  can be built up incrementally adding one point after another
 If you
look at the pseudocode in the introduction this comes quite naturally
 The modifying
method insert applied with point p to a CGAL Min ellipse Traits object repre
senting me	P  computes me	P   fpg where work has to be done only if p lies outside
me	P 
 In this case me	P   fpg  me	P fpg holds so the private member function me
is called with support set fpg
 After the insertion has been performed p is moved to the
front of the point list just like in the pseudocode in Section 

Min ellipse  modiers    f
void
insert	 const Point p

 p not in current ellipse
if 	 hasonunboundedside	 p 
 p new support point




 store p as the first point in list
pointspushfront	 p 
else




This macro is dened in denitions   and 
This macro is invoked in denition 
Inserting a range of points is done by a single member template
 In case a compiler does
not support this yet we provide specialized insert functions for C arrays 	using pointers
as iterators for STL sequence containers vectorPoint and listPoint and for the
STL input stream iterator istream iteratorPoint
 Actually the insert function

for a C array and a vectorpoint are the same since the random access iterator of
vectorPoint is implemented as Point

The following insert functions perform a call insert	p for each point p in the range
first last

Min ellipse  modiers    f
ifndef CGALCFGNOMEMBERTEMPLATES











insert	 const Point first
 const Point last


























This macro is dened in denitions   and 
This macro is invoked in denition 
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The member function clear deletes all points from a CGAL Min ellipse Traits object
and resets it to the empty ellipse











This macro is dened in denitions   and 
This macro is invoked in denition 
 Validity Check
A CGAL Min ellipse Traits object can be checked for validity
 This means it is
checked whether 	a the ellipse contains all points of its dening set P  	b the ellipse is
the smallest ellipse spanned by its support set and 	c the support set is minimal i
e

no support point is redundant
 	Note 	b and 	c are not yet implemented
 Instead
we check if the support set lies on the boundary of the ellipse
 The function is valid
is mainly intended for debugging user supplied traits classes but also for convincing the
anxious user that the traits class implementation is correct
 If verbose is true some
messages concerning the performed checks are written to standard error stream
 The
second parameter level is not used we provide it only for consistency with interfaces of
other classes

Min ellipse  validity check   f
bool
isvalid	 bool verbose  false




verr   CGALMinellipseTraits  endl
verr   isvalid	 true
   level     endl
verr   !P!    numberofpoints	
  
 !S!    numberofsupportpoints	  endl
 containment check 	a
Min ellipse  containment check 
 support set checks 	b 	c 	not yet implemented
 alternative support set check
Min ellipse  support set check 





This macro is invoked in denition 
The containment check 	a is easy to perform just a loop over all points in points

Min ellipse  containment check   f
verr   a containment check  flush
Pointiterator pointiter
for 	 pointiter  pointsbegin	
pointiter  pointsend	
  pointiter
if 	 hasonunboundedside	 pointiter
return	 CGALoptimisationisvalidfail	 verr

 ellipse does not contain all points 
verr   passed  endl
g
This macro is invoked in denition 
The alternative support set check is easy to perform just a loop over all support points
in support points

Min ellipse  support set check   f
verr     support set check  flush
Supportpointiterator supportpointiter
for 	 supportpointiter  supportpointsbegin	
supportpointiter  supportpointsend	
  supportpointiter
if 	  hasonboundary	 supportpointiter
return	 CGALoptimisationisvalidfail	 verr

 ellipse does not have all "
support points on the boundary 
verr   passed  endl
g
This macro is invoked in denition 
 Miscellaneous
The member function traits returns a const reference to the traits class object












This macro is invoked in denition 
 IO
Min ellipse  IO operators declaration   f
template  class Traits 
ostream operator  	 ostream os

const CGALMinellipseTraits me
template  class Traits 




This macro is invoked in denition 
Min ellipse  IO operators   f
template  class Traits 
ostream




typedef typename CGALMinellipseTraitsPoint Point
switch 	 CGALgetmode	 os 
case CGALIOPRETTY
os  endl
os   CGALMinellipse	 !P!   
 minellipsenumberofpoints	
  
 !S!   
 minellipsenumberofsupportpoints	  endl
os   P    endl







os     endl
os   S    endl








os     endl
os   ellipse    minellipseellipse	  endl























template  class Traits 
istream
operator  	 istream is
 CGALMinellipseTraits minellipse

switch 	 CGALgetmode	 is 
case CGALIOPRETTY
cerr  endl



















This macro is invoked in denition 
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 Private Member Function compute ellipse
This is the method for computing the basic case me	 B the set B given by the rst
n support points in the array support points
 It is realized by a simple case analysis
noting that jBj  














































CGALoptimisationassertion	 	 nsupportpoints   
	 nsupportpoints    

g
This macro is invoked in denition 

 Private Member Function me
This function computes the general ellipse me	PB where P contains the points in the
range pointsbegin	last and B is given by the rst n sp support points in the array
support points
 The function is directly modeled after the pseudocode above

Min ellipse  private member function me   f
void
me	 const Pointiterator last
 int nsp

 compute ellipse through support points
nsupportpoints  nsp
computeellipse	
if 	 nsp   return
 test first n points
listPointiterator pointiter	 pointsbegin	
for 	  last  pointiter  
const Point p	 pointiter
 p not in current ellipse
if 	 hasonunboundedside	 p 
 recursive call with p as additional support point
supportpoints nsp  p
me	 pointiter
 nsp 
 move current point to front









This macro is invoked in denition 
	 Class Template CGAL Optimisation ellipse R
First we declare the class template CGAL Optimisation ellipse 

Optimisation ellipse  declaration M  f
template  class R 
class CGALOptimisationellipse







This macro is invoked in denitions  and 
Workaround The GNU compiler 	g 


x does not accept types with scope oper
ator as argument type or return type in class template member functions
 Therefore all
member functions are implemented in the class interface

The class interface looks as follows

Optimisation ellipse  interface   f
template  class R 
class CGALOptimisationellipse 
friend ostream operator  CGALNULLTMPLARGS 	
ostream
 const CGALOptimisationellipseR
friend istream operator  CGALNULLTMPLARGS 	
istream
 CGALOptimisationellipseR 




Optimisation ellipse  public interface 
private
 private data members







Optimisation ellipse  set functions 
 Access functions
 
Optimisation ellipse  access functions 
 Equality tests
 




Optimisation ellipse  predicates 

g
This macro is invoked in denition 
 Public Interface
The functionality is described and documented in the specication section so we do not
comment on it here

Optimisation ellipse  public interface   f
 types
typedef R R
typedef typename RRT RT




WORKAROUND The GNU compiler 	g   x does not accept types
with scope operator as argument type or return type in class template
member functions Therefore




void set	 const Point p
void set	 const Point p
 const Point q
void set	 const Point p
 const Point p
 const Point p
void set	 const Point p
 const Point p

const Point p
 const Point p
void set	 const Point p
 const Point p

const Point p
 const Point p




bool operator  	 const CGALOptimisationellipseR e const
bool operator  	 const CGALOptimisationellipseR e const
 predicates
CGALBoundedside boundedside	 const Point p const
bool hasonboundedside 	 const Point p const
bool hasonboundary 	 const Point p const
bool hasonunboundedside 	 const Point p const
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
bool isempty 	  const
bool isdegenerate	  const

g
This macro is invoked in denition 
 Private Data Members
The representation of the ellipse depends on the number of given boundary points stored
in n boundary points

Optimisation ellipse  private data members    f
int nboundarypoints  number of boundary points
g
This macro is dened in denitions    and 
This macro is invoked in denition 
In the degenerate cases with zero to two boundary points the given points are stored
directly in boundary point and boundary point resp

Optimisation ellipse  private data members    f
Point boundarypoint
 boundarypoint  two boundary points
g
This macro is dened in denitions    and 
This macro is invoked in denition 
Given three or ve points the ellipse is represented as a conic using the class
CGAL Conic R
 The case with four boundary points is the most complicated one since
in general a direct representation with one conic has irrational coordinates 
 Therefore
the ellipse is represented implicitly as a linear combination of two conics

Optimisation ellipse  private data members    f
Conic conic
 conic  two conics
g
This macro is dened in denitions    and 
This macro is invoked in denition 
Finally in the case of four boundary points we need the gradient vector of the linear
combination for the volume derivative in the inellipse test







 dw  the gradient vector
g
This macro is dened in denitions    and 
This macro is invoked in denition 
 Set Functions
We provide set functions taking zero one two three four or ve boundary points
 They
all set the variable to the smallest ellipse through the given points
 Note The set function

taking ve boundary points only uses the fth point from its input together with the two
internally represented conics to compute the ellipse
 The algorithm in Section  guarantees
that this set function is only called an ellipse that already have the rst four points as its
boundary points

















set	 const Point p








set	 const Point p
 const Point p









set	 const Point p
 const Point p

const Point p









dr  RT	 
ds  conicr	  conics	  conicr	  conics	
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
dt  conicr	  conict	  conicr	  conict	

du  conicr	  conicu	  conicr	  conicu	

dv  conicr	  conicv	  conicr	  conicv	



















This macro is invoked in denition 
	 Access Functions








This macro is invoked in denition 
 Equality Tests
Optimisation ellipse  equality tests   f
bool
operator  	 const CGALOptimisationellipseR e const

if 	 nboundarypoints  enboundarypoints
return	 false




return	 boundarypoint  eboundarypoint
case 
return	 	 	 boundarypoint  eboundarypoint

 	 boundarypoint  eboundarypoint
!! 	 	 boundarypoint  eboundarypoint
 	 boundarypoint  eboundarypoint
case 
case 
return	 conic  econic
case 
return	 	 	 conic  econic
 	 conic  econic
!! 	 	 conic  econic
 	 conic  econic
default
CGALoptimisationassertion	 	 nboundarypoints  
 	 nboundarypoints   





operator  	 const CGALOptimisationellipseR e const

return	  operator  	 e

g
This macro is invoked in denition 

 Predicates
The following predicates perform inellipse tests and check for emptiness and degeneracy
resp
 The way to evaluate the inellipse test depends on the number of boundary points
and is realised by a case analysis
 Again the case with four points is the most dicult
one

Optimisation ellipse  predicates   f
inline
CGALBoundedside
boundedside	 const Point p const





return	 	 p  boundarypoint 
CGALONBOUNDARY  CGALONUNBOUNDEDSIDE
case 
return	 	 p  boundarypoint
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



















return	 cconvexside	 p 
else 








CGALsign	 taustar  
default
CGALoptimisationassertion	 	 nboundarypoints   
	 nboundarypoints    





hasonboundedside	 const Point p const





hasonboundary	 const Point p const





hasonunboundedside	 const Point p const














return	 nboundarypoints  

g
This macro is invoked in denition 
 IO
Optimisation ellipse  IO operators declaration   f
template  class R 
ostream
operator  	 ostream os
 const CGALOptimisationellipseR e
template  class R 
istream
operator  	 istream is
 CGALOptimisationellipseR  e
g
This macro is invoked in denition 
Optimisation ellipse  IO operators   f
template  class R 
ostream
operator  	 ostream os
 const CGALOptimisationellipseR e

const char const empty    
const char const prettyhead   CGALOptimisationellipse	  
const char const prettysep   
  
const char const prettytail    
const char const asciisep    
const char head  empty
const char sep  empty
const char tail  empty
switch 	 CGALgetmode	 os 
case CGALIOPRETTY
head  prettyhead














 CGALIOmode invalid 
break 
os  head  enboundarypoints




os  sep  eboundarypoint
break
case 
os  sep  eboundarypoint




os  sep  econic
break
case 
os  sep  econic





template  class R 
istream
operator  	 istream is
 CGALOptimisationellipseR e

switch 	 CGALgetmode	 is 
case CGALIOPRETTY
cerr  endl


































This macro is invoked in denition 
	  Class Template CGAL Conic R
An object of the class CGAL Conic R stores an oriented conic C
R
 	C	RR by its
representation R
 The template parameter R is the representation type 	Cartesian or
homogeneous
 In the sequel a conic always means an oriented conic

Conic  declaration   f
template  class R 
class CGALConic
g
This macro is invoked in denition 
The class CGAL Conic R has several member functions some of which can be considered
general purpose 	and are declared public others are more specialized and needed only by
Smallest Enclosing Ellipses  An Exact and Generic Implementation in C
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
the class template CGAL Optimisation ellipse R  they appear as private methods

As a general rule a method only qualies for the public domain if it can be specied
without referring to particular values of R in other words if its behavior only depends
on the equivalence class of all positive multiples of R
 For example this holds for the sign
of R	p p some point but not for the value of R	p
 As usual there is an exception to
this rule we have public methods to retrieve the components of the representation R

All calls to member functions are directly mapped to calls of corresponding methods
declared by the conic class RConic  of the representation type R

Conic  interface and implementation   f
template  class R 
class CGALConic  public RConic 
friend class CGALOptimisationellipseR






typedef typename RRT RT
typedef typename RFT FT
typedef typename RConic Conic
 construction
Conic  constructors 
 general access
Conic  general access methods 
 type related access
Conic  type access methods 
 orientation related access
Conic  orientation access methods 
 comparisons
Conic  comparison methods 
 set methods
Conic  set methods 
private
Conic  private methods 

g
This macro is invoked in denition 

 Construction
We have a default constructor and a constructor to initialize a conic at coordinate level
providing the components of a representationR
 The orientation of the conic is determined
by R as described in Section 



















This macro is invoked in denition 
 General Access
We provide access to the coordinates of the representation R
 Even if C
R
was constructed
from some specic characteristic vector the return coordinates do not necessarily belong
to this vector 	but at least to a nonnegative multiple of it
 For example if the coordinates
are from some integer domain the implementation might decide to divide all of them by
their gcd to get smaller numbers
 	In this implementation this does not happen

Conic  general access methods    f
















RT v 	 const











This macro is dened in denitions  and 
This macro is invoked in denition 
We can obtain the center of symmetry of C
R

 Precondition is that C is not a parabola

Conic  general access methods    f





This macro is dened in denitions  and 
This macro is invoked in denition 
The symmetry axis of a parabola and the two axes of an ellipse resp
 a hyperbola require
irrational coordinates in general therefore they cannot be added here without further
assumptions about the representation type R

 Type Related Access
Here we have access methods and predicates related to the type of C
R

 We can either
directly retrieve the type or ask whether C
R
is of some specic type
 To realize the
former we provide a suitable enumeration type











This macro is invoked in denition 
Conic  type access methods    f


















This macro is dened in denitions  and 
This macro is invoked in denition 
We have three more predicates that  in combination with the above  yield a ner access
to the type namely a test for emptiness triviality and degeneracy where both the empty
and the trivial conic are also degenerate

Conic  type access methods    f













This macro is dened in denitions  and 
This macro is invoked in denition 
	 Orientation Related Access
We can retrieve the orientation of a conic as dened in Section 

 A notable dierence
to the class CGAL Circle R is that the orientation can be zero

Smallest Enclosing Ellipses  An Exact and Generic Implementation in C
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
Conic  orientation access methods    f





This macro is dened in denitions   and 
This macro is invoked in denition 




We can either retrieve the oriented side directly or ask whether the point lies on some
specic side

Conic  orientation access methods    f





















This macro is dened in denitions   and 
This macro is invoked in denition 
Then we have the classication according to convex and nonconvex side
 Because this is
a natural generalization of the classication according to bounded and unbounded side
we extend the type CGAL Bounded side


Convex side declaration   f
typedef CGALBoundedside CGALConvexside
const CGALConvexside CGALONCONVEXSIDE  CGALONBOUNDEDSIDE
const CGALConvexside CGALONNONCONVEXSIDE 
CGALONUNBOUNDEDSIDE
g
This macro is invoked in denition 
Conic  orientation access methods    f













This macro is dened in denitions   and 
This macro is invoked in denition 
 Comparison Methods
We provide tests for equality and inequality of two conics

Conic  comparison methods   f
bool operator  	 const CGALConicR c const

return Conicoperator  	 	Conicc

bool operator  	 const CGALConicR c const

return	  operator  	 c

g
This macro is invoked in denition 

 Public Set Methods
Apart from the most basic way of constructing an oriented conic from the coordinates
of a representation there are methods at a higher level building a conic from points or




 Such methods appear here they are not given as constructors but as set
functions that modify an already existing conic
 But of course there is also a set function
that works on the coordinate level

Conic  set methods    f
















This macro is dened in denitions      and 
This macro is invoked in denition 
Opposite conic We can obtain the conic C
 R
of opposite orientation having positive
and negative sides interchanged 	convex and nonconvex side stay the same of course

Note that if C
R










This macro is dened in denitions      and 
This macro is invoked in denition 
Pair of lines through four points The method set linepair builds the conic equal









 This is either a degenerate hyperbola in case the two
lines are not parallel or a degenerate parabola










 The positive side is the region to the left resp











Conic  set methods    f
void
setlinepair 	const CGALPointR p
 const CGALPointR p

const CGALPointR p








This macro is dened in denitions      and 
This macro is invoked in denition 

Smallest ellipse through three points The following method set ellipse gener







 This is at the same time the
unique ellipse through these points whose center is equal to the center of gravity of the
points







 The orientation of the ellipse is
the orientation of the point triple

Conic  set methods    f
void











This macro is dened in denitions      and 
This macro is invoked in denition 
Some ellipse through four points in convex position Another set ellipse
method constructs an ellipse from four given points that are assumed to be in convex
position 	if not the result will still be some conic through the points but not an ellipse

The result will be just some ellipse through the points in particular it will usually not be
the smallest one passing through the points
 The orientation of the ellipse can be specied
and defaults to positive

Conic  set methods    f
void
setellipse 	const CGALPointR p
 const CGALPointR p

const CGALPointR p
 const CGALPointR p










This macro is dened in denitions      and 
This macro is invoked in denition 
Unique conic through ve points The method set generates the unique nontrivial











 Precondition is that all points are distinct

The orientation can be specied but is automatically set to zero if the resulting conic has
zero orientation

Conic  set methods    f
void set 	const CGALPointR p
 const CGALPointR p

const CGALPointR p
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This macro is dened in denitions      and 
This macro is invoked in denition 
 Private Methods



















 This is not a












Conic  private methods    f
void setlinearcombination 	
const RT a
 const CGALConicR c

const RT a








This macro is dened in denitions      and 
This macro is invoked in denition 
Two pairs of lines through four points The following method constructs two line








 assumed to be in convex position
 If the points


















 Otherwise points are renamed rst to achieve 	counterclockwise
orientation
 The two resulting conics are passed to the method by reference and their









are not in convex position the method still computes two linepairs through the points
but it is not specied which ones
 This is a static method

Conic  private methods    f




















This macro is dened in denitions      and 
This macro is invoked in denition 










in convex position using two linepairs through the points as ob










orientation of the ellipse is not specied
 In case the argument conics have not been con
structed by the method set two linepairs in the described way the resulting conic is
unspecied

Conic  private methods    f








This macro is dened in denitions      and 
This macro is invoked in denition 
Conic from two conics and a point Assuming that we already have two conics inter
secting in four points the following alternative setmethod is more ecient in constructing
the unique nontrivial conic through them and another point p






and a point p and computes some conic C
R









The method may construct the trivial conic
























Conic  private methods    f
void set 	const CGALConicR c









This macro is dened in denitions      and 
This macro is invoked in denition 
Volume derivative of an ellipse Given an ellipse E with representation R and some





For small values of 
  E	
 is still an ellipse











 decides how the volume develops when going from E	 in direction 	R
 If E is not
an ellipse the result is meaningless
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Conic  private methods    f

















This macro is dened in denitions      and 
This macro is invoked in denition 




 assumes its minimum over
the set T  f
 j E	
 is an ellipseg
 Precondition is that this minimum exists








might be irrational but because the value is
only used for drawing the ellipse E	


 a doubleapproximation suces
 As before if E
is not an ellipse the result is meaningless

Conic  private methods    f

















This macro is dened in denitions      and 
This macro is invoked in denition 
 IO
Conic  IO routines   f
template class R
ostream operator  	 ostream os
 const CGALConicR c

return	 os  cr	     cs	     ct	   
 cu	     cv	     cw	

g
This macro is invoked in denition 
	 Class Templates CGAL ConicCPAPTDA and CGAL ConicHPAPTDA
The two classes described in this section realize the functionality of the general class
Conic R distinguished between Cartesian and homogeneous representation
 Unlike it
is practice in the Cgal kernel the template parameters are not eld type and!or ring type
but point type and data accessor type
 The reason is that the classes described here are

also used to build traits class adapters for the class CGAL Min ellipse Traits where
the adapters themselves are templatized with a point type and a data accessor type

To realize this scheme the representation type R of the class Conic R is enhanced with
a data accessor class  it will be the canonical one realizing access to the coordinates of
a CGAL Point R

ConicCPA declaration   f
template  class PT
 class DA
class CGALConicCPA




This macro is invoked in denition 
ConicHPA declaration   f
template  class PT
 class DA
class CGALConicHPA




This macro is invoked in denition 
	 Public Interface
The interfaces look similar to the interface of the class CGAL Conic R in the sense that
for any public 	private member function of CGAL Conic R we have a corresponding
public 	private member function here
 These are the highlevel member functions

In addition there are private data members to store the conic representation and a couple
of additional lowlevel protected member functions
 The reason for making them pro
tected is that we do not want them to show up explicitly in the interface of the class
CGAL Conic R but on the other hand friends of CGAL Conic R should be able to
use them

Note We implement the classes in their interface to cope with insuciencies of the GNU
compiler concerning scope operators in typenames
 Because the implementations of most
member functions are very similar for both representations we always write them down
in parallel

ConicCPA interface and implementation   f











typedef typename DART RT
private
 friends




ConicCPA private data members 
 private member functions
ConicCPA private member functions 
protected
 protected member functions
ConicCPA protected member functions 
public
 public member functions
ConicCPA public member functions 

g
This macro is invoked in denition 
ConicHPA interface and implementation   f








typedef typename DAFT FT
private
 friends




ConicHPA private data members 
 private member functions
ConicHPA private member functions 

protected
 protected member functions
ConicHPA protected member functions 
public
 public member functions
ConicHPA public member functions 

g
This macro is invoked in denition 
	 Private Data Members
An oriented conic C
R
is stored by its representation R and certain derived data
 These
data are
 the type of C
R

 the orientation of C
R






Although type orientation and degeneracy information can be retrieved fromR it is more
ecient to store them because for example repeated convex side tests on the same conic
but with dierent points access these data over and over again















This macro is invoked in denition 














This macro is invoked in denition 
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	 Lowlevel Private Member Functions
Lets start with the lowlevel members that do not have a counterpart in the interface of
the class CGAL Conic R

Determinant The function det just computes det	R  rs t

 and as mentioned in
Section 
 this value determines the type of the conic

ConicCPA protected member functions    f
RT det 	 const

return RT	s	r	  t	t	

g
This macro is dened in denitions   and 
This macro is invoked in denition 
ConicHPA protected member functions    f
FT det 	 const

return FT	s	r	  t	t	

g
This macro is dened in denitions   and 
This macro is invoked in denition 
Conic analysis This method is the most important lowlevel method
 It initializes the
derived data from the representation R by rst determining the conics type and then
handling the three possible types in a case statement

ConicCPA protected member functions    f
void analyse	 























This macro is dened in denitions   and 
This macro is invoked in denition 
ConicHPA protected member functions    f
void analyse	 






















This macro is dened in denitions   and 
This macro is invoked in denition 
Let us rst deal with the case where C
R
is a hyperbola or ellipse
 Then we have seen in
Section 
 that C	R has a center of symmetry c and can be written in the form
fp j 	p c
T
M	p c  w  c
T
Mc  g
Moreover C	R is degenerate if the center lies on the conic
 This is the case if and only if
z  w c
T
Mc  
 To compute this value z we go back to the formulas of Section 

Smallest Enclosing Ellipses  An Exact and Generic Implementation in C
  


















































To avoid divisions we consider the value z

 det	Mz which satises
z








has the same sign as z in case of an ellipse and opposite sign in case of a hyperbola

To proceed further we note that only a parabola can be trivial
 Moreover a hyperbola
cannot be empty 	the matrix M is indenite therefore x
T
Mx assumes arbitrary real
values
 In case of an ellipse M is either positive or negative denite meaning r   or
r  
 In the former case the ellipse is empty if and only if z   in the latter case
z   leads to an empty ellipse





 A hyperbola is in positive orientation if and only if its center is
on the negative side equivalently z   or z

 




 For z  z

  the hyperbola is degenerate and so its orientation is zero

A nondegenerate ellipse on the other hand has positive orientation if and only if its
center is in the positive side equivalently if z   or z

 
 This is equivalent to M
being negative denite or r  
 In case of the degenerate ellipse E  fcg we have
z  z

  and the orientation is positive if and only if the negative side is nonempty 	the
positive side must agree with the empty convex side
 As before this is equivalent to M
being negative denite or r  

In contrast to this the empty ellipse has positive orientation if and only if the negative
side is empty 	the positive side must agree with the convex side which is the whole plane
in this case
 For this we get the equivalent condition r  

analyse hyperbola	 homogeneous case   f
trivial  empty  false
RT zprime  dw	  u	u	s	  v	v	r	   u	v	t	
o  	CGALOrientation	CGALsign 	zprime
degenerate  	o  CGALZERO
g
This macro is invoked in denition 

analyse hyperbola	 cartesian case   f
trivial  empty  false
FT zprime  dw	  u	u	s	  v	v	r	   u	v	t	
o  	CGALOrientation	CGALsign 	zprime
degenerate  	o  CGALZERO
g
This macro is invoked in denition 
analyse ellipse	 homogeneous case   f
trivial  false
RT zprime  dw	  u	u	s	  v	v	r	   u	v	t	
if 	CGALispositive 	r	 
empty  CGALispositive	CGALsign 	zprime
empty  o  CGALPOSITIVE  o  CGALNEGATIVE
 else 
empty  CGALisnegative	CGALsign 	zprime
empty  o  CGALNEGATIVE  o  CGALPOSITIVE

degenerate  empty !! CGALiszero 	zprime
g
This macro is invoked in denition 
analyse ellipse	 cartesian case   f
trivial  false
FT zprime  dw	  u	u	s	  v	v	r	   u	v	t	
if 	CGALispositive 	r	 
empty  CGALispositive	CGALsign 	zprime
empty  o  CGALPOSITIVE  o  CGALNEGATIVE
 else 
empty  CGALisnegative	CGALsign 	zprime
empty  o  CGALNEGATIVE  o  CGALPOSITIVE

degenerate  empty !! CGALiszero 	zprime
g
This macro is invoked in denition 
In the parabola case we proceed as follows rst observing that det	M   implies r s  
or r s  
 Assume that r  









The parabola is nondegenerate exactly if the factor 	turv is nonzero where we obtain
a curved object
 For tu  rv the parabola is either empty 	this happens for u

 rw
when the radicant becomes negative a single line 	if u





 Let us treat the degenerate case rst

In the empty case the parabola has only one nonempty side and the orientation is de
termined by w
 w   means positive orientation 	because then the point 	  is on the
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positive side which therefore equals the convex side in this case w   means negative
orientation
 Because of u

 rw the case w   cannot occur

In case of u








and the orientation is positive if and only if r   	in which case every point p  	x y is




 rw we get a pair of parallel lines of zero orientation 	because both positive
and negative sides are nonempty while the nonconvex side is empty

We can argue completely similar in the case s  
 Here we get a degeneracy exactly if
tv  su and the discriminant v

 sw determines whether the parabola is empty equal
to one line or to a pair of lines

If r  s   	implying t   we have the trivial conic if all other parameters are also
zero
 The trivial conic has always positive orientation 	because both positive and convex
side are empty
 If u  v   but w   we get the empty conic where the orientation
is given by w
 In any other case we obtain a single line this time with zero orientation
because it has nonempty positive and negative side but empty nonconvex side

Now consider the nondegenerate case
 We claim that the orientation is positive if and
only if r s  







 ux vy  w




   then also R	p  





 This means that the positive side is a convex set thus
equal to the convex side

analyse parabola	 homogeneous case   f
if 	CGALiszero 	r	 
trivial  false
degenerate  	t	u	  RT	r	v	
if 	degenerate 



















o  	CGALOrientation	CGALsign 	r	

 else if 	CGALiszero 	s	 
trivial  false
degenerate  	t	v	  RT	s	u	
if 	degenerate 


















o  	CGALOrientation	CGALsign 	s	

 else   r
 s
degenerate  true
bool uvzero  CGALiszero 	u	  CGALiszero 	v	
trivial  uvzero  CGALiszero 	w	
empty  uvzero  trivial
if 	empty







This macro is invoked in denition 
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analyse parabola	 cartesian case   f
if 	CGALiszero 	r	 
trivial  false
degenerate  	t	u	  FT	r	v	
if 	degenerate 


















o  	CGALOrientation	CGALsign 	r	

 else if 	CGALiszero 	s	 
trivial  false
degenerate  	t	v	  FT	s	u	
if 	degenerate 



















o  	CGALOrientation	CGALsign 	s	

 else   r
 s
degenerate  true
bool uvzero  CGALiszero 	u	  CGALiszero 	v	
trivial  uvzero  CGALiszero 	w	
empty  uvzero  trivial
if 	empty







This macro is invoked in denition 
Conic evaluation For C
R
given by R  	r s t u v w and a point p  	x y h the








ConicCPA protected member functions    f









return r	xx   s	yy   t	xy   u	xh   v	yh   w	hh

g
This macro is dened in denitions   and 
This macro is invoked in denition 
The Cartesian version is obtained for h   i
e





txy  ux vy w

ConicHPA protected member functions    f







return r	xx   s	yy   t	xy   u	x   v	y   w	

g
This macro is dened in denitions   and 
This macro is invoked in denition 




The construction from the representation proceeds by rst setting the vector components
and then analysing the conic to obtain the derived data

ConicCPA public member functions    f
CGALConicCPA 	 const DA da  DA	  dao	 da  



















This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f
CGALConicHPA 	 const DA da  DA	  dao	 da  



















This macro is dened in denitions               and 
This macro is invoked in denition 
	 Data Accessor
ConicCPA public member functions    f





This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f






This macro is dened in denitions               and 
This macro is invoked in denition 
	
 General Access
The coordinate access is straightforward

ConicCPA public member functions    f
RT r	 const  return r
RT s	 const  return s
RT t	 const  return t
RT u	 const  return u
RT v	 const  return v
RT w	 const  return w
g
This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f
FT r	 const  return r
FT s	 const  return s
FT t	 const  return t
FT u	 const  return u
FT v	 const  return v
FT w	 const  return w
g
This macro is dened in denitions               and 
This macro is invoked in denition 
To obtain the center recall from Section 





















s  u t  v
r  v  t  u


In the homogeneous representation the value det	M serves as the hcomponent of the
center in the Cartesian representation we divide by it

ConicCPA public member functions    f
PT center 	 const

CGALkernelprecondition 	type  CGALPARABOLA
PT p
RT two  RT	




 twos	u	  t	v	





This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f
PT center 	 const

CGALkernelprecondition 	type  CGALPARABOLA
PT p
FT two  FT	
FT div  det	
daoset	 p
 	twos	u	  t	v	  div





This macro is dened in denitions               and 
This macro is invoked in denition 
	 Type Related Access
Because the conic stores its type and degeneracy information this is straightforward

ConicCPA public member functions    f




bool ishyperbola 	 const

return 	type  CGALHYPERBOLA

bool isparabola 	 const

return 	type  CGALPARABOLA

bool isellipse 	 const

return 	type  CGALELLIPSE















This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f




bool ishyperbola 	 const

return 	type  CGALHYPERBOLA

bool isparabola 	 const

return 	type  CGALPARABOLA

bool isellipse 	 const

return 	type  CGALELLIPSE





bool istrivial 	 const











This macro is dened in denitions               and 
This macro is invoked in denition 
	 Orientation Related Access
ConicCPA public member functions    f





This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f





This macro is dened in denitions               and 
This macro is invoked in denition 
The orientation queries just evaluate the conic at the given point using the private method
evaluate
 Recall that p is in the positive resp
 negative side i R	p   resp
 R	p  

ConicCPA public member functions    f
CGALOrientedside orientedside 	const PT p const

return 	CGALOrientedside	CGALsign 	evaluate 	p



















This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f
CGALOrientedside orientedside 	const PT p const

return 	CGALOrientedside	CGALsign 	evaluate 	p


















This macro is dened in denitions               and 
This macro is invoked in denition 
Then we have the convex side queries
 Under nonzero orientation the side is determined
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by a conic evaluation
 If the orientation is zero we know that the nonconvex side is
empty see Section 


ConicCPA public member functions    f




return 	CGALConvexside	CGALsign 	evaluate 	p
case CGALNEGATIVE





 keeps g   happy
return	 CGALConvexside	 

bool hasonconvexside 	const PT p const

return 	convexside 	p  CGALONCONVEXSIDE

bool hasonnonconvexside 	const PT p const

return 	convexside 	p  CGALONNONCONVEXSIDE

g
This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f




return 	CGALConvexside	CGALsign 	evaluate 	p
case CGALNEGATIVE









bool hasonconvexside 	const PT p const

return 	convexside 	p  CGALONCONVEXSIDE

bool hasonnonconvexside 	const PT p const

return 	convexside 	p  CGALONNONCONVEXSIDE

g
This macro is dened in denitions               and 
This macro is invoked in denition 
	 Comparison Methods
We provide tests for equality and inequality of two conics

ConicCPA public member functions    f
bool operator  	 const CGALConicCPAPT
DA c const

 find coefficient  
RT factor
if 	  CGALiszero	 r	 factor  r	 else
if 	  CGALiszero	 s	 factor  s	 else
if 	  CGALiszero	 t	 factor  t	 else
if 	  CGALiszero	 u	 factor  u	 else
if 	  CGALiszero	 v	 factor  v	 else
if 	  CGALiszero	 w	 factor  w	 else
CGALoptimisationassertionmsg	 false
  all coefficients zero 
 find coefficient  
RT factor
if 	  CGALiszero	 cr	 factor  cr	 else
if 	  CGALiszero	 cs	 factor  cs	 else
if 	  CGALiszero	 ct	 factor  ct	 else
if 	  CGALiszero	 cu	 factor  cu	 else
if 	  CGALiszero	 cv	 factor  cv	 else
if 	  CGALiszero	 cw	 factor  cw	 else
CGALoptimisationassertionmsg	 false
  all coefficients zero 
return	 	 r	factor  cr	factor
 	 s	factor  cs	factor
 	 t	factor  ct	factor
 	 u	factor  cu	factor
 	 v	factor  cv	factor
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 	 w	factor  cw	factor

g
This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f
bool operator  	 const CGALConicHPAPT
DA c const

 find coefficient  
FT factor
if 	  CGALiszero	 r	 factor  r	 else
if 	  CGALiszero	 s	 factor  s	 else
if 	  CGALiszero	 t	 factor  t	 else
if 	  CGALiszero	 u	 factor  u	 else
if 	  CGALiszero	 v	 factor  v	 else
if 	  CGALiszero	 w	 factor  w	 else
CGALoptimisationassertionmsg	 false
  all coefficients zero 
 find coefficient  
FT factor
if 	  CGALiszero	 cr	 factor  cr	 else
if 	  CGALiszero	 cs	 factor  cs	 else
if 	  CGALiszero	 ct	 factor  ct	 else
if 	  CGALiszero	 cu	 factor  cu	 else
if 	  CGALiszero	 cv	 factor  cv	 else
if 	  CGALiszero	 cw	 factor  cw	 else
CGALoptimisationassertionmsg	 false
  all coefficients zero 
return	 	 r	factor  cr	factor
 	 s	factor  cs	factor
 	 t	factor  ct	factor
 	 u	factor  cu	factor
 	 v	factor  cv	factor
 	 w	factor  cw	factor

g
This macro is dened in denitions               and 
This macro is invoked in denition 
	 Private Methods
A main dierence between the public and the private set methods is that the private ones
do not analyse the conic
 If a conic is constructed in a sequence of calls to set functions it
is more ecient to do an analysis only once for the nal result rather than analysing any

intermediate result
 Therefore the private set functions also do not allow to specify an
orientation because in order to orient the conic an analysis would be necessary
 Under
this scheme caution is in place of course a conic constructed from a private set method
is not fully initialized and calls to type and orientation related access functions return
undened results
 friend classes need to care for this whenever they call a private set
method

Linear combination of conics ConicCPA private member functions    f
void








r  a  cr	   a  cr	
s  a  cs	   a  cs	
t  a  ct	   a  ct	
u  a  cu	   a  cu	
v  a  cv	   a  cv	
w  a  cw	   a  cw	

g
This macro is dened in denitions      and 
This macro is invoked in denition 
ConicHPA private member functions    f
void








r  a  cr	   a  cr	
s  a  cs	   a  cs	
t  a  ct	   a  ct	
u  a  cu	   a  cu	
v  a  cv	   a  cv	
w  a  cw	   a  cw	

g
This macro is dened in denitions      and 
This macro is invoked in denition 
Two pairs of lines through four points Here is the method to get two linepairs
from four given points
 It just brings the points into 	counterclockwise order and then
calls the set linepair method for their two conic arguments supplying the points in the
right order
 The reordering needs access to the orientations of certain point triples
 For






































 The following macros dene this determinant 	the Cartesian version
is obtained by setting h
i
  i      







This macro is invoked in denitions   and 






This macro is invoked in denitions   and 
ConicCPA private member functions    f











































CGALOrientation side  h orientation  	  

side  h orientation  	  











CGALOrientation side  h orientation  	  

if 	side  side 
 p
























This macro is dened in denitions      and 
This macro is invoked in denition 
ConicHPA private member functions    f



































CGALOrientation side  c orientation  	  

side  c orientation  	  











CGALOrientation side  c orientation  	  
if 	side  side 
 p



























This macro is dened in denitions      and 
This macro is invoked in denition 
























































     w
i
the components of R
i
 i      

ConicCPA private member functions    f















This macro is dened in denitions      and 
This macro is invoked in denition 
ConicHPA private member functions    f















This macro is dened in denitions      and 
This macro is invoked in denition 






are two conics p some point it is


















   fpg Exactly this conic is constructed here


ConicCPA private member functions    f














This macro is dened in denitions      and 
This macro is invoked in denition 
ConicHPA private member functions    f














This macro is dened in denitions      and 
This macro is invoked in denition 






 denote the pa
rameters of E

 Omitting the parameter 



























     w






































d  det	M  rs t





























































































































































































































































































































 Moreover since q  det	M	w  c
T
Mc with
det	M   the sign of q is positive if and only if w  c
T
Mc is positive equivalently if
the ellipse E	 is in positive orientation 	see also the description of the method analyse





 sgn	q equals the
sign of c

 otherwise we return the sign of c


 To compute c













ConicCPA private member functions    f






 RT dw const













c  RT	ab   RT	ab
return CGALSign 	CGALsign 	co

g
This macro is dened in denitions      and 
This macro is invoked in denition 
ConicHPA private member functions    f






 FT dw const













c  FT	ab   FT	ab
return CGALSign 	CGALsign 	co

g
This macro is dened in denitions      and 
This macro is invoked in denition 






 is the ellipse of smallest volume we apply the Cardano

















 This is done
by the function CGAL solve cubic which returns all 	at most three real roots
 We then
select the one which leads to largest 	positive volume

Here is an outline of the Cardano formula for the polynomial p	








 Divide by c






















 i       

 Eliminate the quadratic term by substituting 
  x 


 This leads to
p	x  x
























































This means if a   then also u  
 If the discriminant D is negative u is a












i 	we possibly have u
I
 














 If D   the two other roots are complex




































If D   we have u
I
  and these two roots coincide







over the real numbers
 If D   it can be shown that this is not possible and we need to




in some other way
 For this we need to solve the equation
u





 Expressing C in polar coordinates 	r  we get














where      because of
p
D  



































Note that this implies kuk









































in this case to obtain the roots of p	x
 In any case we originally wanted to have the
roots of p	

 Using the substitution formula 
  x  









 i       


















  and stores them consecutively in r r and r
 Precondition is that
p	
 is not a constant function

function CGAL solve cubic  Z  f









if 	c   
 quadratic equation
if 	c   
 linear equation




double D  cccc
if 	D  
 only complex roots
return 
if 	D   
Smallest Enclosing Ellipses  An Exact and Generic Implementation in C
  





 two real roots
r  	c   sqrt	D	c




 define the gammai







double a  g  gg

b  ggg  gg   g
if 	a   
 one real root




double D  aaa   bb
if 	D   
 real case
double u  cbrt	b   sqrt	D

alpha    a	uu
if 	D   
 two distinct real roots
r  ualpha  g
r  alphau  g
return 

 one real root




double rprime  sqrt	a

phiprime  acos 	b	rprimerprimerprime

uR  rprime  cos 	phiprime

uI  rprime  sin 	phiprime

 three distinct real roots
r  uR  g
r  uR   uIsqrt	  g




This macro is invoked in denition 
Here comes the actual computation of the volume minimum
 To this end we com








and nd the roots of p	

 Among the roots we then








 The coecients of d and q have been computed before
in order to nd the roots so we can directly evaluate the determinant using double
approximations of the coecients

ConicCPA private member functions    f





 RT dw const





















c  RT	ab   RT	ab

c  RT	#ab  ab   RT	ab

c  RT	ab   ab   RT	#ab

c  RT	ab   RT	ab
if 	c   return   E	 is the smallest ellipse
double roots





























This macro is dened in denitions      and 
This macro is invoked in denition 
ConicHPA private member functions    f





 FT dw const





















c  FT	ab   FT	ab

c  FT	#ab  ab   FT	ab

c  FT	ab   ab   FT	#ab

c  FT	ab   FT	ab
 Is E	 is the smallest ellipse
if 	 CGALiszero	 c return 
double roots


























This macro is dened in denitions      and 
This macro is invoked in denition 







 A precondition was that an ellipse of smallest volume exists
so the largest determinant must be positive

function CGAL best value   f












bool detpositive  false
double d
 q
 maxdet  
 det
 best
for 	int i inrvalues   i 




if 	det  










This macro is invoked in denition 
	 Public Set Methods
Here is the set method at coordinate level

ConicCPA public member functions    f











This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f







r  r s  s t  t u  u v  v w  w






This macro is dened in denitions               and 
This macro is invoked in denition 
Opposite conic The method set opposite just  ips the representation R and the
orientation all other derived data are taken over

ConicCPA public member functions    f
void setopposite 	





This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f
void setopposite 	





This macro is dened in denitions               and 
This macro is invoked in denition 










































	forming a degenerate hyperbola in the form of 	
 To this end let p  	x y h be






























 p records the orientation of the point triple let  be the












to the left of
on




































 p   and this expression turns
out to be of the form 	 where Maple gives us the concrete values of r s t u v w
 Note

































































































































































ConicCPA public member functions    f
void
setlinepair 	const PT p
 const PT p
 const PT p
 const PT p































 precondition p  p
 p  p
CGALkernelprecondition
	 		xh  xh !! 	yh  yh 
		xh  xh !! 	yh  yh 
RT hxxh  hxxh
RT hxxh  hxxh
RT yhhy  yhhy
RT yhhy  yhhy
RT xyyx  xyyx
RT xyyx  xyyx
r  yhhy  yhhy
s  hxxh  hxxh
t  hxxh  yhhy   yhhy  hxxh
u  xyyx  yhhy   yhhy  xyyx
v  xyyx  hxxh   hxxh  xyyx




This macro is dened in denitions               and 
This macro is invoked in denition 
Smallest Enclosing Ellipses  An Exact and Generic Implementation in C
  

For the Cartesian representation we proceed completely similar replacing values h





ConicHPA public member functions    f
void
setlinepair 	const PT p
 const PT p
 const PT p
 const PT p























 precondition p  p
 p  p
CGALkernelprecondition
	 		x  x !! 	y  y 
		x  x !! 	y  y 
FT xx  xx
FT xx  xx
FT yy  yy
FT yy  yy
FT xyyx  xyyx
FT xyyx  xyyx
r  yy  yy
s  xx  xx
t  xx  yy   yy  xx
u  xyyx  yy   yy  xyyx
v  xyyx  xx   xx  xyyx




This macro is dened in denitions               and 
This macro is invoked in denition 
































in the form of 	
 For this we use the following wellknown
formula for this ellipse in case of Cartesian points















can be written as the set of points q  	x y satisfying
	q  c
T









































 i        and







Mc   










 Mc w  c
T
Mc 






























































































































































































































































































































































































































































































































































































































































































































for i        the components of the vector R are easy to obtain
 Note that this
vector is a legal representation of the ellipse if   







are noncollinear see Lemma 

 Moreover one can show that the formulas
above determine an ellipse of negative orientation regardless of the point triple orientation

This means if the orientation was positive we still need to  ip the representation

Smallest Enclosing Ellipses  An Exact and Generic Implementation in C
  

ConicCPA public member functions    f
void setellipse 	const PT p
 const PT p

























 p not collinear
RT det  hxy hxy hxyhxy hxyhxy
CGALkernelprecondition 	CGALiszero 	det
RT xx  xx
 yy  yy

xx  xx
 yy  yy

xx  xx




 yh  yh

xh  xh
 yh  yh

xh  xh
 yh  yh








two  RT	  
r  yyhhhh  yhyhhh  yhhhyh  
hhyyhh  hhyhyh   hhhhyy
s  xxhhhh  xhxhhh  xhhhxh  
hhxxhh  hhxhxh   hhhhxx
t  twoxyhhhh   xhyhhh   xhhhyh  
yhxhhh twohhxyhh   hhxhyh  
yhhhxh   hhyhxh twohhhhxy
u  	hhyyxh  hhxyyh  hhyhxy  
xhhhyy   hhxhyy  yyxhhh  
yyhhxh  xyyhhh  yhxyhh 
xyhhyh  yhhhxy   xhyyhh
v  	hhxxyh  hhxyxh  hhxhxy  
yhhhxx   hhyhxx  xxyhhh  
xxhhyh  xyxhhh  xhxyhh 
xyhhxh  xhhhxy   yhxxhh
w  yyxhxh  xyyhxh  yhxyxh  
yhyhxx  xyxhyh   yhxxyh 
yhxhxy   xhyyxh   xxyhyh 
xhxyyh  xhyhxy   xhxhyy

type  CGALELLIPSE
degenerate  trivial  empty  false
o  CGALNEGATIVE
if 	CGALispositive 	det setopposite 	

g
This macro is dened in denitions               and 
This macro is invoked in denition 








ConicHPA public member functions    f
void setellipse 	const PT p
 const PT p



















 p not collinear
FT det  xy xy xyxy xyxy
CGALkernelprecondition 	CGALiszero 	det
FT xx  xx
 yy  yy

xx  xx
 yy  yy

xx  xx




r  yy  yy  yy  
yy  yy   yy
s  xx  xx  xx  
xx  xx   xx
t  twoxy   xy   xy  
yx twoxy   xy  
yx   yx twoxy
u  	yyx  xyy  yxy  
xyy   xyy   yyx  
yyx  xyy  yxy 
xyy  yxy   xyy
v  	xxy  xyx  xxy  
yxx   yxx   xxy  
xxy  xyx  xxy 
xyx  xxy   yxx
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w  yyxx  xyyx  yxyx  
yyxx  xyxy   yxxy 
yxxy   xyyx   xxyy 
xxyy  xyxy   xxyy
type  CGALELLIPSE
degenerate  trivial  empty  false
o  CGALNEGATIVE
if 	CGALispositive 	det setopposite	

g
This macro is dened in denitions               and 
This macro is invoked in denition 
Some ellipse through four points in convex position This method builds on the
private method to obtain an ellipse from two pairs of lines through the four points
 For
constructing this pair we also have a method available

ConicCPA public member functions    f
void setellipse 	const PT p
 const PT p

const PT p
 const PT p















if 	o  o setopposite	

g
This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f
void setellipse 	const PT p
 const PT p

const PT p
 const PT p















if 	o  o setopposite	

g
This macro is dened in denitions               and 
This macro is invoked in denition 

Unique conic through ve points Using the previously dened methods we im

































 using the set linepair method


































and it has the property that C	p

   i
e
 C goes through p

     p


 In case all points
are distinct this is the unique nontrivial conic through the points

ConicCPA public member functions    f
void set 	const PT p
 const PT p
 const PT p
 const PT p

const PT p
 CGALOrientation o  CGALPOSITIVE

CGALConicCPAPT















 precondition all points distinct  conic nontrivial
CGALkernelprecondition 	istrivial	
if 	o  o setopposite	

g
This macro is dened in denitions               and 
This macro is invoked in denition 
ConicHPA public member functions    f
void set 	const PT p
 const PT p
 const PT p
 const PT p

const PT p
 CGALOrientation o  CGALPOSITIVE

CGALConicHPAPT















 precondition all points distinct  conic nontrivial
CGALkernelprecondition 	istrivial	
if 	o  o setopposite	

g
This macro is dened in denitions               and 
This macro is invoked in denition 




ConicCPA IO routines   f
template class PT
 class DA




return	 os  cr	     cs	     ct	   



























This macro is invoked in denition 
ConicHPA IO routines   f
template class PT
 class DA




return	 os  cr	     cs	     ct	   



























This macro is invoked in denition 

		 Class Template CGAL Min ellipse  traits R
First we declare the class templates CGAL Min ellipse  traits  and
CGAL Min ellipse 

Min ellipse  traits  declarations   f
template  class Traits 
class CGALMinellipse
template  class R 
class CGALMinellipsetraits
g
This macro is invoked in denition 
Since the actual work of the traits class is done in the nested type Ellipse we implement
the whole class template in its interface

The variable ellipse containing the current ellipse is declared private to disallow the
user from directly accessing or modifying it
 Since the algorithm needs to access and
modify the current ellipse it is declared friend

Min ellipse  traits  interface and implementation   f









Ellipse ellipse  current ellipse
 friends
friend class CGALMinellipse CGALMinellipsetraitsR 
public






This macro is invoked in denition 




 Class Template CGAL Min ellipse  adapterCPTDA
First we declare class templates CGAL Min ellipse  CGAL Min ellipse  adapterC
and CGAL Min ellipse  adapterC Ellipse

Min ellipse  adapterC declarations   f
template  class Traits 
class CGALMinellipse
template  class PT
 class DA 
class CGALMinellipseadapterC
template  class PT
 class DA 
class CGALMinellipseadapterCEllipse
g
This macro is invoked in denition 
The actual work of the adapter is done in the nested class Ellipse
 Therefore we imple
ment the whole adapter in its interface

The variable ellipse containing the current ellipse is declared private to disallow the
user from directly accessing or modifying it
 Since the algorithm needs to access and
modify the current ellipse it is declared friend

Min ellipse  adapterC interface and implementation   f
template  class PT











DA dao  data accessor object






Min ellipse  adapterC constructors 
 operations
Min ellipse  adapterC operations 

g




Min ellipse  adapterC constructors   f





This macro is invoked in denition 

 Operations
Min ellipse  adapterC operations   f
CGALOrientation
orientation	 const Point p
 const Point q
 const Point r const



















CGALsign	 	 pxrx  	 qyry
 	 pyry  	 qxrx

g
This macro is invoked in denition 

 Nested Type Ellipse
Min ellipse  adapterC nested type Ellipse   f
template  class PT











typedef typename DAFT FT
private
 data members
int nboundarypoints  number of boundary points
PT boundarypoint
 boundarypoint  two boundary points
CT conic



























set	 const Point p







set	 const Point p
 const Point p









set	 const Point p
 const Point p

const Point p









dr  FT	 
ds  conicr	  conics	  conicr	  conics	

dt  conicr	  conict	  conicr	  conict	

du  conicr	  conicu	  conicr	  conicu	

dv  conicr	  conicv	  conicr	  conicv	



















boundedside	 const Point p const





return	 	 p  boundarypoint 
CGALONBOUNDARY  CGALONUNBOUNDEDSIDE
case 
return	 	 p  boundarypoint
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




return	 cconvexside	 p 
else 









CGALsign	 taustar  
default
CGALoptimisationassertion	
	 nboundarypoints   
	 nboundarypoints    




hasonboundedside	 const Point p const

return	 boundedside	 p  CGALONBOUNDEDSIDE

bool
hasonboundary	 const Point p const

return	 boundedside	 p  CGALONBOUNDARY

bool
hasonunboundedside	 const Point p const











return	 nboundarypoints  








if 	 nboundarypoints  enboundarypoints
return	 false




return	 boundarypoint  eboundarypoint
case 
return	 	 	 boundarypoint  eboundarypoint
 	 boundarypoint  eboundarypoint
!! 	 	 boundarypoint  eboundarypoint
 	 boundarypoint  eboundarypoint
case 
case 
return	 conic  econic
case 
return	 	 	 conic  econic
 	 conic  econic
!! 	 	 conic  econic
 	 conic  econic
default
CGALoptimisationassertion	
	 nboundarypoints   
	 nboundarypoints    











const char const empty    
const char const prettyhead 
 CGALMinellipseadapterCEllipse	  
const char const prettysep   
  
const char const prettytail    
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
const char const asciisep    
const char head  empty
const char sep  empty
const char tail  empty














  CGALIOmode invalid 
break 
os  head  enboundarypoints




os  sep  eboundarypoint
break
case 
os  sep  eboundarypoint




os  sep  econic
break
case 
os  sep  econic













switch 	 CGALgetmode	 is 
case CGALIOPRETTY
cerr  endl


































This macro is invoked in denition 
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	 Class Template CGAL Min ellipse  adapterHPTDA
First we declare class templates CGAL Min ellipse  CGAL Min ellipse  adapterH
and CGAL Min ellipse  adapterH Ellipse

Min ellipse  adapterH declarations   f
template  class Traits 
class CGALMinellipse
template  class PT
 class DA 
class CGALMinellipseadapterH
template  class PT
 class DA 
class CGALMinellipseadapterHEllipse
g
This macro is invoked in denition 
The actual work of the adapter is done in the nested class Ellipse
 Therefore we imple
ment the whole adapter in its interface

The variable ellipse containing the current ellipse is declared private to disallow the
user from directly accessing or modifying it
 Since the algorithm needs to access and
modify the current ellipse it is declared friend

Min ellipse  adapterH interface and implementation   f
template  class PT











DA dao  data accessor object






Min ellipse  adapterH constructors 
 operations
Min ellipse  adapterH operations 

g
This macro is invoked in denition 

 Constructors
Min ellipse  adapterH constructors   f





This macro is invoked in denition 
 Operations
Min ellipse  adapterH operations   f
CGALOrientation
orientation	 const Point p
 const Point q
 const Point r const

























CGALsign	 	 phxrhw  rhxphw  	 qhyrhw  rhyqhw
 	 phyrhw  rhyphw  	 qhxrhw  rhxqhw

g
This macro is invoked in denition 
 Nested Type Ellipse
Min ellipse  adapterH nested type Ellipse   f
template  class PT











typedef typename DART RT
private
 data members
int nboundarypoints  number of boundary points
PT boundarypoint
 boundarypoint  two boundary points
CT conic



























set	 const Point p







set	 const Point p
 const Point p









set	 const Point p
 const Point p

const Point p









dr  RT	 
ds  conicr	  conics	  conicr	  conics	

dt  conicr	  conict	  conicr	  conict	

du  conicr	  conicu	  conicr	  conicu	

dv  conicr	  conicv	  conicr	  conicv	



















boundedside	 const Point p const





return	 	 p  boundarypoint 
CGALONBOUNDARY  CGALONUNBOUNDEDSIDE
case 
return	 	 p  boundarypoint

















Smallest Enclosing Ellipses  An Exact and Generic Implementation in C
  





return	 cconvexside	 p 
else 









CGALsign	 taustar  
default
CGALoptimisationassertion	
	 nboundarypoints   
	 nboundarypoints    




hasonboundedside	 const Point p const

return	 boundedside	 p  CGALONBOUNDEDSIDE

bool
hasonboundary	 const Point p const

return	 boundedside	 p  CGALONBOUNDARY

bool
hasonunboundedside	 const Point p const











return	 nboundarypoints  








if 	 nboundarypoints  enboundarypoints
return	 false




return	 boundarypoint  eboundarypoint
case 
return	 	 	 boundarypoint  eboundarypoint
 	 boundarypoint  eboundarypoint
!! 	 	 boundarypoint  eboundarypoint
 	 boundarypoint  eboundarypoint
case 
case 
return	 conic  econic
case 
return	 	 	 conic  econic
 	 conic  econic
!! 	 	 conic  econic
 	 conic  econic
default
CGALoptimisationassertion	
	 nboundarypoints   
	 nboundarypoints    











const char const empty    
const char const prettyhead 
 CGALMinellipseadapterHEllipse	  
const char const prettysep   
  
const char const prettytail    
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
const char const asciisep    
const char head  empty
const char sep  empty
const char tail  empty














  CGALIOmode invalid 
break 
os  head  enboundarypoints




os  sep  eboundarypoint
break
case 
os  sep  eboundarypoint




os  sep  econic
break
case 
os  sep  econic













switch 	 CGALgetmode	 is 
case CGALIOPRETTY
cerr  endl


































This macro is invoked in denition 




We test CGAL Min ellipse  with the traits class implementation for optimisation
algorithms using exact arithmetic i
e
 Cartesian representation with number type
CGAL QuotientCGAL Gmpz or CGAL Quotientinteger and homogeneous representa
tion with number type CGAL Gmpz or integer

Min ellipse  test 


















typedef CGALQuotient CGALGmpz  Ft
endif
typedef CGALCartesian Ft  RepC
typedef CGALHomogeneous Rt  RepH
typedef CGALMinellipsetraits RepC  TraitsC
typedef CGALMinellipsetraits RepH  TraitsH
g
This macro is invoked in denition 
The command line option verbose enables verbose output

Min ellipse  test 
verbose option   f
bool verbose  false
if 	 	 argc    	 strcmp	 argv 









We call each function of class CGAL Min ellipse Traits at least once to ensure code
coverage

Min ellipse  test 








This macro is invoked in denition 
Min ellipse  test 
code coverage test function   f
template  class Traits










 generate %n points at random





verr  n   random points from 
&$  endl
for 	 i   i  n   i




for 	 i   i  n   i
cerr  i      randompoints i  endl
 cover code
verr  endl   default constructor 

Minellipse me
bool isvalid  meisvalid	 verbose




verr  endl   one point constructor 

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
Minellipse me	 randompoints 
bool isvalid  meisvalid	 verbose




verr  endl   two points constructor 

Minellipse me	 randompoints 

randompoints 
bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 menumberofpoints	  

verr  endl   three points constructor 






bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 menumberofpoints	  

verr  endl   four points constructor 








bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 menumberofpoints	  

verr  endl   five points constructor 










bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 menumberofpoints	  









bool isvalid  me isvalid	 verbose
bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 isvalid
assert	 me numberofpoints	  '
assert	 menumberofpoints	  '
assert	 meellipse	  meellipse	








bool isvalid  meisvalid	 verbose
bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 isvalid
assert	 menumberofpoints	  '
assert	 menumberofpoints	  '
assert	 meellipse	  meellipse	
assert	 meellipse	  meellipse	

verr  endl   points already called above 
verr  endl   points access already called above 





for 	 i   i  menumberofsupportpoints	   i
   iter 
supportpoint  mesupportpoint	 i
assert	 supportpoint  iter 
MinellipseSupportpointiterator
enditer	 mesupportpointsend	
assert	 iter  enditer

verr  endl   ellipse access already called above 
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for 	 i   i  '   i 
p  randompoints i
boundedside  meboundedside	 p
hasonboundedside  mehasonboundedside	 p
hasonboundary  mehasonboundary	 p
hasonunboundedside  mehasonunboundedside	 p
assert	 boundedside  CGALONUNBOUNDEDSIDE
assert	 hasonboundedside !! hasonboundary
assert	  hasonunboundedside 

verr  endl   is predicates already called above 
verr  endl   single point insert 
meinsert	 randompoints '

bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 menumberofpoints	  





bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 menumberofpoints	  n






bool isvalid  meisvalid	 verbose
assert	 isvalid
assert	 menumberofpoints	  n
verr  endl   clear 
meclear	

isvalid  meisvalid	 verbose




verr  endl   validity check already called several times 




verr  endl   IO 

verr  endl   writing %testMinellipseascii 





verr  endl   writing %testMinellipsepretty 





verr  endl   writing %testMinellipsebinary 





verr  endl   reading %testMinellipseascii 
Minellipse mein
ifstream is	  testMinellipseascii 
CGALsetasciimode	 is
is  mein
bool isvalid  meinisvalid	 verbose
assert	 isvalid
assert	 meinnumberofpoints	  n





This macro is invoked in denition 




 Traits Class Adapters
We dene two point classes 	one with Cartesian one with homogeneous representation
and corresponding data accessors

Min ellipse  test 
point classes   f








MyPointC	   
MyPointC	 const FT x
 const FT y  x	 x
 y	 y  
const FT x	  const  return	 x 
const FT y	  const  return	 y 
bool
operator  	 const MyPointC p const





operator  	 ostream os
 const MyPointC p





operator  	 istream is
 MyPointC p

return	 is  px  py






const FT getx	 const MyPointC p const  return	 px	 

const FT gety	 const MyPointC p const  return	 py	 
void
get	 const MyPointC p
 FT x
 FT y const

x  getx	 p




 const FT x
 const FT y const














MyPointH	   
MyPointH	 const RT hx
 const RT hy
 const RT hw  RT	 
 hx	 hx
 hy	 hy
 hw	 hw  
const RT hx	  const  return	 hx 
const RT hy	  const  return	 hy 
const RT hw	  const  return	 hw 
bool
operator  	 const MyPointH p const

return	 	 hxphw  phxhw




operator  	 ostream os
 const MyPointH p

return	 os  phx     phy     phw






operator  	 istream is
 MyPointH p

return	 is  phx  phy  phw






const RT gethx	 const MyPointH p const  return	 phx	 
const RT gethy	 const MyPointH p const  return	 phy	 
const RT gethw	 const MyPointH p const  return	 phw	 
void
get	 const MyPointH p
 RT hx
 RT hy
 RT hw const

hx  gethx	 p
hy  gethy	 p




 const RT hx
 const RT hy
 const RT hw const







This macro is invoked in denition 
To test the traits class adapters we use the code coverage test function

Min ellipse  test 














This macro is invoked in denition 


  External Test Sets
In addition some data les can be given as command line arguments
 A data le contains
pairs of ints namely the x and ycoordinates of a set of points
 The rst number in the
le is the number of points
 A short description of the test set is given at the end of each
le

Min ellipse  test 
external test sets   f
while 	 argc   




 read points from file





ifstream in	 argv 
in  n
assert	 in
for 	 int i   i  n   i 




 compute and check minellipse
Minellipse me	 pointsbegin	
 pointsend	






This macro is invoked in denition 
 Files
 Min ellipse h
includeCGALMin ellipse h   f
Min ellipse  header  	includeCGALMinellipseh











































end of le line 
g
This macro is attached to an output le
 Min ellipse C
includeCGALMin ellipse C   f
Min ellipse  header  	includeCGALMinellipseC




Min ellipse  IO operators 
end of le line 
g
This macro is attached to an output le
  Optimisation ellipse h
includeCGALOptimisation ellipse h   f


















Optimisation ellipse  interface 












end of le line 
g
This macro is attached to an output le
 Optimisation ellipse C
includeCGALOptimisation ellipse C   f
Optimisation ellipse  header  	includeCGALOptimisationellipseC








Optimisation ellipse  IO operators 
end of le line 
g
This macro is attached to an output le
	 Conic misch
Here we collect all types and functions that are independent of the representation
type R
 These are the declarations of the enumeration types CGAL Conic type and
CGAL Convex side and the functions in connection with the solution of cubic equations

includeCGALConic misch   f




Conic  declaration 
Conic type declaration 
Convex side declaration 
function CGAL best value 
function CGAL solve cubic 
endif  CONICMISCH
end of le line 
g
This macro is attached to an output le

 Conic h
This le contains the implementation of the class CGAL Conic R
 Depending on the
loaded representation classes the representation specic classes CGAL ConicCPAPT
DA
and!or CGAL ConicHPAPT
DA are included before that

includeCGALConic h   f












Optimisation ellipse  declaration 
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  





Conic  IO routines 
endif  CGALNOOSTREAMINSERTCONIC
endif  CGALCONICH
end of le line 
g
This macro is attached to an output le
 ConicCPAh
includeCGALConicCPAh   f























end of le line 
g
This macro is attached to an output le
 ConicHPAh
includeCGALConicHPAh   f



















ConicHPA IO routines 
endif  CGALNOOSTREAMINSERTCONICHPA
endif  CGALCONICHPAH
end of le line 
g
This macro is attached to an output le
 Min ellipse  traits h
includeCGALMin ellipse  traits h   f
Min ellipse  header  	includeCGALMinellipsetraitsh
ifndef CGALMINELLIPSETRAITSH






Min ellipse  traits  declarations 









Min ellipse  traits  interface and implementation 
endif  CGALMINELLIPSETRAITSH
end of le line 
g
This macro is attached to an output le
 Min ellipse  adapterCh
includeCGALMin ellipse  adapterCh   f





Min ellipse  adapterC declarations 









template  class PT
 class DA 

bool
CGALareorderedalonglineC	 const PT p
 const PT q




























if 	 px  rx
return	 	 	 px  qx  	 qx  rx
!! 	 	 rx  qx  	 qx  px
else
return	 	 	 py  qy  	 qy  ry
!! 	 	 ry  qy  	 qy  py

Min ellipse  adapterC interface and implementation 
 Nested type %Ellipse
Min ellipse  adapterC nested type Ellipse 
endif  CGALMINELLIPSEADAPTERCH
end of le line 
g
This macro is attached to an output le
 Min ellipse  adapterHh
includeCGALMin ellipse  adapterHh   f
Min ellipse  header  	includeCGALMinellipseadapterHh
ifndef CGALMINELLIPSEADAPTERHH






Min ellipse  adapterH declarations 









template  class PT
 class DA 
bool
CGALareorderedalonglineH	 const PT p
 const PT q





























if 	  CGALiszero	
	 phxrhw  rhxphw  	 qhyrhw  rhyqhw





if 	 phxrhw  rhxphw
return	 	 	 phxqhw  qhxphw  	 qhxrhw  rhxqhw
!! 	 	 rhxqhw  qhxrhw  	 qhxphw  phxqhw

else
return	 	 	 phyqhw  qhyphw  	 qhyrhw  rhyqhw
!! 	 	 rhyqhw  qhyrhw  	 qhyphw  phyqhw

Min ellipse  adapterH interface and implementation 
 Nested type %Ellipse
Min ellipse  adapterH nested type Ellipse 
endif  CGALMINELLIPSEADAPTERHH
end of le line 
g
This macro is attached to an output le
 test Min ellipse C
testOptimisationtest Min ellipse C   f
Min ellipse  header  	testOptimisationtestMinellipseC
Min ellipse  test 
includes and typedefs 
 code coverage test function
 
Min ellipse  test 
code coverage test function 
 point classes for adapters test
 








 command line options
 
 option %verbose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  

Min ellipse  test 
adapters test 
 external test sets
 
Min ellipse  test 
external test sets 
return	 

end of le line 
g
This macro is attached to an output le
File Header
A formatted le header allows easy identication of the les
 It is parameterized with the
title of the implementation the product le name the source le name the author name
and the RCS variables Revision and Date of the source le

le header  	ZM  f
 

 Copyright 	c ''
''& The CGAL Consortium

 This software and related documentation is part of an INTERNAL
 release of the Computational Geometry Algorithms Library 	CGAL




 release  (CGALRevision CGALwip (
 releasedate  (CGALDate(

 file  
 source  webaw
 revision  
 revisiondate  
 package  (CGALPackage  WIP (
 author	s  
 






This macro is invoked in denitions   and 

dividing line  ZM  f
 
g
This macro is invoked in denitions  and 
end of le line  ZM  f
  EOF 
g
This macro is invoked in denitions            and 
Min ellipse  header  	M  f




ETH Zurich 	Bernd G)artner gaertner*infethzch
(Revision  ((Date ''&  (
g
This macro is invoked in denitions      and 
Optimisation ellipse  header  	M  f




ETH Zurich 	Bernd G)artner gaertner*infethzch
(Revision  ((Date ''&  (
g
This macro is invoked in denitions  and 
Conic  header  	M  f




ETH Zurich 	Bernd G)artner gaertner*infethzch
(Revision  ((Date ''& && (
g
This macro is invoked in denitions    and 
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 Traits Class Implementation using the twodimensional Cgal Kernel

























 Traits Class Adapter to D Cartesian Points




















 Traits Class Adapter to D Homogeneous Points









































































































































































































































































































































































































































































































































































































































































































































































































































































































































































 Class Templates CGAL ConicCPAPT



















































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































































 test Min ellipse 
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