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Seznam uporabljenih simbolov in kratic 
S [m
2
]   ploščina 
AR [-]   razmerje površine krila 
λ [-]   razmerje globine krila 
Cl [-]   koeficient vzgona 
Cd [-]   koeficient upora 
Cm [-]   koeficient momenta 
ψ [rad]  kot sukanja 
θ [rad]  kot prevračanja 
φ [rad]  kot valjanja 
Δ [rad]  V-lom krila 
Λ [rad]  puščica krila 
Ι [rad]  nastavni kot 
 
 
MEX Matlab izvršljiva datoteka (Matlab executable) 
UDP nepovezovalni protokol za prenos paketov (user datagram protocol) 
IP internetni protokol (internet protocol) 
MSDN Microsoftovo razvojno omrežje (Microsoft developer network) 
VVI indikator vertikalne hitrosti (vertical velocity indicator) 
IAS  hitrost letala relativno na zračno maso (indicated airspeed) 
AoA vpadni kot (angle of attack) 
12 Seznam uporabljenih simbolov in kratic 
 
RPM obrati na minuto (revolituons per minute) 
OpenGL odprta grafična knjižnica (open graphics library) 
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Povzetek 
V delu je predstavljen simulator X-Plane, ter program PlaneMaker, ki je del paketa 
X-Plane. Primer izgradnje modela letala Cessna 172 s programom PlaneMaker 
opisuje način definiranja vseh ključnih elementov, pomembnih za uspešen polet v 
simulatorju. Jedro diplomske naloge predstavlja izdelava UDP komunikacije med 
simulatorjem X-Plane in okoljem Matlab-Simulink.  Programski del komunikacije je 
zgrajen v C/C++ jeziku, dopolnjen z elementi Matlab kode, ki omogoči uporabo v 
Simulink blokih. Izdelani so bili štirje bloki. Dva služita komunikaciji z namenom 
vodenja in dva animaciji leta. Za vrednotenje izdelane komunikacije z namenom 
vodenja, je bil v Simulinku narejen avtopilot.  
 
 
Ključne besede: Matlab, Simulink, X-Plane, PlaneMaker, model letala, UDP 
komunikacija, izgradnja blokov, vodenje letala, animacija leta 
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Abstract 
In this paper I present the simulator X-Plane, and PlaneMaker program, which are 
part of the X-Plane package. The example of the Cessna 172  model aircraft 
construction in the program PlaneMaker, describes a method of defining all the key 
elements important for a successful flight in a simulation. The base of this thesis is 
the development of UDP communication between the simulator X-Plane and the 
environment of Matlab-Simulink. The programmable part of the communication is 
built in C/C++ language, supplemented with elements of Matlab code, which enables 
the use of Simulink blocks. Four blocks were made of which two serve for the 
purpose of controlling the aircraft and the remaining two for flight animation. This 
Simulink autopilot was made for the evaluation of communication, which was used 
for the purpose of aircraft control. 
 
 
Key words: Matlab, Simulink, X-Plane, PlaneMaker, aircraft model, UDP 
communication, block construction, aircraft control, flight animation 
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1  Uvod 
Izgradnja in načrtovanje kompleksnejših naprav, med katere sodi letalo je 
dolgotrajen proces. Pred izdelavo realnega modela so potrebni številni preizkusi 
obnašanja v kritičnih situacijah. Zaradi cenovnih in varnostnih omejitev je nujna 
predhodna izgradnja simulacijskega modela naprave, ki svoje lastnosti čim bolj 
približa realnem modelu. Letalo je kompleksen multivariabilen sistem. Izdelava 
matematičnega modela letala je zapleten in dolgotrajen postopek, ki zahteva obilico 
znanja o letalstvu in gradnji simulacijskih modelov.  
 Današnji simulatorji leta, ki so del računalniških iger, imajo dovršeno grafiko, 
animacijo in zmogljiv fizikalni model. X-Plane je trenutno eden izmed najbolj 
izpopolnjenih in celovitih simulatorjev, ki med drugim omogoča izdelavo poljubnega 
modela letala z možnostjo izgradnje lastnih aerodinamičnih profilov. Izdelani model 
letala lahko enostavno uvozimo v simulator in ga preizkusimo z uporabo igralne 
palice. 
 Ideja tega dela temelji na uporabi že obstoječih orodij za izgradnjo modela 
letala in simulatorja, kot alternativo matematičnemu modelu letala. Cilj je izdelava 
komunikacije med simulatorjem leta X-Plane in okoljem Matlab-Simulink. V ta 
namen so bili izdelani Simulink bloki, ki omogočajo izmenjavo informacij s 
simulatorjem X-Plane. Preko komunikacijskih blokov dobimo nadzor nad letalom v 
simulaciji, povratno informacijo o dogajanju v simulaciji pa uporabimo za izgradnjo 
vodenja letala. Poleg numerične informacije X-Plane sočasno prikazuje grafičen izris 
simulacije v obliki animacije. 
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2  X-Plane 
X-Plane je po navedbah proizvajalca najbolj izpopolnjen in celovit simulator letenja, 
ki je namenjen uporabi na osebnem računalniku. Zmožen je simulirati lete večine 
konvencionalnih in jadralnih letal, helikopterjev in tudi letal, ki vzletajo in pristajajo 
vertikalno. Z namestitvijo simulatorja dobimo dostop do 25 letal podanih v tabeli 2.1, 
ki so vključena v paket X-Plane. Vključena letala so različnih velikosti in tipov, kot 
na primer F-22 Raptor, Cesna 172SP in Space Shuttle. Dodatno je na internetu (X-
Plane.org) dostopnih okoli 2000 modelov letal. Mnogi so brezplačni. V kolikor med 
njimi ni želenega letala, ima uporabnik možnost, da s paketom X-Plane ustvari letalo 
po svojih zahtevah. V tem primeru uporabi programa Plane Maker in Airfoil Maker. 
Prvi je namenjen izdelavi letal, drugi pa izdelavi in definiciji karakteristik 
aerodinamičnih profilov. 
Celoten zemljevid obsega večino zemeljske kopenske površine razen 
Antarktike.  Uporabnik lahko pristane ali vzleti na kateremkoli izmed 33.000 letališč. 
X-Plane omogoča pristajanje na letalonosilkah, naftnih ploščadih, ploščadih za 
helikopter in fregatah, ki se zibajo na valovih. 
Simulacija vremena je spremenljiva in jo je možno nastaviti. Uporabnik izbira 
med jasnim vremenom, nevihtami z nastavljivim vetrom, strižnim vetrom (wind 
shear), turbolencami, in mikrovzhuhi (micro burst). Dež, sneg in oblaki ustvarijo 
pogoje za let po instrumentih. Termični tokovi so na voljo za let z jadralnim letalom. 
Preko interneta je možno osvežiti vremenske razmere z realnimi, ki se tačas nahajajo 
na določeni lokaciji.  
X-Plane omogoča podrobno simulacijo okvar letala. Okvare se lahko zgodijo 
naključno ali pa na željo uporabnika ali inštruktorja. Odpove lahko en ali več 
sistemov, kot na primer instrumenti, motorji, kontrole letala, komunikacija ali kateri 
od številnih drugih sistemov. Brez pilotove vednosti je sisteme možno "pokvariti" 
lokalno ali preko interneta. Inštruktor lahko spreminja čas v simulaciji, vremenske 
pogoje in status posameznega sistema. Inštruktor ali pilot lahko kadarkoli 
premakneta letalo na želeno lokacijo in višino. 
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F–4 Phantom II F-22 Raptor 
Viggen JA37 Beechcraft Baron 58 
Cessna 172SP Cirrus Vision SF50 
Columbia 400 Beechcraft King Air C90B 
Piaggo P.180 Avanti Stinson L–5 Sentinel 
ASK–21 (glider) Boeing 747-100 NASA 
Boeing 747-400 United Lockheed C–130 Hercules 
McDonnell Douglas KC–10 Extender Bell 206 Jet Ranger (helicopter) 
Robinson R22 Beta (helicopter) Boeing B–52G Stratofortress 
SR-71 Blackbird Great Planes PT-60 (radio) 
Thunder Tiger Raptor 30 v2 (radio) Bombardier Canadair CL–415 
Space Shuttle Orbiter Boeing AV–8B Harrier II Bell 
North American X–15  
Tabela 2.1:  Letala vključena v X-Plane 
 
2.1  Verzije 
X-Plane Demo je prosto dostopna verzija, ki je dosegljiva na spletu. Časovno je 
omejena na 15 minut. Omejeni so tudi zemljevidi in letališča, ki so dostopni 
uporabniku.  
X-Plane Mobile je mobilna verzija simulatorja. Prosto dostopna je na Google 
Play Store in Apple App Store. 
X-Plane Global je maloprodajna verzija, ki je priporočljiva za povprečnega 
uporabnika. V času pisanja tega dela je dosegljiva za 59.99 USD. Več simulatorjev je 
mogoče lokalno povezati v kompleksnejše strukture. Na primer prvi računalnik 
(master) vrši simulacijo, ostali pa služijo povečanju informiranja uporabnika kot 
dodatni vizualizatorji pokrajine ali instrumentov. Doda se lahko tudi postajo za 
inštruktorja. Za "offline" uporabo je potreben X-Plane Disc 1 DVD, za "online" pa 
zadostuje ključ za vsak računalnik v mreži. Global verzija ni cetificirana s strani 
FAA, zato se ne prizna za beleženje učnih ur letenja. 
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X-Plane Regional je identična Global verziji, le da vsebuje eno regijo, kot na 
primer Evropa ali Severna Amerika. 
X-Plane Professional je namenjen komercialni uporabi. Je nadgradnja Global 
verzije, ki vključuje podporo naprednejšim instrumentom in realnim Garmin GPS 
enotam. V kombinaciji z ustrezno strojno opremo je Professional verzija odobrena za 
beleženje učni ur. Vsak računalnik v mreži potrebuje svoj USB ključ, ki je na voljo 
za 750 USD. Ustrezna strojna oprema se cenovno giblje od 5.000 do 500.000 USD.  
2.2  Delovanje 
X-Plane prebere obliko letala in glede na obliko določi obnašanje med letom. Deluje 
na principu imenovanem teorija elementa kraka (blade theory). Letalo razčleni na 
manjše enote in večkrat na sekundo izračuna sile, ki delujejo na posamezno enoto. Iz 
sil preračuna pospeške, ki se nato integrirajo v hitrosti in pozicije. 
Cikel delovanja lahko razdelimo na štiri stopnje: razčlenitev letala (element 
break-down), izračun hitrosti (velocity determination), izračun koeficientov 
(coefficient determination) in izračun sil (force build-up). Razčlenitev letala se zgodi 
samo enkrat med inicializacijo, ko X-Plane "odpre" letalo. Aerodinamični profili, kot 
so krila, horizontalni stabilizatorji, vertikalni stabilizatorji in propelerji se razdelijo 
na končno število površin. Aerodinamični profil se lahko razdeli na maksimalno 
deset segmentov. Proizvajalec navaja, da je dobljeni model primerljiv modelu z 
veliko večjim številom segmentov. 
Izračun hitrosti se zgodi dvakrat na cikel. Vektor hitrosti se izračuna za vsak 
segment letala. Pri izračunu se upoštevajo hitrosti, kotne hitrosti skupaj z navori v 
vseh smereh na vsakem segmentu. Na izračun hitrosti in premikov v vertikalni smeri 
vplivajo vzdolnik (downwash), pihanje propelerja (propwash) in inducirani vpadni 
kot (induced angle of attack). Pihanje propelerja se izračuna iz ploščine in potiska 
propelerja, nanj pa vpliva tudi lokalna gostota zraka. Vzdolnik je odvisen od 
geometrijskega razmerja in od razdalje med aerodinamičnima profiloma (ponavadi 
med horizontalnim stabilizatorjem in krili). Kot vzdolnika se pridobi preko empirične 
tabele glede na koeficient vzgona. 
Vrednost koeficientov vzgona Cl, upora Cd in momenta Cm je določena z grafi 
v programu AirfoilMaker. Ta je del paketa X-Plane ampak ne bo opisan v tem delu. 
Koeficienti so odvisni od vpadnega kota in od  geometrijske zasnove aerodinamičnih 
profilov. Prav tako na parametre vpliva hitrost letala oziroma kompresija zraka, ki je 
posledica višje hitrosti. X-Plane to simulira po Glauert-Prandtl pravilu. Transsonični 
(transonic) efekti so simulirani le kot empirična sprememba upora. Za nadzvočni let 
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se privzame karo oblika aerodinamičnih profilov s primernim razmerjem debeline. 
Tlak, ki nastane zaradi udarnih valov se izračuna za vsak segment aerodinamičnega 
profila in se nato sešteje v rezultat gledano na celotni karo profil. 
Sile se izračuna iz prej določenih koeficientov in dinamičnega tlaka za vsak 
segment letala glede na hitrost, višino, temperaturo, potisk motorjev in ostale 
lastnosti. Vsota sil se glede na maso in matriko vztrajnostih momentov letala 
preračuna v linearne in kotne pospeške, ki določajo spremembo v simulaciji. Cikel se 
nato ponovi, kar se zgodi vsaj 15-krat na sekundo. 
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3  Izgradnja modela letala 
V paketu X-Plane je program Plane Maker, ki se uporablja za izdelavo simulacijskih 
modelov letal. Uporabnik lahko skonstruira svoj model letala ali pa naredi kopijo 
realnega letala. V kolikor so na voljo ustrezni podatki, je izdelava letala dokaj 
preprosta. Posebej problematično je na primer določiti položaj težišča. Pri tem je 
pogosto potrebno veliko ugibanja in preizkušanja. Tudi, ko se najde lokacija težišča, 
ki vnese stabilno delovanje ni nujno, da je sama pozicija pravilna. Vedno smo 
omejeni na nek model, ki se obnaša "približno" tako kot realno letalo. V kolikor je 
uporabnikova prioriteta izgled letala, je priporočljivo, da uporabi brezplačni program 
Blender. Ta omogoča veliko bolj podrobno in dodelano načrtovanje in animacijo 3D 
objektov. V tem poglavju bo opisana izdelava letala s programom Plane Maker. 
Vsebovala bo korake, ki so potrebni za izdelavo čim boljšega modela letala glede na 
razpoložljive podatke. 
3.1  Pregled podatkov 
Model bo zgrajen na podlagi podatkov, ki so dostopni za letalo Cessna 172. Podatki 
so prikazani v tabeli 3.1 in so pridobljeni z različnih modelov Cessna 172 [6]. 
Pomagali si bomo tudi s sliko 3.1 na kateri so prikazani značilni pogledi [7]. 
Originalno so podatki predstavljeni v imperialnih enotah. Zaradi boljšega 
razumevanja in predstave je dodan stolpec SI enot.  
 
KRILA Imperialne enote SI enote 
razpon kril: 35 ft 10 in ≈ 35,83 ft ≈10,92 m 
širina krila ob trupu: 5 ft 4 in ≈ 5,33 ft ≈1,63 m 
širina krila na konici: 3ft 8.5 in ≈ 3,71 ft ≈1,13 m 
tip profila: NACA 2412 
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V-lom (dihedral): 1° 44′ ≈ 1,7° 
Nastavni kot (incidence) ob trupu: 1° 30′ = 1,5° 
nastavni kot na konici: -1° 30′ = -1,5° 
tip zakrilc enojna reža (single slotted) 
kot zakrilc pri vzletu: 20° 
kot zakrilc pri pristanku: 40° 
REP   
razpon repa: 11 ft 4 in ≈ 11,33 ft ≈3,45 m 
puščica (sweep) vertikalnega 
stabilizatorja  
35° 
tip profila: NACA 0012/0009 
DIMENZIJE CELOTNEGA 
LETALA 
  
dolžina: 26 ft 11 in ≈ 26,92 ft ≈8,20 m 
višina: 8 ft 9.5 in ≈2,68 m 
MOTOR/PROPELER   
premer propelerja: 6 ft 3 in ≈ 6,25 ft ≈1,91 m 
moč motorja 160 hp (pri 2700 RPM) 
PODATKI O TEŽI   
masa praznega letala: 1403 lb ≈636 kg 
maksimalna masa pri vzletu: 2300 lb ≈1043 kg 
volumen rezervoarja: 43 gal ≈163 l 
Tabela 3.1:  Cessna 172 specifikacije 
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Slika 3.1:  Cessna 172 značilni pogledi 
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3.2  Osnove 
3.2.1  Osnovno okno 
Ob zagonu programa Plane Maker se nam odpre osnovno okno, glej sliko 3.2. Na 
vrhu slike se nahaja glavni meni (označeno z zeleno). Vsa orodja so dostopna preko 
tega menija.  
Odpiranje in shranjevanje projektov se izvede preko menija Datoteka (File). 
Meni Standardni (Standard) vsebuje osnovna orodja za izgradnjo modelov letal in bo 
v precejšni meri opisan v nadaljevanju. Meni Ekspert (Expert) vsebuje naprednejša 
orodja v katera se ne bomo spuščali v tem poglavju. Meni Ozadje (Background) se 
uporablja za natančne rotacije pogleda na letala glede na težišče. Izbiramo lahko med 
pogledi z vrha, dna, s strani, od spredaj in od zadaj. V tem meniju se tudi nahaja 
legenda, ki opisuje kako letalo rotiramo in premikamo s tipkami. Meni Posebno 
(Special) vsebuje orodja za delo s teksturami, v kar se ne bomo spuščali. Vsebuje pa 
dve uporabni funkciji in sicer preklop med "žičnim" in "teksturnim" modelom (Show 
With Wireframe/Textures) in preklop med stacionarnimi in premikajočimi se 
kontrolnimi površinami (Show With Still/Moving Controls).  
Na spodnjem delu slike, obarvano z modro, se nahajajo gumbi, ki omogočajo 
delo z ozadjem. Gumb slika ozadja (Background Bitmap) spremeni ozadje glavnega 
okna. Uvozijo se na primer značilni pogledi iz slike 3.1, da se lahko model čim bolje 
primerja z dejansko sliko letala. Gumb počisti (Clear) odstrani sliko iz ozadja. Gumb 
zakleni zoom (Lock Zoom) omogoči skupno zoomiranje ozadja in modela letala. 
 
Slika 3.2:  Osnovno okno 
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3.2.2  Koordinatni sistem in referenčna točka 
Preden začnemo z izdelavo trupa si oglejmo nekaj osnov o lokaciji objektov v 
programu PlaneMaker. Ko začnemo izdelovati nov model Plane Maker privzame 
referenčno točko, ki se nahaja v stičišču osi koordinatnega sistema. Vsi objekti, ki so 
vključeni v model se locirajo glede na oddaljenost od te točke. Uporablja se 
kartezični koordinatni sistem, ki je prikazan na sliki 3.3. Oddaljenost po dolžinski osi 
je večinoma podana kot "long arm", bočna oddaljenost kot "lat arm" in višina kot 
"vert arm". Za definicijo dolžin PlaneMaker zahteva uporabo čevljev (ft) in palcev 
(in).  
 
Slika 3.3:  Osi v Plane Maker 
 
3.2.3  Parametri aerodinamičnega profila 
Aerodinamični profil je širši pojem, ki zajema profile kot so: krilo, smerni, višinski 
stabilizator in lopatice propelerja. Parametri, ki opisujejo aerodinamični profil so 
prikazani na sliki 3.4 za primer krila. 
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Slika 3.4:  Parametri krila 
 
b  -razpon krila 
S -površina krila 
AR -razmerje površine krila (b^2/S) 
croot -globina krila na prijemališču 
ctip -globina krila na konici 
λ  -razmerje globine krila (ctip/croot) 
c/4 -dolžina po 25% globine na prednji rob 
Δ  -V-lom krila (dihedral) 
Λ -puščica krila (sweep) 
Ι  -nastavni kot (incidence) 
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3.3  Trup 
Okno za oblikovanje trupa se nahaja v meniju "Standard > Fuselage". Na vrhu se 
nahajajo trije zavihki, ki so prikazani na sliki 3.5. Prvi je namenjen kreiranju prečnih 
prerezov iz katerih Plane Maker sestavi trup. Drugi zavihek prikazuje trup letala v 
treh različnih pogledih. In sicer pogled od spodaj, zgoraj in iz strani. Iz teh pogledov 
si lažje predstavljamo tridimenzionalno razporeditev točk, ki sestavljajo prečne 
prereze. Zadnji zavihek je podoben prejšnjemu, le da prikazuje pogled na trup od 
spredaj in zadaj. 
 
Slika 3.5:  Zavihki 
Zavihek prečnih prerezov (Section) vsebuje štiri podokna: podatki trupa (body 
data), podokno polovičk prečnih prerezov (cross-sections), lokacija trupa (body 
location) in teksture trupa (body texture). Zadnja dva sta za nas neuporabna, zato v 
nadaljevanju ne bosta omenjena. 
V podoknu podatki trupa na sliki 3.6 se definira število prečnih prerezov 
(number stations). Pri načrtovanju ima uporabnik proste roke in se lahko odloči za 
poljubno število, le da to ne preseže 20. Vsaka polovička prečnega prereza je 
sestavljena iz točk (number radii/side). Uporabnik lahko izbere pet do devet točk za 
polovico prečnega prereza. Za vsako letalo, ki ima trup bolj kompleksne oblike, je 
priporočljiva uporaba maksimalnega števila točk. Radij telesa (body radius) definira 
povečavo, ki je uporabljena za prikaz točk in prečnih prerezov. Zadnja nastavitev je 
koeficient upora telesa gleda na čelno površino (body coeff of drag).  
 
Slika 3.6:  Podatki trupa 
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Podokno polovičk prečnih prerezov na sliki 3.7 prikazuje prečne prereze 
Cessne. Puščica 1 določa oddaljenost prečnega prereza po dolžinski osi od 
referenčne točke. Na delu oštevilčenim z 2 je karo mreža na kateri se nahaja devet 
točk, definiranih v podoknu podatki trupa. Te tvorijo polovico prereza trupa gledano 
na ravnino med bočno in višinsko osjo. Vsako točko lahko premikamo z miško ali pa 
ji določimo odmik po bočni osi (puščica 3) in odmik po vertikalni osi (puščica 4). 
Gumba kopiraj (copy) in prilepi (paste) se lahko uporabita za dupliciranje prečnih 
prerezov. Gumb elipsa (ellipse) samodejno razporedi točke prereza v eliptično 
obliko, kar je uporabno pri načrtovanju letal, ki imajo trup valjaste oblike. Gumb 
vstavi (insert) med želena prereza vstavi dodatni prerez. 
 
Slika 3.7:  Polovičke prečnih prerezov 
Zavihek vrh/dno (Top/Bottom) na sliki 3.8 prikazuje prečne prereze "sešite" 
skupaj iz treh zornih kotov. Pri načrtovanju trupa si pomagamo s sliko 3.1, ki jo 
ustrezno obdelamo in uvozimo v Plane Maker. To storimo z gumboma naloži sliko 
zgornjega pogleda (load top background bitmap) in naloži siko stranskega pogleda 
(load left background bitmap) na sliki 3.8 označeno z 1. Točke, ki sestavljajo prečne 
prereze nato premaknemo na ustrezno mesto, ki se čim bolje prilega obliki trupa. 
Pogleda vrh (top) in dno (bottom) sta po polovici simetrična, ker je na vsakem 
prikazana le polovica točk, ki sestavljajo polovičko prečnega prereza. Zato se vsaka 
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sprememba v poziciji točke na zgornjem delu odraža kot enaka sprememba na 
spodnjem delu in obratno. Z gumboma poravnaj prerez vertikalno (reset this section 
to vertical) in poravnaj vse prereze vertikalno (reset all sections to vertical) 
označeno s številko 2, poravnamo prerez(e) glede na odmik po dolžinski osi. 
 
Slika 3.8:  Pogledi na trup 
3.4  Aerodinamični profili 
Aerodinamični profili se definirajo v oknu "Standard > Wings". Na zgornjem delu 
okna se nahajajo zavihki različnih tipov profilov. Uporabniku so na voljo štiri ločena 
krila, višinski in dva smerna stabilizatorja. V kolikor je letalo kompleksnejše oblike 
in izdelava iz teh profilov ni mogoča, se lahko doda elemente z oknom "Standard > 
Misc Wings". Ker za letalo Cessna 172 niso na voljo vsi podatki, je za začetek 
priporočljivo, da se na podoben način, kot pri izdelavi trupa uvozi slike značilnih 
pogledov. S pomočjo slik si boljše predstavljamo oblike, velikost in lokacije 
profilov. 
 Vmesnik za izgradnjo profila je identičen za vse tipe. Razdeljen je na dve 
podokni, glej sliko 3.9. V zgornjem podoknu se definira veličine, ki določajo fizično 
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obliko. Razpon krila se določi s polovično dolžino (semi-length), ki pa ni enaka 
razponu kril. Dejanska vrednost na sliki 3.4 je c/4. Širina krila se določi na 
prijemališču in konici (root, tip chord). Puščica in V-lom krila se poda v stopinjah. V 
podoknu lastnosti elementa (elemement specs) se določi število segmentov, ki 
sestavljajo krilo. Vsak segment se obnaša kot samostojna enota na katero lahko 
"pripnemo" eno ali več kontrolnih površin. Nastavni kot (incidence) določa za koliko 
stopinj je aerodinamični profil rotiran okoli lastne bočne osi. 
Pogosto so krila kompleksnejše oblike, zato celote ne moremo opisati le z enim 
elementom. V tem primeru se poslužimo "zlaganja" večjega števila elementov v 
celoto. Za primer vzemimo krilo Cessne 172 na sliki 3.10. Krilo razdelimo na tri 
dele. Element 1 je pravokotne oblike z enakima dolžinama croot in ctip, ki je enaka 
5,33 ft. Na celotnem delu se nahajajo zakrilca (flaps), zato jih dodamo na vse 
segmente. Element 2 je na prijemališču croot enak prejšnjemu, na koncu pa je 
približno enak 3,71 ft. Po celotnem elementu se nahajajo krilca (ailerons). Zadnji 
element, ki zajema le en segment je zaključek krila, ki ima negativno ukrivljenost. 
Podobno kot smo zgradili krilo se naredi še za smerni in višinski stabilizator. 
 
Slika 3.9:  Definicija profila 
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Slika 3.10:  Sestava krila 
3.5  Krmilne površine 
Do sedaj so bila pogovorna okna opisana dokaj podrobno. Zaradi obsega celotne 
funkcionalnosti, ki jo je moč določiti bo v nadaljevanju marsikateri del izpuščen. V 
prejšnjem poglavju smo določili lokacijo kontrolnih površin. Na ustreznih mestih na 
krilu smo definirali krilca in zakrilca. Poleg kril se kontrolne površine nahajajo še na 
smernem in višinskem stabilizatorju. Smerni stabilizator vsebuje smerno krmilo 
(rudder) na višinskem stabilizatorju pa se nahaja višinsko krmilo (elevator). 
 Kontrolne površine se definirajo v oknu "Standard > Control Geometry". 
Slika 3.11 prikazuje parametre za definicijo krilca. Z rdečo obrobo sta označena 
parametra, ki določata delež krilca glede na celotno površino. Prvi parameter 
predstavlja razmerje dolžine krilca na notranjem robu proti croot elementa 2 na sliki 
3.10, drugi pa razmerje dolžino krilca na zunanjem robu proti ctip. Z modro sta 
obarvana parametra, ki določata maksimalen odklon v obe smeri. Na enak način se 
definira višinsko in smerno krmilo. 
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Slika 3.11:  Parametri krilca 
Izdelava zakrilc zahteva malo več korakov. Površina se prav tako definira kot 
razmerje glede na velikost elementa na katerem se nahaja. Zakrilca delujejo v več 
stopnjah, med katerimi menjamo glede na tip leta (vzlet, pristanek, potovalni let). Na 
sliki 3.12 obarvano z rdečo smo definirali štiri stopnje, ki se med sabo razlikujejo po 
naklonu zakrilca. Čas spusta zakrilca (flap def time) pove koliko časa preteče, da se 
zakrilce premakne iz ničlne lege do maksimalnega odklona in obratno. Na delu 
obarvano z modro lahko izbiramo med šestimi različnimi tipi zakrilc. Vsak tip 
zakrilc spremeni dinamiko aerodinamičnega profila na katerem se nahaja. Parametri 
označeni z zeleno obrobo prikazujejo vpliv zakrilca na vzgon, upor in navor profila 
na katerem se nahaja. Plane Maker jih izračuna glede na tip, velikost in maksimalen 
odklon. 
 
 
Slika 3.12:  Parametri zakrilca 
3.6  Podvozje 
Podvozje se zgradi z oknom, ki se nahaja na "Standard > Landing Gear". Letala 
uporabljajo različne konfiguracije koles. Te variirajo od samostojnih enot, do 
različnih vzporednih in zaporednih kombinacij parov koles.  Pozicija vsakega kolesa 
je definirana glede na referenčno točko. Potrebno je določiti dimenzije gume ter 
dodatne funkcije, ki jih lahko podvozje izvaja. Uporablja se za krmiljenje in 
zaviranje letala po pristanku. Nekatera letala z zložljivimi kolesi uporabljajo vratca, 
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ki skrijejo kolesa kot zračne zavore. Cessna ima na kolesih blatnike (fairings), ki 
zmanjšujejo zračni upor. 
Na sliki 3.14 je prikazan zavihek lokacija podvozja (Gear Loc), kjer se 
definirajo podatki, ki določajo podvozje. Z rdečo označen stolpec, opisuje zadnji 
desni element podvozja na Cessni. Na vrhu se nahaja seznam (gear type), kjer 
določimo tip podvozja. Naslednji trije parametri določajo lokacijo izhodiščne točke 
elementa glede na referenčno točko letala. Izhodiščna točka elementa, je odvisna od 
načina definicije. Če ima element definirano le kolo, se center kolesa postavi na 
definirano lokacijo. V primeru, ko poleg kolesa definiramo še nosilec na katerega je 
to pritrjeno, vidno na sliki 3.13, se za izhodiščno točko elementa privzame del 
nosilca, ki se dotika trupa. 
 
Slika 3.13:  Element podvozja 
 
 Sledi četverica parametrov, ki določa naklon nosilca po dolžinski in bočni 
osi v iztegnjenem in skrčenem stanju. Če letalo nima zložljivega podvozja se definira 
le naklone iztegnjenega stanja. Dolžino nosilca kolesa določimo v okencu "leg 
length". Naslednji par parametrov določa dimenzije kolesa. Kolo se definira z 
radijem in polovično širino. Kolo namenjeno usmerjanju, se nahaja na nosu ali repu 
letala. Maksimalen kot, ki ga to kolo doseže se nastavi v okencu vodenje sprednjega 
kolesa (n-w steering). Sledi polje "retract axis strut compres", kjer v primeru 
zložljivega podvozja lahko definiramo rotacijo nosilca med dvigom koles. V polju 
"cycle time" pa definiramo čas, ki je potreben za premik koles iz iztegnjenega v 
zloženo stanje in obratno. Na dnu stolpca se nahajajo štiri potrditvena polja. Prvo 
polje določa, če se element podvozja uporablja za zaviranje. Zgornje desno polje 
določa, če je kolo vrtljivo (castor). Tretje polje definira ali je podvozje zložljivo. 
Zadnje polje pa določa, če je okoli kolesa nameščen blatnik. 
Aerodinamične okrove/blatnike (fairings) se zgradi v oknu "Standard > 
Wheel Fairings/Skids". Izhodiščna točka blatnika je postavljena v center kolesa. 
Drugače je izgradnja identična postopku izgradnje trupa opisanem v poglavju 
3.3  Trup.  
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Slika 3.14:  Parametri elementa podvozja 
3.7  Motor in propeler 
Okno za definicijo motorjev se nahaja v meniju "Standard > Engine Specs". 
Uporabili bomo zavihka opis (Description) in lokacija (Location). 
 V zavihku opis se nahajajo štiri podokna: splošne specifikacije motorja 
(general engine specs), specifikacije propelerskega motorja (prop engine specs), 
specifikacije reaktivnega motorja (jet engine specs) in specifikacije raketnega 
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motorja (rocket engine specs). Glede na tip motorja na letalu se izpolni pripadajoče 
podokno. V primeru Cessne bomo uporabili podokno za definicijo propelerskega 
motorja slika 3.15. Tu določimo moč motorja (maximum power), ter maksimalne 
dovoljene obrate (redline). Maksimalna moč motorja se privzame na višini morja pri 
standardni temperaturi in gostoti zraka. 
 
Slika 3.15:  specifikacije propelerskega motorja 
Zavihek lokacija vsebuje podokno splošnih specifikacij motorja (general 
engine specs), ki je prikazano na sliki 3.16. Število in tip motorjev se določi v vrstici 
označeni z rdečo barvo. Izbiramo lahko med motorjem z uplinjačem, direktnim 
vbrizgom, turbinskim, električnim, reaktivnim in raketnim tipom. V našem primeru 
bo uporabljen motor z uplinjačem. V okencu označenem z modro definiramo število 
propelerjev, njihov tip, število lopatic in smer vrtenja propelerja. Lokacija (glede na 
referenčno točko) in orientacija propelerja se določi na delu obarvanem z zeleno. 
Dimenzije propelerja (rumeno) definiramo s premerom in dolžinama croot in ctip v 
inčih. Za propeler Cessne ni bilo nobenih podatkov razen premera. Zato sta ctip in 
croot izmišljena. Enako velja za nastavni kot lopatic, to naredimo z oceno števila 
vrtljajev propelerja in hitrostjo zračnega toka čez propeler (označeno s črno). Plane 
Maker nato sam optimizira propeler ter določi nastavni kot. 
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Slika 3.16:  Splošne specifikacije motorja 
3.8  Mase, težišče in rezervoarji 
Okno za definicije mas in težišča se nahaja v meniju "Standard > Weight & 
Balance". Maso in težišče določimo v zavihku "Weight & Balance", rezervoarje pa 
definiramo v zavihku "Tanks". 
 Težišče se določi z odmiki od referenčne točke po dolžinski in vertikalni osi. 
O lokaciji težišča ni bilo na voljo nobenih podatkov, zato se poslužimo ugibanja in 
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postavimo težišče "nekam" med osi koles in v sprednjo polovico kril. Slika 3.17 
prikazuje podokno za definicijo težišča. V zgornji vrstici določimo odmik težišča po 
dolžinski osi. Prvi parameter določa maksimalni premik težišča proti nosu letala, ko 
je letalo nagnjeno naprej (θ < 0). Drugi določa težišče v ravnovesnem stanju (θ = 0) 
in zadnji določa maksimalni premik težišča proti repu letala (θ > 0). Spodnji 
parameter določa odmik težišča po vertikalni osi. 
 
Slika 3.17:  Težišče letala 
Mase letala definiramo v podoknu "Weights", glej sliko 3.18. Za Cessno bomo 
določili le maso praznega letala (empry weight), maso goriva (fuel load) in 
maksimalno maso pri kateri lahko letalo še vzleti (maximum weight). 
 
Slika 3.18:  Mase 
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Določimo še rezervoarja, ki ju ima Cessna v krilih. Slika 3.19 prikazuje 
podokno katerega parametri določajo lastnosti rezervoarja. Na levi strani vnesemo 
razmerje celotne mase goriva, ki se nahaja v posameznem rezervoarju. Desno zgoraj 
definiramo lokacijo težišča rezervoarja glede na referenčno točko. Spodnji parameter 
pa določa pritisk črpale za gorivo. Če ima več rezervoarjev enako vrednost črpalke se 
ti praznijo enakomerno. V nasprotnem primeru se tisti z višjo vrednostjo izprazni 
prvi. 
 
Slika 3.19:  Parametri rezervoarja 
 
3.9  Izdelava tekstur 
Izgled letala lahko izboljšamo z dodajanjem tekstur. Plane Maker to stori z 
"ovijanjem" 2D izvorne slike okoli zgrajenega 3D modela letala. Izvorna slika sestoji 
iz območij, kjer vsako določa teksturo za različen element leta. V meniju "Expert > 
Visual Texture Regions" odpremo okno, ki ga prikazuje slika 3.20, kjer določimo iz 
katerega dela izvorne slike bo Plane Maker zajemal teksture za določen del letala. 
Zavihki na zgornjem delu slike, ki so označeni z rdečim pravokotnikom prikazujejo 
elemente letala, na katere lahko napnemo teksture. To so vsi fizično vidni deli, kot na 
primer trup, krila in podobno. Z zelenim pravokotnikom so označeni deli letala, ki se 
nahajajo na našem modelu in ustrezajo kriterijem izbranega zavihka. Predhodno smo 
definirali tri dele kril, višinsko in smerno krmilo, ki jim sedaj lahko določimo izgled. 
Elementi se delijo na dva dela: zgornji in spodnji ali levi in desni, odvisno od tipa 
elementa. Z rumenim pravokotnikom je označeno izbirno polje, kjer izberemo katero 
polovico elementa želimo urejati. Desni del slike predstavlja področje izvorne slike, 
ki bo uporabljena kot vir tekstur. Na njej se nahaja rdeč pravokotnik, ki določa 
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območje na izvorni sliki, ki bo uporabljeno za zajem tekstur za zgornji del krila 1 
(WING 1). V rumenem pravokotniku nato označimo drugo izbirno polje, ki se 
uporabi za določitev mej spodnjega dela krila 1. Z gumbom (RESET BOTTOM/LEFT 
TO SAM AS TOP/RIGHT TEXTURE) lahko postavimo območje zajema tekstur za 
spodnji del krila 1 na isto mesto kot ga ima zgornji del, tako bosta teksturi zgornjega 
in spodnjega dela krila enaki. Lahko pa uporabimo drugo mesto na izvorni sliki in s 
tem priredimo različni teksturi. Na podoben način določimo območje zajema tekstur 
za vsak element posebej. 
 
Slika 3.20:  Določanje mej za zajem tekstur 
 V kolikor na območju namenjenem zajemu tekstur zmanjka prostora, je 
možno dodati dodatno izvorno datoteko. To storimo z uporabo potrditvenega polja 
(use second texture) v zelenem pravokotniku slike 3.20. Obe izvorni datoteki se 
nahajata v isti mapi, kjer je shranjen model letala. Poimenovani sta kot [ime ACF 
datoteke]_paint.png in [ime ACF datoteke]_paint2.png. 
 Datoteki generiramo v meniju "Special > Output Texture-Map Starting 
Points". Osvežitev tekstur po urejanju izvornih datotek pa naredimo v meniju 
"Special > Reload Textures". 
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4  Pregled UDP komunikacije v X-Plane 
V tem poglavju bo opisan pregled prejemanja in oddajanja podatkov, ki ga omogoča 
vmesnik vgrajen v simulator X-Plane. Za prenos podatkov v lokalnem omrežju 
(LAN) X-Plane uporablja UDP protokol. Z uporabo UDP komunikacije dobimo 
dostop do dveh podatkovnih struktur na sliki 4.1. Podatkovni niz (DataSet) je 
"manjša" struktura, ki vsebuje nekaj sto podatkov. Omogoča hitrejšo in nastavljivo 
hitrost komunikacije. Podatkovne reference (DataRef) pa vsebujejo več tisoč 
podatkov. Slabost podatkovnih referenc je nižja in ne nastavljiva hitrost 
komunikacije. Komunikacijski vmesnik lahko uporablja tudi serijsko komunikacijo, 
ki pa ne bo opisana v tem delu. 
Obe strukturi se lahko uporabi za realizacijo vhodnih in/ali izhodnih paketov 
med simulatorjem X-Plane in poljubnim programom, ki je kompatibilen z UDP 
protokolom  in s podatkovno strukturo paketa. 
 
Slika 4.1:  Podatkovni strukturi 
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4.1  Nastavitve 
Vse nastavitve potrebne za uspešno vzpostavitev komunikacije se nahajajo v meniju 
glavnega okna simulatorja. Na sliki 4.2 je prikazan meni, okni podatkovni vhodi in 
izhodi (Data Input & Output) in mrežne povezave (Net Connections) označeno z 
rdečo. V oknu podatkovni vhodi izberemo, katero podatkovno strukturo in 
parametre, ki bodo aktivni pri izvedbi komunikacije. Okno internetne povezave pa 
omogoča nastavitev IP naslovov in vrat preko katerih teče komunikacija. 
 
 
Slika 4.2:  Mrežne nastavitve 
 
Okno podatkovni vhodi in izhodi vsebuje štiri zavihke, ki so prikazani na sliki 
4.3. Zavihka podatkovni niz (Data Set) in podatkovne reference-izhod (Dataref-Out) 
se uporabita za izbiro podatkovne strukture. Zavihek pregled podatkov (Data See) 
omogoča prikaz grafov, ki prikazujejo časovni potek parametrov iz strukture 
podatkovni niz. Zavihek test leta (Flight-Test) prav tako prikazuje časovne grafe 
določenih veličin. Zavihka test leta in pregled podatkov ne vplivata na izvedbo 
komunikacije, zato ne bosta podrobneje opisana. 
 
Slika 4.3:  Zavihki okna podatkovni vhodi in izhodi 
Zavihke okna mrežne povezava prikazuje slika 4.4. Tu bomo uporabljali le 
zavihek podatki (Data), kjer se nastavijo mrežne nastavitve za prenos podatkov. 
Ostali zavihki, gledano z leve proti desni se uporabljajo za "večigralsko" izvedbo 
simulacije, povezavo večjega števila računalnikov za prikaz več zaslonskega 
simulatorja, realizacijo instruktorske postaje in povezavo z izdelki podjetja Apple. 
 
Slika 4.4:  Zavihki okna mrežne povezave 
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4.1.1  Nastavitve podatkovnega niza 
Okno, ki vsebuje nastavitve podatkovnega niza se nahaja v meniju "Settings > Data 
Inputs & Outputs > Data Set". Prikazano je na sliki 4.5. 
 
Slika 4.5:  DataSet 
  Na zgornjem desnem delu slike so z rdečim pravokotnikom označena polja s 
katerimi določimo cilj toka podatkov. Podatke lahko pošiljamo v mrežo (internet), 
zapisujemo na trdi disk (disk file), prikažemo grafično (graphical) v zavihku pregled 
podatkov, lahko pa se izpisujejo na straneh glavnega simulacijskega okna (cockpit 
display). Gumb počisti vse (clear all) pobriše vsa izbrana polja v glavnem delu okna 
podatkovnega niza. V tem delu okna se nahaja 134 nizov, ki so grupirani glede na 
vrsto vsebovanih parametrov. Oštevilčeni so z indeksi, ki se gibljejo od 0 do 133. Na 
delu slike 4.5, ki je označen z modrim pravokotnikom se nahajajo trije nizi. Ti 
vsebujejo parametre povezane s časom. Vsak niz vsebuje do osem parametrov. Na 
levi strani je indeks podatkovnega niza, sledijo štiri potrditvena polja, ta sovpadajo s 
polji rdečega pravokotnika. Če na primer v rdečem pravokotniku obkljukamo prvo 
polje in enako storimo za poljuben indeks, bodo parametri tega indeksa poslani v 
lokalno omrežje. Zelen pravokotnik označuje parametra s katerima nastavimo hitrost 
osveževanja UDP paketov za lokalno komunikacijo in hitrost zapisovanja na disk. 
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Potrditvena polja v rumenem pravokotniku so namenjena detajlnem prikazu 
dogajanja na aerodinamičnih profilih in propelerju. Zaradi večjega števila 
parametrov so ti podatki na voljo le za prikaz v glavnem simulacijskem oknu. 
 
4.1.2  Nastavitve podatkovnih referenc 
Podatkovne reference, ki jih želimo pošiljati preko lokalnega omrežja izberemo v 
oknu "Settings > Data Inputs & Outputs > Dataref-Out". Okno prikazuje slika 4.6. Z 
rdečim pravokotnikom je označeno polje, ki deluje kot filter za iskanje ustrezne 
podatkovne reference. Pod filtrom se nato izpišejo reference, ki ustrezajo iskanim 
pogojem. Z modro je označena referenca zemljepisne dolžine. Gumb piši (WRITE) jo 
doda v okno zapis podatkovnih referenc (Datarefs to Write). Reference v tem oknu 
se zapišejo v UDP paket kot tekst (string). Iz okna jih lahko odstranimo z gumbom 
izbriši (DELETE). Pomembno je vedeti, da vrstni red referenc v oknu zapis 
podatkovnih referenc predstavlja tudi vrstni red podatkov v UDP paketu. Vstavljanje 
nove reference se vedno izvede na dno seznama, pri čemer z izjemo brisanja ni 
možnosti naknadnega urejanja. Potrditveno polje označeno z zelenim pravokotnikom 
vklopi ali izkopi pošiljanje paketa na določena IP naslov in vrata.   
 
Slika 4.6:  Podatkovne reference 
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4.1.3  Nastavitve vrat in IP naslovov 
Za uspešno vzpostavitev komunikacije v simulatorju X-Plane je potrebno nastaviti še 
IP naslove in vrata. Okno, kjer to storimo se nahaja na "Settings > Net Connections 
> Data", prikazuje ga slika 4.7. Z rdečim pravokotnikom je v zgornji vrstici 
označena IP naslov računalnika na katerem je nameščen X-Plane. Srednja vrstica 
vsebuje informacijo o IP naslovu na katerega je bil paket poslan, pretečenem času od 
zadnjega uspešnega pošiljanja in uspešnosti opravljene operacije. Če so vrata, ki jih 
definiramo za pošiljanje paketa že v uporabi se pošiljanje ne izvede. Prav tako pride 
do napak v primeru nepopolnega IP naslova ali v primeru, ko računalnik uporablja 
dinamičen IP naslov in ta ni nastavljen s strani DHCP strežnika. Zadnja vrstica 
opisuje status na vratih, ki sprejemajo pakete. Vsebuje informacijo o IP naslovu s 
katerega je bil paket sprejet, času sprejema in tipu sprejetega paketa.  
 
Slika 4.7:  Vrata in IP naslovi 
Na delu označenim z modrim pravokotnikom obkljukamo potrditveno polje, 
če želimo, da X-Plane pošilja podatke v lokalno mrežo. Zraven se nahajate še dve 
polji, kamor vnesemo IP naslov in vrata naprave, kateri so podatki namenjeni. V 
kolikor želimo poslati podatke na isti računalnik, kjer se nahaja X-Plane uporabimo 
naslov 127.0.0.1.  
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V pravokotniku označenem z zeleno določimo vrata na katerih X-Plane 
sprejema podatke. Ob namestitvi so privzete nastavitve vrat v območju 49000 do 
49002, ki jih lahko uporabnik spremeni v kolikor je to potrebno. 
4.1.4  Komunikacijski dnevnik 
X-Plane vsebuje tudi dnevnik, s katerim dobimo informacijo o dogajanju na 
komunikacijskem vmesniku. Upravljanje z dnevnikom omogoča okno podatki (Data) 
in sicer potrditveno polje (dump net data to log.txt), ki se nahaja v meniju "Settings > 
Operations & Warnings". V mapi kjer je nameščen X-Plane se ustvari datoteka 
log.txt. Ta poleg komunikacijskega dnevnika na sliki 4.8 vsebuje še druge splošne 
podatke.  
 
Slika 4.8:  Primer zapisa v log.txt 
4.2  Tipi UDP paketov 
X-Plane uporablja različne tipe UDP paketov. S tipom paketa je določena funkcija, 
ki jo le-ta opravlja. V tem podpoglavju bodo podrobneje opisani paketi, ki dajejo 
možnost interakcije s podatkovnima strukturama v simulatorju X-Plane. Vir: 
dokumentacija X-Plane [9]. 
4.2.1  DATA 
Paket DATA se uporablja za delo s podatkovno strukturo podatkovni niz. Struktura 
paketa je enaka za izhodne in vhodne podatke in je prikazana v tabeli 4.1 in sliki 4.9. 
Začetni del paketa je glava, kjer se definira tip paketa. Vsebuje pet bajtov, kjer vsak 
bajt predstavlja desetiško številko ASCII znaka (DATA@). Indeksni del sestavljajo 
štirje bajti, kjer prvi določa indeks podatkovnega niza. Ostali trije bajti so vedno 
enaki nič. Podatkovni del vsebuje podatke o osmih parametrih. Vsak parameter 
zaseda štiri bajte, kar pomeni enojno natančnost (single/float). Če podatkovni niz 
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vsebuje manj kot osem parametrov ostane struktura podatkovnega dela enaka, le 
mesta kjer se nahajajo neuporabljeni parametri imajo ASCII vrednost nič. V kolikor 
želimo poslati ali sprejeti več podatkovnih nizov se paket poveča za želeno število 
indeksnih in podatkovnih delov. Tako je velikost paketa enaka enačbi (4.1), kjer je n 
število uporabljenih podatkovnih nizov. 
 
                            (4.1) 
 
glava indeks podatkovni del indeks podatkovni del 
68-65-84-65-64 11-0-0-0 146-217-191-56;52-131-89-183;… 12-0-0-0 252-163-78-63;… 
Tabela 4.1:  Paket DATA 
 
Slika 4.9:  Struktura indeksnega in podatkovnega dela paketa DATA za eno sekvenco 
 
4.2.2  DREF 
Za dostop do podatkovne strukture podatkovnih referenc se uporabi paket DREF. 
Struktura paketa se razlikuje glede na smer pošiljanja. Če X-Plane pošilja podatke je 
struktura paketa enaka prikazani v tabeli 4.2. Vklop pošiljanja podatkovnih referenc 
v X-Plane je bil prikazan na slikah 4.6 (zelen pravokotnik) in 4.7 (moder 
pravokotnik). Vrsta paketa je na začetku definirana z glavo (DREF@). Nato sledi 
podatkovni del, ki se začne z znakom "$", ki mu sledijo podatki v tekstovni obliki 
(string), ločeni z vejico. Zaporedje poslanih podatkov je enako vrstnemu redu 
referenc v oknu zapis podatkovnih referenc na sliki 4.6. Velikost paketa je odvisna 
od števila podatkovnih referenc, spreminja pa se tudi z vrednostjo poslanih 
parametrov.  
 
glava podatkovni del 
DREF@ $0.0092,0.0025,0.0000,-0.0001,-0.0000,359.9602,-0.0000,0.0040,-4239.6784,-25808.9552, 
Tabela 4.2:  Struktura poslanih podatkov DREF 
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Paket, ki se uporabi za sprejem podatkov prikazuje tabela 4.3. Paket ima 
konstantno velikost 509 bajtov. Glava je identična predhodnem paketu. Vrednost, ki 
jo želimo prirediti podatkovni referenci v simulaciji zaseda 4 bajte (single/float) in je 
enaka podatkovnemu zapisu paketa DATA. Sledi ime reference, ki jo želimo 
spremeniti. Ta se zaključi z znakom NULL (ASCII vrednost 0). Za zapolnitev paketa 
je potrebno vse neuporabljene bajte postaviti na znak presledka (ASCII vrednost 32).  
X-Plane vedno "posluša" na vratih, ki so namenjena sprejemu podatkov, zato ni 
potrebno predhodno ničesar nastaviti. 
 
glava podatkovni del naslov reference zapolnitev paketa 
DREF@ vrednost (4 bajt) sim/flightmodel/position/local_x+NULL …32-32-32-32-32-32-32-32 
Tabela 4.3:  Struktura sprejetih podatkov DREF 
Seznam podatkovnih referenc, ki vključuje ime reference, opis vrednosti, 
vhodne lastnosti, enoto in opis reference je dostopen na spletu [8]. Slika 4.10 
prikazuje opis vektorja podatkovnih referenc s spletnega seznama, ki določajo "gas" 
motorjev 
 
Slika 4.10:  Opis podatkovne reference 
 
4.2.3  VEH1 
Letalo lahko premikamo z uporabo paketa VEH1. Zgradba paketa je prikazana v 
tabeli 4.4. Glava vsebuje pet bajtov z definicijo paketa. Struktura podatkovnega dela 
je prikazana na sliki 4.11. Indeks je celoštevilskega tipa (integer) in določa na katero 
letalo se nanaša podatkovni del. Uporabnikovo letalo ima številko 0. Lokacija se 
določi z zemljepisno širino, dolžino in nadmorsko višino v metrih, vse v dvojni 
natančnosti (double). Orientacija letala se poda z Eulerjevimi koti v stopinjah, ki so 
podani z enojno natančnostjo. Parametri vizualizacije so prav tako podani z enojno 
natančnostjo in zajemajo premike podvozja letala, zakrilc in smer potiskov motorjev, 
v kolikor ti niso fiksni.  
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 Ob sprejemu paketa VEH1 X-Plane preveri razliko med trenutno lokacijo in 
lokacijo podano v paketu. V kolikor je napaka "velika" prestavi letalo direktno na 
lokacijo določeno v paketu. Ob "majhni" napaki, pa izračuna nekakšno interpolacijo 
in skuša leteti letalo med trenutno lokacijo in točko podano v paketu. 
 
glava podatkovni del 
VEH1@ indeks lokacija orientacija vizualizacija 
Tabela 4.4:  Paket VEH1 
 
Slika 4.11:  Struktura podatkovnega dela VEH1 
 
4.2.4  RREF 
Enako kot paket DREF tudi paket RREF nudi dostop do podatkovnih referenc. 
Paketa se razlikujeta v tem, da pri RREF ni potrebno nastaviti vrat in naslova na 
katerega bo X-Plane pošiljal podatke. X-Plane namreč pošlje paket na naslov in vrata 
s katerih je dobil zahtevo. Zahtevo postavimo, ko X-Plane sprejme paket v tabeli 4.5. 
Zgradbo paketa brez glave prikazuje slika 4.12. Celoštevilski vrednosti določata 
frekvenco v Hz s katero bo X-Plane oddajal pakete in indeks. Indeks se ne nanaša na 
nobeno podatkovno strukturo. Je le poljubna številka, s katero identificiramo podatek 
v primeru sprejemanja več podatkovnih referenc. Zadnji parameter določa ime 
reference, ki se zaključi z znakom NULL in je tekstovnega tipa. Če je podatkovna 
referenca vektor z več elementi, se med ime in znak NULL vrine številka vektorja v 
oglatih oklepajih. 
 
glava frekvenca indeks naslov reference 
RREF@ Hz celoštevilska vrednost sim/flightmodel/position/local_x+NULL 
Tabela 4.5:  Paket RREF s katerim postavimo zahtevo 
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Slika 4.12:  Struktura paketa RREF za postavitev zahteve brez glave 
Ko X-Plane dobi zahtevo, začne oddajati pakete. Glava paketov ima vrednost 
RREF@. Struktura paketa se nahaja v tabeli in na sliki 4.13, kjer je celoštevilski del 
indeks, ki smo ga določili v paketu s katerim smo postavili zahtevo. Vrednost 
podatkovne reference pa dobimo podano z enojno natančnostjo. 
 
glava indeks vrednost 
RREF@ celoštevilska vrednost enojna natančnost 
Tabela 4.6:  Oddani paket RREF 
 
Slika 4.13:  Oddani paket RREF brez glave 
 
4.2.5  Ostali tipi paketov 
X-Plane omogoča uporabo številnih drugih paketov, ki niso bili omenjeni. Glava in 
kratek opis le-teh sta podana v tabeli 4.7. 
 
glava opis 
VEHA podobno kot VEH1 le za več letal 
CMND pošlje ukaz 
DSEL/USEL izbere/pobriše podatkovne nize za pošiljanje 
DCOC/UCOC izbere/pobriše podatkovne nize za prikaz v glavnem simulacijskem oknu 
MOUS simulira klik miške na določeni lokaciji 
CHAR simulira pritisk tipke na tipkovnici 
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MENU izbere objekt v meniju 
SOUN predvaja glasbeno datoteko wav 
LSND/SSND začne/preneha predvajati wav datoteko s ponavljanjem 
FAIL pokvari izbrani sistem v letalu 
RECO popravi izbrani sistem v letalu 
PAPT postavi letalo na izbrano letališče 
ACFN odpre izbrano letalo 
OBJN izriše izbrani objekt 
OBJL izriše izbrani objekt na določeni lokaciji 
ISET na daljavo spremeni mrežne nastavitve 
Tabela 4.7:  Neopisani tipi paketov 
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5  Izmenjava podatkov med X-Plane in Matlab-Simulink 
S pomočjo podatkov predstavljenih v poglavju 4  Pregled UDP komunikacije v X-
Plane bomo izdelali bloke, ki bodo skrbeli za izmenjavo podatkov med simulatorjem 
X-Plane in okoljem Simulink, ki je del programa Matlab. Programska koda s katero 
bo določeno obnašanje blokov bo napisana v programskem jeziku C/C++. Vsebovala 
pa bo tudi metode in funkcije, ki so del Matlaba. Za izgradnjo in testiranje bo 
uporabljena 64 bitna verzija Matlaba 2014b in 64 bitni Windows 7. 
Rezultat izgradnje komunikacije bodo štirje bloki. Dva sta namenjena vodenju 
letala, kjer simulacija teče znotraj simulatorja X-Plane, pri čemer Matlab-Simulink 
računa algoritme vodenja. Ostala dva bosta namenjena vizualizaciji leta. V tem 
primeru X-Plane služi le prikazu animacije leta, simulacija in vodenje pa se izvajata 
izven simulatorja. 
 
5.1  Izgradnja Simulink bloka 
Za izgradnjo bloka bomo uporabili Simulink blok S-Funkcija (S-Function). Blok za 
izvorno funkcijo sprejme MEX datoteko, ki jo dobimo s prevodom izvorne .cpp 
datoteke. Za uspešen prevod je potrebno predhodno namestiti enega izmed ustreznih 
prevajalnikov, ki so opisani v Matlabovi dokumentaciji [10]. Prevod prikazuje slika 
5.1 in ga izvedemo z MEX ukazom, ki mu sledi polno ime datoteke. Matlab nato v 
isti mapi generira istoimensko MEX datoteko, ki ima končnico .mexw64. 
 
Slika 5.1:  Prevod iz .cpp v .mex datoteko 
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V tem poglavju ne bo razložena celotna programska koda vsakega 
komunikacijskega bloka. Ampak bo predstavljen le princip njihovega delovanja ter 
funkcije in metode, ki so bile uporabljene pri izgradnji. Celotna programska koda 
vseh blokov je podana v dodatku. 
5.1.1  Matlabove metode in funkcije 
Vsaka MEX S-funkcija mora vsebovati določene metode, ki jih Simulink kliče 
tekom simulacije, ki vsebuje S-Funkcijo. Metode se izvršijo ob določenem času in v 
simulaciji izvedejo operacije, ki so tedaj potrebne. Seznam in opis metod je dostopen 
na Matlabovi spletni strani [11]. V tem delu bodo opisne le metode in funkcije, ki se 
bodo uporabile pri izgradnji komunikacijskih blokov. 
Informacija o sintaksi Matlabovih funkcij je dosegljiva na MathWorks spletni 
strani, kjer je na voljo celotna dokumentacija [12]. Funkcije, ki so uporabljene v 
programski kodi blokov prikazuje tabela 5.1. 
 
 
sintaksa opis 
ssSetNumSFcnParams(S,int_T nSFcnParams) definicija pričakovanega števila parametrov 
ssGetNumSFcnParams(S) vrne število pričakovanih parametrov 
ssGetSFcnParamsCount(S) vrne število parametrov bloka 
ssGetErrorStatus(S) vrne besedilo zadnje napake 
ssSetNumContStates(S, int_T n) definicija števila zveznih stanj 
ssSetNumDiscStates(S, int_T n) definicija števila diskretnih stanj 
ssSetNumInputPorts(S,int:T nInputPorts) definicija števila vhodov bloka 
mxGetNumberOfElements(const mxArray *pm) vrne število elementov vektorja 
mxGetString(const mxArray *pm, char *strlen, 
mwSize strlen ) 
pretvori vektor tipa mxArray v vektor tipa char 
ssGetSFcnParam(S, int_T index) vrne parameter bloka 
ssSetInputPortWidth(S, int_T port, int_T width) definicija širine vhoda 
mxGetScalar(const mxArray *pm) vrne kazalec na prvi element vektorja 
ssSetNumOutputPorts(S, int_T nOutPorts) definicija števila izhodov bloka 
ssSetOutputPortWidth(S, int_T port, int_T width) definicija širine izhoda 
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ssSetSampleTime(S, int_T st_index, time_T 
period) 
definicija periode časa vzorčenja 
ssGetInputPortRealSignalPtrs(S, int_T port) vrne kazalec na signal vhoda v blok 
ssGetOutputPortRealSignal(S, int_T port) vrne kazalec na signal izhoda bloka 
Tabela 5.1:  Uporabljene Matlabove funkcije 
 
 Opisali bomo šest metod. Časovno zaporedje izvrševanja metod prikazuje 
slika 5.2. Na začetku simulacije se izvrši inicializacija. Kliče se metoda 
mdlInitializeSizes. V tej metodi definiramo število parametrov, ki jih želimo dodeliti 
bloku, poleg tega pa določimo število vhodov in izhodov, ter njihovo širino. V 
metodi mdlInitializeSampleTime postavimo vrednost časa vzorčenja. Zadnja metoda, 
ki jo bomo uporabili v inicializaciji je mdlStart. Ta se izvede enkrat ob zagonu 
modela. Iz nje bomo klicali funkcijo, ki vzpostavi UDP komunikacijo s simulatorjem 
X-Plane. Po izvršitvi inicializacije simulacijska zanka teče le skozi metodi 
mdlOutputs in mdlOutputs in mdlUpdate. V mdlOutputs prejemamo pakete, ki nam 
jih pošlje X-Plane in jih pošiljamo na izhode bloka. Metoda mdlUpdates pa bere 
podatke na vhodih v blok in jih pošilja simulatorju X-Plane. Ob prekinitvi ali izteku 
simulacije, se izvrši metoda mdlTerminate, kjer prekinemo povezavo in izpišemo 
statistiko prejetih paketov. 
 
Slika 5.2:  Potek simulacije z vidika klicanja metod 
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5.1.2  C/C++ funkcije 
Z uporabo programskega jezika C/C++ dobimo dostop do funkcij, ki nam omogočijo 
vzpostavitev UDP povezave. Uporabili jih bomo tudi za ločitev tekstovnih 
parametrov in nastavitve časa čakanja na paket. Definicije funkcij so na različnih 
portalih dostopne na spletu. Uporabljene definicije bodo iz Microsoftovega MSDN 
[13] in Cplusplus portala [14].  
 Povezavo s strežnikom kreiramo z vtičem (socket). Ta se poveže z vtičem 
strežnika. Skupaj tvorita komunikacijski kanal preko katere teče komunikacija. Vtič 
definiramo s funkcijo socket, katere definicija je prikazana na sliki 5.3. Funkcija 
sprejme tri parametre celoštevilskega tipa. Parameter af določa družino naslovov 
(address family) v katero spada naš protokol. Uporabili bomo internetni protokol 
verzije 4 (IPv4), v programski kodi je to označeno z AF_INET ali s konstanto 2. 
Parameter type določa tip vtiča, v našem primeru UDP v programski kodi označen z 
SOCK_DGRAM ali s konstanto 2. Zadnji parameter protocol določa tip protokola. 
Tu bo uporabljena vrednost 0, ki ga avtomatično dodeli glede na izbrano naslovno 
družino in tip vtiča. Vir: spletni portal MSDN [15]. 
 
Slika 5.3:  Funkcija socket 
 Vtič namenjen sprejemu podatkov se obnaša kot strežnik. Posluša na lastnem 
naslovu in vratih, če je prispel paket. V poglavju 4.1.3  Nastavitve vrat in IP 
naslovov smo nastavili vrata in IP naslov na katerega X-Plane pošilja podatke. 
Povezavo vtiča z vrati in IP naslovom naredimo s funkcijo bind, katere definicijo 
prikazuje slika 5.4. Parameter s je vtič. Drugi parameter *name je kazalec na 
strukturo sockaddr_in, ki vsebuje podatke o IP naslovu, vratih in družini naslovov. 
Sintaksa sicer zahteva kazalec na strukturo sockaddr, ampak je koda izvedljiva tudi s 
strukturo sockaddr_in, kar velja tudi za vse naslednje omembe strukture sockaddr. 
Zadnji parameter pa je dolžina naslova v bajtih, na katero kaže kazalec *name. Vir: 
spletni portal MSDN [16]. 
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Slika 5.4:  Funkcija bind 
 Paket sprejmemo s funkcijo recvfrom. Definicija je prikazana na sliki 5.5. Če 
ne pride do napake funkcija vrne celoštevilsko vrednost, ki je enaka dolžini prejetega 
paketa v bajtih. V primeru napake pa vrne kodo napako, ki jo dobimo s klicem 
funkcije WSAGetLastError. Funkcija vsebuje šest parametrov. Vhodni parameter s je 
vtič, ki je bil s funkcijo bind vezan na določen naslov in vrata. Sporočilo, ki ga 
funkcija prejme se nahaja na naslovu določenim s kazalcem *buf in je dolžine len v 
bajtih. Sledi parameter zastavic flags, ki ga v našem primeru ne bomo uporabljali in 
bo enak 0. Zadnja dva parametra sta kazalca na naslov s katerega je bil paket sprejet 
in velikost naslova v bajtih, katerih vrednosti se nahajata v strukturi sockaddr. 
Funkcija recvfrom blokira izvajanje programske kode dokler ne dobi paketa, ki ga 
pričakuje na vtiču. Vir: spletni portal MSDN [17]. 
 
Slika 5.5:  Funkcija recvfrom 
 Definicija funkcije s katero pošljemo paket se nahaja na sliki 5.6. V primeru 
uspešnega pošiljanja funkcija vrne celoštevilsko vrednost, ki je enaka velikosti 
poslanega paketa v bajtih. V kolikor pride do napake, jo dobimo s klicem funkcije 
WSAGetLastError. Parametri, ki jih funkcija uporablja so podobni, kot v primeru 
funkcije recvfrom. Parameter s je vtič, ki ni vezan z vrati in IP naslovom. Kazalec 
*buf kaže na začetni naslov podatkov paketa dolžine len v bajtih. Parameter zastavic 
(flags) bo v našem primeru ponovno enak 0. Kazalec *to kaže na IP naslov, ki je 
dolžine tolen v bajtih. Oba parametra naslova se ponovno nahajata v strukturi 
sockaddr in predstavljata naslov simulatorja X-Plane na katerega funkcija pošilja 
pakete. Vir: spletni portal MSDN [18]. 
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Slika 5.6:  Funkcija sendto 
 Omenili smo že, da funkcija recvfrom blokira izvajanje programske kode, 
dokler ne sprejme paketa. Zato pred klicem sprejema podatkov preverimo, če se na 
vtiču nahaja paket. To storimo s funkcijo select na sliki 5.7. Parameter nfds se 
ignorira, ker je vključen zaradi kompatibilnosti z drugimi vrstami vtičev in bo v 
našem primeru enak 1. Kazalec *readfds kaže na vtiče v strukturi fd_set, ki so 
namenjeni sprejemu paketov. V to strukturo dodamo naš vtič. Naslednja dva 
parametra *writefds in *exceptfds sta namenjena preverjanju pripravljenosti vtiča na 
pošiljanje paketa in preverjanju prisotnosti napak. Teh ne bomo uporabljali in bosta 
imela vrednost NULL. Zadnji parameter *timeout pa kaže na strukturo timeval, kjer 
se nahaja maksimalni čas preverjanja funkcije select. Funkcija se zaključi s tremi 
možnimi izidi. Vrne število vtičev, ki so zadostili pogoju funkcije. Če noben od 
vtičev ne zadosti pogojem vrne vrednost 0. V primeru napak pa vrne vrednost 
napake. Vir: spletni portal MSDN [19]. 
 
Slika 5.7:  Funkcija select 
 IP naslov in vrata vnesemo, kot en tekstovni parameter, ki ga je nato potrebno 
razdeliti na dva dela. To storimo s funkcijo strtok na sliki 5.8.  Ob prvem klicu 
pričakuje funkcija kazalec *str, ki kaže na naslov tekstovne spremenljivke. Ta je 
hkrati tudi znak pri katerem začne preverjanje. Kazalec delimiters, določa mesto, kjer  
funkcija deli tekstovno spremenljivko. Funkcija vrne kazalec na razdeljeni del 
spremenljivke. Ob naslednjih klicih funkcije pa pričakuje vrednost kazalca *str 
enako NULL, saj si funkcija zapomni mesto, kjer je bila tekstovna spremenljivka 
zadnjič razdeljena. Vir: spletni portal Cplusplus [20]. 
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Slika 5.8:  Funkcija strtok 
 Struktura sockaddr_in na sliki 5.9 zgoraj, vsebuje podatke potrebne za 
uporabo funkcij bind, recvfrom in sendto. S spremenljivko sin_family določimo 
družino internetnih naslovov (AF_INET). Parametru sin_port priredimo vrednost 
vrat, ki jih uporabljamo za prenos podatkov. Podstruktura in_addr prikazana na sliki 
5.9 spodaj, vsebuje prameter s_addr, ki določa IP naslov. Vektor sin_zero pustimo 
nedefiniran, ker se ga uporablja le za zapolnitev strukture sockaddr_in. Z vektorjem 
sin_zero namreč dobi struktura sockaddr_in enako velikost kot sockaddr, kar je 
najverjetneje razlog, da lahko sockaddr_in uporabimo v funkcijah, ki sicer zahtevajo 
sockaddr. Vir: spletni portal MSDN [21] in spletna stran [22]. 
 
Slika 5.9:  Strukturi sockaddres_in in in_addr  
Za uporabo funkcije select je potrebna definicija struktur fd_set in timeval. 
Sintakso le-teh prikazuje slika 5.10. Struktura timeval vsebuje spremenljivki tv_sec 
in tv_usec, s katerimi definiramo čas čakanja v sekundah in milisekundah. Struktura 
fd_set vsebuje parameter fd_count, ki nosi informacijo o številu vtičev, ki so 
vključeni v vektor fd_array. Vir: spletni portal MSDN [23] in [24]. 
 
Slika 5.10:  Strukturi timeval in fd_set 
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5.1.3  Maska bloka 
Masko uporabimo za večjo informiranost uporabnika pri delu z blokom. Ustvarimo 
jo s klikom na izbrani blok S-funkcija in bližnjico Ctrl + m, ki odpre urejevalec 
maske (Mask Editor) na sliki 5.11. Na vrhu okna urejevalca maske imamo štiri 
zavihke, s katerimi si pomagamo pri izdelavi maske. 
  Zavihek ikona in vrata bloka (Icon & Ports) je prikazan na sliki 5.11. Na levi 
strani okna so prikazane opcije bloka. Z izjemo opcije enot bloka (Icon units), bodo 
vse postavljene na privzete nastavitve. Enote bloka postavimo na normirano vrednost 
(Normalized), tako podatek vedno ostane na sredini bloka ne glede na njegovo 
dolžino in velikost bloka. V oknu ukazi izrisa bloka (Icon drawing commands) so 
ukazi, ki generirajo izpise na bloku. V kolikor bi bili vsi bloki statični, s konstantnim 
številom vhodov in izhodov, bi lahko ukaze zapisali v tem oknu. Ker lahko v našem 
primeru uporabnik izbira število vhodov in izhodov, oznake le-teh generiramo s 
kodo, ki se nahaja v zavihku inicializacija in bo prikazana v nadaljevanju. V spodnje 
delu zavihka se nahaja spustni meni (drop-down menu), ki vsebuje ukaze in njihovo 
sintakso. Skrajno desno pa je grafično prikazano, kako ukaz vpliva na izgled bloka. 
 
Slika 5.11:  Urejevalec maske, zavihek slika in vrata 
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 Zavihek parametri in dialog (Parameters & Dialog) se uporabi za izgradnjo 
pogovornega okna komunikacijskega bloka in je prikazan na sliki 5.12. Na levi strani 
zavihka se nahaja podokno kontrole (Controls), kjer lahko izbiramo med objekti, ki 
jih želimo vključiti v naše pogovorno okno. Uporabljali bomo le osnovno polje z 
besedilom (Edit), v katerega bomo kasneje v pogovornem oknu vnesli vrednosti 
naših parametrov. Sredinsko podokno (Dialog Box) prikazuje parametre skupaj z 
opisom in spremenljivko parametra, ki so uporabljeni v pogovornem oknu. Na desni 
strani slike pa se nahaja podokno z lastnostmi parametrov. 
 
Slika 5.12:  Zavihek parametri in dialog 
 
 Omenjeno je bilo, da vsi bloki niso statični z vidika števila vrat. Izbiramo 
lahko parametre, ki jih pošiljamo ali sprejemamo, s tem posledično izbiramo število 
vhodov in izhodov. Za večjo preglednost oznake le-teh generiramo v zavihku 
inicializacija (Initialization) na sliki 5.13, ki nam generira kodo izrisa bloka. Na levi 
strani zavihka se nahaja seznam spremenljivk parametrov, ki smo jih določili v 
zavihku parametri in dialog. Do njih imamo dostop v kodi inicializacije 
(Initialization commands). V kodi inicializacije definiramo spremenljivko, v katero 
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dodajamo ukaze za izris bloka. Ukaze ločimo z ASCII znakom 10, ki ustvari pomik v 
novo vrstico. Ti ukazi generirajo kodo za izris maske bloka na sliki 5.11 označeno 
kot generirana koda. 
 
 
Slika 5.13:  Inicializacija maske bloka 
 
 Zavihek dokumentacija (Documentation) vsebuje tri tekstovna polja, kjer 
lahko dodamo opis bloka in dodatne informacije o njegovem delovanju. 
5.2  Nastavitve blokov 
Z uporabo opisanih metod in funkcij so bili izdelani štirje bloki, ki služijo 
komunikaciji Matlab-Simulinka in simulatorja X-Plane.  
5.2.1  Blok DSDRInterface 
Blok uporablja podatkovni strukturi podatkovni niz in podatkovne reference. Podatke 
pošilja s paketom DATA in prejema pakete DREF. Parametre bloka nastavimo preko 
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pogovornega okna na slik 5.14. Skupno blok sprejme pet parametrov. S časom 
vzorčenja določimo čas ene simulacijske zanke Simulinka. Ta ne vpliva na hitrost s 
katero X-Plane pošilja podatke, ampak le nastavi Matlabov čas ene simulacijske 
zanke, kar velja za vse izdelane bloke. V primeru, če je čas vzorčenja bloka 
nastavljen na višjo vrednost, kot čas osveževanja podatkov, bo čas v Simulinku tekel 
hitreje od realnega časa. Zato moramo podati vrednost, ki je približno enaka 
povprečnemu času osveževanja. Vrednost 0,11 je izbrana na podlagi meritev, ki so 
prikazane v grafu na sliki 5.23. Z Matlabovim naslovom in vrati določimo, kje blok 
pričakuje podatkovne pakete. Ta mora biti enak naslovu na katerega X-Plane pošilja 
podatke, modri pravokotnik na sliki 4.7. Podobno velja za naslov na katerem X-Plane 
sprejema podatke. Oba naslova morata biti podana v tekstovni obliki. IP naslov in 
vrata morata biti ločena z znakom dvopičje. Četrti parameter določi indekse 
podatkovnega niza, ki jih želimo pošiljati in je podan z vektorjem. Za vsak podan 
indeks se ustvari vhod v komunikacijski blok, ki pričakuje vektor z osmimi elementi. 
Z zadnjim parametrom določimo število referenc, ki jih želimo sprejemati. Blok 
ustvari po en izhod za vsakih osem referenc, pri tem je maksimalno število 
neuporabnih podatkov na zadnjem izhodu enako sedem. Ti so vedno enaki nič. 
 
 
Slika 5.14:  Pogovorno okno bloka DSDRInterface 
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 Bloku lahko definiramo maksimalno deset vhodov in izhodov. Posledično 
lahko vektor vhodov vsebuje maksimalno deset indeksov. Število podatkovnih 
referenc, ki jih lahko sprejemamo, pa je omejeno na osemdeset. V programski kodi je 
to omejitev možno povečati v datoteki global.h, ki jo prikazuje dodatek 
A  Deklaracija globalnih spremenljivk, konstant in knjižnic. 
Blok upošteva zaporedje indeksov podanih v vektorju vhodov. Tako lahko 
uporabnik izbere poljubno razporeditev vhodov. Podatki na izhodih so v istem 
zaporedju kot so bili izbrani v simulatorju X-Plane in opisani v poglavju 
4.1.2  Nastavitve podatkovnih referenc. Vnos praznega vektorja v polje vektorja 
vhodov ali število podatkovnih referenc generira blok brez vhodov ali izhodov. Tako 
se blok lahko uporabi le za sprejem ali pošiljanje podatkov. Blok je prikazan na sliki 
5.15. Maska bloka izpiše oznake vhodov, število podatkovnih referenc in čas 
vzorčenja. 
 
Slika 5.15:  Blok DSDRInterface 
 
5.2.2  Blok DSDSInterface 
Blok za pošiljanje in sprejem podatkov uporablja strukturo podatkovni niz. Opravlja 
enako nalogo, kot blok DSDRInterface, le da je izbira podatkov, ki so dostopni za 
sprejem mnogo manjša. Prednost bloka je v tem, da omogoča hitrejšo in nastavljivo 
frekvenco osveževanja.  
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Slika 5.16:  Pogovorno okno bloka DSDSInterface 
 Pogovorno okno je podobno oknu bloka DSDRInterface in je na sliki 5.16. 
Razlikuje se le v zadnjem parametru, ki je v tem primeru vektor indeksov izhodov. 
Vrstni red elementov vektorja vhodov in izhodov določa razporeditev vrat bloka.  
 Slika 5.17 prikazuje blok DSDSInterface. Maska bloka vsebuje podatke o 
indeksih vhodov, izhodov in času vzorčenja. 
 
Slika 5.17:  Blok DSDSInterface 
5.2.3  Blok Visualisator 
Če za simulacijo modela letala uporabljamo Matlab, lahko uporabimo blok 
Visualisator za prikaz vizualizacije leta. Blok za sprejem in pošiljanje podatkov 
uporablja strukturo podatkovnih referenc. Pogovorno okno prikazuje slika 5.18, kjer 
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nastavimo čas vzorčenja, oba IP naslova in število podatkovnih referenc, ki jih blok 
prejema. Vhod v blok je statičen, ker za premikanje letala v X-Plane uporabljamo le 
šest podatkovnih referenc. Pozicija letala je določena s kartezičnimi OpenGl 
koordinatami v metrih in z Eulerjevimi koti v stopinjah. OpenGl koordinate in 
vhodni Eulerjevi koti so podrobneje opisani v poglavju  
6.3.1  OpenGL koordinatni sistemi. 
 
Slika 5.18:  Pogovorno okno bloka Visualisator 
 
 Na sliki 5.19 je blok Visualisator. Maska bloka prikazuje število izbranih 
podatkovnih referenc, opis vhodnega vektorja in čas vzorčenja. 
 
Slika 5.19:  Blok Visualisator 
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5.2.4  Blok VEH1 
Vizualizacijo leta lahko realiziramo tudi z blokom VEH1. Ta pošilja pakete 
istoimenskega tipa. Blok ne prejema podatkov, zato nima izhodov. Pogovorno okno 
bloka je na sliki 5.20, določimo le čas vzorčenja in IP naslov na katerega blok pošilja 
podatke. Vhod bloka pričakuje vektor z desetimi elementi. Elementi vektorja od 
prvega proti zadnjemu so: indeks letala, zemljepisna širina, zemljepisna dolžina, 
nadmorska višina, ψ, θ, φ, podvozje, zakrilca in smer motorjev. Paket je opisan v 
poglavju 4.2.3  VEH1. 
 
Slika 5.20:  Pogovorno okno bloka VEH1 
 
Blok VEH1 je prikazan na sliki 5.21. Maska bloka izpiše podatke o oznaki 
vhoda, naslovu na katerega blok pošilja pakete in času vzorčenja. 
 
Slika 5.21:  Blok VEH1 
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5.3  Hitrost prejemanja paketov 
Čas potreben za potek enega simulacijskega cikla v Simulinku, je vezan na hitrost 
osveževanja podatkov, ki jih pošilja X-Plane. Za dosego čim boljše sinhronizacije je 
potrebno poznati frekvenco osveževanja podatkov. Zato poskusimo čas vzorčenja 
bloka čim bolj približati povprečnemu času med dvema poslanima paketoma. Hitrost 
prejema podatkov je bila testirana na osebnem računalniku, na katerem sta bila 
nameščena Matlab in X-Plane. Meril se je čas med sprejemom dveh zaporednih 
paketov za vzorec petstotih paketov. Za meritev časa je bila uporabljena funkcija 
QueryPerformanceCounter [25]. Ta je vezan na takt procesorja in po navedbah 
MSDN portala omogoča odčitke z manj kot 1 μs.napake. 
Struktura podatkovni niz omogoča nastavljanje frekvence osveževanja 
podatkov v simulatorju X-Plane. Slika 5.22 prikazuje graf dejanske frekvence 
osveževanja podatkovnega niza v odvisnosti od želene frekvence, pri grafičnih 
nastavitvah "very high" in resoluciji 1024x768. Vzorci rdeče barve prikazujejo 
osveževanje, ko je letalo orientirano stran od izhodišča zemlje. Simulator izrisuje le 
nebo, kar je dokaj nezahtevno. Grafika simulacije se v tem primeru osvežuje s 
približno 90 Hz. Modri vzorci pa prikazujejo situacijo, ko letalo gleda proti obzorju 
zemlje. Simulator izrisuje površje zemlje in nebo hkrati, kar je grafično bolj 
zahtevno. Zato pade frekvenca osveževanje grafike na približno 50 Hz. Modra 
premica prikazuje idealno razmerje 1.  
 
Slika 5.22:  Graf dejanske frekvence osveževanja podatkovnega niza 
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Izkaže se, da nastavitev frekvence osveževanja podatkovnega niza ni 
natančna za frekvence višje od 20 Hz. Hitrost osveževanja podatkov je tudi odvisna 
od kompleksnosti grafičnega dela simulacije, oziroma frekvence osveževanja 
grafike. Na hitrost osveževanja grafike pa lahko vpliva mnogo dejavnikov, kot na 
primer: specifikacije računalnika, resolucija, grafične nastavite in druge aplikacije, ki 
tečejo v ozadju. 
 
želena frekvenca [Hz] povprečen čas med dvema paketoma [ms] 
 50Hz 90Hz 
99,9 17,363 11,914 
95 17,383 11,914 
90 17,331 11,911 
85 17,200 11,835 
80 17,507 12,014 
75 17,303 11,870 
70 17,324 11,921 
65 17,350 11,980 
60 17,364 11,960 
55 17,334 19,404 
50 16,629 23,672 
45 16,632 23,708 
40 29,208 24,305 
35 32,325 23,617 
33 32,552 33,686 
30 32,290 34,089 
25 33,635 34,416 
20 50,361 50,656 
15 65,047 67,471 
10 97,000 96,352 
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8 127,788 122,156 
5 194,487 199,249 
2 499,182 498,778 
1 997,977 999,263 
Tabela 5.2:  Povprečni čas med dvema paketoma pri želeni frekvenci osveževanja 
 
 Podatkovne reference ne omogočajo nastavitve želene frekvence 
osveževanja. Graf na sliki 5.23 prikazuje čas med sprejemom dveh zaporednih 
paketov za petsto vzorcev. Modre oznake pripadajo vzorcem, ko je bila frekvenca 
osveževanja grafike v simulaciji približno 90 Hz, rdeči pa osveževanju grafike s 
približno 50 Hz. Povprečni čas modrih vzorcev je bil 106,893 ms in 115,434 ms za 
modre.  
 
Slika 5.23:  Graf pretečenega časa med dvema paketoma podatkovnih referenc 
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6  Uporaba komunikacijskih blokov 
Poglavje opisuje uporabo vseh poprej omenjenih komunikacijskih blokov, katerih 
uporaba je bila testirana v kombinaciji s simulatorjem X-Plane. 
6.1  Vodenje letala  
Avtopilot letela je izveden s kaskadno regulacijo in testiran na blokih DSDSInterface 
in DSDRInterface. Z uporabo obeh blokov dobimo podobne rezultate, zato bodo ti 
predstavljeni le za en blok in sicer DSDRInterface. 
6.1.1  Kaskadna regulacija 
Kaskadna regulacija je kombinacija več regulacijskih zank, ki opisujejo povezavo 
med regulirno in referenčno veličino. Referenčni veličini pripada zunanja zanka, 
notranja zanka pa pripada regulirni veličini. S spremembo referenčne veličine se 
lahko poleg regulirne veličine spreminja več veličin, katerih informacijo uporabimo 
za realizacijo vodenja. Sistem razpade na več enostavnejših podsistemov oziroma 
kaskad, ki omogočajo boljšo izvedbo vodenja. Primer kaskadne regulacije z uporabo 
dveh regulacijskih zank je prikazan na sliki 6.1. 
 
 
Slika 6.1:  Kaskadna regulacija 
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6.1.2  Letalo 
Vodenje bo testirano na letalu zgrajenem s programom PlaneMaker, ki ga prikazuje 
slika 6.2. Letalo ima obliko letečega krila, zato so za krmilne površine uporabljeni 
elevoni, ti so kombinacija višinskega krmila in zakrilc, ki hkrati omogočajo nadzor 
nad kotom prevračanja (pitch) in kotom valjanja (roll). Pogon letala sestavlja osem 
motorjev, ki imajo možnost lastne nastavitve plina. 
 
Slika 6.2:  Testno letalo 
 
6.1.3  Avtopilot 
Avtopilot se uporablja za samodejno vodenje letala. Tri glavne naloge, ki jih opravlja 
so: sledenje izbrani smeri, višini in uravnavanjem hitrosti. To stori z odklonom 
višinskega krmila, zakrilc in uravnavanjem "ročice za plin". Vsak kompleksnejši 
manever je zgolj kombinacija teh osnovnih nalog. Letalo ima kombinirane kontrolne 
površine, zato se odklon višinskega krmila in zakrilc sešteje, kar pa X-Plane naredi 
avtomatično. Avtopilot je razdeljen na tri ločene dele, kjer vsak del opravlja eno od 
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glavnih nalog. Kljub temu, da se naloge avtopilota lahko loči, je letalo še vedno 
kompleksen multivariabilen sistem s številnimi navzkrižnimi povezavami in 
odvisnostmi, ki medsebojno vplivajo druga na drugo.  
 
 Sledenje višine 
Regulirana veličina za sledenje višine je odklon višinskega krmila. X-Plane sprejema 
vrednosti v območju [-1, 1], kjer se -1 prevede v maksimalen možen odklon 
višinskega krmila navzdol, za vrednost 1 velja obratno. Referenčna vrednost je 
nadmorska višina v čevljih. Slika 6.3 prikazuje regulacijsko shemo namenjeno 
sledenju višine. Poleg referenčne in regulirne veličine so uporabljene veličine, ki 
vsebujejo dodatno informacijo o vertikalnem premikanju letala. Z zunanjo zanko 
dobimo pogrešek med referenčno višino in dejansko višino na kateri se letalo nahaja. 
Sledi ojačanje (GainVVI) in omejitev (saturation), s katerima se iz pogreška višine 
izračuna referenčno vrednost vertikalne hitrosti (VVI). Z omejitvijo določimo 
maksimalno hitrost dviganja in spuščanja. Dejansko hitrost VVI se odšteje od 
referenčne vrednosti, kar da pogrešek VVI. Referenčno vrednost kota prevračanja 
dobimo z vsoto pogreška VVI pomnoženega s prenosno funkcijo PI regulatorja 
(PI_Pitch) in pričakovano vrednostjo kota prevračanja pri določeni hitrosti leta 
(IAS), ki je dobljena empirično z letom naravnost pri različnih hitrostih. Pogrešek 
kota prevračanja je ojačan za GainQ, kar daje referenčno vrednost kotne hitrosti 
prevračanja Q, ki se preko ojačenja GainElev pretvori v odmik višinskega krmila. 
 
 
Slika 6.3:  Regulacijska shema sledenja višine 
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parameter vrednost 
GainVVI 16,1 
PI_Pitch P: 0,00726 I: 0,00199 
GainQ 0,0167 
GainElev 0,151 
Tabela 6.1:  Vrednosti parametrov v shemi sledenja višine 
 
Slika 6.4:  Tabela po kateri se določi kot prevračanja 
 
 Sledenje smeri 
Referenčna veličina je smer orientacije nosa letala izražena v kotnih stopinjah, kjer 
nič stopinj ustreza orientaciji letala, ki je obrnjeno proti geografskemu severu. 
Regulirana veličina je odklon krilc v območju [-1, 1]. Pozitivna vrednost odklona 
krilc se pretvori v odmik elevonov desnega krila navzgor, obratno velja za elevona 
na levi strani in posledično letalo zavija v desno. Zavoj v levo dobimo z negativno 
vrednostjo. Regulacijska shema sledenja smeri je prikazana na sliki 6.5. Z zunanjo 
zanko se izračuna pogrešek referenčne veličine, ki ga ojačamo z vrednostjo 
GainRoll, kar nam poda referenco kota valjanja letala. Maksimalna negativna in 
pozitivna referenca kota valjanja je omejena, ker se z večanjem kota zmanjšuje 
vzgon kril. Pogrešek kota valjanja se ojača in integrira z regulatorjem PI_P. Tako 
dobimo referenco kotne hitrosti valjanja, ki se odšteje od dejanske vrednosti kotne 
hitrosti valjanja P, kar nam preko ojačanja GainAil poda regulirano veličino. 
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Slika 6.5:  Regulacijska shema sledenja smeri 
parameter vrednost 
GainRoll 1,25 
PI_P P: 0,0554 I: 0,00161 
GainAil 0,261 
Tabela 6.2:  Vrednosti parametrov v shemi sledenja smeri 
 
 Uravnavanje hitrosti 
Referenčno hitrost, ki je podana v vozlih, se primerja z dejansko hitrostjo IAS. Njuna 
razlika tvori pogrešek, ki ga reguliramo z regulatorjem PI_Throttle, od koder dobimo 
regulirano veličino. Ta je omejena v območju [0, 1], ker X-Plane obravnava vrednost 
nič kot spuščeno ročico za plin in vrednost ena kot maksimalno potisnjeno ročico za 
plin. Celotno shemo prikazuje slika 6.6. 
 
 
Slika 6.6:  Regulacijska shema uravnavanja hitrosti 
 
parameter vrednost 
PI_Throttle P: 0,0788 I: 0,0068 
Tabela 6.3:  Vrednosti parametrov v shemi uravnavanja hitrosti 
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6.1.4  Simulacija leta 
Za oceno uspešnosti izdelave komunikacijskih blokov je bila izvedena simulacija 
tipičnih faz leta, ki so bile nakazane z osnovnimi nalogami avtopilota.  
 
Slika 6.7:  Vzpenjanje za 300 ft z ohranjanjem konstantne hitrosti 
Slika 6.7 prikazuje situacijo, ko avtopilot dobi nalogo, da spremeni višino 
leta, ob tem pa mora vzdrževati želeno hitrost. Na sliki si od zgoraj navzdol sledijo 
štirje grafi: nadmorsko višina letala v [ft], odklon krmil v [°], hitrost letala v [kts] in 
število obratov enega motorja. Višina letala je podana v čevljih, ker se ti v splošnem 
uporabljajo v letalstvu in simulator ne ponuja opcije za uporabo metrov. Za boljšo 
predstavo navajam, da se 3000 ft prevede v približno 914 m in 300 ft v približno 91 
m. Enako velja za graf hitrosti, ki je podan v vozlih [kts]. Hitrost 60 kts se pretvori v 
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približno 111 km/h. Iz grafov je najbolj razvidna povezava med spremembo višine in 
hitrostjo. Absolutni pogrešek hitrosti ne naraste čez 2 kts, oziroma je manjši od 4% 
referenčne vrednosti.. Potrebno je izpostaviti, da bi bil pogrešek večji, če bi povečali 
omejitev hitrosti vzpenjanja (VVI), ta je znašala 1000 ft/min. 
 Grafi na sliki 6.8 prikazujejo, kako avtopilot reagira na povečanje reference 
hitrosti za deset vozlov, pri tem poskuša letalo obdržati na nespremenjeni višini. 
Avtopilot v tej situaciji ne deluje najbolje, ker glede na dokaj majhno spremembo 
referenčne hitrosti (10 kts) naredi prenihaj za približno dva vozla oziroma 20% 
spremembe reference. Prenihaj se pojavi tudi v profilu višine z maksimalno 
amplitudo 9 ft. 
 
Slika 6.8:  Pospešitev za 10 kts z ohranjanjem konstantne višine 
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Slika 6.9 prikazuje vstop letala v desni zavoj z referenco φ = 25°. Na sliki si 
od zgoraj navzdol sledijo grafi: nagib letala v [°], nadmorska višina letala v [ft], 
odklon krmilnih površin v [°] in hitrost letala v [kts]. Iz grafa nagiba letala je 
razvidno, da regulator v času 1,5 s zmanjša pogrešek na približno 1,2° oziroma na 
manj kot 5% spremembe referenčne vrednosti. Avtopilot ima težave z ohranjanjem 
višine in hitrosti letala. Na grafih višine in hitrosti se pokaže vpliv spremembe 
nagiba. Letalo izgubi približno 30 ft višine in potrebuje okoli 20 s, da se spet vrne na 
želeno višino. Sprememba nagiba vpliva tudi na hitrost, za katero je potrebno 
približno 15 s, da izniči motnjo in se vrne v območje referenčne vrednosti. 
 
Slika 6.9:  Vstop v zavoj z nagibom 25° 
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 Dogajanje v simulatorju X-Plane prikazuje slika 6.10, ki je bila posneta med 
opravljanjem zavoja pri naklonu φ = 25°. Levo od spodnjega krila letala je vidna 
Šmarna gora, v ozadju so vidne Kamniško-Savinjske Alpe. 
 
Slika 6.10:  Letalo nad Ljubljano 
6.2  Animacija leta z blokom VEH1 
Animacijo leta si predstavljamo, kot premik togega telesa v vseh treh smereh 
kartezičnega koordinatnega sistema in rotacijo okoli dolžinske, bočne in višinske osi. 
Za opis gibanja se pogosto uporablja izraz 6DoF (six Degrees of Freedom). Zato tudi 
šest elementov vektorja vhoda v blok VEH1 služi opisu položaja letala v 6DoF. 
Zemljepisna širina, zemljepisna dolžina in višina opisujejo lokacijo letala. Eulerjevi 
koti ψ, θ in φ pa opisujejo orientacijo. Element, ki opisuje indeks letala bo v našem 
primeru postavljen na vrednost 0, kar ustreza identifikacijski vrednosti 
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uporabnikovega letala. Zadnji trije element vektorja ne bodo uporabljeni in bodo 
imeli vrednost 0. Celoten vhodni vektor je opisan v tabeli 6.4. 
 
indeks elementa opis enota 
0 indeks letala [-] 
1 zemljepisna širina [°] 
2 zemljepisna dolžina [°] 
3 višina [m] 
4 ψ [°] 
5 θ [°] 
6 φ [°] 
7 podvozje [-] 
8 zakrilca [-] 
9 orientacija motorjev [-] 
Tabela 6.4:  Elementi vhodnega vektorja v blok VEH1 
 
 Primer uporabe bloka VEH1 za animacijo leta je prikazan na sliki 6.11, kjer 
so z rdečo barvo označeni referenčni signali, z modro pa dejansko stanje v 
simulatorju. Od zgoraj navzdol si sledijo grafi: zemljepisne širine v [°], zemljepisne 
dolžine v [°], nadmorska višina v [ft] in vsi trije Eulerjevi koti v [°]. Referenčni 
podatki o lokaciji in Eulerjevih kotih so bili pridobljeni v simulatorju X-Plane med 
vodenjem letala s poprej opisanim avtopilotom. Podatki so bili vzorčeni s periodo 
0,11 sekunde. Čas vzorčenja bloka VEH1 je bil testiran za različne čase vzorčenja od 
0,11 sekunde navzgor.  
 Pri uporabi nizkih časov vzorčenja bloka VEH1 je v simulatorju opazno 
izrazito diskretno delovanje, ki spominja na gledanje diapozitivov. X-Plane za prikaz 
animacije med dvema prispelima paketoma računa interpolacijo, da pridobi podatke 
za manjkajoče čase. Problem je v zajemu podatkov med letom z avtopilotom. Razlog 
je v načinu komunikacije X-Plane Matlab. Paket DREF, ki ga X-Plane pošlje vsebuje 
vrednosti podatkovnih referenc podanih z le štirimi mesti za decimalno vejico. 
Vrednost zemljepisne dolžine in širine se tako spreminja le na zadnji decimalki, kar 
se ne zgodi za vsak čas vzorčenja. Lokacija v OpenGL koordinatnem sistemu je s 
tem določena na približno 5 do 11 m natančno, kar je sicer odvisno od lokacije v 
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zemeljskem koordinatnem sistemu. Zato zaradi interpolacije dobimo pri gledanju 
animacije občutek, da letalo zelo hitro pospešuje in nato spet zavira. Iz grafov 
zemljepisne dolžine in širine je nemogoče dobiti občutek o dogajanju v simulatorju, 
zato sta na sliki 6.12 prikazana časovna poteka x in z OpenGL koordinate na kateri 
se nahaja letalo. Vsaka stopnica na grafih prikazuje spremembo zadnje decimalke 
zemljepisne dolžine in širine. 
 
 
Slika 6.11:  Animacija z VEH1 
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Slika 6.12:  Vrednosti x in z koordinate pri vzorčenju bloka VEH1 s časom 0,11 s 
 
 Pri uporabi časov vzorčenja okoli 0,7 sekunde ali več postane gibanje letala 
bolj zvezno in hkrati lepše na pogled. Posledično postane animacija leta manj 
podobna referenčnemu letu. Najbolj izrazito je sprememba vidna pri kratkih in hkrati 
hitrih pojavih, ki postanejo bolj leni. Česar pa ne morem argumentirati z grafi, kajti 
visok čas vzorčenja onemogoči dovolj pogosto pridobitev podatkov, ki bi bili 
potrebni za ponazoritev situacije. 
6.3  Animacija leta z blokom Visualizator 
Blok Visualisator opravlja enako nalogo kot blok VEH1. Z razliko od bloka VEH1 
za prenos podatkov uporablja strukturo podatkovnih referenc. To se odraža v uporabi 
drugih vhodnih spremenljivk, kajti podatkovne reference ne omogočajo spremembe 
lokacije letala preko zemljepisne dolžine, širine in nadmorske višine. Za opis lokacije 
so zato uporabljajo OpenGL koordinate. Prav tako X-Plane ne izvaja interpolacije s 
prejetimi podatki, zato je za tekoč prikaz animacije potrebno osveževati podatke z 
dovolj visoko frekvenco, hkrati pa je letalo vedno na lokaciji, ki je bila poslana 
zadnja. Orientacijo letala določajo Eulerjevi koti. Celoten vhodni vektor bloka 
Visualisator opisuje tabela 6.5.  
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indeks opis enota podatkovna referenca 
0 OpenGL x [m] sim/flightmodel/position/local_x 
1 OpenGL y [m] sim/flightmodel/position/local_y 
2 OpenGL z [m] sim/flightmodel/position/local_z 
3 ψ [°] sim/flightmodel/position/psi 
4 θ [°] sim/flightmodel/position/theta 
5 φ [°] sim/flightmodel/position/phi 
Tabela 6.5:  Vhodni vektor bloka Visualisator 
 
6.3.1  OpenGL koordinatni sistemi 
Pomankljivost bloka Visualizator je opis lokacije, ki je vezan na OpenGL 
koordinatne sisteme [26]. Sistem ni globalen, ampak je sestavljen iz velikega števila 
manjših koordinatnih sistemov, ki se medsebojno prekrivajo. Možno razporeditev 
koordinatnih sistemov prikazuje slika 6.13. Izhodišče OpenGL koordinatnega 
sistema je vedno na referenčni točki, ki se nahaja na 0 m nadmorske višine. Pozitivna 
x os vedno kaže v smeri vzhoda, za pozitivno z os velja, da kaže v smeri juga. 
Pozitivna y os pa kaže navpično navzgor, stran od središča zemlje gledano iz 
izhodišča koordinatnega sistema. Z uporabo OpenGL koordinat je prehod možen le 
med sosednjimi koordinatnimi sistemi. 
 
Slika 6.13:  2D prikaz razporeditve koordinatnih sistemov gledano od zgoraj 
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 Zaradi pomanjkanja informacij o izhodiščih OpenGL koordinatnih sistemov 
in trenutku preskokov med bližnjima koordinatnima sistema je težko napovedati 
trenutek in lokacijo preklopa. Temu problemu se ognemo z uporabo povratne zveze. 
Vsak simulacijski cikel Simulink prebere vrednost OpenGL koordinat in tej 
vrednosti prišteje le spremembo. Na ta način se znebimo vpliva skokov vrednosti 
koordinat. Testno simulacijsko shemo prikazuje slika 6.14. 
 
Slika 6.14:  Testna simulacijska shema 
 Prehod med dvema koordinatnima sistemoma se zgodi avtomatično in nanj 
nimamo vpliva. V trenutku, ko se to zgodi X-Plane za trenutek zamrzne, dokler ne 
naloži novega dela mape. Prehod je prikazan na grafih slike 6.15. Od zgoraj navzdol 
si sledijo: grafi x, y in z koordinat v [m] in graf nadmorske višine v [ft]. Letalo se 
premika le v smeri z. Do 110-te sekunde se letalo premike za +25 m v enem času 
vzorčenja, ki je nastavljen na 0.11 s. Potem mu obrnemo smer, tako da se premika z -
25 m v smeri z za vsak interval vzorčenja. Gibanje si lahko predstavljamo na sliki 
6.13, kot navpičen prehod med koordinatnima sistemoma K1 in K3, ter spet nazaj iz 
K3 v K1. 
  Prvi preklop med koordinatnima sistemoma se zgodi ob času 98 s. Preklop je 
najbolj izrazit v grafu koordinate z. Vrednost koordinate z se spremni iz 66778 m na 
-44575 m, kar je tudi pričakovano, saj se selimo iz spodnjega dela koordinatnega 
sistema K1 v zgornji del K3. Najmanjši preskok vrednosti se zgodi na osi x, kjer se 
premaknemo iz 18671 m v vrednost 18647 m. Razlika je relativno majhna, vendar ni 
zanemarljiva. Iz česar lahko sklepamo, da izhodišči koordinatnih sistemov ne ležita 
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na istem poldnevniku. Graf koordinate y v kombinaciji z grafom nadmorske višine 
prikazuje vpliv ukrivljenosti zemlje na višino na kateri se letalo nahaja. Koordinata y 
je vse do preklopa med koordinatnima sistemoma konstantna, graf nadmorske višine 
pa konstantno narašča. Če se letalo v OpenGL koordinatnem sistemu oddaljuje od 
koordinatnega izhodišča, mu nadmorska višina raste, v primeru približevanja se mu 
nadmorska višina zmanjšuje. Ker se preklop ne zgodi na enaki oddaljenosti od 
izhodišč sistemov K1 in K3 tudi y koordinata naredi preskok. 
 
Slika 6.15:  Prehod med koordinatnima sistemoma 
 Drugi prehod se zgodi ob času 220 s. Iz grafa koordinate z je vidno, da se 
preklop ne zgodi na istem mestu ampak za približno 22 km bolj proti središču K1. 
Graf koordinate x se vrne na začetno vrednost, ker letalo med premikanjem ohrani 
smer. Zaradi histereze preskoka graf koordinate y ponovno naredi skok navzgor, 
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nadmorska višina letala pa začne padati, ker se letalo ponovno približuje izhodišču 
koordinatnega sistema v katerem se nahaja. 
Eulerjevi koti ψ, θ in φ določajo kot sukanja, prevračanja in valjanja za letalo 
glede na izhodišče OpenGL koordinatnega sistema. Dejanski kot sukanja, 
prevračanja in valjanja se obravnavajo kot koti osi letala glede na središče zemlje. 
Zato so pravilni le, ko se letalo nahaja na y osi. Premiki po oseh z in x prispevajo k 
napaki orientacije letala.  
 Slika 6.16 prikazuje napake kota sukanja, prevračanja in valjanja, za letalo, ki 
je orientirano proti geografskemu severu. Premika se po osi x v pozitivni smeri. 
Napaki kotov sukanja in valjanja sta točkovno simetrični na koordinatno izhodišče. 
Primer, ko je letalo enako orientirano, vendar ga premikamo po osi z prikazuje graf 
na sliki 6.17. S spreminjanjem vrednosti koordinate z se veča le napaka kota 
prevračanja. Napaki kota valjanja in sukanja sta enaki nič. 
 
Slika 6.16:  Napaka orientacije letala glede na odmik po osi x 
6.3  Animacija leta z blokom Visualizator 89 
 
 
Slika 6.17:  Napaka orientacije letala glede na odmik po osi z 
 
 Najslabša možna situacija je v primeru, ko se letalo nahaja na robu OpenGL 
koordinatnega sistema. V tem območju je napaka Eulerjevega kota maksimalna in 
znaša približno -/+ 0,6 stopinje. Za potrebe animacije leta je to najverjetneje 
sprejemljivo, saj je odstopaje neopazno s prostim očesom. 
 
 91 
7  Sklep 
Program Plane Maker omogoča izgradnjo modela poljubnega letala, za kar je 
potrebno le minimalno računalniško predznanje. V kolikor so za nas sprjemljive 
večje poenostavitve so za izgradnjo potrebni le osnovni podatki o fizičnih merah, 
masi in pogonu. Kljub temu Plane Maker ponuja kopico dodatne funkcinalnosti, 
neopisane v tem delu za izdelavo kompleksnejših modelov. 
 Diplomsko delo vsebuje opis postopka gradnje modela letala v programu 
Plane Maker. Predstavljen je tudi način uporabe simulatorja X-Plane z namenom 
simuliranja in animacije leta letala. Izgrajena komunikacijska bloka DSDRInterface 
in DSDSInterface omogočata pridobitev podatkov iz simulatorja X-Plane, ter 
obdelavo le-teh v okolju Matlab-Simulink. Hkrati je izvedena obratna povezava, s 
katero pošljamo ukaze v simulator X-Plane. Uporabnost obeh blokov je vidna v 
izdelavi in delovanju avtopilota. Slabost izdelane komunikacije je v načinu izvedbe 
sinhronizacije, ki pripelje do razlik med časom v simulaciji in časom v okolju 
Simulink. Animacija leta je izvedljiva z blokoma VEH1 in Visualisator. Oba bloka bi 
lahko služila, kot povezava med simulatorjem X-Plane in matematičnem modelom 
letala, ki je simuliran v okolju Simulink. Obenem pa sta zmožna replicirati lete 
opravljene z blokoma DSDRInterface in DSDSInterface. 
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A  Deklaracija globalnih spremenljivk, konstant in knjižnic 
/* 
 *global.h 
 *global declerations and includes for Matlab - X-Plane interface 
 *Anze Kunstlelj 2016 
 */ 
#include <string>                        // std::string, std::stod 
#include<winsock.h>                      //socket 
#pragma comment(lib, "Ws2_32.lib")       //winsock library file 
 
 
#define MAX_INPUT_PORTS 10               //max number of input ports 
#define MAX_OUTPUT_PORTS 10              //max out ports 
 
 
struct sockaddr_in serv;                 //server address 
struct sockaddr_in myaddr;               //our address 
int addrlen = sizeof(myaddr);            //length of addresses 
int sReceive, sSend;                     //sockets 
fd_set readfds;                          //fd_set structure (select) 
struct timeval tv;                       //wait time structure 
int total_packets=0;                     //overall number of packets 
recived 
int queue_packets=0;                        //packets in queue 
 
/* 
 * Need to include simstruc.h for the definition of the SimStruct  
 * and its associated macro definitions. 
 */ 
#include "simstruc.h" 
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/* 
 *DSDRInterface.cpp 
 *DataSetDataRef X-Plane UDP interface 
 *sends DataSet data structure 
 *receives DataRef data structure 
 *tested with Matlab 2014b 64bit and Windows 7 64bit 
 *Anze Kunstelj 2016 
 */ 
 
#define S_FUNCTION_LEVEL 2 
#define S_FUNCTION_NAME  DSDRInterface 
 
#include "global.h"         //global vars, libraries, includes 
 
/*====================* 
 * S-function methods * 
 *====================*/ 
 
/* Function: mdlInitializeSizes 
=============================================== 
 * Abstract: 
 *    The sizes information is used by Simulink to determine the S- 
 *    function block's characteristics (number of inputs, outputs, 
 *    states, etc.). 
 */ 
static void mdlInitializeSizes(SimStruct *S) 
{ 
    /*///////////////////////////////////////////////////////////// 
     * 5 paraneters:-sample time                                  / 
     *              -dataset numbers for X-Plane input (vector)   / 
     *              -numbers of DataRefs sent by X-Plane          / 
     *              -X-Plane IP and port                          / 
     *              -Matlab IP and port                           / 
     *///////////////////////////////////////////////////////////// 
    ssSetNumSFcnParams(S, 5);   //Number of expected parameters 
     
     
//check if enough parameters 
#if defined(MATLAB_MEX_FILE) 
    if (ssGetNumSFcnParams(S) == ssGetSFcnParamsCount(S)) { 
         
        if (ssGetErrorStatus(S) != NULL) { 
            return; 
        } 
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    } else { 
        return; /* Parameter mismatch will be reported by Simulink 
*/ 
    } 
#endif 
     
    ssSetNumContStates(S, 0);               //no continuous states 
    ssSetNumDiscStates(S, 0);               //no discrete states 
     
     //Set number of block Inputs 
    if (!ssSetNumInputPorts(S, 
mxGetNumberOfElements(ssGetSFcnParam(S, 1)))) return; 
    for(int i=0;i<mxGetNumberOfElements(ssGetSFcnParam(S, 1));i++){ 
        ssSetInputPortWidth(S, i, 8);                //input size 8 
    } 
    //Set number of block Outputs 
    int numOfDatarefs=mxGetScalar(ssGetSFcnParam(S, 2)); 
    int outNum =numOfDatarefs / 8 + (((numOfDatarefs < 0) ^ (8 > 0)) 
&& (numOfDatarefs%8)); 
    if (!ssSetNumOutputPorts(S, outNum)) return; 
    for(int i=0;i<outNum;i++){ 
        ssSetOutputPortWidth(S, i, 8);               //output size 8 
    } 
} 
 
/* Function: mdlInitializeSampleTimes 
========================================= 
 * Abstract: 
 *    This function is used to specify the sample time(s) for your 
 *    S-function. You must register the same number of sample times 
.*    as specified in ssSetNumSampleTimes. 
 */ 
static void mdlInitializeSampleTimes(SimStruct *S) 
{ 
    ssSetSampleTime(S, 0, mxGetScalar(ssGetSFcnParam(S, 0))); 
//set semple time 
} 
 
//initialite recieve and send sockets 
void InitializeSockets(SimStruct *S) 
{ 
    char MatlabInfo[25]={}; 
    char XPlaneInfo[25]={}; 
     
    //get matlab IP and port from 5th param 
    int buflen = mxGetN((ssGetSFcnParam(S, 4)))*sizeof(mxChar); 
    mxGetString((ssGetSFcnParam(S, 4)), MatlabInfo,buflen); 
    char * pch; 
    pch = strtok (MatlabInfo,":"); 
    char *MatlabIP=pch; 
    pch = strtok (NULL, ":"); 
    int MatlabPort=std::stoi (pch,NULL); 
     
    //get X-Plane IP and port from 4th param 
    buflen = mxGetN((ssGetSFcnParam(S, 3)))*sizeof(mxChar); 
    mxGetString((ssGetSFcnParam(S, 3)), XPlaneInfo,buflen); 
    pch = strtok (XPlaneInfo,":"); 
    char *XPlaneIP=pch; 
    pch = strtok (NULL, ":"); 
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    int XPlanePort=std::stoi (pch,NULL); 
     
     
    // Initialize Receive socket 
    myaddr.sin_family = AF_INET; 
    myaddr.sin_addr.s_addr = inet_addr(MatlabIP); 
    myaddr.sin_port = htons(MatlabPort); 
     
    if ((sReceive = socket(AF_INET, SOCK_DGRAM, 0)) < 0){ 
        printf("FromXplane: socket fail"); 
    } 
    else{ 
        printf("FromXplane:socket ok\n"); 
    } 
     
     
    //bind receive socket 
    if (bind(sReceive, (struct sockaddr *)&myaddr, sizeof(myaddr)) < 
0){ 
        printf("FromXplane: bind fail\n"); 
    } 
    else{ 
        printf("FromXplane: bind ok\n"); 
    } 
     
     
    // Initialize Send socket 
    serv.sin_family = AF_INET; 
    serv.sin_port = htons(XPlanePort); 
    serv.sin_addr.s_addr = inet_addr(XPlaneIP); 
     
    if ((sSend = socket(AF_INET, SOCK_DGRAM, 0)) < 0){ 
        printf("ToXPlane: socket fail\n"); 
    } 
    else{ 
        printf("ToXPlane: socket open\n"); 
    } 
    
     
} 
 
#define MDL_START  /* Change to #undef to remove function */ 
 
/* Function: mdlStart 
======================================================= 
 * Abstract: 
 *    This function is called once at start of model execution. If 
.*    you have states that should be initialized once, this is the 
.*    place to do it. 
 */ 
static void mdlStart(SimStruct *S) 
{ 
    InitializeSockets(S); 
  
} 
 
#define MDL_UPDATE 
  /* Function: mdlUpdate 
====================================================== 
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   * Abstract: 
   *    This function is called once for every major integration 
   *    time step. Discrete states are typically updated here, but 
   *    this function is useful for performing any tasks that should 
   *    only take place once per integration step. 
   */ 
static void mdlUpdate(SimStruct *S, int_T tid) 
{ 
    char char_send_data[5+36*MAX_INPUT_PORTS]={}; //data for X-Plane 
    char temp_data[MAX_INPUT_PORTS*8*4]={};    //temp data for float 
    int dataset_index[MAX_INPUT_PORTS]={};        //dataset index 
    float *f_buf = (float*)temp_data;             //char to float 
     
     
    real_T *valuevect =  mxGetPr(ssGetSFcnParam(S, 1)); 
    for(int i=0;i<mxGetNumberOfElements(ssGetSFcnParam(S, 1));i++){ 
 
         //read 2nd parameter and add values to dataset array 
         //values apply to X-Plane Data Set structure 
        dataset_index[i]=*valuevect++; 
         
         //get block input values 
        InputRealPtrsType  u = ssGetInputPortRealSignalPtrs(S,i); 
 
        //merge all inputs into one array 
        for(int j=0;j<8;j++){ 
            f_buf[j+i*8]=*u[j]; 
        } 
    } 
     
    //header data  "DATA@" 
    char_send_data[0]=68; 
    char_send_data[1]=65; 
    char_send_data[2]=84; 
    char_send_data[3]=65; 
    char_send_data[4]=64; 
     
    int datacou=0; 
    for(int i=0;i<mxGetNumberOfElements(ssGetSFcnParam(S, 1));i++){ 
        //set dataset index 
        char_send_data[36*i+5]=dataset_index[i]; 
         
        for(int j=0;j<8;j++){ 
            for(int k=0;k<4;k++){ 
                //copy values to  
                char_send_data[9+i*36+j*4+k]=temp_data[datacou];         
                datacou++; 
            } 
        } 
    } 
     
    //send commands to xplane 
    if (sendto(sSend, char_send_data, 
mxGetNumberOfElements(ssGetSFcnParam(S, 1))*36+5, 0, (struct 
sockaddr *)&serv, sizeof(serv)) < 0) { 
        perror("sendto failed"); 
    } 
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    UNUSED_ARG(tid);                             // unused 
} 
 
/* Function: mdlOutputs 
======================================================= 
 * Abstract: 
 *    In this function, you compute the outputs of your S-function 
 *    block. 
 */ 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
    int num_of_ouput_data = mxGetScalar(ssGetSFcnParam(S, 2));                           
//num of datarefs Xplane sends 
    int num_of_outputs =num_of_ouput_data / 8 + (((num_of_ouput_data 
< 0) ^ (8 > 0)) && (num_of_ouput_data%8)); //block outputs, 1 output 
for 8 signals    
    char buf[10*MAX_OUTPUT_PORTS*8+6]={};          //receive buffer 
    char buf1[10*MAX_OUTPUT_PORTS*8+6]={};         //temp buf 
    double xplane_data[MAX_OUTPUT_PORTS*8]={};     //array for 
received data 
    int select_value;                              //1 if packet 
ready, 0 if not 
    int recvlen;                                   //message length 
     
     
    //Set blocking time, recive socket 
    int wait_time=1; 
    tv.tv_sec = wait_time;                         //seconds 
    tv.tv_usec = 0;                                // microseconds 
     
    FD_ZERO(&readfds);                             //clear set 
    FD_SET( sReceive , &readfds);                  //add sReceive to 
set 
     
     
    select_value=select( 1 , &readfds , NULL , NULL, &tv);  //check 
if packet ready 
    if (select_value==1){                                   
//receive data from socket if available 
        while(select_value==1){                    //loop if more 
then 1 packet arrived 
 
            recvlen = recvfrom(sReceive, buf, sizeof(buf), 0, 
(struct sockaddr *)&myaddr, &addrlen); 
            total_packets++;                       //total packet 
count 
             
 
            tv.tv_sec = 0;                         //wait seconds 
            select_value=select( 1 , &readfds , NULL , NULL, &tv); 
            if (select_value==1){                  //check if anoter 
packet ready 
                queue_packets++;                   //total number of 
packets in queue 
                printf("Multiple packets received!!\n"); 
            } 
        } 
    } 
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    else{                                          //give warning if 
no packets 
        char XPlaneInfo[25]={}; 
        int buflen = mxGetN((ssGetSFcnParam(S, 
3)))*sizeof(mxChar)+1; 
        mxGetString((ssGetSFcnParam(S, 3)), XPlaneInfo,buflen); 
        printf("No data received from X-Plane (%s)  //WAITING %i 
second(s)\n",XPlaneInfo,wait_time); 
    } 
     
    if (buf[0]==68&&buf[1]==82&&buf[2]==69&&buf[3]==70){    //if 
header == DREF  
            //removes packet header 
            for(int i=6;i<recvlen;i++){ 
                buf1[i-6]=buf[i]; 
            } 
             
            //split string 
            char * pch; 
            pch = strtok (buf1,","); 
            int count=0; 
            while (pch != NULL){ 
                xplane_data[count]=std::stod (pch,NULL); 
                pch = strtok (NULL, ","); 
                count++; 
            } 
             
            //outputs 
            for(int i=0;i<num_of_outputs;i++){ 
                real_T *y = ssGetOutputPortRealSignal(S,i); 
                for(int j=0;j<8;j++){ 
                    y[j]=xplane_data[i*8+j];            //X-Plane 
data to output y 
                     
                } 
                 
            } 
    } 
     
    UNUSED_ARG(tid);                                    // unused 
} 
 
/* Function: mdlTerminate 
===================================================== 
 * Abstract: 
 *    In this function, you should perform any actions that are 
 *    necessary at the termination of a simulation.  For example, if 
 *    memory was allocated in mdlStart, this is the place to free 
.*    it. 
 */ 
 
static void mdlTerminate(SimStruct *S) 
{ 
     
    //print statistic to Diagnostic viewer 
    printf("Packets received:%i\n",total_packets); 
    printf("Unused packets:%i\n",queue_packets);     
     
    total_packets=0; 
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    queue_packets=0; 
     
    //cleanup 
    closesocket(sReceive); 
    closesocket(sSend); 
    WSACleanup(); 
     
    UNUSED_ARG(S); 
     
} 
 
 
/*=============================* 
 * Required S-function trailer * 
 *=============================*/ 
 
#ifdef  MATLAB_MEX_FILE    /* Is this file being compiled as a MEX-
file? */ 
#include "simulink.c"      /* MEX-file interface mechanism */ 
#else 
#include "cg_sfun.h"       /* Code generation registration function 
*/ 
#endif 
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/* 
 *DSDSInterface.cpp 
 *DataSetDataSet X-Plane UDP interface 
 *sends DataSet data structure 
 *receives DataSet data structure 
 *tested with Matlab 2014b and Windows 7 both 64bit 
 *Anze Kunstelj 2016 
 */ 
 
 
#define S_FUNCTION_LEVEL 2 
#define S_FUNCTION_NAME  DSDSInterface 
 
#include "global.h"         //global vars, libraries, includes 
 
/*====================* 
 * S-function methods * 
 *====================*/ 
 
 
 
/* Function: mdlInitializeSizes 
=============================================== 
* Abstract: 
 *    The sizes information is used by Simulink to determine the S- 
 *    function block's characteristics (number of inputs, outputs, 
 *    states, etc.). 
 */ 
static void mdlInitializeSizes(SimStruct *S) 
{ 
    /*///////////////////////////////////////////////////////////// 
     * 5 paraneters:-sample time                                  / 
     *              -dataset index for X-Plane input (vector)     / 
     *              -dataset index X-Plane sends (vector)         / 
     *              -X-Plane IP and port                          / 
     *              -Matlab IP and port                           / 
     *///////////////////////////////////////////////////////////// 
 
 
 
    ssSetNumSFcnParams(S, 5);  /* Number of expected parameters */ 
 
//check if enough parameters 
#if defined(MATLAB_MEX_FILE) 
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    if (ssGetNumSFcnParams(S) == ssGetSFcnParamsCount(S)) { 
         
        if (ssGetErrorStatus(S) != NULL) { 
            return; 
        } 
    } else { 
        return; /* Parameter mismatch will be reported by Simulink 
*/ 
    } 
#endif     
    ssSetNumContStates(S, 0);               //no continuous states 
    ssSetNumDiscStates(S, 0);               //no discrete states 
     
     //Set number of block Inputs 
    if (!ssSetNumInputPorts(S, 
mxGetNumberOfElements(ssGetSFcnParam(S, 1)))) return; 
    for(int i=0;i<mxGetNumberOfElements(ssGetSFcnParam(S, 1));i++){ 
        ssSetInputPortWidth(S, i, 8);                 //input size 8 
        ssSetInputPortDirectFeedThrough(S, i, 0); 
    } 
     //Set number of block Outputs 
    if (!ssSetNumOutputPorts(S, 
mxGetNumberOfElements(ssGetSFcnParam(S, 2)))) return; 
    for(int i=0;i<mxGetNumberOfElements(ssGetSFcnParam(S, 2));i++){ 
        ssSetOutputPortWidth(S, i, 8);               //output size 8 
    } 
} 
 
 
 
/* Function: mdlInitializeSampleTimes 
========================================= 
 * Abstract: 
 *    This function is used to specify the sample time(s) for your 
 *    S-function. You must register the same number of sample times 
.*    as specified in ssSetNumSampleTimes. 
 */ 
static void mdlInitializeSampleTimes(SimStruct *S) 
{ 
    //set semple time 
    ssSetSampleTime(S, 0, mxGetScalar(ssGetSFcnParam(S, 0)));            
} 
 
 
    void InitializeSockets(SimStruct *S) 
    { 
 
        char MatlabInfo[25]={}; 
        char XPlaneInfo[25]={}; 
 
        //Get matlab IP and port from block param 
        int buflen = mxGetN((ssGetSFcnParam(S, 4)))*sizeof(mxChar); 
        mxGetString((ssGetSFcnParam(S, 4)), MatlabInfo,buflen); 
        char * pch; 
        pch = strtok (MatlabInfo,":"); 
        char *MatlabIP=pch; 
        pch = strtok (NULL, ":"); 
        int MatlabPort=std::stoi (pch,NULL); 
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        //Get X-Plane IP and port from block param 
        buflen = mxGetN((ssGetSFcnParam(S, 3)))*sizeof(mxChar);  
        mxGetString((ssGetSFcnParam(S, 3)), XPlaneInfo,buflen); 
        pch = strtok (XPlaneInfo,":"); 
        char *XPlaneIP=pch; 
        pch = strtok (NULL, ":"); 
        int XPlanePort=std::stoi (pch,NULL);        
         
         
        // Initialize Receive socket 
        myaddr.sin_family = AF_INET; 
        myaddr.sin_addr.s_addr = inet_addr(MatlabIP); 
        myaddr.sin_port = htons(MatlabPort); 
 
        if ((sReceive = socket(AF_INET, SOCK_DGRAM, 0)) < 0){ 
            printf("FromXplane: socket fail"); 
        } 
        else{ 
            printf("FromXplane:socket ok\n"); 
        } 
         
        //Bind 
        if (bind(sReceive, (struct sockaddr *)&myaddr, 
sizeof(myaddr)) < 0){ 
            printf("FromXplane: bind fail\n"); 
        } 
        else{ 
            printf("FromXplane: bind ok\n"); 
        } 
         
 
        // Initialize Send socket 
        serv.sin_family = AF_INET; 
        serv.sin_port = htons(XPlanePort); 
        serv.sin_addr.s_addr = inet_addr(XPlaneIP); 
 
        if ((sSend = socket(AF_INET, SOCK_DGRAM, 0)) < 0){ 
            printf("ToXPlane: socket fail\n"); 
        } 
        else{ 
            printf("ToXPlane: socket open\n"); 
        } 
    } 
#define MDL_START  /* Change to #undef to remove function */ 
 
/* Function: mdlStart 
======================================================= 
 * Abstract: 
 *    This function is called once at start of model execution. If 
.*    you have states that should be initialized once, this is the 
.*    place to do it. 
 */ 
 
static void mdlStart(SimStruct *S) 
{ 
    InitializeSockets(S); 
} 
 
#define MDL_UPDATE 
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  /* Function: mdlUpdate 
====================================================== 
   * Abstract: 
   *    This function is called once for every major integration 
   *    time step. Discrete states are typically updated here, but 
   *    this function is useful for performing any tasks that should 
   *    only take place once per integration step. 
   */ 
static void mdlUpdate(SimStruct *S, int_T tid) 
{ 
    char char_send_data[5+36*MAX_INPUT_PORTS]={}; //data for X-Plane 
    char temp_data[MAX_INPUT_PORTS*8*4]={};    //temp data for float 
    int dataset_index[MAX_INPUT_PORTS]={};     //datasets index 
    float *f_buf = (float*)temp_data;          //char to float 
 
    //Read dataset index from 2nd parameter 
    real_T *valuevect =  mxGetPr(ssGetSFcnParam(S, 1)); 
    for(int i=0;i<mxGetNumberOfElements(ssGetSFcnParam(S, 1));i++){ 
 
        //Get dataset index 
        dataset_index[i]=*valuevect++;       
 
        //Get block input values 
        InputRealPtrsType  u = ssGetInputPortRealSignalPtrs(S,i); 
 
        //merge all inputs into one array 
        for(int j=0;j<8;j++){ 
            f_buf[j+i*8]=*u[j]; 
        }   
    } 
 
    //header data  "DATA@" 
    char_send_data[0]=68; 
    char_send_data[1]=65; 
    char_send_data[2]=84; 
    char_send_data[3]=65; 
    char_send_data[4]=64; 
 
    int datacou=0; 
    for(int i=0;i<mxGetNumberOfElements(ssGetSFcnParam(S, 1));i++){ 
        char_send_data[36*i+5]=dataset_index[i];                
//set dataset index 
 
        for(int j=0;j<8;j++){ 
            for(int k=0;k<4;k++){ 
                char_send_data[9+i*36+j*4+k]=temp_data[datacou];    
//data  
                datacou++; 
            }  
        }  
    } 
 
    //send commands to xplane 
    if (sendto(sSend, char_send_data, 
mxGetNumberOfElements(ssGetSFcnParam(S, 1))*36+5, 0, (struct 
sockaddr *)&serv, sizeof(serv)) < 0) { 
        printf("send failed"); 
    } 
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    UNUSED_ARG(tid);                             // unused 
} 
 
/* Function: mdlOutputs 
======================================================= 
 * Abstract: 
 *    In this function, you compute the outputs of your S-function 
 *    block. 
 */ 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
    char buf[MAX_OUTPUT_PORTS*36+5]={};                     // 
receive buffer 
    int parm_numbers[MAX_OUTPUT_PORTS]={};                  
//dataset index 
    int select_value;                                       //1 if 
packet ready, 0 if not 
    int recvlen;                                            
//message length 
     
    //Set blocking time, recive socket 
    int wait_time =1;                           //wait time in secs 
if no data from X-Plane 
    tv.tv_sec = wait_time;  //seconds 
    tv.tv_usec = 0;  // microseconds 
     
    FD_ZERO(&readfds);                      //clear set 
    FD_SET( sReceive , &readfds);           //add sReceive to set 
     
     
     
    select_value=select( 1 , &readfds , NULL , NULL, &tv);  //check 
if packet ready 
    if (select_value==1){                                   
//receive data from socket if available 
         
        /*get dataset IDs and order from 3rd param*/ 
        real_T *valuevect =  mxGetPr(ssGetSFcnParam(S, 2)); 
        for(int i=0;i<mxGetNumberOfElements(ssGetSFcnParam(S, 
2));i++){ 
            parm_numbers[i]=*valuevect++; 
             
        } 
        while(select_value==1){                             //loop 
if more then 1 packet arrived 
            /* receive data from xplane */ 
            recvlen = recvfrom(sReceive, buf, 
mxGetNumberOfElements(ssGetSFcnParam(S, 2))*36+5, 0, (struct 
sockaddr *)&myaddr, &addrlen); 
            total_packets++;                                //total 
packet count 
             
             
            tv.tv_sec = 0;                                  //wait 
seconds 
            select_value=select( 1 , &readfds , NULL , NULL, &tv); 
            if (select_value==1){                           //check 
if anoter packet ready 
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                queue_packets++;                            //total 
number of packets in queue 
                printf("Multiple packets received!!\n"); 
            } 
           
        } 
         
    } 
    else{                                                   //give 
warning if no packets from X-Plane 
        char XPlaneInfo[25]={}; 
        int buflen = mxGetN((ssGetSFcnParam(S, 
3)))*sizeof(mxChar)+1; 
        mxGetString((ssGetSFcnParam(S, 3)), XPlaneInfo,buflen); 
        printf("No data received from X-Plane (%s)  //WAITING %i 
second(s)\n",XPlaneInfo,wait_time); 
    } 
     
    /* output stuff for simulink */ 
     
     
    for (int i = 5; i < recvlen; i += 36){ 
        int dataset_index= buf[i];                          //read 
dataset ID 
         
        for(int j=0;j<mxGetNumberOfElements(ssGetSFcnParam(S, 
2));j++){ 
             
            if(parm_numbers[j]==dataset_index){ 
                int data_out_count = 0;                             
//counts to 7 
                real_T *y = ssGetOutputPortRealSignal(S,j);         
//output 
                for (int d = 4; d < 36; d += 4){ 
                    float dataValue = *(float*)(&buf[i+d]);         
//read float value 
                    y[data_out_count] = dataValue;                  
//data to output 
                    data_out_count++; 
                } 
            } 
             
        } 
         
         
    } 
     
    UNUSED_ARG(tid);                             // unused 
} 
 
/* Function: mdlTerminate 
===================================================== 
 * Abstract: 
 *    In this function, you should perform any actions that are 
necessary 
 *    at the termination of a simulation.  For example, if memory 
was 
 *    allocated in mdlStart, this is the place to free it. 
 */ 
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static void mdlTerminate(SimStruct *S) 
{ 
    //print statistic to Diagnostic viewer 
    printf("Packets received:%i\n",total_packets); 
    printf("Unused packets:%i\n",queue_packets); 
     
    //set packet count to 0 
    total_packets=0; 
    queue_packets=0; 
     
    //cleanup 
    closesocket(sReceive); 
    closesocket(sSend); 
    WSACleanup(); 
} 
/*======================================================* 
 * See sfuntmpl.doc for the optional S-function methods * 
 *======================================================*/ 
 
/*=============================* 
 * Required S-function trailer * 
 *=============================*/ 
 
#ifdef  MATLAB_MEX_FILE    /* Is this file being compiled as a MEX-
file? */ 
#include "simulink.c"      /* MEX-file interface mechanism */ 
#else 
#include "cg_sfun.h"       /* Code generation registration function 
*/ 
#endif 
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/* 
 *veh1.cpp 
 *VEH1 UDP X-Plane interface 
 *tested with Matlab 2014b and Windows 7 both 64bit 
 *Anze Kunstelj 2016 
 */ 
 
 
#define S_FUNCTION_LEVEL 2 
#define S_FUNCTION_NAME  veh1 
 
#include "global.h"         //global vars, libraries, includes 
 
/* 
 * Need to include simstruc.h for the definition of the SimStruct 
and 
 * its associated macro definitions. 
 */ 
#include "simstruc.h" 
 
/*====================* 
 * S-function methods * 
 *====================*/ 
 
 
 
/* Function: mdlInitializeSizes 
=============================================== 
 * Abstract: 
 *    The sizes information is used by Simulink to determine the S-
function 
 *    block's characteristics (number of inputs, outputs, states, 
etc.). 
 */ 
static void mdlInitializeSizes(SimStruct *S) 
{ 
         
 
    /*///////////////////////////////////////////////////////////// 
     * 2 paraneters:-sample time                                  / 
     *              -X-Plane IP and port                          / 
     *///////////////////////////////////////////////////////////// 
     
*/////////////////////////////////////////////////////////////// 
    ssSetNumSFcnParams(S, 2);  /* Number of expected parameters */ 
     
#if defined(MATLAB_MEX_FILE) 
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    if (ssGetNumSFcnParams(S) == ssGetSFcnParamsCount(S)) { 
         
        if (ssGetErrorStatus(S) != NULL) { 
            return; 
        } 
    } else { 
        return; /* Parameter mismatch will be reported by Simulink 
*/ 
    } 
#endif 
    ssSetSFcnParamTunable(S, 0, 0);         //non-tunable parameters 
 
    ssSetNumContStates(S, 0);               //no continuous state 
    ssSetNumDiscStates(S, 0);               //no discrete state 
     
    /*/////////////////////////////// 
     *Set number of block Inputs    / 
     */////////////////////////////// 
    if (!ssSetNumInputPorts(S, 1)) return; 
    ssSetInputPortWidth(S, 0, 10);                           //input 
size 
    ssSetInputPortDirectFeedThrough(S, 0, 0); 
     
     
    /*/////////////////////////////// 
     *Set number of block Outputs   / 
     */////////////////////////////// 
    if (!ssSetNumOutputPorts(S, 0)) return;                 //no 
output 
 
} 
 
 
 
/* Function: mdlInitializeSampleTimes 
========================================= 
 * Abstract: 
 *    This function is used to specify the sample time(s) for your 
 *    S-function. You must register the same number of sample times 
as 
 *    specified in ssSetNumSampleTimes. 
 */ 
static void mdlInitializeSampleTimes(SimStruct *S) 
{ 
    ssSetSampleTime(S, 0, mxGetScalar(ssGetSFcnParam(S, 0))); 
 
} 
 
#define MDL_START  /* Change to #undef to remove function */ 
 
/* Function: mdlStart 
======================================================= 
 * Abstract: 
 *    This function is called once at start of model execution. If 
you 
 *    have states that should be initialized once, this is the place 
 *    to do it. 
 */ 
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void InitializeSockets(SimStruct *S) 
{ 
 
    char XPlaneInfo[25]={}; 
     
     
    //get X-Plane IP and port from param 
    int buflen = mxGetN((ssGetSFcnParam(S, 1)))*sizeof(mxChar)+1; 
    mxGetString((ssGetSFcnParam(S, 1)), XPlaneInfo,buflen); 
    char * pch; 
    pch = strtok (XPlaneInfo,":"); 
    char *XPlaneIP=pch; 
    pch = strtok (NULL, ":"); 
    int XPlanePort=std::stoi (pch,NULL); 
     
     
    // Initialize Send socket 
    serv.sin_family = AF_INET; 
    serv.sin_port = htons(XPlanePort); 
    serv.sin_addr.s_addr = inet_addr(XPlaneIP); 
     
    if ((sSend = socket(AF_INET, SOCK_DGRAM, 0)) < 0){ 
        printf("ToXPlane: socket fail\n"); 
    } 
    else{ 
        printf("ToXPlane: socket open\n"); 
    } 
} 
 
static void mdlStart(SimStruct *S) 
{ 
    InitializeSockets(S); 
} 
 
//veh1 packet structure (no header) 
struct veh1_struct 
{ 
 int p; 
 double lat_lon_ele      [3]; 
 float psi_the_phi  [3]; 
 float gear_flap_vect [3]; 
}; 
 
 
 
#define MDL_UPDATE 
static void mdlUpdate(SimStruct *S, int_T tid) 
{ 
    char header [] ="VEH1@";                //header 
    char *data;                             //packet data 
    veh1_struct plane1; 
    char data_send[1024]; 
    int data_len;                           //packet size 
     
    InputRealPtrsType  u = ssGetInputPortRealSignalPtrs(S,0);       
//block inputs 
     
    //inputs to struct 
    plane1.p=*u[0]; 
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    plane1.lat_lon_ele[0]=*u[1]; 
    plane1.lat_lon_ele[1]=*u[2]; 
    plane1.lat_lon_ele[2]=*u[3]; 
    plane1.psi_the_phi[0]=*u[4]; 
    plane1.psi_the_phi[1]=*u[5]; 
    plane1.psi_the_phi[2]=*u[6]; 
    plane1.gear_flap_vect[0]=*u[7]; 
    plane1.gear_flap_vect[1]=*u[8]; 
    plane1.gear_flap_vect[2]=*u[9]; 
     
    data=(char*) &plane1;           //copy struct 
     
    memcpy(&data_send[0],header,5); // copy header 
     
    data_len = sizeof(veh1_struct); 
    memcpy(&data_send[5],data,data_len);  // store the data 
    data_len+= 5;                      //add 5 for header data 
     
    int send_failed=(sendto(sSend, data_send, data_len, 0, (struct 
sockaddr *)&serv, sizeof(serv))); 
 
    Sleep(mxGetScalar(ssGetSFcnParam(S, 0))*1000);                  
//sample time wait 
     
    UNUSED_ARG(tid);                             // unused 
} 
 
 
/* Function: mdlOutputs 
======================================================= 
 * Abstract: 
 *    In this function, you compute the outputs of your S-function 
 *    block. 
 */ 
 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
    //empty 
} 
 
 
/* Function: mdlTerminate 
===================================================== 
 * Abstract: 
 *    In this function, you should perform any actions that are 
necessary 
 *    at the termination of a simulation.  For example, if memory 
was 
 *    allocated in mdlStart, this is the place to free it. 
 */ 
static void mdlTerminate(SimStruct *S) 
{ 
    //cleanup 
    closesocket(sReceive); 
    closesocket(sSend); 
    WSACleanup(); 
 
    UNUSED_ARG(S); 
} 
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/*======================================================* 
 * See sfuntmpl.doc for the optional S-function methods * 
 *======================================================*/ 
 
/*=============================* 
 * Required S-function trailer * 
 *=============================*/ 
 
#ifdef  MATLAB_MEX_FILE    /* Is this file being compiled as a MEX-
file? */ 
#include "simulink.c"      /* MEX-file interface mechanism */ 
#else 
#include "cg_sfun.h"       /* Code generation registration function 
*/ 
#endif 
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/* 
 *Viz.cpp 
 *DataRefDataRef X-Plane UDP interface 
 *sends DataRef data structure 
 *receives DataRef data structure 
 *tested with Matlab 2014b and Windows 7 both 64bit 
 *Anze Kunstelj 2016 
 */ 
 
 
 
#define S_FUNCTION_LEVEL 2 
#define S_FUNCTION_NAME  Viz 
 
#include "global.h"         //global vars, libraries, includes 
 
/*====================* 
 * S-function methods * 
 *====================*/ 
 
 
 
/* Function: mdlInitializeSizes 
=============================================== 
 * Abstract: 
 *    The sizes information is used by Simulink to determine the S-
function 
 *    block's characteristics (number of inputs, outputs, states, 
etc.). 
 */ 
static void mdlInitializeSizes(SimStruct *S) 
{ 
         
    /*///////////////////////////////////////////////////////////// 
     * 5 paraneters:-sample time                                  / 
     *              -numbers of DataRefs sent by X-Plane          / 
     *              -X-Plane IP and port                          / 
     *              -Matlab IP and port                           / 
     *///////////////////////////////////////////////////////////// 
      
 
    ssSetNumSFcnParams(S, 4);  /* Number of expected parameters */ 
 
//check if enough parameters 
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#if defined(MATLAB_MEX_FILE) 
    if (ssGetNumSFcnParams(S) == ssGetSFcnParamsCount(S)) { 
 
        if (ssGetErrorStatus(S) != NULL) { 
            return; 
        } 
    } else { 
        return; /* Parameter mismatch will be reported by Simulink 
*/ 
    } 
#endif 
    ssSetSFcnParamTunable(S, 0, 0);         //non-tunable parameters 
 
    ssSetNumContStates(S, 0);               //no continuous state 
    ssSetNumDiscStates(S, 0);               //no discrete state 
 
    /*/////////////////////////////// 
     *Set number of block Inputs    / 
     */////////////////////////////// 
    if (!ssSetNumInputPorts(S, 1)) return;                  //1 
input 
    ssSetInputPortWidth(S, 0, 6);                           //input 
size 6 
 
    /*/////////////////////////////// 
     *Set number of block Outputs   / 
     */////////////////////////////// 
    int numOfDatarefs=mxGetScalar(ssGetSFcnParam(S, 1)); 
    int outNum =numOfDatarefs / 8 + (((numOfDatarefs < 0) ^ (8 > 0)) 
&& (numOfDatarefs%8)); 
    if (!ssSetNumOutputPorts(S, outNum)) return; 
    for(int i=0;i<outNum;i++){ 
        ssSetOutputPortWidth(S, i, 8);                          
//output size 8 
    } 
} 
 
/* Function: mdlInitializeSampleTimes 
========================================= 
 * Abstract: 
 *    This function is used to specify the sample time(s) for your 
 *    S-function. You must register the same number of sample times 
as 
 *    specified in ssSetNumSampleTimes. 
 */ 
static void mdlInitializeSampleTimes(SimStruct *S) 
{ 
    ssSetSampleTime(S, 0, mxGetScalar(ssGetSFcnParam(S, 0))); 
} 
 
#define MDL_START  /* Change to #undef to remove function */ 
 
  /* Function: mdlStart 
======================================================= 
   * Abstract: 
   *    This function is called once at start of model execution. If 
you 
   *    have states that should be initialized once, this is the 
place 
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   *    to do it. 
   */ 
 
    void InitializeSockets(SimStruct *S) 
    { 
        char MatlabInfo[25]={}; 
        char XPlaneInfo[25]={}; 
 
        //get matlab IP and port from param 
        int buflen = mxGetN((ssGetSFcnParam(S, 3)))*sizeof(mxChar); 
        mxGetString((ssGetSFcnParam(S, 3)), MatlabInfo,buflen); 
        char * pch; 
        pch = strtok (MatlabInfo,":"); 
        char *MatlabIP=pch; 
        pch = strtok (NULL, ":"); 
        int MatlabPort=std::stoi (pch,NULL); 
 
        //get X-Plane IP and port from param 
        buflen = mxGetN((ssGetSFcnParam(S, 2)))*sizeof(mxChar); 
        mxGetString((ssGetSFcnParam(S, 2)), XPlaneInfo,buflen); 
        //char * pch; 
        pch = strtok (XPlaneInfo,":"); 
        char *XPlaneIP=pch; 
        pch = strtok (NULL, ":"); 
        int XPlanePort=std::stoi (pch,NULL); 
 
 
        // Initialize Receive socket 
        myaddr.sin_family = AF_INET; 
        myaddr.sin_addr.s_addr = inet_addr(MatlabIP); 
        myaddr.sin_port = htons(MatlabPort); 
 
        if ((sReceive = socket(AF_INET, SOCK_DGRAM, 0)) < 0){ 
            printf("FromXplane: socket fail"); 
        } 
        else{ 
            printf("FromXplane: socket ok\n"); 
        } 
 
 
        //bind Receive socket 
        if (bind(sReceive, (struct sockaddr *)&myaddr, 
sizeof(myaddr)) < 0){ 
            printf("FromXplane: bind fail\n"); 
        } 
        else{ 
            printf("FromXplane: bind ok\n"); 
        } 
 
 
        // Initialize Send socket 
        serv.sin_family = AF_INET; 
        serv.sin_port = htons(XPlanePort); 
        serv.sin_addr.s_addr = inet_addr(XPlaneIP); 
 
        if ((sSend = socket(AF_INET, SOCK_DGRAM, 0)) < 0){ 
            printf("ToXPlane: socket fail\n"); 
        } 
        else{ 
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            printf("ToXPlane: socket open\n"); 
        } 
    } 
 
static void mdlStart(SimStruct *S) 
{ 
 
    InitializeSockets(S);       //initialize both sockets 
 
} 
 
#define MDL_UPDATE 
static void mdlUpdate(SimStruct *S, int_T tid) 
{ 
 
    char buf[509]={};                       //msg we are sending to 
X-Plane 
    char temp_data[4]={}; 
    float *f_buf = (float*)temp_data; 
 
    InputRealPtrsType  u = ssGetInputPortRealSignalPtrs(S,0); 
 
    for(int i=0;i<6;i++){ 
        memset(&buf[0],32,sizeof(buf));             //all array 
elemets to space (32) 
 
        memcpy(&buf[0],"DREF0",sizeof(buf));       //define header 
 
 
        //set ref paths 
        if(i==0){ 
            memcpy(&buf[9],"sim/flightmodel/position/local_x",33); 
        } 
        else if(i==1){ 
            memcpy(&buf[9],"sim/flightmodel/position/local_y",33); 
        } 
        else if(i==2){ 
            memcpy(&buf[9],"sim/flightmodel/position/local_z",33); 
        } 
        else if(i==3){ 
            memcpy(&buf[9],"sim/flightmodel/position/psi",29); 
        } 
        else if(i==4){ 
            memcpy(&buf[9],"sim/flightmodel/position/theta",31); 
        } 
        else if(i==5){ 
            memcpy(&buf[9],"sim/flightmodel/position/phi",29); 
        } 
 
 
        f_buf[0]=*u[i];             //block input 
 
        ///copy values to buf 
        buf[5]=temp_data[0]; 
        buf[6]=temp_data[1]; 
        buf[7]=temp_data[2]; 
        buf[8]=temp_data[3]; 
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    //send commands to xplane 
    if (sendto(sSend, buf, sizeof(buf), 0, (struct sockaddr *)&serv, 
sizeof(serv)) < 0) { 
        printf("send failed"); 
    } 
 
    } 
 
 
    UNUSED_ARG(tid);                             // unused 
} 
 
 
/* Function: mdlOutputs 
======================================================= 
 * Abstract: 
 *    In this function, you compute the outputs of your S-function 
 *    block. 
 */ 
static void mdlOutputs(SimStruct *S, int_T tid) 
{ 
 
    int num_of_ouput_data = mxGetScalar(ssGetSFcnParam(S, 1));                           
//num of datarefs Xplane sends 
    int num_of_outputs =num_of_ouput_data / 8 + (((num_of_ouput_data 
< 0) ^ (8 > 0)) && (num_of_ouput_data%8)); //block outputs, 1 output 
for 8 signals 
    char buf[10*MAX_OUTPUT_PORTS*8+6]={};                   
//receive buffer 
    char buf1[10*MAX_OUTPUT_PORTS*8+6]={};                  //temp 
buf 
    double xplane_data[MAX_OUTPUT_PORTS*8]={};              //array 
for received data 
    int select_value;                                       //1 if 
packet ready, 0 if not 
    int recvlen;                                            
//message length 
 
    //Set blocking time, recive socket 
    int wait_time =1;                           //wait time in secs 
if no data from X-Plane 
    tv.tv_sec = wait_time;                                  
//seconds 
    tv.tv_usec = 0;                                         // 
microseconds 
 
    FD_ZERO(&readfds);                                      //clear 
set 
    FD_SET( sReceive , &readfds);                           //add 
sReceive to set 
 
 
    select_value=select( 1 , &readfds , NULL , NULL, &tv);  //check 
if packet ready 
    if (select_value==1){                                   
//receive data from socket if available 
        while(select_value==1){                             //loop 
if more then 1 packet arrived 
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            recvlen = recvfrom(sReceive, buf, sizeof(buf), 0, 
(struct sockaddr *)&myaddr, &addrlen); 
            total_packets++;                                //total 
packet count 
 
 
            tv.tv_sec = 0;                                  //wait 
seconds 
            select_value=select( 1 , &readfds , NULL , NULL, &tv); 
            if (select_value==1){                           //check 
if anoter packet ready 
                queue_packets++;                            //total 
number of packets in queue 
                printf("Multiple packets received!!\n"); 
            } 
        } 
    } 
    else{                                                   //give 
warning if no packets 
        char XPlaneInfo[25]={}; 
        int buflen = mxGetN((ssGetSFcnParam(S, 
2)))*sizeof(mxChar)+1; 
        mxGetString((ssGetSFcnParam(S, 2)), XPlaneInfo,buflen); 
        printf("No data received from X-Plane (%s)  //WAITING %i 
second(s)\n",XPlaneInfo,wait_time); 
    } 
 
    if (buf[0]==68&&buf[1]==82&&buf[2]==69&&buf[3]==70){    //if 
header == DREF 
            //removes packet header 
            for(int i=6;i<recvlen;i++){ 
                buf1[i-6]=buf[i]; 
            } 
 
            //split string 
            char * pch; 
            pch = strtok (buf1,","); 
            int count=0; 
            while (pch != NULL){ 
                xplane_data[count]=std::stod (pch,NULL); 
                pch = strtok (NULL, ","); 
                count++; 
            } 
 
            //outputs 
            for(int i=0;i<num_of_outputs;i++){ 
                real_T *y = ssGetOutputPortRealSignal(S,i); 
                for(int j=0;j<8;j++){ 
                    y[j]=xplane_data[i*8+j];            //X-Plane 
data to output 
 
                } 
 
            } 
    } 
    UNUSED_ARG(tid);                             // object 
} 
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/* Function: mdlTerminate 
===================================================== 
 * Abstract: 
 *    In this function, you should perform any actions that are 
necessary 
 *    at the termination of a simulation.  For example, if memory 
was 
 *    allocated in mdlStart, this is the place to free it. 
 */ 
static void mdlTerminate(SimStruct *S) 
{ 
    //print statistic to Diagnostic viewer 
    printf("Packets received:%i\n",total_packets); 
    printf("Unused packets:%i\n",queue_packets); 
 
    total_packets=0; 
    queue_packets=0; 
 
    //cleanup 
    closesocket(sReceive); 
    closesocket(sSend); 
    WSACleanup(); 
 
    UNUSED_ARG(S); 
} 
 
/*=============================* 
 * Required S-function trailer * 
 *=============================*/ 
 
#ifdef  MATLAB_MEX_FILE    /* Is this file being compiled as a MEX-
file? */ 
#include "simulink.c"      /* MEX-file interface mechanism */ 
#else 
#include "cg_sfun.h"       /* Code generation registration function 
*/ 
#endif 
 
 
