Abstract. This paper discusses about the different user-interfaces of mobile development and modeling environments in order to extract important details in which the user-interfaces for such environments are designed. The goal of studying such environments is to come up with a simple interface which would help people with little or no experience in programming, develop their own mobile applications through modeling. The aim of this research is to find ways in order to present the user interface in a clear manner such that the balance between ease-of-use and ease of learning is achieved.
Introduction
Nowadays, the development of software applications is no longer bounded within the confines of people with programming skills. People are no longer limited to just being end-users of an application, but are encouraged to be the creators of their own applications as well. An example of this is the growth of the world wide web and how the creation of web pages are no longer restricted to people who have skills in writing HTML code and scripts. The introduction of WYSIWYG HTML Editors such as Microsoft Front Page and Google Page Editor has made this possible. By hiding the HTML code in the background and allowing components to be dragged and dropped on to a page makes it easy for novices to create their own web pages.
The same thing is happening now to the mobile industry. Mobile phone users are no longer limited to use pre-installed applications on their devices or buying readymade mobile applications for their personal purposes. People now have the power to create their own applications given the right motivation, creativity, skills and tools. Mobile phone companies and organizations have now opened up their application programming interfaces (APIs) that would allow anyone to develop their own applications for their mobile devices. Examples of these are the Java Platform Micro Edition (Java ME) API 1 from Sun Microsystems, the Android API 2 from the Open Handset Alliance and the iPhone API from Apple 3 . However, even though many users may have ideas for novel applications for mobile phones, software development is simply too difficult for most people. It takes a large amount of skill and familiarity with how the framework is used before a person can create a decent amount of code for a simple application. Even setting up the programming environment is a complex task, let alone, trying to figure out how to use the APIs, compiling, running and deploying the application on the actual device. Other things that make developing applications for mobile devices more difficult as compared to desktop applications are factors such as device limitations (e.g. screen size, computing power, power consumption) [4] , different operating systems for mobile devices, different data representation and additional device capabilities (e.g. Bluetooth, Wifi, GPS, Camera-enabled) which are not standard to all devices and therefore should be considered when developing a uniform application that can be run on different mobile devices.
In this research, we are investigating ways to make application development accessible to people with low or no programming skills. We propose applying modeldriven development (MDD) which is an approach to creating complex software systems by first creating a high-level, platform-independent model of the system, and then generating specific code based on the model to the target platform [5] . In ordinary software development, models are just thought of as tools for getting system requirements and for documentation purposes, however, in MDD, the models are actually part of the implementation of the system. The basic idea of our work is to come up with a modeling environment that is specific for modeling mobile applications which targets non-experts as the main users. Non-expert users here are defined to be people who have little or no experience in programming for mobile platforms.
We want to present to the user one application that they could use to model their mobile applications without having to worry about low-level coding. In order to do this, we are developing a tool called Mobile Applications Modeler (Mobia). The focus of discussion for this paper is on the design of the user-interface for the Mobia modeling environment. The aim here is to find out which user interface design concepts are most suitable in order for non-expert users to develop their own mobile application with ease. The goal is to present the interface such that the balance between ease-ofuse and ease-of-learning [10] is achieved. We have focused on non-expert users in this research and do not include expert users in general since these two types of users often differ in their experiences and needs [6] . Unlike existing modeling tools such as Magic Draw 4 and Eclipse with the Eclipse Modeling Framework (EMF) 5 plugins that are more general purpose modeling tools, we want to present to the user a more domain-specific modeling tool that specializes only on modeling mobile applications. The focus of this part of our research is on how to present the user interface of the Mobia modeler such that it is easy to use for non-expert users.
The rest of the paper is organized as follows: section 2 will discuss a few related researches to our work particularly in the area of model-driven development. In section 3 we will discuss the different user interfaces of existing development and modeling tools that are the basis of some of our designs. And then, the remainder of the paper will be a discussion of our approach such as, the design of our prototypes and evaluation results.
Related Work
Integrated development environments (IDEs) are tools which are made to ease the application development process. Most IDEs provide an environment that features a text editor, compiler, debugger and simulator to name a few, which are all integrated into one application. They have evolved throughout the years, adding more features (e.g. GUI designer, version control, etc.) that would help the developer in accomplishing their tasks in the most efficient way. For mobile applications development in particular, examples of IDEs that allows plugins for mobile application development are the Netbeans, Eclipse and XCode development environments. A problem with IDEs for mobile application development though is that, different mobile phones have different application programming interfaces and platforms. Thus, creating a common application that would run on different platforms of mobile phones tends to get tedious and redundant since developers have to develop different code for each of them. One solution to this problem is by applying the model-driven approach in which models are used to describe the application and through transformation tools, these models are transformed to code that would run on specific platforms [5] .
An example research that applies MDD is the Multimedia Modeling Language (MML) which is a platform-independent language used for the model-driven development of multimedia applications [7] . MML models are transformed into Flash models which can then later on be loaded into the Flash authoring tool for further completion of the application [8] . The approach [7, 8] is usually for teams wherein graphical designers and software designers need to work together in a certain project. Each group of users has their own expertise in terms of skills and tools they are using. However, when non-expert users are involved in the development process, this approach can be quite complicated. Extensive knowledge on how to make UML models is necessary in order to create the applications using this approach, and since the tools are not yet integrated, mastery in using these tools is a must [8] . Dunkel and Bruns [3] also presents a model-driven way of producing business applications for mobile devices with BAMOS (Base Architecture for Mobile Applications in Spontaneous networks) as the target platform. Their models are expressed in UML activity diagrams to specify control flow and the description of mobile services through a DSL they have defined using UML profiles. As with MML, the approach uses different tools which are not yet integrated [3] . Another research that applies the MDD process and targets non-experts as the primary developers is the Simple Mobile Services (SMS) project. This project aims to create service authoring tools and mobile services that are simple to use, find and set up [9] . They focus on non-expert users as the people assembling these mobile services on their own. SMS applies the MDA [5] approach in building their services [2] . Our approach is similar to SMS in a way that we target non-expert users as main users of our tool for developing mobile applications. However, while SMS focuses on mobile web-based services, our research focuses on mobile-based applications.
In the next section, we will discuss the different user-interface components present in various development and modeling environments. We want to find out which existing approaches in the UI and some new ones are most suitable for non-experts.
A Closer Look into the User Interfaces
In this section, we would like to compare user-interfaces of existing IDEs that supports mobile application development (Netbeans and Eclipse), and a modeling tool (MetaEdit+) that supports domain specific modeling of mobile applications. We want to explore what features these tools have, and which of these features are essential parts of an environment in which non-experts can benefit in it.
Fig. 1. General Parts of a Development/Modeling Environment
In studying these tools, we have identified four basic areas that are usually present in such environments. For the purpose of discussion in this paper, we will attach a general name to each of the areas, which may be identical or not to how they are labeled in such environments. Fig. 1 . shows the typical default location of the main areas and their names. Table 1 contains the main areas and some of the possible contents that may appear in those areas. Shown in Fig. 2 . is an overview of the Netbeans 6.5 environment. The components described in our general UI model for a development environment are present in the Netbeans environment. One additional feature of Netbeans is the ability to switch to different views in the main area depending on what the user is focusing on. The source view allows the user to make changes to the source code; the screen view allows drag and drop design of the mobile application's user interface; the flow view allows adding logic to the program by dragging flow arrows between the different screens; and the analyzer view shows unused resources and MIDP compliancy. Switching through the different views changes the contents of the palette area, depending on what components are needed in that certain view. Netbeans also has the ability to bind a screen component's data to information taken from a database.
Fig. 2. Overview of the Netbeans Environment
The next IDE interface that we are going to discuss is the Eclipse IDE. There are several projects that aim to develop plugins for Eclipse to allow mobile applications development (e.g. EclipseME 6 , Eclipse Plugin for Android ). For the purpose of this paper, we will focus on analyzing the interface for the Eclipse IDE used for developing Android applications since the basic components of the IDE are similar anyway. As shown in Fig. 3 , the positioning of the components in the environment are similar to that of Netbeans. However, the features offered by the Eclipse environment are just a subset of Netbeans. As of the moment this paper is written, it does not feature a drag-and-drop GUI environment for developing Android applications, but through editing an XML file for the placement of the GUI components on the screen, or by directly adding lines to the source code for the GUI. Although, as expected in the future, developers might add more features for easy GUI development as the platform matures. DroidDraw 8 is one example application UI editor for the Android platform which generates an XML file that can be copied to the main code.
The MetaEdit+ Modeler is a DSM tool that allows the modeling of different domain specific applications (e.g. Mobile, Automotive, Telecom, Embedded, etc.). One supported domain is for modeling smartphone applications. Fig. 4 shows an overview of the basic user-interface of MetaEdit+ for modeling mobile applications. Unlike the first two IDEs we have described, the MetaEdit modeler features a simpler interface with several of its components positioned at different areas. The palette area contains fewer number of components as compared to the first two tools discussed. It features specialized constructs which is specific for such mobile platforms. The navigation area contains a list of components in the model. Below the navigation area is the properties area, which contains information about the current component in focus.
Fig. 3. Overview of the Eclipse Environment
From these three examples, we want to extract the most desirable feature of each that can be applied to the design of Mobia. The Netbeans environment for instance, features the ability to change to different views, which can allow the user to concentrate on one task at a time. However, it contains so much features that it can take awhile before the user can actually take advantage of such features. The MetaEdit tool on the other hand contains only a limited number of components. It contains specialized constructs that could easily be identified by the user. All the tasks such as designing the screen and adding flow to the program is modeled in one view. The disadvantage about this though, is that since it is very specialized, the user is restricted to the type of application they can create. The Eclipse environment also offers a very simple interface and not shows too much features. It is clearly a tool for expert developers, who basically know what source code to type in for the applications they are developing.
In the next section, we will discuss more about our approach in finding the ideal user-interface for the Mobia Modeler such that non-expert users will be able to use it. We apply some design patterns that is shown in the previous tools that we have described, and try to evaluate it in order to find out which features are most desirable for such an environment.
Fig. 4. Overview of the MetaEdit+ Modeler

The Mobia Modeler User Interface
The Mobia Modeler is a modeling tool specifically designed to allow modeling for mobile applications. The target users for Mobia are non-expert users who are people that have little or no experience at all in programming for mobile platforms. For this particular study, we feature a module of Mobia that is focused on modeling applications in the domain of mobile health monitoring. As of the moment, we want to focus on one type of domain, since different domains may offer different modeling constructs. For this module, the users will model a certain type of application that can be used for health monitoring and feature modeling constructs that represent data from different medical gadgets or medgets (e.g. ECG meter, Thermometer, etc.). In order to find the ideal interface for Mobia, we have created two prototypes using Flash, which offers two different UI designs. Just to clarify, these prototypes are simply focused on evaluating the different user interface designs and interactions and do not yet have code transformation features.
Mobia with One View
Shown in Fig. 5 is a screenshot of the first version of our Mobia prototype which we called Mobia One View. The first prototype offers one view for the user which means that, the user can design an instance of the mobile screens, add data and application control flow all in one view. The user can concentrate on designing a single screen by zooming into that area, and try to see an overview of the whole system by zooming out. The palette on the right side of the screen contains screen components that can be dragged on to the mobile screen. For our prototypes, we only feature a subset of the possible screen components that a mobile application can have. The right palette also contains data input which we call medget (short for medical gadget) input. The medget constructs in the medget input palette contains abstract representations of information that comes from health monitoring devices capable of sending their data to a mobile device. More information about the different representations of medget data will not be discussed in this paper, but in a separate paper [1] . 
Mobia with Multiple Views
The second design approach that we did for Mobia is what we called multiple views which is shown in Fig. 6 . This is similar to the Netbeans IDE in which the main area features different kinds of views depending on the specific task that the user is doing. The reason behind the choice of this type of design is that we want the user to focus on one task at a time. The default view is the Design View in which the user can design individual screens by dragging and dropping screen components from the palette to the screen. The left panel contains all the mobile screens for that application. Clicking on an individual screen in the left panel shows it in the main view to be further edited and designed. Screens can be added and deleted by pressing the add and delete buttons respectively. This design is borrowed from presentation programs such as Microsoft Powerpoint and OpenOffice Impress wherein each slide can be viewed from a panel and allows switching from one slide to another by clicking on the mini versions of the slides in the panel. The Data View is similar to the design view except for the fact that the palette contents on the right panel changes to medget data. In this view, the users can concentrate on how they want data taken from health monitoring devices be displayed on the screen. These medget components act as placeholders into which the real information from the devices will appear in the real application. The last view is the Flow View, which shows all the screens in the model and how the screen transitions from one to the next. The user can add basic control logic to the application by dragging on arrows and linking the screens together. In this view, a small component palette contains buttons in which the users can drag to the screens. The logic behind this design approach is that, in the application, only by pressing a control component such as a button can trigger going from one screen to the next.
User Study Evaluation and Results
Given the prototypes that we have described in the previous section, we want to find out which of the prototypes provides a simpler UI for the user and gets the task done quickly. For a more subjective evaluation, we also want to find out which design is more fun and easier to use. In order to do this, we have conducted a user study in which each user is given a task to accomplish using both prototypes. In order to measure efficiency, we get the time in which the user accomplishes a certain task. In order to eliminate the bias towards the second prototype, we alternate which prototype each participant uses first in doing the tasks. The participants were instructed not to ask any questions from the evaluators. The goal here is to allow the participants to explore the tool themselves and learn how to use it by themselves without any outside intervention. At the beginning of the user-study, the participant was asked to explore the prototypes and give comments. After they are done studying the tool in whichever method they choose, they are given two tasks which are to design the contents of the screens and then later on to add control flow to the screens. They were asked to create 3 screens with some screen components in them. After designing the screens, they were asked to add control flow in which allows switching to a different screen whenever a button is pressed. There were 10 participants to our user study: 60% have backgrounds in the field of Computer Science and the rest from the fields of Educational Psychology, Archeology, Architecture and Social Welfare. Only 10% of the participants have a background in programming for mobile platforms which is also in the very basic level. Table 2 shows the average times of when the users accomplished the tasks while, Table 3 shows the results for the subjective evaluation in terms of which prototype is easier and more fun to use. Based on the results shown in the tables, Mobia One View allows the users to do the tasks faster as compared to the multiple view. A factor that might contribute to this is the fact that in multiple views, the user has to switch from one to the next in order to add a different component or do another design task. Based on the subjective feedback of the participants, the Mobile one view poses an environment that is both easy and fun to use. 
Summary and Future Work
In this paper, we have presented different design ideas for a mobile application modeling environment that targets non-experts as the main users. The design and results presented here are just the initial phase of our iterative approach to finding the ideal interface for a tool that would help accomplish tasks with ease. Our future work aside from continuing to polish the user interface design of Mobia, is to come up with an underlying framework to support code transformation from the models. An approach to have a user-adaptive tool that changes according to each user's existing skills and preferences to enhance user experience and learning is also envisioned.
