Abstract
Introduction
Large multi-platform software systems are likely to encompass hardware-dependent code or sub-systems. Analyzing multi-platform source code, however, is challenging, due to the variety of supported hardware. Often, the system was originally developed for a single platform with a limited number of supported devices, and then it was ported on new product families: in other words, new devices and/or target platforms were added.
When writing a device driver or porting an existing software system to a new processor, developers may decide to copy an entire working sub-system and then modify the code to cope with the new hardware. This technique ensures that they will not have any unplanned effect on the original piece of code they have just copied. However, this evolving practice promotes the appearing of clones in the code.
Several papers investigated the relevance of clone detection, as well as both the identification and the extent of cloned components in industrial software systems [1, 5, 7, 8, 9, 10] . In this paper the focus is on evaluating the extent of the cloning practice in a large multi-platform software system using a metric-based clone detection technique. A multi-million lines of code system, Linux kernel release 2.4.0, was used as case study. Linux kernel is almost entirely written in C, with few assembler boot files and TCL/TK, Perl configuration scripts.
Linux is an open source UNIX-like operating system, created by Linus Torvalds with developers throughout the world. Originally it was targeted to 32-bit x86-based PCs (386 or higher). Nowadays the kernel 2.4.0 also runs on Compaq Alpha AXP, Sun SPARC and UltraSPARC, Motorola 68000, PowerPC, ARM, Hitachi SuperH, IBM S/390, MIPS, HP PA-RISC, Intel IA-64 and DEC VAX. Ports are currently in progress to the AMD x86-64 architecture. The kernel configuration is controlled by macros: about 400 pre-processor switches allow to include/exclude kernel functionalities (e.g., math emulation), specific device drivers (e.g., Adaptec AH 2940) and entire subsystems (e.g., ISDN).
In this paper an approach aiming at identifying and quantifying the presence of clones in the Linux kernel. In order to do so, the Linux 2.4.0 kernel source code has been parsed and analyzed; a set of software metrics characterizing functions extracted. Once software metrics are available, clones could be identified [9] . In this paper, two or more code fragments (i.e., functions) are considered to be clones if the extracted metrics assume exactly the same values.
In the absence of a high level kernel architectural description, it has been assumed assumed an architectural organization corresponding to the directory tree; however, as discussed in [2, 3, 4] 
Background Notions
The goal of this paper is to study the potential impact of clones in term of percentage of actual system size. Thus the presented results are not tied to the specific clone detection techniques adopted. In particular, the clone detection technique described below has been derived from a previously published paper [9] .
In [9] 
Case Study
Linux is a Unix-like operating system that was initially written as a hobby by a Finnish student, Linus Torvalds [12] 
Function Identification

Clone Identification
These represent necessary conditions: the º» was used to state that metric values, Ñ ´ µ, may be chosen to meet the specific goal. To identify similar functions a threshold may be adopted: [2, 4, 3] . They started from a manual hierarchical decomposition of the system structure, consisting of the assignment of source files to subsystems, and of subsystems hierarchically to subsystems. As shown in [3] 
Experimental Activity
Discussion
Conclusion
In this paper the analysis of a large multi-platform, multi-million lines of code software system, the Linux ker- 
