A SGML markup system is presented. One major obstaclejbr the SGML to gain more application is the prohibitively high cost of the markup process. The system we are to present adopts an incremental design approach. This approach helps to "divide and conquer' each specifrc problem encountered during the markup process and ensures that the system converges to a almost-jiilly automated markup system. The major software components of the system are &scribed. Some selective algorithms are also introduced.
Introduction
SGML is a intemational standard markup language for processing text and other types of information [l] . The major initial purpose of the standard was to allow for an easy exchange or reformatting of textual information [2] . However, researchers are still trying to explore the full set of application opportunities that the SGML standard can offer.
One concrete example is the HTML markup used by the World Wide Web 0 for presenting multimedia information [3] . Markup language can preserve much of the physical and logical context of the information. In turn, contextual information can support greater levels of control in the querying process of text-retrieval. tion is the prohibitively high cost of the markup process. Generally, documents found in text-retrieval systems vary greatly in both their physical appearance and their logical structure. It is, therefore, difficult to automate the process of marking the documents. The emerging tools for increasing the degree of markup automation are of two types: interactive and batch. Interactive markup utilities are usually augmented with a visual text-editor. Batch markup takes documents and some other help file(s) as input file and outputs the marked documents with certain types of manual pre-processing and/ One major obstacle for the SGML to gain more applicaor post-processing 141. Though the degree of automation provided by these tools varies greatly, all require manual preprocessing, interactive or post-processing steps. which tries to maximize the degree of markup automation. We have adopted an "incremental" development strategy. The environment is modified and impmved as more documents are processed. Manual intervention may never be completely eliminated from the mark up process, yet measurable convergence toward full automation should be possible.
We use "interactive" as well as "batch" approaches, but our "interactive" is different from the one mentioned above. Users are not asked to interact with the text-editor. Instead, we let the different components of the system interact themselves based on a set of heuristic rules. Information pertaining to the construction of the documents is extracted by system components and modified or used by other components. The information of document construction may, in fact, feed-back to the components which creates them initially. The batch approach in our system is the same as found in other markup tools. Since the action of the subsequent steps depend on the result of the previous steps and the condition of the documents, this system is a heuristic approach from a large perspective.
We are proposing a new markup systcm or environment
We also use an algorithmic approach. The algorithms for 13 '7 each of the components are carefully designed. In particular, finite state automata, regular expressions and double linked dynamic lists play important rolls in the construction of the system. of the system. Section 3 describes some detail of the "incremental and heuristic" approach. Section 4 introduces some selective algorithms used in the software components. Section 5 is the closing remark. In Section 2 we introduce the major software components GUI Figure 1 . Software components of the markup system
Software components
The major software components are depicted in Figure 1. above. The system includes a graphical user interface (GUI) which will allow users to choose from different classes of input documents and different status of the documents. The GUI also provides a convenient and efficient way for verifying the markup created and for checking the internal help files needed by other system's components Other components include: (1) GUI (described above), (2) Miscellaneous tools such as a text editor which can be used for examining or manually modifying the input/output documents and the intemal help files. Some of the tools are off-the-shelf tools. We merely integrate them into our system. Some of them we created to meet the specific needs of the system. (3) A group of preprocessor which preprocessing different types of documents and partially create the system's intemal help files. They also modify or "repair" the format of the input document making them easier to be processed by the markup processor. As one can see in Figure 1 . all the components except the GUI are invoked by the GUI for a user fricndly environment.
The Incremental and heuristic approach
to be modified and that new features are easy to be added.This is one of the criteria for an incremental design strategy.
include making each individual part of the components as small as possible. Each small part performs a specific task. This gives a large degree of flexibility for "assembling" parts into components with different features and serving different types of documents.
Individual parts are designed and implemented when specific requirements or different types of documents are encountered.When a different type of documents is encountered, a new group of parts is formed to process this type of documents. The group may include both existing parts and All the components are designed such that they are easy Other criteria for incremental design and implementation new parts to be designed and implemented.There are tools for "assembling" the different parts together.
While each component is designed with a clear deterministic algorithm, the entire system is based on a heuristic approach. For most of the documents we have processed there were no definite processing steps known at the beginning of the process. The result of the previous steps could give a feasible choice for next step. Manual interventions are also involved from time to time to resolve some "abnormal" situations.
To be more speci6c on the heuristic approach, we describe how one of the functions or tasks of the preprocessors is carried out. One tool is used for generating a initial LSD File. For example if a capitalized "Acronym" is found in the initial LSD file, it is likely that a large number of misplaced lines will follow this line. A tool is designed for cleaning these lines. A "manual" observation or a "grep" of the word can be used to determine whether or not this particular tool needs to be invoked. Some other tools may be more "general" and can be always invoked for clean up. The finalization of the LSD Ele is done manually since it is a important internal help file used by the markup and the postprocessing processes.
One may be wondering about the efficiency or value of the tools since each tool can only do a very limited task and may ask why we still need these "trivial" small tools when manual processing is still required. To answer these questions, we would like to point out the following important facts: amount of manual involvement makes a big difference. If for one document the original manual processing needed 8 hours and if manual processing reduced the time to 2 hours after the tools are used, a four-time efficiency is gained. This could result in months or years of savings in man power and tens or hundreds thousands of dollars in costs when a large amount of documents needs to be processed.
(2) It is almost impossible to design one algorithm to automate the SGML markup process. However, the heuristic integration of the small tools designed and implemented incrementally could gradually reduce the amount of manual intervention and make the system converge to a fully or almost-fully automated markup processing system. This type of combination of formal and informal (or heuristic) methods has been adopted by many system implementation in information processing and/or computer system practice.
Selection of algorithms
(1) Although there will still be manual involvement, the
The functions of the parts (or tools) in our system are very much diversified. The algorithm of each part is very different. Some of them are pretty straight forward. Some of them took much thought to design.
We would like give a few examples in the following. If the algorithm falls into a certain well-known category, we just point out the well-known category and briefly describe the specific variation in our system.
Finite state machine
In many cases the same function can be carried out by differemt algorithms. The design of an algorithm is not only the embodiment of the effort of the designers but also the style of the designers. In many cases we are in favor of a finite state machine approach since many seemingly "obscure" algorithms can be converted into a more clear finite state machine with a certain number of states. In fact almost all the conditional branch statement in a program ianguage can be replaced by a "switch" statement. It is, of course, not the scope of this paper to prove this claim. Finite state machine is a clear way to formalize a software process [7] , but we do not mean that it is simple. A finite state machine can be fairly complex involving large number of states, substates and state transition conditions.
A typical finite state machine approach in our system is the "markup" process. The markup process in our system is a "large finite state machine". It has over 120 states and substates and over 400 possible state transition and associated conditions. To define, analyze and to test all these possible transitions is a challenging job. Smcturalization and topdown decomposition are used in our design process. 
Regular expression and context-free grammar
Regular expressions are used through out the tools sets of our system for pattem-matching. It is also used in Document Type Definition@TD) files for SGML marking and parsing. In fact the SGML standard is defined by using generic regular expressions [ 13 [51[61.
tem:
The following is a segment of a DTD file used by our sys- 
in delimiter <!ELEMENT > is a product by the definition of
Context-free grammar is used for parsing different document types [l] . In the above example DTD file, the entire segment is defined with a context-free grammar with start symbol "dc". "#PCDATA" is the terminal symbol and all other symbols are non-terminal symbols. Each line included
Miscellaneous
As we mentioned at the beginning of this section, the functions of the tool set vary tremendously, and so do the algorithms implementing these functions. We would like just give one other example from our "tool-box".
The following is a sketch of a table reformatting algorithm used in one of the tools (or part). We will merely list it and will not explain how or why it works due to the space limitation here.
This algorithm re-reformat a 
Remark
We have presented a SGMI, markup system. We described the major components and the design strategy of the system. We also selected some interesting algorithms to give a more detailed view of the components in the system. We feel that the design and implementation strategy we adopted could lead to convergence of the system to a fully or almost-fully automated markup system, and manual intervention of the markup process may be eliminated little by little although may not be completely eliminated.
This system will increase h e productivity of the markup process a great deal. We have experienced the increase by using the current implementation of the system in our document processing practice.
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