the data-base we must store an encoded representation of at least one property that is ascribed to this product.
Let us assume that we want this product to be known as PRODUCT-XYZ.
No matter how this piece of data is recognized it has to have a name. We will call it the ITEM-NAME, {i e., the value of the relation ITEM-NAME with respect to our product is PRODUCT-XYZ}.
There are numerous methods of representing this property, as we will call it, of the product. The complete string "ITEM-NAME = PRODUCT XYZ" is one method and just the string "PRODUCT-XYZ" in a very specific place in the record which represents the product is another. Positional significance is so much a part of our a priori experience that it is often easy to lose sight of its tacit meaning. For example, almost everyone would make the following simple association:
= {2 X 100} + {3 X 10} ÷ {6 X l}
In much the same manner card-columns and fields, not to mention data descriDtions and schema, are very much an integral part of our data-processing environment.
There are other relationships which require very much more explicit representation. These are relationships which must be considered as data. For example, if two products must be sold together and are therefore mutually dependent, this dependency needs to be recorded in our data-base. Another example would be the relationship between a component and the assembly of which it is a part. As systems become more sophisticated, there is an emerging tendency for this latter type of relation to dominate the data-base. This would seem to be a logical outcome of integrating complex sub-systems.
Since it implies non-redundant storage of commonly used data, it is desirable. This in turn ensures that any user examining a dynamic datum sees the most recent value of that datum.
So much For relations.
It goes without saying that the ability to add, delete and update representations of objects must be provided. There are many ways of approaching updating.
However, we would like to suggest that a process analogous to making a course change while flying under "Instrument Flight
Rules" conditions be used. Any partial updates or updates achieved by over-writing in place must be avoided. The present course must be maintained and at an extrapolated time and place having determined the new heading, ground-speed, etc., the course alteration is made. This will not only guarantee the integrity of the data-base, but will also oermit recovery without loss of data in the event that a system failure occurs.
The most significant reason for proposing this particular approach to ao IMS is that all too often the premises that influence an IMS design become obsolete shortly after the implementation has been completed. The proposed system will allow an organization to dynamically reorganize their database without restricting access to the system. The IMS design may truthfully be described as a solution to the "unpredictable inquiry problem". Data-base reorganization to enhance response time for a specific user performing an exoeriment or responding to a crisis will be possible as part of the proposed IMS.
Every object about which data will be recorded really has an infinite number of prooerties. In a computer-based system, we must confine our representation to the comparatively small number of properties relevent to our needs. The IMS may be conceived as a mapping from a set of objects onto a set of properties as shown in Figure l :
S E T OF O B J E C T S SET OF P R O T E R T I E S F I G U R E I. A S A H P L E D A T A -B A S E
Neither of the enclosed sets is really the data-base. In fact, the data-base is really nothing more than the arrows in Figure l . The set of properties is data, but that is all.
By itself, the set of properties is almost meaningless. The set of objects serves as nothing more than a rallying point for collections of properties. The set of objects does not even contain the association that a user makes to identify a specific ~roduct. In fact, all access to the data-base can only be made by way of the set of properties.
If, for example, the WEIGHT of the third product in Figure 1 is needed, a user would have to start by invoking the inverse mapping and would have to know that NAME = PRODUCT -Q. The inverse mapping would identify the correct rallying point from which it will be possible to find WEIGHT = .8 X 10.
Another example might be "find the largest dimension of all products with WEIGHT = .8 X 10". Again, we start off in the set of properties. This time, the inverse produces two rallying points and the following result is produced quite simply:
PRODUCT-X with largest dimension LENGTH-C = .86
PRODUCT-Q with largest dimension LENGTH-A = 2.68
Most IMS functions can be made up from a sequence of two types of basic functions. The two basic kinds of function are selection and extraction. Selection is often enough to satisfy an inquiry in its own right. An example using the simple database of Figure 1 would be, "are there any objects having the property LENGTH-A ~ .5?" A slightly more complex inquiry requiring a more explicit response than simoly yes or no would be "how many objects have LENGTH-B ~ .2?". {From the diagram, the response to the former example will be seen to be "no" and the response to the latter example will be "3"}.
The selection criteria could become considerably more comolex.
For example, "how many of the products with WEIGHT <102 also have a LENGTH-A < l?". {The response should be "l"}. None of the examples in the previous paragraph involve extraction, but let us assume that we rephrase the last example to read, "what is the value of the relation NAME of the products with WEIGHT<IO 2 and LENGTH-A < l?". Here the response should be PRODUCT-X. Now let us look at the process of responding to this request in greater detail.
The set of rallying points, or accession numbers as we will call them, that correspond with each of the selection criteria must be identified. The result will be: Although it may not be readily apparent, both representations are complete and it is a straight-forward process to reconstruct either one from the other.
To protect the data-base from The biggest objection to totally inverted systems is the large amount of work involved should a record change its address.
It is precisely because inversion is by address that this is a problem.
In the IMS proposed here this aspect has been very carefully considered. There is a very high degree of security inherent in the encoded representation. The user has no way of determining the code for a value or the accession number of an object.
Both items are internal to the IMS.
With the exception of a small number of set-theoretic operators that operate on accession-number-strings and the synchronizing primitives needed to lock and unlock parts of the system, the control of the entire system lies predominantly in four routines:
encode, decode, select and extract. Over and above this, the set description routines and user provided criteria are used to validate data and control all users' access to individual data fields.
The encoding and decoding functions will not be discussed in detail, but some of the considerations will be described. Each set of objects requires a set description and either the user responsible for the set will provide and control this description of the set or a data-base administrator will.
Whoever it is that is responsible for a set will also control both public and specific users' access to that set.
Specific relationships between objects in the same or different sets are themselves treated as sets of data. For example, individual products in our original example, might constitute a set of objects and particular reports may comprise another. Each report may require one or more products' data.
Regardless of how much data is stored concerning each of these objects, their relationship to one another might make up a completely separate data set. This data-set only has to represent the mapping between the two sets of objects.
The individual details may be extracted from the data sets representing the objects.
Once again, a dual representation is desirable. Suppose that the two sets of objects in Figure 6 represent our products and reports, and the arrows their relationship.
T h e t w o lists of Figure 7 would constitute the representation of these relationships.
Depending on the particular characteristics of these relationships, their representation could either be included in the set of reports and the set of products, or it could be recorded as a completely independent set. This is the kind of decision that would be made by either the data-base administrator or by a system algorithm that monitors usage. 
A C C E S S I O N N U M B E R S O F R E P O R T S S"T~ O F R E P O R T S A C C E S S I O N N U M B E R S O F P R O D U C T S

S E T O F P R O D U C T S F I G U R E
<2. 5>
<2 O> <2 10> <2 11> < 2 , 1 2 > < 2 , 1 4 > < 2 , 1 8 > < 3 , 2> < 3 , 1 2 > <4, 6> < 4 , 1 3 > < 4 , 1 9 > < , 1 0 > < , 1 1 > < , 1 8 >
PRODUCT A C C E S S I O N ~TU~fBER R E P O R T A C C E S S I O N N U~! B E R --F I G U R E 7. THE R E L A T I O N AND ITS I N V E R S E
< 1 , 2 > < 2 , 1 > < 2 , 3 > < 4 , 1 > < 4 , 2 > < 5 , 2 > < 6 , 4 > < 7 , 1 > ' < 8,2>
< 1 0 , 2 > < 1 0 , 5 > < 1 1 , 2 > < 1 1 , 5 > < 1 2 , 2 > < 1 2 , 3 > < 1 3 , 4 > < 1 q , 2 > < 1 7 , 1 > < 1 8 , 2 > < 1 8 , 5 > < 1 g , 4 >
Rather more complex relationships that can be derived from Every set has a unique name and when one set is a member of another it is represented in the former set only by its name and the fact that it is a set. In this manner the nesting problem is solved.
