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1 はじめに 
 
 PCの環境は 32ビットから 64ビットへと移行しつつある．アーキテクチャがAMDの x86-64
を採用するようになって 10 年以上が経過し，オペレーティングシステムも 64 ビットが主流と
なりつつある． 
 開発環境においても 64 ビット整数は基本型として扱われるようになり，Java では long 型が
64 ビットの整数型と規定されている．C による開発環境として最も一般的と思われる gcc 
(GNU C Compiler)においても 64 ビット整数の型が利用できるようになっている．符号付整数








のビット長を e ビットとするとき，2eを法とする線形合同法 
 








 線形合同法にはよく知られた欠点がある．生成する連続した k 個の乱数を k 次元空間の点と




 L'Ecuyer 等は乱数の統計検定パッケージ TestU01 を開発し，文献[2]において主要な乱数生
成法に対して検定を実行した結果を報告している．そこでは，素数 231－1 を法とする逆数乱数
生成法について，Crush について 5 検定項目，BigCrush については 10 検定項目ほどについて
不合格になるとの報告がある．しかし，これらの乱数の周期は 231－1 と短く，より多くの乱数
を用いて検定を行う Crush や BigCrush にこうした生成法が不合格となるのは必然的な結果と
思われる． 
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 そこで，この論文では，2eを法とする逆数合同法を考察する．この乱数も Eichenauer ら[3]
によって考案された（[4]の 3.2.2 の問題 36 (p.40, p.558)にも紹介されている）． 
それは漸化式 
 
xn+1 = (axn－1 + c) mod 2e 
 
に基づくもので，x0 = 1, e ≥ 3 ならば，a mod 4 = 1, c mod 4 = 2 のとき周期 2e－1をもつ（つまり周
期にすべての奇数が現れる）ことが証明されている． 
 L'Ecuyer 等は 2e を法とする逆数合同法については検定をしていない．しかし，次節で見る
ように，法が m = 264のときの逆数合同法を検定してみることは容易であり，しかもその周期は
263と長く，Crush や BigCrush にかけてみる価値がある． 
 2eを法とする線形合同法は，a mod 4 = 1, c mod 2 = 1 のとき最大周期 2eをもつ．しかし，そ
の第 0 ビット（最下位ビット）は周期が 2，第 1 ビットは周期が 4，第 2 ビットは周期が 8 と
いった具合に，一般に第 k ビットは 2k+1の周期をもつビット列となり，下位のビットはランダ
ムとは言えない． 
 この事情は 2eを法とする逆数合同法でも同じである．この場合は，乱数はすべて奇数なので，
第 0 ビットは常に 1 であり，周期は 1 である．第 1 ビットは周期が 2，第 2 ビットは周期が 4
といった具合に，一般に第 k ビット位置は 2k の周期をもつビット列となる．したがって，下位
のビットはランダムとは言えないので注意が必要である．統計的検定には 64 ビットのうち上







 x を奇数とするとき 
 
xy ≡ 1（mod 2e） 
 
を満たす y が存在し，これを 2eを法とする x の逆数と呼ぶ． 
 2e を法とする奇数の逆数を計算するアルゴリズムは容易に書き下すことができる．実際，
Knuth の教科書では，これは練習問題に含まれている（文献[4]の 4.5.2 の問題 17 (p354, p642) 
参照）． 
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 x を奇数として，その逆数の下位 k ビットが既知とする．すなわち 
 




xy2k ≡ 1（mod 22k） 
 
となる y2k（すなわち，逆数の下位 2k ビット）はつぎの式で計算できる． 
 
                y2k ≡ yk（2－xyk）（mod 22k）             (1) 
 
y1 mod 2 = 1（奇数の逆数は奇数）であるから，y64 を求めるためには式(1)を繰り返し適用して







 図 1 は上記の方法で逆数を計算し，乱数を生成する逆数合同法の C 言語のプログラムである． 
 逆数合同法を利用して多くの乱数を生成する場合，逆数を求める計算をなるべく高速に行う
必要がある．そのため，init_inv関数では，16 ビット整数の逆数はあらかじめすべて計算し
て配列に保存しておく．この関数では，式(1)を用いて，y1 = 1 から始めて，順に y2, y4, y8, y16 ま
での計算を，すべての 16 ビット奇数について計算しておくのである．16 ビット奇数は 32768
個しかないので，乱数生成に先立って一度だけこれらすべての逆数を求めておくことはたいし
たオーバーヘッドとはならない．また，それらすべてを記憶しておくために必要なメモリーは
64KB で，これも多くの場合は問題にならない．図 1 のプログラムでは配列 inv16 への参照を
高速に行うため，配列の大きさを倍の 65536（128KB）としている． 
 この 16 ビット整数の逆数 y16 の表を用いてさらに，y32 そして y64を求める計算は x を引数と
する inv関数で行っている． 
 もし，init_inv関数で y32 までの計算をすべての 32 ビット奇数について行って，それらを
表にしておけば，inv関数では y64 を求める計算が残るだけとなり，逆数の計算はさらに高速化
できる．しかし，32 ビット奇数は 2147483648 個もあり，これらのすべての逆数を計算してお
くためにはかなりの時間がかかる．また，それらの結果を保存しておくのに必要なメモリは
8GB にもなる．したがって，32 ビットの逆数の表を使うことは非現実的である． 
 rngが逆数合同法乱数を求める関数である．この関数は乱数を 1 個生成するために inv関数
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を 1 回呼び出している．乱数 x の初期値は 1 としてあるが，これは任意の奇数でかまわない．




/* 逆数を計算する関数 */ 
 




    unsigned short x, y; 
    inv16[1] = 1; 
    for (x = 3; x > 1; x += 2) { 
        y = 1; 
        y = y * (2 - x * y); 
        y = y * (2 - x * y); 
        y = y * (2 - x * y); 
        y = y * (2 - x * y); 
        inv16[x] = y; 
    } 
} 
 
unsigned long long inv(unsigned long long x) 
{ 
    unsigned long long y; 
    y = inv16[x & 0xFFFF]; 
    y = y * (2 - x * y); 
    y = y * (2 - x * y); 
    return y; 
} 
 
/* 逆数合同法乱数 */ 
 
unsigned long long x = 1; 
 
unsigned long long rng(void) 
{ 
    return x = 3141592653589793237ULL * inv(x) + 8462643383279502ULL; 
} 
 






    int i; 
    init_inv(); 
    for (i = 0; i < 10; i++) 
        printf("%20llu＼n", rng()); 
    return 0; 
} 
 
図 1: 264を法とする逆数合同法 
経営情報研究 第 19 巻第 2 号(2012 年 2 月)，53－60 ページ 
―  ― 58
 main 関数は，これらの関数の利用例を示す簡単なプログラムである．この関数は，10 個の
乱数を出力する．rng関数を用いて乱数を生成する前に，一度 init_inv関数を呼び出して逆
数の計算の準備をすることを忘れてはならない．このプログラムの出力は図 2 のようになる． 
 
 
                        3150055296973072739 
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                       13463957281803991441 
                       12729180233097374099 
                        4955521971248799621 
 














 このような検定パッケージのうち，最近よく使われるのが L'Ecuyer らによる TestU01 であ
る[2]．TestU01 には SmallCrush, Crush, BigCrush と呼ばれる 3 種類のセットが用意されて
いて，この順に簡便な検定から本格的な検定までが可能となっている．SmallCrush は約 228
個の乱数を用いて 10 の項目を検定し，Crush は約 235 個の乱数を用いて 96 の検定項目を，
BigCrush は 238個の乱数を用いて 106 の検定項目を計算するという徹底した検定セットで，そ
のすべての検定に合格する乱数発生法はごく限られている．BigCrush に合格することは新し
い乱数発生法を開発するときの目標となっている． 
 今回は，図 1の逆数合同法乱数をTestU01の SmallCrush, Crush, BigCrush にかけてみた．
また，比較のため，同じ 264を法とする線形合同法についてもこれらの検定を実行した． 
 その結果，逆数合同法は SmallCrush のすべての検定に合格したが，Crush では検定番号 17
の誕生日間隔検定に，BigCrush では検定番号 19 と 21 の誕生日間隔検定に不合格であった． 
 一方，64bit 線形合同法も，SmallCrush には合格した（乗数によっては不合格）ものの，
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Crush では 3 つ（検定番号 15,16,17）の，BigCrush では少なくとも 5 つ（検定番号 15,17,  
18,19,21）の誕生日間隔検定に不合格となった． 
 2 つの乱数発生法について，不合格となった検定項目の数を表 1 の SmallCrush, Crush, 
BigCrush の列にまとめた． 
 










 1 つの乱数を生成する時間は短かすぎて測定できないので，乱数生成の関数を forループの
中で 109回呼び出す時間を測定し，乱数 1 個あたりの時間に換算した．実行環境は intel Core 2 
Quad プロセッサ Q9450 (2.66GHz)を搭載した 64bit Linux PC である．プログラムは gccに
-O2オプションを用いて最適化した． 
 こうして得られた乱数 1 個あたりの生成時間について，264を法とする線形合同法と逆数非線
形合同法とを比較したのが，表 1 の一番右の列である．逆数合同法による乱数生成には線形合





 264を法とする逆数合同法を 64 ビット環境の PC に実装して，TestU01 による統計的検定に
かけると同時に，乱数生成の時間を測定した． 
 64 ビットの逆数の計算は，32 ビット逆数をさらに 2 倍のビット長に伸長する．そのため，
64 ビット逆数合同法は 32 ビット合同法より生成速度が遅くなるが，プログラムの実装自体に
は何の問題もない． 
 TestU01 を用いた統計的検定では，SmallCrush のすべての検定項目について合格するもの
の，Crush と BigCrush ではいくつかの誕生日間隔検定に不合格となった．これは同じ 264 を
法とする線形合同法と同じである．不合格になった検定項目の数は逆数合同法の方が少ないの
乱数生成法 SmallCrush Crush BigCrush 生成時間 
逆数非線形合同法 0 1 2 17.71 nsec 
線形合同法 0 3 5 2.99 nsec 
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で，線形合同法と比較すると性質が多少良いとも言えるが，不合格の項目がある以上，逆数合
同法の統計的性質が良いとは結論できない． 
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