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V tem zaključnem delu je predstavljeno delovanje posameznih sestavnih delov 
tehnologije veriženja blokov (angl. Blockchain). Ta tehnologija je ena od možnih 
rešitev za prenos in hrambo finančnih sredstev, splošno znanih pod imenom 
kriptovalute. Po prebranem zaključnem delu bo imel bralec pregled nad prednostmi 
in slabostmi uporabe blokovnih verig, spoznal pa bo tudi osnovne koncepte 
kriptografije, ki so pogoj za razumevanje tehnologije veriženja blokov. 
Za potrebe tega zaključnega dela je bila ustvarjena lastna kriptovaluta z 
imenom mihicoin v programskem jeziku Node.js. Kriptovaluta temelji na tehnologiji 
veriženja blokov. Vsebuje le osnovne gradnike, ki so nujno potrebni za delovanje, saj 
je namenjena seznanitvi bralca, ki nima predhodnega znanja o tej tehnologiji. S 
predstavljenimi znanji je mogoče v poljubnem programskem jeziku implementirati 
lastno različico blokovne verige. 
V glavnem delu so opisani različni izzivi in dopolnitve programske kode, ki so 
potrebne za uporabo v javnem internetu. Internet predstavlja nezanesljivo prenosno 
pot, z izpadi in velikimi zakasnitvami. Z uvedbo lastnega algoritma za prilagajanje 
težavnosti rudarjenja, želimo predstaviti prednosti pred algoritmom, ki ga uporablja 
kriptovaluta Bitcoin. Temu sledijo meritve različnih parametrov dotične blokovne 
verige (hitrost rudarjenja, algoritem spremenljive težavnosti, potek komunikacije 
preko omrežja ipd.) in razlaga merilnih rezultatov.  
 
 
Ključne besede: Blokovne verige, Tehnologija veriženja blokov, Kriptovalute, 




The thesis addresses the inner workings of the key parts of blockchain 
technology. Blockchain is only one of the possibilities for storing and transferring 
wealth, used by cryptocurrencies. This thesis provides a general overview of where 
and how blockchain can be used. It also explains the general principles of 
cryptography, which are prerequisites for understanding how blockchain technology 
works. 
For the purpose of this thesis, a cryptocurrency based on the blockchain 
technology has been developed. The developed cryptocurrency, named mihicoin, is 
written in Node.js programming language. It contains only the vital parts for normal 
operation because it is meant for educational purposes of novice readers. With the 
presented knowledge, it is possible to write your very own blockchain in any desired 
programming language. 
The main part of the thesis describes different challenges and hurdles that one 
faces when trying to deploy a blockchain on the internet. The internet presents an 
unreliable telecommunications network with random outages and unpredictable 
latencies. The thesis proposes the inclusion of a custom algorithm to improve upon 
Bitcoin's algorithm for adaptive mining difficulty. For the purpose of the thesis, a set 
of measurements of different parameters of the developed blockchain has been 
conducted. The following parameters have been investigated in detail: mining power, 
difficulty adjustments, and the flow of communication. 
 
 
Key words: Blockchain, Cryptocurrency, Bitcoin, Mining, Cryptography, 
Hash functions 
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1  Uvod 
V zadnjih desetletjih je hiter razvoj digitalne tehnologije zasenčil napredke na 
drugih področjih razvoja človeške družbe. Tehnologija je prinesla izboljšanje na vseh 
področjih življenja, tako pri posameznikih kot tudi na večini področij industrije. 
Digitalizacija olajšuje avtomatizacijo procesov, hitrost prenosa informacij in celo 
podaljšuje življenjsko dobo s pomočjo napredkov v medicini. Seveda pa ni vse samo 
dobro. 
Pred digitalizacijo so se informacije širile počasi, danes pa potujejo s svetlobno 
hitrostjo preko optičnih vlaken širom sveta. Enako se dogaja s prenosom finančnih 
sredstev, ki niso več omejena na lokalna področja, ampak so postala globalno 
dosegljiva vsem. To pomeni, da se trend kopičenja bogastva pri izbrani eliti 
(informacij ali denarja) nadaljuje še hitreje kot prej. Za boj proti centralizaciji 
informacij in premoženja so se pojavile nove tehnologije. 
Protokoli, kot so BitTorrent [1] in InterPlanetary File System [2], so 
revolucionirali način izmenjave informacij med uporabniki. Podatke so iz primeža 
centralnih entitet vrnili v roke ljudi. Želje po decentralizaciji pa se niso ustavile le pri 
podatkih. 
Ideje o povsem digitalnem denarju so nastale že v prejšnjem tisočletju, vendar 
se realizacije, zaradi tehnoloških omejitev, niso uveljavile. Želja po obstoju 
digitalnega zlata ali dolarja, brez regulacije držav se je do leta 2008 zdela nemogoča. 
Tega leta je skrivnostni izumitelj, z imenom Satoshi Nakamoto, objavil odprti 
protokol za izmenjavo finančnih sredstev, Bitcoin [3]. Bil je prvi, ki je opisal sistem, 
pri katerem si stranke, ki si med seboj ne zaupajo, lahko izmenjujejo finančna 
sredstva brez posredovanja centralne entitete. Do današnjega dne je to najboljša 
rešitev znanega miselnega problema bizantinskih generalov [4]. 
V maj kot desetih letih je koncept virtualnih valut prešel iz fikcije v globalno 
ekonomijo, vredno več kot bruto družbeni proizvod manjših držav. Bitcoin je 
tlakoval pot za tisoče novih kriptovalut, od katerih večina uporablja tehnologijo 
veriženja blokov. V nadaljevanju bomo razložili razliko med kriptovalutami in 
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tehnologijo veriženja blokov. Na tej stopnji se moramo zavedati le tega, da je Satoshi 
Nakamoto s tehnologijo veriženja blokov uspešno ustvaril sredstvo za izmenjavo in 
hranjenje vrednosti, ki ni odvisno od centralne entitete. Temu pravimo kriptovaluta. 
V tem zaključnem delu bomo razložili osnove delovanja blokovnih verig in 
kako se ta znanja uporabijo za izgradnjo kriptovalute. Celotno vsebino si lahko 
predstavljamo kot miselni proces, skozi katerega moremo iti, da lahko ustvarimo 
lastno blokovno verigo. Programska koda je zapisana v jeziku Node.js, vendar se 
koncepti lahko prenesejo v poljubni programski jezik. Skupaj se bomo sprehodili 
skozi osnovne sklope kode in razložili njihovo delovanje. Do te stopnje bo naša 
blokovna veriga pripravljena na delovanje v nadzorovanem okolju (npr. osebni 
računalnik ali lokalno omrežje z nekaj računalniki). 
V nadaljevanju so predstavljeni problemi, na katere naletimo, če želimo 
blokovno verigo uporabljati v realnih razmerah, kot je omrežje svetovnega spleta. 
Ker tako omrežje predstavlja zelo nezanesljiv prenosni kanal z veliko zakasnitvijo, je 
treba dodati dopolnitve k začetni kodi. Ta sklop je namenjen uporabnikom, ki imajo 
globlje razumevanje delovanja informacijskih tehnologij. 
Pogovori v svetu kriptovalut pogosto nanesejo na način prilagajanja težavnosti 
rudarjenja, saj gre v ozadju za finančni motiv. Najpomembnejšo spremembo kode 
zato predstavlja lasten algoritem za prilagodljivo težavnost. Gre za delno izboljšavo 
algoritma za prilagajanje težavnosti, ki ga uporablja protokol Bitcoin. Za oceno 
uspešnosti novega algoritma bo treba izvesti meritve in oceniti rezultate. 
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Za razumevanje delovanja blokovnih verig si moramo najprej pogledati nekaj 
osnov kriptografije. Kot že samo ime pove, kriptovalute delujejo na osnovi 
kriptografskih postopkov, ki pa niso specifični le zanje. Ti postopki se uporabljajo 
tudi v drugih primerih zaščite ali prenosa informacij preko nezaščitenih prenosnih 
poti. Brez kriptografije bi bil prenos finančnih sredstev med strankami, ki si ne 
zaupajo nemogoč. Pri blokovnih verigah ne poznamo pojma centralne entitete, zato 
morajo vsi udeleženci toliko bolj zaupati matematičnim postopkom, na katerih 
temeljijo. 
 
2.1  Zgoščevalna funkcija 
 
Zgoščevalna funkcija (angl. Hash) s pomočjo matematičnih postopkov pretvori 
vhodne podatke poljubne dolžine (čistopis) v binarni niz fiksne dolžine (zgoščina / 
povzetek / prstni odtis) [5]. Vhodni podatki so lahko poljubna datoteka npr. besedilo, 
slika, zvok, video, celotna aplikacija ipd. Vhod v zgoščevalno funkcijo mora biti v 
binarni obliki, zato moramo vhodni podatek najprej pretvoriti v binarni zapis. Izhod 
zgoščevalne funkcije je prav tako zapisan v binarni obliki in je po potrebi zaradi 
preglednosti pretvorjen v šestnajstiško obliko zapisa. 
Poznamo veliko matematičnih postopkov za zgoščevanje, ki se razlikujejo po 
zahtevnosti izvedbe, hitrosti izračuna, varnosti postopka (čas, ki bi bil potreben za 
izračun inverzne preslikave), dolžini izhodnega niza itd. Nekateri od postopkov so 
označeni za zastarele in neuporabne, saj je računalniška tehnologija in procesorska 
moč v zadnjih letih napredovala do te mere, da je možno postopke razbiti že z 
uporabo grobe sile. Za nekatere od postopkov pa so odkrili tudi matematične 
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bližnjice, ki porušijo njihovo varnost in je zato uporaba teh funkcij prav tako 
opuščena. 
 
Vse zgoščevalne funkcije morajo izpolnjevati naslednje pogoje za pravilno 
delovanje [6]: 
 
A. Ker gre za preslikavo iz neskončne množice v končno, se lahko dogodi, 
da imata dva različna čistopisa enak prstni odtis. Verjetnost, da bi se to 
zgodilo, mora biti zanemarljivo majhna. 
B. Isti čistopis ima vedno natanko isti prstni odtis, ne glede na to, 
kolikokrat ga izračunamo. 
C. Zgoščevalna funkcija mora biti enosmerna, kar pomeni, da ne moremo 
poznati prstnega odtisa, preden ga izračunamo. Torej iz prstnega odtisa 
ni mogoče priti nazaj do čistopisa. 
D. Sprememba enega samega bita v čistopisu, se odraža v spremembi 
približno polovice bitov v prstnem odtisu. Te spremembe morajo biti na 
videz naključne (slika 1). 
 
 
Slika 1: Primer prstnega odtisa (SHA-256) pri spremembi le ene črke. 
 
Pri blokovnih verigah se zgoščevalne funkcije uporabljajo za zagotavljanje 
sledljivosti, povezav med posameznimi bloki in hitro doseganje soglasja. S prstnim 
odtisom zadnjega bloka v verigi tako predstavimo trenutno stanje celotne verige. 
Prstne odtise dodeljujemo vsakemu posameznemu bloku in transakciji, saj jih na ta 
način naslavljamo pri iskanju znotraj celotne verige. 
Kriptovaluta Bitcoin tako kot mnoge druge uporablja 256 bitov dolge prstne 
odtise. To pomeni, da obstaja 1.15+77 različnih prstnih odtisov. IPv6 ima teoretično 
možnih le 3.4+38 naslovov [7][7], kar naj bi bilo več, kot je zrn peska v Sahari. 
Verjetnost, da bi dva različna vhoda privedla do istega prstnega odtisa, je 
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zanemarljivo majhna in znaša 8.6361685-78. Takemu slučaju bi se reklo trk (angl. 
Hash Collision) [8]. Tudi z uporabo današnjih superračunalnikov je pogoj iz točke A 
še vedno izpolnjen. 
 
2.2  Javni in zasebni ključi 
 
Področje javnih in zasebnih ključev spada pod okrilje asimetrične kriptografije. 
Pojem asimetrična izhaja iz dejstva, da je ključ za šifriranje podatkov različen od 
ključa za dešifriranje. Tako za pravilno delovanje potrebujemo oba ključa, ki pa nista 
enakopravna. Kot nam pove že ime samo, lahko javni ključ delimo z ostalimi, 
privatni ključ pa mora ostati znan le nam. 
 
 
Slika 2: Primer javnega in zasebnega ključa. 
 
Na sliki 2 je prikazan konkreten primer javnega (Your Address) in zasebnega 
ključa (Your Private Key). Par ključev je bil generiran s pomočjo spletne strani 
MyEtherWallet.com [9]. Pod ključema je prikazana analogija iz stvarnega sveta za 
lažjo predstavo vlog. Za javni ključ si lahko zamislimo, da predstavlja poštni naslov 
našega nabiralnika. Le tega lahko zaupamo vsakomur, če želimo od njega prejeti 
pošto. Privatni ključ pa primerjamo s fizičnim ključem našega poštnega nabiralnika. 
Z njim lahko odpremo nabiralnik in ven vzamemo prispelo pošiljko. Zato je zelo 
pomembno, da nihče drug ne poseduje kopije našega ključa od nabiralnika, saj bi 
lahko v tem primeru tudi on bral našo pošto. 
Tudi pri kriptovalutah je pomembno, da zasebni ključ ostane poznan le 
lastniku, saj lahko v nasprotnem primeru vsak z zasebnim ključem dostopa in 
upravlja s sredstvi, vezanimi na ta ključ. Seveda ima lahko ena oseba v lasti več 
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zasebnih ključev in si tako poveča stopnjo varnosti pred zlonamernimi napadi ali 
odtujitvijo zasebnega ključa. Pri protokolu Bitcoin obstaja priporočilo, da se vsak 
ključ uporabi le enkrat. Ob vsaki transakciji se del sredstev nakaže na željen tuj 
naslov, preostali delež pa ostane v naši lasti, vendar se veže na čisto nov par ključev. 
Tako še dodatno povečamo varnost sredstev pred neželeno odtujitvijo. 
 
2.3  Digitalni podpis 
 
Digitalni podpisi imajo enako vlogo kot lastnoročni podpisi v vsakdanjem 
življenju. So pravno zavezujoči in morajo biti priloženi k samemu dokumentu. Z 
njimi izkazujemo strinjanje z vsebino in prevzem odgovornosti. 
 
 
V tabeli 1 so naštete glavne razlike med lastnoročnimi in digitalnimi podpisi: 
 
LASTNOROČEN PODPIS DIGITALNI PODPIS 
Ne morejo nam ukrasti mehanizma podpisovanja. 
Lahko ga le ponaredijo (ni odtujljiv). 
Lahko nam ukradejo privatni ključ in podpisujejo 
z njim v našem imenu (je odtujljiv). 
V primeru slabega ponaredka lahko to 
ugotovimo. 
Če je ponarejen, je ponarejen v celoti in tega ne 
moremo odkriti. 
Podpis je vezan na eno osebo. Podpis je vezan na imetnika ali več njih, ki imajo 
v lasti zasebni ključ. 
Po podpisu dokumenta se lahko dokument 
spremeni, ne da bi se to zaznalo. 
Vsaka sprememba dokumenta po opravljenem 
podpisu razveljavi veljavnost podpisa, kar se z 
lahkoto preveri. 
Preverjanje pristnosti podpisa temelji na 
subjektivni oceni osebe, ki ga preverja. 
Preverjanje pristnosti podpisa temelji na 
objektivnih matematično preverljivih 
kriptografskih postopkih. 
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Digitalni podpis mora ustrezati sledečim lastnostim [6]: 
 
A. Vsaka sprememba dokumenta mora rezultirati v spremembi podpisa. 
B. Praktično neizvedljivo mora biti spremeniti dokument, ne da bi se 
spremenil tudi podpis. 
C. Praktično neizvedljivo mora biti ustvariti dva dokumenta z enakim 
podpisom. 
D. Dokument lahko podpiše le nekdo s tajno informacijo (zasebni ključ). 
E. Mogoče je preveriti skladnost podpisa z dokumentom in podpisnikom. 
F. Za potrebe preverjanja podpisa nam ni potrebno poznati tajne 
informacije (zasebnega ključa), znan nam mora biti le javni ključ. 
G. Iz podpisa mora biti razvidna in nedvomna identiteta podpisnika. 
 
Na sliki 3 je prikazan potek digitalnega podpisovanja dokumenta (zgornja 
polovica slike) in preverjanja digitalnega podpisa (spodnja polovica slike) [10]. 
 
Podpisovanje: 
Najprej izračunamo prstni odtis dokumenta, ki ga želimo podpisati. Ta prstni 
odtis nato šifriramo s svojim privatnim ključem. Digitalni podpis je torej šifriran 
prstni odtis dokumenta. Le tega moramo seveda priložiti k samemu dokumentu in ga 
poslati prejemniku ali javno objaviti. Prejemniku posredujemo, ali javno objavimo 
tudi naš javni ključ. 
 
Preverjanje: 
Večina asimetričnih šifrirnih funkcij omogoča, da z zasebnim ključem šifrirano 
sporočilo dešifriramo z javnim ključem in obratno. To lastnost uporabimo pri 
preverjanju podpisa. Po prejetju digitalno podpisanega dokumenta sami izračunamo 
prstni odtis dokumenta brez podpisa. Nato vzamemo še digitalni podpis in ga 
dešifriramo s pomočjo javnega ključa podpisnika. V primeru, da sta končna prstna 
odtisa enaka, je digitalni podpis veljaven. 
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Slika 3: Grafični prikaz ustvarjanja in preverjanja digitalnega podpisa. 
 
Pri kriptovalutah je digitalni podpis ustvarjen s pomočjo asimetričnih šifrirnih 
postopkov. Za podpis vsake posamezne transakcije se uporabi zasebni ključ. Tega 
mora poznati le lastnik sredstev. Ker pri kriptovalutah govorimo o porazdeljenem 
sistemu, ki obsega cel svet, in s tem veliko množico uporabnikov, ki si med seboj ne 
zaupajo, mora biti vsaka transakcija preverljiva. 
Ko objavimo svojo transakcijo v omrežje, jo morajo biti ostali udeleženci v 
sistemu zmožni preveriti. Vsakdo mora biti zmožen z lahkoto odkriti, ali je pošiljatelj 
sredstev res upravičen do dostopa do teh sredstev in ali je to res prava oseba. Točno 
to nam omogoča preverjanje digitalnega podpisa z javnim ključem podpisnika. Ta 
mora seveda predhodno objaviti svoj javni ključ. 
Obstaja več načinov, kako lahko potrdimo, da je javni ključ, ki nam ga je 
poslala dotična oseba resnično pravilen, a to presega okvire te magistrske naloge. 
Sam potek preverjanja digitalnega podpisa je opisan že nad sliko 3. 
Večina kriptovalut uporablja eliptično kriptografijo. Za podpisovanje se 
uporablja protokol z imenom Elliptic Curve Digital Signature Algorithm (ECDSA) 
[11]. Ta omogoča krajše ključe in hitrejše čase izračunov ob zagotavljanju enake 
stopnje varnosti kot drugi primerljivi algoritmi (npr. RSA, DSA). To je pri blokovnih 
verigah velika prednost, saj je veriga sekvenčna struktura hranjenja podatkov in se s 
časom povečuje. Eliptična kriptografija tako prihrani na času izračunov in prostoru, 
ki ga veriga zaseda v pomnilniku. 
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3.1  Kaj je blokovna veriga 
 
Pod pojmom blokovna veriga (angl. Blockchain) si človek predstavlja novo 
revolucionarno tehnologijo, ki so jo prinesle kriptovalute, še posebej najbolj znana 
med njimi Bitcoin. Vendar je tehnologija veriženja mnogo starejša od prve 
kriptovalute. V programiranju se je ta koncept pojavil pod imenom povezan seznam 
(angl. Linked List) [12]. Prav tako kot pri blokovnih verigah, gre pri povezanem 
seznamu za navezovanje novejših podatkovnih sklopov na starejše. To obema 
tehnologijama omogoča pregledno sledljivost in vrstni red podatkov. Pri povezanem 
seznamu povezavo med dvema podatkoma predstavlja kazalec, ki kaže na naslednji 
element v seznamu. Tehnologija veriženja blokov pa za ta namen uporablja 
zgoščevalne funkcije, ki izračunajo “povzetek” celega bloka, ki mu strokovno 
rečemo kriptografski povzetek ali prstni odtis. Ta povzetek je nato sestavni del 
naslednjega bloka v verigi, kar nam da povezavo med dvema sosednjima blokoma. 
Več o zgoščevalnih funkcijah, njihovih lastnostih ter delovanju je opisano v poglavju 
2.1. Na sliki 4 je prikazan potek veriženja blokov za prve štiri bloke v verigi. Kot 
vidimo se v vsakem naslednjem bloku nahaja prstni odtis (angl. Hash) prejšnjega 
bloka. 
 




Slika 4: Potek veriženja prvih štirih blokov v blokovni verigi. 
 
Vključevanje podatkov o prejšnjem bloku nam zagotavlja povezanost verige, 
zato tudi ime blokovna veriga. Pomembno je, da se zavedamo, da tehnologija 
veriženja blokov ni specifična za kriptovalute in jo lahko uporabimo tudi v druge 
namene [13]. Gre za način zapisa podatkov in ne konkretne implementacije teh 
pravil. 
 
Za laike bi bila primerna naslednja analogija: 
Blokovna veriga je kot splošen opis avtomobila. Pove nam, katere sestavne 
dele naj vsebuje in čemu ti služijo. Kriptovalute, kot so Bitcoin, Ethereum in druge, 
pa predstavljajo konkretno implementacijo teh pravil. To v naši analogiji pomeni 5 
vratno limuzino podjetja BMW serije 4 rdeče barve in 3 vratni kabriolet Audi TT 
modre barve. Oba avtomobila se uporabljata za transport ljudi in imata enake 
osnovne gradnike. Razlikujeta pa se pri posameznih specifikah, kot so barva, število 
vrat, končna hitrost … Tako kot so avtomobili lahko namenjeni transportu ljudi, 
živali ali tovora, lahko blokovne verige uporabimo tudi za prenos drugih podatkov, 
ne samo transakcij s plačilnimi sredstvi. 
 
Celotna blokovna veriga je shranjena v vozlišču (angl. Node). Teh vozlišč, ki 
so med seboj povezana preko omrežja in so lahko na ločenih fizičnih lokacijah, je 
poljubno mnogo. Vsa vozlišča vsebujejo isto kopijo verige, kar dosežemo z 
vzdrževanjem soglasja znotraj omrežja [14]. Ena od priročnih lastnosti zgoščevalnih 
funkcij nam omogoča, da s poznavanjem prstnega odtisa le zadnjega bloka v verigi 





3.2  Blok 29 
 
3.2  Blok 
 
Kot že samo ime pove, so blokovne verige sestavljene iz osnovnih gradbenih 
enot blokov. Le ti so med seboj povezani z referenco, ki se lahko razlikuje med 
posameznimi implementacijami protokola. Po navadi gre za prstni odtis, ki kaže na 
prejšnji blok v verigi. Tako dobimo povezavo od zadnjega bloka vse do prvega v 
verigi. Puščica, ki nakazuje potek časa, kaže v nasprotno smer kot povezave med 
posameznimi bloki, kar je razvidno iz slike 5. 
 
 
Slika 5: Prikaz relacije med potekom časa in referencami med bloki. 
 
Vsak blok mora imeti nekaj sestavnih delov za osnovno delovanje, v sami 
vsebini pa se lahko nahajajo poljubni podatki. V tej magistrski nalogi se 
osredotočimo na opis sestavnih delov bloka, ki so nujno potrebne za delovanje 
kriptovalute. V trenutno najpopularnejših kriptovalutah, kot so Bitcoin in Ethereum, 
so dodani še mnogi drugi sestavni deli za potrebe zagotavljanja varnosti in dodatnih 
funkcionalnosti [15]. Naš namen je spoznati osnove delovanja kriptovalut, zato se v 
posamezne specifike svetovno uporabljenih kriptovalut ne bomo spuščali. 
 
3.2.1  Sestavni deli bloka 
 
Prstni odtis trenutnega bloka (angl. Current Block Hash) 
 
Gre za prstni odtis celotne vsebine in vseh sestavnih delov bloka, razen 
prstnega odtisa samega (implementacije se na tem področju zelo razlikujejo, tu 
govorimo le o eni od možnih implementacij). Ti dodatki ob vsebini se imenujejo 
glava bloka (angl. Block Headers). Prstni odtis trenutnega bloka mora zadostiti 
pogojem omrežja. Pri načinu potrjevanja blokov z dokazom o opravljenem delu, 
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mora biti ta prstni odtis po velikosti manjši od trenutne težavnosti. V času pisanja je 




Vidimo, da se začne z 18 znaki 0, kar predstavlja približek trenutne težavnosti. 
To pomeni, da se mora veljavni blok začeti z 18 ali več začetnimi znaki 0. 
 
Prstni odtis predhodnega bloka (angl. Previous Block Hash) 
 
Ta podatek mora biti nujno vključen v blok. Njegova vključitev nam zagotovi 
referenco do prejšnjega bloka v verigi. Predstavlja koncept, na katerem temelji 
celotno delovanje blokovnih verig. S pomočjo te reference je mogoče blok umestiti 
na pravo mesto v verigi. 
 
Zaporedna številka bloka (angl. Height) 
 
Ker sledenje preko preverjanja celotne verige od začetka do konca ni smiselno, 
se v blok opcijsko zapiše tudi njegovo zaporedno številko. To je pozitivno celo 
število, ki se ob nastanku novega bloka poveča za 1. S to številko je olajšano iskanje 
po verigi. 
 
Časovni žig (angl. Timestamp) 
 
Za lažjo referenco se lahko opcijsko v glavo vključi tudi časovni žig. Pri vsaki 
implementaciji protokola veriženja blokov se vnaprej določi oblika zapisa tega polja. 
V večini primerov se zapisuje v formatu Unix Time, ki predstavlja število pretečenih 
sekund od 00:00:00 UTC na dan 01.01.1970 [17] [18]. 
 
Trenutna težavnost (angl. Current Difficulty) 
 
O tem kaj je težavnost je že veliko napisanega v poglavju 3.4.1.2, zato se tu ne 
bomo ponavljali. Gre za številko pomembno pri dokazu o opravljenem delu. V blok 
jo opcijsko vključimo, če obstaja algoritem, ki v ozadju spreminja težavnost. Gre za 
pomoč nekomu, ki bi želel pozneje preveriti veljavnost celotne verige in nima 
neodvisnega podatka o spremembah težavnosti v zgodovini verige. 
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Število nonce (angl. Nonce) 
 
Število nonce je nujno vključeno v glavo bloka, saj nam omogoča preverjanje 
dokaza o delu [19]. Če vzamemo vse ostale sestavne dele bloka, razen števila nonce, 
bomo za prstni odtis bloka dobili nekaj, kar ne bo zadostilo pogojem rudarjenja. S 
pravilnim številom nonce, ki ga je po naključju našel rudar, pa lahko zadostimo 
pogojem omrežja. Če torej izračunamo prstni odtis bloka iz vseh ostalih sestavnih 
delov in števila nonce, ki ga je našel rudar, bi morali dobiti prstni odtis manjši od 
težavnosti. S tem številom rudar dokazuje, da je opravil svoje delo. 
 
Vsebina bloka (angl. Payload / Body) 
 
Pri kriptovalutah se pod vsebino bloka vpisujejo transakcije. Velikost vsebine 
bloka je lahko omejena. S tem je omejeno tudi število transakcij, ki jih rudar lahko 
vstavi v en blok. Uporaba blokovnih verig pa ni namenjena izključno prenosu 
denarnih sredstev. Prostor za vsebino bloka bi lahko napolnili s poljubnimi 
informacijami v binarnem zapisu [20]. Nekatere blokovne verige to že s pridom 
izkoriščajo. 
 
3.2.2  Primer bloka 
Spodnje slike prikazujejo izpise naše kriptovalute mihicoin. Kriptovaluta 
mihicoin je bila ustvarjena izključno za potrebe te naloge. Koda in delovanje sta 
opisana v nadaljevanju. Izpisi drugih kriptovalut se lahko močno razlikujejo. 
Slika 6 prikazuje izpis tretjega bloka, ki vsebuje dve transakciji. Pri eni od 
transakcij je pošiljateljev naslov “00”, kar pomeni, da gre za izplačilo nagrade 
rudarju.  
 




Slika 6: Primer izpisa bloka kriptovalute mihicoin v formatu JSON. 
 
3.2.3  Prvi blok v verigi 
 
Prvi blok v verigi (angl. Genesis Block) se razlikuje od vseh ostalih blokov. 
Označujemo ga z zaporedno številko bloka 0 ali 1, odvisno od načina štetja blokov. 
Predstavlja anomalijo, ker ne referencira nobenega bloka, saj je prvi v vrsti [21]. Na 
mesto, kamor bi navadno vpisali prstni odtis prejšnjega bloka je tako zapisano 
vnaprej izmišljeno število. V žargonu programerjev bi se reklo, da je to število 
“hardcoded” v izvorno kodo blokovne verige. V splošnem se izbere število 0, ne 
obstaja pa nobeno napisano pravilo, ki bi se ga morali držati. Slika 7 prikazuje 
primer prvega bloka kriptovalute mihicoin. 
 
 
Slika 7: Primer izpisa prvega bloka kriptovalute mihicoin v formatu JSON. 
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3.3  Transakcija 
 
3.3.1  Splošno 
 
Transakcija spada v telo bloka, saj gre za vsebino, ki jo želimo shraniti. Pri 
večini kriptovalut so vse transakcije javno vidne in niso šifrirane. V en blok lahko 
spravimo različno število transakcij, odvisno od implementacije. Za prenos finančnih 
sredstev med osebami ni potrebnih veliko število sestavnih delov transakcije. Bolj 
pomembno je, kako se preverja njena veljavnost. Obstajati morajo torej procesi, s 
katerimi preverimo, ali je pošiljatelj upravičen do pošiljanja izbrane količine 
sredstev. 
Transakcijo lahko v omrežje objavi kdorkoli. To stori tako, da jo pošlje enemu 
od javno znanih vozlišč. Ta transakcijo preveri in jo pod pogojem, da ustreza 
pravilom, objavi vsem svojim sosedom. Iz čakalne vrste se transakcija nato 
premakne v blok, ki ga sestavi rudar. Šele ko rudar uspešno opravi svoje delo in 
objavi blok, se transakcija izbriše iz čakalne vrste. 
Na sliki 8 je prikazan izpis transakcije, ki pošilja 11 enot kriptovalute iz 
naslova c88… na naslov 9fa… 
 
 
Slika 8: Primer transakcije s prenosom sredstev pri kriptovaluti mihicoin. 
 
Ena od transakcij se razlikuje od vseh ostalih (slika 9), saj gre za izplačilo 
nagrade za opravljeno delo s strani omrežja. Pošiljateljev naslov je v tem primeru kar 




Slika 9: Primer transakcije z izplačilom nagrade za rudarjenje. 
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3.3.2  Sestavni deli transakcije 
 
Količina (angl. Amount) 
 
Pri pošiljanju kriptovalut vedno specificiramo želeno količino. Ta količina je 
lahko celoštevilska vrednost, kar pomeni, da je kriptovaluta nedeljiva (angl. 
Indivisible Cryptocurrency). Njena najmanjša in osnovna enota je torej 1. Večina 
kriptovalut uporablja deljivost enega žetona (angl. Divisible Cryptocurrency), na 
določeno število decimalnih mest. Pri kriptovaluti Bitcoin, je ta deljivost omejena, na 
sto milijoninko enega Bitcoina. To enoto imenujemo Satoshi in predstavlja 
0.00000001 BTC [22]. V nasprotju s splošnim prepričanjem, da je pri protokolu 
Bitcoin osnovna enota 1 BTC, je najmanjša in hkrati tudi osnovna enota Satoshi. 
 
Pošiljatelj in prejemnik (angl. Sender, Recipient) 
 
V transakciji sta zapisana pošiljatelj in prejemnik. Večina protokolov ima te 
podatke dostopne vsem uporabnikom na omrežju. Nekatere kriptovalute pa 
uporabljajo napredne kriptografske postopke za maskiranje udeležencev in količin, ki 
jih pošiljajo preko omrežja. Na ta način se lahko prenos sredstev zgodi povsem 
anonimno, še vedno pa je mogoče preveriti pravilnost podatkov. Kriptovalute tako 
delimo na dve kategoriji, na neanonimne (angl. Non-anonymous) in anonimne (angl. 
Anonymous). Pri neanonimnih kriptovalutah lahko kdorkoli preveri celotno 
zgodovino transakcij katerega koli naslova, tako da preišče celotno verigo. Prav tako 
je javno razvidno, koliko kriptovalute se nahaja na posameznem naslovu v 
določenem časovnem trenutku. 
 
ID transakcije (angl. Transaction ID) 
 
ID transakcije je unikatno število, ki je namenjeno lažjemu iskanju v blokovni 
verigi. Po tem, ko je transakcija javno objavljena, lahko spremljamo njen status v 
omrežju. To storimo z iskanjem ID-ja. Na ta način lahko hitro najdemo tudi 
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3.4.1  Dokaz o opravljenem delu 
 
Rudarjenje (angl. Mining) in dokaz o opravljenem delu (angl. Proof of Work) 
sta močno povezana pojma. Rudarjenje imenujemo dejanje, ki ga opravlja 
računalnik, ko izračunava prstne odtise najnovejšega bloka v verigi. Izračunan prstni 
odtis mora ustrezati določenim kriterijem in v primeru neuspeha se rudarjenje 
nadaljuje. Ko računalniku uspe ugoditi zahtevanim pogojem glede prstnega odtisa, 
bloku priloži zadnji izračunan prstni odtis in pripadajoče število, imenovano nonce. 
Dokaz o opravljenem delu je torej blok, ki ima ustrezen prstni odtis in pravilno 
število nonce. 
Nonce je naključni polnilni znak oz. enkratno kriptografsko število, ki je pri 
protokolu dokaza o opravljenem delu, uporabljeno za potrebe rudarjenja. Vključeno 
je v glavo vsakega bloka. Omejitev velikosti števila je odvisna od posamezne 
implementacije algoritma. Kriptovaluta Bitcoin uporablja 4 bajte dolgo število nonce 
[23]. 
Posamezen blok v blokovni verigi je sestavljen iz več delov, a sta za 
razumevanje principa rudarjenja pomembna le nonce in prstni odtis trenutnega bloka. 
Kaj je prstni odtis, je razloženo v poglavjih 2.1 in 3.2.1. 
Ker gre pri blokovnih verigah za porazdeljen sistem anonimnih udeležencev, 
mora vsak, ki želi dodati nov blok v skupno verigo, opraviti nekaj “dela”. V 
nasprotnem primeru bi lahko veriga rasla s preveliko hitrostjo in bi sistem postal 
neobvladljiv. Za rešitev tega problema obstaja zahteva, da mora vsak, ki želi potrditi 
nov blok, opraviti proces rudarjenja. Rudar mora izračunati prstni odtis celotnega 
bloka s pomočjo zgoščevalne funkcije. V primeru Bitcoina je ta funkcija Secure 
Hash Algorithm 256 (SHA-256). S pravili posameznega omrežja je določena najvišja 
še sprejemljiva vrednost prstnega odtisa. Vsak blok, ki ima prstni odtis manjši od te 
vrednosti, bo sprejet kot veljaven (podrobno obrazloženo v tabeli 8 v poglavju 
3.4.1.2). V nasprotnem primeru bi bil tak blok zavržen s strani omrežja. 
Kot vemo, je prstni odtis bloka vedno enak, če se vsebina bloka ne spremeni 
(glej poglavje 2.1 točka B). Tu nastopi vloga števila nonce. To število je sestavni del 
bloka, kar pomeni, da z njegovim spreminjanjem spremenimo prstni odtis. Točno to 
dejanje spreminjanja in ponovnega izračuna prstnega odtisa imenujemo rudarjenje. 
To početje rudar opravlja toliko časa, dokler ne dobi prstnega odtisa bloka, ki ustreza 
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pogoju težavnosti. Šele tak blok lahko javno objavi v omrežje in ve, da ne bo 
zavrnjen s strani ostalih udeležencev. 
Števila nonce ni mogoče ugotoviti vnaprej. Pridobi se s spreminjanjem na slepo 
ali preprosto s povečevanjem za 1 v vsaki iteraciji. V nasprotnem primeru bi bil 
koncept rudarjenja neuporaben. To nam zagotavlja lastnost, ki jim morajo ustrezati 
vse zgoščevalne funkcije in je opisana v poglavju 2.1 pod točko C. Točka D pa nam 
zagotavlja, da ne obstaja matematični princip, po katerem bi lahko ugotovili pravilen 
nonce prej, kot z ugibanjem na slepo. 
Na sliki 10 je prikazan diagram poteka rudarjenja novih blokov: 
 
 
Slika 10: Diagram poteka rudarjenja novih blokov. 
 
3.4.1.1 Moč rudarjenja 
 
Pri rudarjenju novih blokov po tem postopku se porabljajo velike količine 
električne energije. Računalniški sistemi jo potrebujejo za računanje prstnih odtisov s 
pomočjo zgoščevalnih funkcij. Sama računska in energijska zahtevnost izračuna 
prstnega odtisa je odvisna od uporabljenega algoritma. Več kot je akterjev, ki 
sodelujejo v omrežju pri procesu rudarjenja, večja težavnost in posledično porabljena 
energija za en sam blok. 
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Ker je rudarjenje odvisno od sreče, se s povečevanjem števila udeležencev 
povečuje tudi verjetnost, da se nekomu posreči najti pravilen nonce. To pomeni, da 
bi se frekvenca nastajanja blokov povečevala sorazmerno s številom rudarjev. Do 
tega seveda ne sme priti, saj bi bilo omrežje kmalu prenasičeno. V ta namen 
obstajajo algoritmi za določanje težavnosti rudarjenja. Ti algoritmi s spreminjanjem 
težavnosti poskušajo doseči konstanten interval nastajanja novih blokov neodvisno 
od števila rudarjev. Več o tem v poglavju 6.6. 
Vsi rudarji pa nimajo enake moči. Moč ali hitrost rudarjenja se izraža v 
osnovni merski enoti [Hash/s]. Ta enota nam pove, koliko prstnih odtisov lahko 
rudar izračuna v eni sekundi. Ker današnja tehnika dosega že izredno velike hitrosti 
računanja prstnih odtisov se večinoma uporablja enota [MH/s]. Torej milijon prstnih 
odtisov na sekundo. Hitrost računanja prstnih odtisov se razlikuje glede na 
uporabljeno zgoščevalno funkcijo posamezne blokovne verige . 
Rudarji, ki so zmožni izračunati večje število prstnih odtisov v sekundi, imajo 
več možnosti, da bodo prvi izračunali prstni odtis, ki ustreza pogojem za objavo 
bloka. Zato se reče, da imajo večjo moč (angl. Hash Power). V začetnih fazah 
posamezne kriptovalute je po navadi dovolj, če rudarimo s pomočjo računalniškega 
procesorja, saj v omrežju ni dosti konkurence. Ko se začne za neko kriptovaluto 
zanimati več ljudi, se poveča tudi število rudarjev in njihova skupna moč naraste. To 
pomeni, da imamo z enako zmogljivim procesorjem v tem primeru statistično manj 
možnosti, da bomo ravno mi tisti, ki narudarimo nov blok. Z namenom povečevanja 
možnosti se je začela razvijati nova strojna oprema za rudarjenje [24]. 
Večina kriptovalut se dandanes rudari s pomočjo grafičnih kartic in ne 
procesorjev v računalnikih. Izkorišča se dejstvo, da so grafične kartice zmožne 
procesirati večje število paralelnih matematičnih izračunov hkrati. Tako dosegajo 
veliko večje hitrosti računanja prstnih odtisov. Kot je razloženo v enem od naslednjih 
poglavij 3.4.3.1, si rudar za vsak uspešno objavljen blok prisluži nagrado. To je 
industrijo rudarjenja kriptovalut privedlo do takih ekstremov, da se podjetja 
ukvarjajo z izdelavo in prodajo ASIC (angl. Application-specific Integrated Circuit) 
naprav. Gre za namenske naprave, ki so sposobne opravljati le eno nalogo, a to 
nalogo opravljajo z izjemno hitrostjo. Take naprave za rudarjenje stanejo po 10.000 $ 
in močno prekašajo zmogljivosti grafičnih kartic dostopnih povprečnemu potrošniku. 
Tako kopičenje rudarske moči pripelje do centraliziranosti blokovnih verig. 
Nekatere kriptovalute zato redno spreminjajo uporabljene zgoščevalne funkcije in 
onemogočajo uporabo ASIC naprav. 
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V tabeli 2 so naštete nekatere kriptovalute, njihovi zgoščevalni algoritmi in 
velikostni razredi, v katerih merimo hitrost rudarjenja pri uporabi CPE [25]: 
 




Bitcoin SHA-256 10.000 H/s 
Ethereum Ethash 100.000 H/s 
Monero Crypronight 100 H/s 
Litecoin Scrypt 1.000 H/s 




Težavnost (angl. Difficulty) je določena s posebnim algoritmom, ki preverja 
intervale med novo nastalimi bloki. V primeru, da je ta interval krajši od želenega, se 
težavnost poveča in seveda obratno. V večini primerov implementacije je težavnost 
opredeljena kot število, od katerega mora biti prstni odtis bloka manjši, da se blok 
smatra za pravilno narudarjenega. Za doseganje velikih hitrosti se uporablja 
primerjanje števil po bitih, kar vzame običajno le en računski cikel časa in je lahko 
izvedeno v strojni opremi. Torej se težavnost lahko izraža kot število začetnih ničel 
prstnega odtisa. 
 
Poglejmo si primer (tabela 3): 
Za demonstracijo bomo uporabili 8-bitna števila. Prstni odtisi in težavnost 
imajo enako dolžino. 
 
TEŽAVNOST 00001111(2) 15(10) 
PRSTNI ODTIS 1 00001101(2) 13(10) 
PRSTNI ODTIS 2 01011000(2) 88(10) 
Tabela 3: Določanje veljavnosti prstnega odtisa glede na izbrano težavnost. 
 
Težavnost je postavljena na desetiško vrednost 15. To pomeni, da bomo 
ponavljali postopek računanja prstnega odtisa, dokler ne bomo dobili vrednosti 
manjše od te. V primeru prstnega odtisa 1 bi z rudarjenjem končali, saj je pogoj 
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izpolnjen. Če pa bi dobili prstni odtis 2, bi spremenili število nonce v našem bloku in 
izračun ponovili. V tabeli 3 so binarna števila z razlogom podpisana, da lažje 
primerjamo isto ležeče bite. Kot vidimo, bi lahko težavnost opisali z naslednjim 
stavkom: “Če se prstni odtis v binarnem zapisu začne s štirimi ničlami je blok 
sprejemljiv in delo rudarja je opravljeno.” 
V našem primeru z majhnimi števili bi lahko primernost računali v desetiškem 
ali dvojiškem sistemu. Ljudem je lažje primerjati desetiška števila, saj hitro 
ugotovimo, katero je manjše. Računalniki pa delujejo v binarnem svetu in posledično 
izvajajo matematične operacije v dvojiškem zapisu. Zavedati se moramo, da so v 
realni implementaciji prstni odtisi dolgi 256 bitov. Štetje začetnih ničel je v tem 
primeru veliko lažje kot primerjanje dveh števil velikostnega reda 10^77. To velja 
tako za računalnike kot za ljudi. 
 
3.4.2  Alternativni algoritmi 
 
Omenimo še, da algoritem dokaza o opravljenem delu (angl. Proof of Work - 
PoW) ni edini možni način zagotavljanja varnosti blokovnih verig [26]. Res je, da 
večina kriptovalut uporablja ta algoritem, vendar ima kot vsaka druga stvar tudi ta 
svoje omejitve. Zato novejše kriptovalute uporabljajo nove načine, ki jih bomo na 
kratko opisali. 
 
3.4.2.1 Proof of Stake (PoS) 
 
Pri tej metodi, se za potrjevanje blokov, ne izračunava na milijone prstnih 
odtisov. Tu gre za način potrjevanja, kjer z lastništvom kriptovalute jamčite za 
pravilnost podatkov v bloku. V kolikor ostali udeleženci ugotovijo kakršno koli 
nepravilnost, se jamstvena vsota kriptovalute odvzame imetniku. Lahko bi rekli, da 
gre za protokol rudarjenja z dokazom o imetništvu. 
Vsakdo, ki ima v lasti kriptovaluto, lahko sodeluje v procesu potrjevanja 
blokov. Verjetnost, da bo nekdo izbran za potrjevalca, je premo sorazmerno odvisna 
od količine kriptovalute, ki jo ima v lasti in se v tem primeru avtomatsko postavi za 
jamstvo. Večje, kot je premoženje, več je možnosti za izbor. Žreb za potrjevalca 
bloka se izvaja za vsak posamezen blok. 
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Prednost: 
• Pri tem postopku zagotavljanja varnosti blokovne verige se ne porablja 
toliko električne energije kot pri postopku PoW. To je pomemben 
ekološki faktor, saj v času pisanja celotno omrežje Bitcoin, za 
zagotavljanje svoje varnosti, preko algoritma PoW, porabi toliko 
električne energije kot manjša država. 
 
Slabost: 
• V primeru slabih akterjev v omrežju, je edina posledica laganja izguba 
virtualne kriptovalute. Pri algoritmu PoW pa napadalec izgubi vloženo 
električno energijo, ki jo mora plačati s tradicionalnimi plačilnimi 
sredstvi, kot sta evro ali dolar. 
 
3.4.2.2 Delegated Proof of Stake (DPoS) 
 
Gre za izvedenko prej opisanega sistema PoS, kjer vsak posameznik ni 
udeležen v samem procesu kreiranja novih blokov. Gre za protokol rudarjenja z 
dokazom o imetništvu s predstavniki. V tem primeru so javno znani predstavniki ali 
delegati, ki ustvarjajo nove bloke in jih objavljajo v omrežje. Ti delegati morajo 
ustrezati nekaterim zahtevam. Po navadi je pogoj posedovanje velike količine 
dotične kriptovalute, saj naj bi bili s tem bolj finančno izpostavljeni kot manjši 
akterji. To naj bi delegate prisililo v pravično ravnanje, saj jim v nasprotnem primeru 
odvzamejo premoženje. Imetniki manjših količin kriptovalute pa lahko sodelujejo pri 
volitvah delegatov. Vsak glas velja toliko, kolikor ima volivec v lasti kriptovalute. 
Volitve se izvajajo z vsakim blokom posebej, torej se imetniki kriptovalute 
redno odločajo, kateremu delegatu najbolj zaupajo in mu posledično namenijo glas. 
To dejanje se seveda opravlja avtomatsko v sklopu programske kode kripto 
denarnice in ga ni treba izvajati ročno. 
 
Prednost: 
• Ker je v omrežju manj ljudi, ki potrjujejo bloke, je lažje zagotavljati 
omrežno povezljivost med njimi. To pomeni, da omrežje deluje hitreje 
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Slabost:  
• Zagotavlja povečevanje neenakosti, saj bogati še bolj bogatijo, medtem 
ko tisti z manjšo vsoto kriptovalute lahko le volijo svoje delegate. 
 
3.4.3  Plačilo rudarjem in provizije pri poslovanju 
 
Kot smo že spoznali, rudarji pri algoritmu dokaza o opravljenem delu 
porabljajo električno energijo. To energijo običajno dobijo iz električnega omrežja in 
morajo zanjo plačati z uveljavljenimi plačilnimi sredstvi. Poleg tega za opravljanje 
dejavnosti rudarjenja potrebujejo zmogljivo računalniško opremo, ki prav tako ni 
brezplačna. V ta namen sta se razvila dva sistema nagrajevanja rudarjev za njihovo 
delo. 
 
3.4.3.1 Nagrada omrežja 
 
V vsakem bloku obstaja ena transakcija, ki se razlikuje od vseh ostalih. 
Vsebuje vnaprej določeno količino kriptovalute. Namesto pošiljateljevega naslova je 
zapisan vnaprej dogovorjen niz znakov, ki predstavlja naslov omrežja. Kot prejemnik 
je vedno zapisan tisti, ki je blok sestavil in narudaril. S tem je seveda predložil tudi 
dokaz o opravljenem delu. Ta mehanizem omogoča kreiranje novih kripto kovancev, 
kar zagotavlja blago inflacijo. Ti novo pridobljeni kovanci se nakažejo rudarju za 
namen poplačila stroškov rudarjenja. Da zaloga kovancev ne bi bila neomejena, se 
določene kriptovalute poslužujejo zaščitnih mehanizmov. Pri Bitcoinu bloki nastajajo 
kontrolirano in uvede se mehanizem razpolovitve nagrade. Vsake nekaj let, mesecev 
ali dni, odvisno od implementacije, se višina nagrade prepolovi. Za kompenzacijo 
postopnega zmanjševanja nagrade omrežja večina kriptovalut zaračunava provizije 
pri transakcijah, ki gredo v celoti rudarju, zaslužnemu za dotični blok. 
 
3.4.3.2 Provizije pri transakcijah 
 
Provizije naj bi s časom prinesle toliko dobička, da bi bilo delo rudarjev v 
celoti poplačano preko njih. Tu je seveda predpostavka, da se bo število uporabnikov 
in s tem tudi število transakcij povečevalo s časom. Za prejetje plačila ni treba plačati 
nobenih provizij. Provizijo, ki je običajno zanemarljivo majhna, plača le pošiljatelj. 
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Ker je navadno velikost bloka pri blokovnih verigah omejena na fiksno število 
bitov, lahko hitro zmanjka prostora za vse transakcije, ki trenutno čakajo na 
potrditev. Zato je v rudarjevem interesu, da v naslednji blok, ki ga želi potrditi, 
vključi tiste transakcije, ki ponujajo največjo provizijo. Provizije, priložene vsem 
transakcijam v bloku, se ob uspešni potrditvi in objavi nakažejo rudarju [27]. Torej 
mora pošiljatelj pred oddajo preveriti, koliko je trenutna priporočena provizija. 
Seveda lahko po želji to provizijo še poveča ali pa zmanjša. Več kot je nepotrjenih 
transakcij na omrežju, manj je verjetnosti, da bomo z majhno ali ničelno provizijo 
prišli v naslednji narudarjen blok. 
Provizije so zelo odvisne od števila transakcij, torej ljudi, ki omrežje le 
uporabljajo in števila rudarjev, torej ljudi, ki aktivno sodelujejo pri delovanju 
omrežja. Omrežje kriptovalute Bitcoin je na dan 21. 12. 2017 doseglo rekordno 




4  Dinamika blokovnih verig 
 
4.1  Doseganje decentraliziranosti 
 
4.1.1  Decentraliziranost in porazdeljenost 
 
Ločiti moramo pojma decentralizirano (angl. Decentralized) in porazdeljeno 
(angl. Distributed). Blokovne verige omogočajo hrambo podatkov, torej so oblika 
podatkovne baze. Te podatke hranijo na več lokacijah v zaprtem računalniškem 
sistemu ali pa na različnih fizičnih lokacijah po svetu, ki so med seboj povezane z 
internetnim omrežjem. To pomeni, da blokovne verige zagotavljajo porazdeljenost 
podatkov, saj podatkov ne hranimo na eni sami lokaciji. Ta lastnost nam nudi 
odpornost na naravne katastrofe (potresi, požari, poplave) in cenzuriranje, saj nudi 
veliko stopnjo redundance (podvojenost istih podatkov). 
Veliko ljudi blokovnim verigam pripisuje tudi lastnost decentraliziranosti, kar 
pa ni nujno. Decentraliziranost pomeni, da ne obstaja centralna entiteta, ki bi 
odločala o vsem. V decentraliziranem sistemu je vsak udeleženec neodvisen. Večina, 
51 % ali več udeležencev (odvisno od implementacije) pa odloča o stanju sistema. 
V praksi torej obstajajo primeri blokovnih verig, ki so v lasti enega samega 
podjetja in so še vedno razpršene na strežnikih po vsem svetu (centralizirano + 
porazdeljeno). Kriptovalute, kot so Bitcoin, Ethereum itd. pa niso pod okriljem 
centralnih entitet (decentralizirano + porazdeljeno). Za njihovo delovanje skrbi 
skupnost, ki odobrava ali zavrača spremembe delovanja. 
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4.1.2  Naloga vozlišča 
 
Vozlišče (angl. Node) imenujemo vsak računalniški sistem, ki hrani kopijo 
blokovne verige. Vozlišče se lahko javno oglašuje ostalim udeležencem v omrežju 
ali pa le “posluša”, kaj se dogaja na omrežju. Pri sofisticiranih implementacijah 
lahko vozlišče hrani tudi le okrnjeno verzijo verige. V tem primeru vozlišče ne 
zmore samostojno opravljati vseh nalog. Ena fizična oseba ima lahko v lasti več 
vozlišč, ki pa so v omrežju vidna kot ločene entitete. Primer tega bi lahko bilo eno 
vozlišče izključno za potrjevanje transakcij in drugo vozlišče za potrebe rudarjenja. 
 
Vozlišče s celotno kopijo blokovne verige (angl. Full Node), ki se redno 
posodablja, lahko opravlja več nalog: 
 
A. Hramba blokovne verige za zagotavljanje redundance v omrežju in s 
tem povečevanje odpornosti na DOS in DDOS napade. 
B. Preverjanje količine kriptovalute, vezane na posamezen privatni ključ 
(stanje v virtualni denarnici). 
C. Preverjanje in potrjevanje prejetih / oddanih plačil. 
D. Zbiranje še nepotrjenih transakcij in izgradnjo čakalne vrste. Te 
transakcije potem rudar vključi v naslednji blok. 
E. Oglaševanje novo narudarjenih blokov ostalim vozliščem. 
 
S povečevanjem blokovne verige rastejo tudi zahteve, ki jih mora vozlišče 
izpolnjevati. Ob prejemu vsakega novega bloka ali transakcije mora preveriti celotno 
zgodovino. Preverja se skladnost s pravili omrežja in s tem zagotavlja poštenost vseh 
udeleženih. To sicer monotono početje pa zahteva veliko procesorsko zmogljivost in 
hiter prenos podatkov. Dandanes ozko grlo predstavlja oblika zapisa na pomnilniški 
medij. Priporoča se uporaba SSD diskov, saj omogočajo hitro branje podatkov. 
Trenutno najbolj uporabljene kriptovalute imajo velikost celotne verige že preko 500 
GB, kar pomeni, da hitrejši mediji od SSD, kot je na primer RAM, ne pridejo v 
poštev. V kolikor želimo na novo ustvariti vozlišče, lahko problem predstavlja tudi 
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4.1.3  Razširjanje informacij 
 
Vozlišča se morajo med seboj poznati, da vedo kam morajo oglaševati 
informacije naprej. Pri večjih omrežjih se povezujemo z omejenim številom 
sosednjih vozlišč, saj bi bilo drugače preveč povezav. Če bi želeli imeti v omrežju z 
N vozlišči, povezavo med vsakim od njih, bi bilo teh povezav iz enega vozlišča N-1. 
Število vseh povezav skupaj pa bi bilo N*(N-1)/2. Že pri 100 vozliščih je število vseh 
povezav 4950. Razširjanje toliko prometa preko omrežja bi kmalu privedlo do 
zastoja. Na sliki 11 je prikazan način povezovanja vozlišč, kjer vidimo, da z oranžno 
barvo označeno vozlišče ni povezano z vsemi sosedi. Kljub temu ima vsako vozlišče 
veliko redundanco povezav v primeru, da katera od njih odpove. 
 
 
Slika 11: Primer omrežja, kjer vozlišča niso povezana vsak z vsakim. 
 
Ob objavi vsake nove transakcije jo najbližje vozlišče najprej potrdi. Preveri, 
ali je v skladu z vsemi pravili omrežja in ali ima pošiljatelj pravico do pošiljanja te 
količine kriptovalute. Nato pošlje to transakcijo vsem poznanim sosednjim 
vozliščem. Ti prav tako preverijo skladnost in posredujejo naprej vsem svojim 
sosedom. Informacija se tako počasi razširi preko celotnega omrežja. S tem se gradi 
čakalna vrsta (angl. Mempool) vseh še nepotrjenih transakcij, ki jih lahko rudarji 
vključijo v naslednji blok. 
Enak postopek sinhronizacije stanja se zgodi pri objavi novega bloka. Rudar, ki 
mu uspe pridobiti dokaz o opravljenem delu, tak blok objavi vsem poznanim 
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vozličem v omrežju. Ti ga preverijo za skladnost s pravili in posredujejo naprej. Če 
dva rudarja narudarita nov blok istočasno, se zaradi zakasnitev v omrežju, 
informacija ne razširi instantno. Pride do razcepa verige, saj imata dva bloka enako 
zaporedno številko in enak predhodni blok. Več o tem problemu je opisano v 
poglavju 4.2.1. 
 
4.2  Doseganje soglasja 
 
Algoritmi za doseganje soglasja (angl. Consensus Algorithms) se razlikujejo od 
kriptovalute do kriptovalute. V nadaljevanju bomo orisali osnovne principe za 
doseganje soglasja, ki jih je mogoče uporabiti za pravilno delovanje blokovnih verig. 
Brez konstantnega posodabljanja soglasja znotraj omrežja bi se kmalu zgodil razpad 
verige, saj bi vsak akter privzel svojo različico resnice. 
 
4.2.1  Pravilo najdaljše verige 
 
Ko se vozlišče prvič poveže v omrežje, v pomnilniku še nima nobenih 
podatkov. Od najbližjih sosedov zahteva blokovno verigo. V primeru, da mu dva 
soseda posredujeta različne verige, se bo vedno odločilo za verigo z večjim številom 
blokov. Vedno se odloči za daljšo verigo, saj to pomeni, da je bilo vanjo vloženega 
več dela rudarjev. Preden tako verigo oglašuje naprej tudi samo, seveda preveri njeno 
pravilnost vse od prvega do zadnjega bloka. 
Kot smo omenili v poglavju 4.1.3, lahko hkrati obstajata dve enako dolgi verigi 
z različnimi vsebinami. Po navadi se razlikujeta le v zadnjem bloku. V takem 
primeru se omrežje razdeli na dva dela. Za resnico vozlišče privzame prvo verigo, ki 
jo je preverilo, drugo pa zavrže. Nato se čaka na naslednji narudarjen blok. Ta novi 
blok lahko referencira le en prejšnji blok, zato ob njegovi objavi ena od verig postane 
daljša (slika 12). Omrežje se ponovno sinhronizira na najdaljšo od obeh verig. 
Transakcije s konca krajše verige, od razdvojitve naprej, pa se vrnejo v čakalno 
vrsto. 
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Slika 12: Razcep blokovne verige na dva dela in pravilo najdaljše verige. 
 
Čeprav je zelo preprosto in učinkovito, ima to pravilo tudi slabo lastnost. 
Vsakdo, ki ima v lasti 51 % rudarke moči celotnega omrežja, lahko sčasoma ustvari 
najdaljšo verigo in prehiti pravo verigo. 
Primer takega napada bi bili sami prazni bloki brez transakcij, čeprav je 
čakalna vrsta polna. Ker so taki bloki veljavni po vseh pravilih, bi vsa vozlišča začela 
slediti tej verigi. Tako bi lahko ohromili delovanje blokovne verige. Vendar več, kot 
je rudarjev na omrežju, večja je skupna rudarska moč, težje je izvesti tak napad. 
 
4.2.2  Enaka zgodovina 
 
Vozlišča lahko med seboj preverjajo, ali imajo zadnjo veljavno blokovno 
verigo s pomočjo prstnih odtisov. Temu pravimo tudi, da vozlišča poznajo enako 
resnico oz. zgodovino. 
Ena od največjih prednosti tehnologije veriženja blokov je sposobnost 
strinjanja o celotni zgodovini (500 GB in več) preko enega prstnega odtisa. Ta je pri 
uporabi zgoščevalne funkcije SHA-256 dolg 256 bitov. Od sosednjih vozlišč tako 
zahtevamo le prstni odtis zadnjega bloka v verigi in ga primerjamo z našim. Nobena 
druga metoda zapisa podatkov ne omogoča instantnega preverjanja tako velikih 
podatkov preko primerjave dveh kratkih števil. 
 
4.2.3  Zlonamerni udeleženci 
 
Pri uporabi kriptovalut ne smemo slepo zaupati sosedom, saj nas bodo v takem 
primeru pretentali. Če se nam sosednje vozlišče zlaže, obstajajo mehanizmi, da 
takega igralca izločimo. Lahko ga nehamo poslušati za določen čas, ali pa ga 
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popolnoma izbrišemo iz svojega registra poznanih sosedov. To bodo naredili tudi vsi 
ostali njegovi sosedje in kmalu ne bo mogel več komunicirati z nikomer v omrežju. 
Gre za zelo efektiven način izločanja napadalcev iz omrežja. 
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5  Izvedba lastne blokovne verige 
 
Programska koda predstavlja implementacijo kriptovalute, ki temelji na 
podlagi tehnologije veriženja blokov. Ime kriptovalute je mihicoin. Zaradi potreb po 
komunikaciji med velikim številom vozlišč je bil za pisanje izbran programski jezik 
Node.js. Vozlišča se zaženejo preko ukazne vrstice / terminala, komunikacija med 
vozlišči pa poteka preko HTTP zahtevkov in odgovorov. 
Koda, potrebna za delovanje same kriptovalute, je zapisana v dveh datotekah. 
V datoteki blockchain.js je zapisan konstruktor blokovne verige in njegove metode. 
V drugi datoteki imenovani node.js pa se nahajajo končne točke programskega 
vmesnika (angl. API Endpoints), ki razširijo funkcionalnost za potrebe kriptovalute. 
Za lažjo orientacijo bralca je nad vsakim odsekom kode zapisano, v kateri datoteki se 
le ta nahaja. 




Zadnja verzija omenjene kode je kompleksnejša in ni primerna za tiste, ki se 
želijo spoznati z osnovnim delovanjem kriptovalut in blokovnih verig. Zato je v tem 
poglavju opisano delovanje osnovne kode (tj. prve delujoče verzije z 
najosnovnejšimi sestavnimi deli). Omenjena koda je dostopna na naslovu, ki 





V poglavju 6 pa je opisano razširjeno delovanje končne programske kode, kjer 
so postopoma razloženi problemi in implementacija popravkov za njihovo razrešitev. 
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5.1  Konstruktor 
 
Konstruktor opredeljuje osnovne sestavne dele, ki jih hranimo na posameznem 
vozlišču. Ob ustvarjanju novega vozlišča s tretjim argumentom klica povemo, kakšen 
je njegov dodeljeni URL (angl. Uniform Resource Locator) naslov (currentNode). 
Preko tega naslova je viden vsem ostalim udeležencem v omrežju. Poleg tega je na 
vozlišču shranjena še celotna blokovna veriga (allBlocks), čakalna vrsta še 
nepotrjenih transakcij (mempool), ki bodo vključene v naslednji narudarjen blok in 
seznam vseh znanih vozlišč, s katerimi je trenutno vozlišče povezano (nodes). Pred 
zaključkom konstruktorja je prvič klicana metoda createNewBlock, ki ustvari prvi 
blok v verigi. Tak blok v angleški literaturi imenujemo Genesis Block. Ta je vedno 
enak in ima v konkretnem primeru vse argumente enake številu 0. To je potrebno 
zato, ker se prvega bloka ne da narudariti, saj ne obstaja njegov predhodnik, ki ga 
sicer metoda mine potrebuje za pravilno delovanje. 
 
(...src/blockchain.js) 
const currentNode = process.argv[3]; 
 
function Blockchain () { 
    this.allBlocks = []; 
    this.mempool = []; 
    this.currentNode = currentNode; 
    this.nodes = []; 




5.2  Metode 
 
5.2.1  createNewBlock 
 
Metodo createNewBlock kličemo, ko želimo ustvariti nov blok in ga dodati v 
verigo. Pred tem je seveda treba opraviti delo rudarjenja. Metoda kot vhodni 
parameter sprejme število nonce, ki ga dobimo pri uspešnem rudarjenju, 
previousBlockHash, ki predstavlja referenco do predhodnega bloka v verigi in 
izračunan prstni odtis trenutnega bloka (parameter z imenom hash). 
5.2  Metode 51 
 
Vsak blok vsebuje index, ki nam pove, na katerem zaporednem mestu v verigi 
se blok nahaja. Gre za števec, ki se poveča za 1 ob kreaciji novega bloka. Bloku je 
dodeljen časovni žig (timestamp) v standardiziranem zapisu Unix Time. V vsebini 
bloka so prav tako zapisane vse transakcije (transactions), ki so trenutno v čakalni 
vrsti (mempool). Za dokaz o opravljenem delu je treba bloku priložiti še število 
nonce in hash. Na koncu se trenutnemu bloku doda še referenca do prejšnjega bloka 
(previousBlockHash), ki je nujno potrebna, saj predstavlja bistvo protokola veriženja 
blokov. 
Seveda je treba počistiti tudi seznam čakajočih transakcij (mempool), ki smo 
jih vstavili v blok. Nato novo nastali blok (newBlock) pripnemo na konec seznama 
vseh blokov / blokovne verige (allBlocks) in ga vrnemo kot rezultat klica metode. 
 
(...src/blockchain.js) 
Blockchain.prototype.createNewBlock = function (nonce, 
previousBlockHash, hash) { 
    const newBlock = { 
        index: this.allBlocks.length + 1, 
        timestamp: Date.now(), 
        transactions: this.mempool, 
        nonce: nonce, 
        hash: hash, 
        previousBlockHash: previousBlockHash 
    }; 
    this.mempool = []; 
    this.allBlocks.push(newBlock); 




5.2.2  getLastBlock 
 
Ta metoda ne potrebuje vhodnih parametrov pri klicu in nam kot rezultat vrne 
celoten zadnji blok v verigi. To metodo se uporablja, kadar želimo izvedeti 
zaporedno številko ali prstni odtis zadnjega bloka. Ker se pri uporabljenem 
programskem jeziku številčenje seznamov začne z 0, je zadnji element oštevilčen kot 
(dolžina seznama - 1). 
 
(...src/blockchain.js) 
Blockchain.prototype.getLastBlock = function () { 
    return this.allBlocks[this.allBlocks.length-1];}; 
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5.2.3  createNewTransaction 
 
Metodo za ustvarjanje nove transakcije kličemo s tremi parametri. Amount 
opredeljuje količino poslanih sredstev, sender je naslov pošiljatelja in recipient 
naslov prejemnika. Vsaka transakcija vsebuje vse tri parametre, ki smo jih 
posredovali ob klicu in še četrto lastnost imenovano transactionId. Pri slednji gre za 
unikatno število dolgo 256 bitov, zaradi preglednosti zapisano v šestnajstiški obliki. 
S pomočjo tega števila lahko pozneje v verigi najdemo točno določeno transakcijo, 
ne da bi morali vedeti, v katerem bloku se nahaja. Uporabljena knjižnica pri klicu 
uuid() vrne naključen niz z vmesnimi pomišljaji, ki se jih znebimo in nato ponovno 




Blockchain.prototype.createNewTransaction = function (amount, 
sender, recipient) { 
    const newTransaction = { 
        amount: amount, 
        sender: sender, 
        recipient: recipient, 
        transactionId: sha256(uuid().split('-').join('')) 
    }; 
    return newTransaction; 
}; 
 
5.2.4  addTransactionToMempool 
 
Metoda kot parameter sprejme eno transakcijo (transaction). Le to doda v 
čakalno vrsto (mempool) s pomočjo metode .push(). 
 
(...src/blockchain.js) 
Blockchain.prototype.addTransactionToMempool = function 
(transaction) { 
    this.mempool.push(transaction); 
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5.2.5  mine 
 
Ta metoda predstavlja primer algoritma za rudarjenje blokov po metodi dokaza 
o opravljenem delu. Prvi parameter (previousBlockHash) predstavlja prstni odtis 
zadnjega bloka v trenutno že objavljeni verigi, drugi parameter (currentBlockData) 
pa vsebuje vse transakcije iz čakalne vrste in indeks novega bloka. 
Na začetku je definirano število nonce, ki mu je pripisana začetna vrednost 0. 
Prstni odtis (hash), ki ustreza trenutni vrednosti števila nonce je izračunan s pomočjo 
klica metode hashBlock(). Nato vstopimo v while zanko. Izvajanje znotraj zanke 
opravljamo, vse dokler ne odkrijemo prstnega odtisa, ki se začne s štirimi ničlami. 
Če se hash ne začne z 0000, povečamo število nonce za 1 in ponovimo izračun 




Blockchain.prototype.mine = function (previousBlockHash, 
currentBlockData) { 
    let nonce = 0; 
    let hash = this.hashBlock(previousBlockHash, 
currentBlockData, nonce); 
    while (hash.substr(0, 4) !== '0000') { 
        nonce++; 
        hash = this.hashBlock(previousBlockHash, 
currentBlockData, nonce); 
    }; 




5.2.6  hashBlock 
 
Metoda kot vhodne parametre sprejme prstni odtis zadnjega bloka v trenutno 
objavljeni verigi (previousBlockHash), vsebino novega bloka (currentBlockData) in 
število nonce. Za računanje prstnega odtisa je uporabljena kriptografska funkcija 
SHA-256. V klic funkcije sha256() moramo vstaviti podatek tipa string, ta pa nam 
vrne prstni odtis v šestnajstiški obliki zapisa, prav tako v formatu string. Zato je 
potrebna pretvorba števila nonce v string s pomočjo klica .toString(). Podatki 
trenutnega bloka so zapisani v JSON formatu in jih je prav tako treba pretvoriti v 
string. To storimo s pomočjo klica JSON.stringify(). Metoda hashBlock nam vrne 
prstni odtis vseh posredovanih podatkov skupaj. 




Blockchain.prototype.hashBlock = function (previousBlockHash, 
currentBlockData, nonce) { 
    const hash = sha256(previousBlockHash + nonce.toString() + 
JSON.stringify(currentBlockData)); 
    return hash; 
}; 
 
5.3  Končne točke programskega vmesnika 
 
Komunikacija uporabnika z vozliščem in tudi vsa komunikacija med vozlišči 
samimi, poteka preko končnih točk programskega vmesnika (angl. API Endpoint). 
Gre za različne vmesnike, ki opravljajo svojo specifično nalogo. Na ta način se ena 
kompleksna aplikacija razbije na več specifičnih točk komunikacije. Imena končnih 
točk predstavljajo ime, ki ga dodamo na konec naslova URL, kjer se nahaja 
posamezno vozlišče. 
V splošnem bi klic končne točke sestavili na ta način: 
 
http://[IP-naslov]:[številka vrat]/[ime končne točke] 
 




5.3.1  mihicoin 
 
Ta končna točka uporablja metodo HTTP GET. Ne sprejme nobenih 
parametrov in vrne celotno blokovno verigo (bloke, čakalno vrsto in poznana 
vozlišča) v formatu JSON. 
 
(...src/node.js) 
app.get('/mihicoin', function (req, res) { 
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5.3.2  broadcastTransaction 
 
Če želimo v omrežje poslati novo transakcijo, uporabimo to končno točko. Gre 
za HTTP POST zahtevek, kjer v telesu pošljemo želeno transakcijo, zapisano v 










Funkcija najprej ustvari novo transakcijo (metoda createNewTransaction), nato 
jo doda v svojo čakalno vrsto (metoda addTransactionToMempool). Nato vsakemu 
od sosednjih znanih vozlišč pošlje POST zahtevek na končno točko 
receiveTransaction. V primeru uspešnega dodajanja transakcije v čakalno vrsto 
transakcij (mempool) in razširjanja informacij ostalim vozliščem, dobimo v odgovoru 
izpisano “OK. V nasprotnem primeru se nam v konzolo izpiše zapis napake. 
 
(...src/node.js) 
app.post('/broadcastTransaction', function (req, res) { 
    const newTransaction = 
mihicoin.createNewTransaction(req.body.amount, req.body.sender, 
req.body.recipient); 
    mihicoin.addTransactionToMempool(newTransaction); 
    const multiplePromises = []; 
    mihicoin.nodes.forEach(node => { 
        const singlePromise = { 
            uri: node + '/receiveTransaction', 
            method: 'POST', 
            body: newTransaction, 
            json: true 
        }; 
        multiplePromises.push(rp(singlePromise)); 
    }); 
    Promise.all(multiplePromises) 
    .then(data => { 
        res.json({note: 'OK'}); 
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5.3.3  receiveTransaction 
 
Ta končna točka ni namenjena klicem uporabnika, vendar jo kliče le vozlišče, 
ki oglašuje novo transakcijo ostalim v omrežju. Preko POST zahtevka, v telesu, 




app.post('/receiveTransaction', function (req, res) { 
    const newTransaction = req.body; 
    mihicoin.addTransactionToMempool(newTransaction); 
    res.json({note: 'OK'}) 
}); 
 
5.3.4  mineNewBlock 
 
Ta končna točka uporablja HTTP GET metodo in jo uporabnik kliče brez 
dodatnih parametrov. Uporabimo jo, kadar želimo, da naše vozlišče narudari nov 
blok. 
V nov blok se shranijo vse transakcije, ki se trenutno nahajajo v čakalni vrsti. 
Bloku se doda referenca do predhodnega bloka v verigi in ustrezni indeks, ki 
predstavlja zaporedno številko bloka. Nato se prične proces rudarjenja (metoda 
mine), ki po navadi zavzame 100 % procesorske moči enega jedra centralno procesne 
enote. Po uspešnem odkritju pravilnega števila nonce, se izračuna prstni odtis novo 
nastalega bloka (metoda hashBlock) in se ustvari nov blok z vsemi potrebnimi 
sestavnimi deli (metoda createNewBlock). 
Sledi oglaševanje novega bloka vsem poznanim sosedom s klicem na njihovo 
končno točko receiveBlock. Nato se objavi še nova transakcija, ki predstavlja 
nagrado omrežja za opravljeno delo rudarjenja. Ta transakcija ima vnaprej 
dogovorjeno obliko in vrednosti, spreminja se samo naslov prejemnika sredstev. 
V primeru uspešno izvedenih klicev, se pošiljatelju zahtevka GET, vrne število 
nonce. Če se je pripetila napaka, pa se v konzolo izpiše zapis te napake. 
 
(...src/node.js) 
app.get('/mineNewBlock', function (req, res) { 
    const lastBlock = mihicoin.getLastBlock(); 
    const previousBlockHash = lastBlock['hash']; 
    const currentBlockData = { 
        transactions: mihicoin.mempool, 
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        index: lastBlock['index'] + 1 
    }; 
    const nonce = mihicoin.mine(previousBlockHash, 
currentBlockData); 
    const currentBlockHash = 
mihicoin.hashBlock(previousBlockHash, currentBlockData, nonce); 
    const newBlock = mihicoin.createNewBlock(nonce, 
previousBlockHash, currentBlockHash); 
    const multiplePromises = []; 
    mihicoin.nodes.forEach(node => { 
        const singlePromise = { 
            uri: node + '/receiveBlock', 
            method: 'POST', 
            body: { newBlock: newBlock }, 
            json: true 
        }; 
        multiplePromises.push(rp(singlePromise)); 
    }); 
    Promise.all(multiplePromises) 
    .then(data => { 
        const singlePromise = { 
            uri: mihicoin.currentNode + 
'/broadcastTransaction', 
            method: 'POST', 
            body: { 
                amount: 100, 
                sender: "00", 
                recipient: currentNodeCryptoAddress 
            }, 
            json: true 
        }; 
        return rp(singlePromise); 
    }).catch((err) => {console.log(err)}) 
    .then(data => { 
        res.json({ 
            // block: newBlock, 
            nonce: nonce 
        }); 
    }).catch((err) => {console.log(err)}); 
}); 
 
5.3.5  receiveBlock 
 
Ta končna točka se kliče samodejno iz vozlišča, ki oglašuje novo narudarjen 
blok v omrežje in ni namenjena končnemu uporabniku. V telesu POST zahtevka 
končna točka pričakuje nov blok zapisan v JSON formatu. Ker tehnologija veriženja 
blokov rešuje problem nezaupanja udeležencev / sosednjih vozlišč, je pred 
dodajanjem prejetega bloka potrebno preverjanje njegove pravilnosti. Preverja se 
ustreznost s kriteriji, ki so odvisni od posamezne kriptovalute. V tem primeru gre za 
osnovni prikaz delovanja blokovnih verig, zato se preverjata le dva kriterija, brez 
katerih veriženje blokov ne bi delovalo.  
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Najprej se zgodi preverjanje ustreznosti prstnega odtisa bloka. Novo prejeti 
blok mora v polju previousBlockHash vsebovati prstni odtis, ki je enak prstnemu 
odtisu zadnjega bloka v naši verigi. Tako dosežemo povezavo med bloki. Preveri se 
tudi ustreznost indeksa, ki označuje položaj bloka v verigi. To število mora biti za 1 
večje od številke zadnjega bloka v naši verigi. 
Šele v primeru izpolnjenosti obeh zgornjih pogojev se blok doda v našo verigo 
in čakalna vrsta se izprazni. Kot odgovor pošiljatelju zahtevka se vrne “OK” ali 
“ERROR”, ustrezno glede na izpolnjenostjo pogoja. 
 
(...src/node.js) 
app.post('/receiveBlock', function (req, res) { 
    const newBlock = req.body.newBlock; 
    const lastBlock = mihicoin.getLastBlock(); 
    const correctHash = lastBlock.hash === 
newBlock.previousBlockHash; 
    const correctIndex = lastBlock['index'] + 1 === 
newBlock['index']; 
    if (correctHash && correctIndex) { 
        mihicoin.allBlocks.push(newBlock); 
        mihicoin.mempool = []; 
        res.json({note: 'OK'}); 
    } else { 
        res.json({note: 'ERROR'}); 
    }; 
}); 
 
5.3.6  broadcastNewNode 
 
To končno točko kliče uporabnik, ko želi svoje vozlišče priključiti v omrežje. 
Treba je narediti HTTP POST zahtevek na enega od vozlišč, ki je že v omrežju, ki se 
mu želimo pridružiti. V telesu zahtevka pošljemo podatke o svojem vozlišču, 






Novo prejeto vozlišče se doda v seznam vseh poznanih sosedov. Nato se 
informacija o novem vozlišču razširi po omrežju tako, da vozlišče, ki je prejelo 
POST zahtevek, o novincu obvesti vsa ostala vozlišča (končna točka 
receiveNewNode). Po končani propagaciji novega vozlišča, trenutno vozlišče 
novincu pošlje vso zgodovino blokovne verige, čakalno vrsto transakcij in vse 
poznane sosede (končna točka receiveAllNodes). Na ta način se na novo pridruženo 
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vozlišče sinhronizira z veljavnim stanjem omrežja in postane enakovreden ostalim, 
saj pozna isto “resnico”. 
Uporabnikovemu klicu se v odgovoru izpiše “OK” ali pa dobi obvestilo o 
napaki izpisano v konzolo. 
 
(...src/node.js) 
app.post('/broadcastNewNode', function (req, res) { 
    const newNode = req.body.newNode; 
    if (mihicoin.nodes.indexOf(newNode) == -1) { 
        mihicoin.nodes.push(newNode); 
    }; 
    const multiplePromises = []; 
    mihicoin.nodes.forEach(node => { 
        const singlePromise = { 
            uri: node + '/receiveNewNode', 
            method: 'POST', 
            body: { newNode: newNode }, 
            json: true 
        }; 
        multiplePromises.push(rp(singlePromise)); 
    }); 
    Promise.all(multiplePromises) 
    .then(data => { 
        const allKnownNodes = { 
            uri: newNode + '/receiveAllNodes', 
            method: 'POST', 
            body: { 
                allNetworkNodes: [...mihicoin.nodes, 
mihicoin.currentNode], 
                allBlocks: mihicoin.allBlocks, 
                mempool: mihicoin.mempool 
            }, 
            json: true 
        }; 
        return rp(allKnownNodes); 
    }).catch((err) => {console.log(err)}) 
    .then(data => { 
        res.json({note: 'OK'}) 
    }).catch((err) => {console.log(err)}) 
}); 
 
5.3.7  receiveNewNode 
 
Ta končna točka je namenjena komunikaciji med vozlišči in ni namenjena 
interakciji z uporabnikom. Gre za HTTP POST zahtevo, kjer se v telesu zahtevka 
nahaja informacija o novem vozlišču, ki se želi pridružiti omrežju. Če je prejemniku 
zahtevka, naslov vozlišča še neznan, se ta zapiše v seznam vseh poznanih vozlišč. 
Kot odgovor se ustrezno vrne “OK” ali “ERROR”. 




app.post('/receiveNewNode', function (req, res) { 
    const newNode = req.body.newNode; 
    if (mihicoin.nodes.indexOf(newNode) == -1 && 
mihicoin.currentNode !== newNode) { 
        mihicoin.nodes.push(newNode); 
        res.json({note: 'OK'}); 
    }else { 
        res.json({note: 'ERROR'}); 
    }; 
}); 
 
5.3.8  receiveAllNodes 
 
Ta končna točka je namenjena komunikaciji med vozlišči in ni namenjena 
interakciji z uporabnikom. Gre za HTTP POST zahtevo, kjer je v telesu zahtevka 
informacija o celotni zgodovini blokovne verige, čakalni vrsti transakcij in vseh 
poznanih vozliščih na omrežju. Prejemnik POST zahtevka prepiše svoje staro stanje 




app.post('/receiveAllNodes', function (req, res) { 
    mihicoin.allBlocks = req.body.allBlocks; 
    mihicoin.mempool = req.body.mempool 
    const allNetworkNodes = req.body.allNetworkNodes; 
    allNetworkNodes.forEach(newNode => { 
        if (mihicoin.nodes.indexOf(newNode) == -1 && 
mihicoin.currentNode !== newNode) { 
            mihicoin.nodes.push(newNode); 
        }; 
    }); 





6  Izzivi in rešitve za uporabo v realnih razmerah 
 
Besedna zveza “realne razmere” opisuje okolje, kjer naša blokovna veriga ne 
teče v laboratorijskih ali učnih okoljih, ampak je koda primerna za delovanje na 
strežnikih v javnem internetu. S tem mislimo, da se uporabniki dotične kriptovalute 
mihicoin srečujejo z nepredvidljivimi zakasnitvami, izpadi povezav, velikim 
številom uporabnikov in vozlišč / rudarjev. V ta namen je bilo potrebnih kar nekaj 
izboljšav kode, da se odpravijo problemi, ki nastopijo zaradi prej omenjenih 
okoliščin. 
 
6.1  Problem neodzivnosti med rudarjenjem 
 
Pri aplikacijah, ki tečejo na enem procesorskem jedru, se pogosto pojavi 
problem neodzivnosti. Do tega pride, kadar se program dlje časa ukvarja z 
zahtevnimi izračuni, med tem pa uporabnik še vedno želi nemoteno komunicirati z 
aplikacijo. V primeru kriptovalute mihicoin je razlog za neodzivnost rudarjenje 
novega bloka. Ko uporabnik pošlje HTTP zahtevek na končno točko mineNewBlock, 
se začne proces rudarjenja. Dokler se ta proces ne zaključi uspešno, se celotno 
vozlišče ne odziva na nadaljnje zahtevke. Za potrebe razumevanja delovanja 




V osnovni programski kodi je težavnost nastavljena na 4 začetne “0”, kar 
pomeni, da je vsak moderni računalnik neodziven približno 1 s. To seveda ni 
sprejemljivo, saj se ob povečani težavnosti, čas neodzivnosti eksponentno povečuje. 
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Naše vozlišče predstavlja aplikacijski programski vmesnik in nam zagotavlja podatke 
o celotni blokovni verigi, dodajanje novih vozlišč ali objavo novih transakcij. Vse to 
postane neodzivno med procesom rudarjenja. 
Ta problem bi lahko rešili tako, da bi na našem računalniku ustvarili še eno 
instanco vozlišča. Tako bi prvo vozlišče uporabljali za interakcijo, drugo vozlišče pa 
izključno za potrebe rudarjenja. Problem te implementacije je dejstvo, da se število 
povezav v omrežju, kjer je vsak povezan z vsakim, izračunava po formuli (6.1), kjer 
N predstavlja število udeležencev. 
 
 





Če bi torej vsak udeleženec poleg osnovnega vozlišča pognal še vozlišče za 
potrebe rudarjenja, bi se število vseh povezav in s tem obremenjenost omrežja ob 
izmenjavi sporočil, povečalo za najmanj 400 %, kar lahko potrdimo z izračunom 
(6.2). 
 










V ta namen je bila koda prirejena za delo z večjim številom vzporednih 
procesov, ki tečejo na posameznih nitih (angl. Thread). Spremembe so vidne na 







Naše vozlišče teče v glavnem procesu, ki pa ob klicu uporabnika na končno 
točko mineNewBlock zažene novo nit. 
 
(...src/node.js) 
const worker = new Worker(path.resolve('src/miner.js'), { 
workerData: { previousBlockHash: previousBlockHash, 
currentBlockData: currentBlockData }}); 
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Za ta namen se v programskem jeziku Node.js uporabi Worker Threads. Gre za 
možnost paralelizacije kode, kjer se novo nastali proces imenuje delavec (angl. 
Worker). Vozlišče nato preda kontekst / potrebne podatke svojemu delavcu, ta pa mu 
ob končanem delu ali napaki vrne odgovor. Komunikacija med njima poteka 
asinhrono, kar pomeni, da je vozlišče predalo delo in sedaj lahko opravlja svoje 
nadaljnje naloge nemoteno. Šele ko vozlišče prejme odgovor od delavca, se izvede 
rutina: 
(...src/node.js) 
worker.on('message', (msg) => {...}) 
 
Na ta način se vozlišče znebi blokirajočega dolgotrajnega dela in ga preda 
delavcu. Koda, ki definira delavca je zapisana v ločeni datoteki src/miner.js.  
 
6.2  Neprekinjeno rudarjenje 
 
Ker je proces rudarjenja zahtevna operacija za večino računalniških sistemov, 
je v osnovni kodi, namenjeni razumevanju delovanja, implementirano ročno 
rudarjenje. To pomeni, da mora uporabnik za rudarjenje novega bloka vsakič znova 
ročno izvesti zahtevek na končno točko mineNewBlock. Tako se znebimo problemu, 
da bi računalnik gradil verigo samodejno. Za razumevanje delovanja blokovnih verig 
je ključnega pomena, da uporabnik sam sproži proces dodajanja novega bloka in pri 
tem opazuje predhodno in novo stanje verige. 
Za potrebe uporabnosti kriptovalute v realnih razmerah je ročno rudarjenje 
nesprejemljivo. V tem primeru je bila potrebna dopolnitev kode, ki omogoča 
neprekinjeno rudarjenje novih blokov, brez posredovanja uporabnika. V končni 
verziji se ob priključitvi novega vozlišča na omrežje, kjer že poteka proces 
rudarjenja, proces rudarjenja sproži samodejno in poteka neprekinjeno v ozadju. 
Tako vsako priključeno vozlišče postane aktivni sestavni del omrežja in prispeva k 
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Pri procesu rudarjenja gre za finančno motivacijo rudarjev po čim hitrejšem 
rudarjenju, saj velja pravilo: “Več blokov prispevaš, več nagrade v obliki 
kriptovalute dobiš od omrežja.” Zato je polna izkoriščenost virov računalnika v 
našem interesu. 
Trenutna implementacija algoritma rudarjenja izkorišča približno 100 % enega 
samega jedra CPE (centralno procesne enote). To pomeni, da na sistemu z 8 jedri 
izkoriščamo v najboljšem primeru 12,5 % zmogljivosti sistema. Trenutno se da 
izkoriščenost povečati z zagonom večjega števila vozlišč na enem računalniku, kar 
pa ponovno privede do problema števila povezav, opisanega v poglavju 6.1. 
Problem trenutne implementacije je tudi ta, da pri sistemih z eno ali 
dvojedrnimi CPE zavzamemo z rudarjenjem preveč virov. Tako lahko postane sistem 
popolnoma neodziven ali pa se hitro začne pregrevati, saj večina modernih 
elektronskih naprav ni načrtovana za konstantno obratovanje pri 100 % obremenitvi. 
Rešitev bi predstavljal algoritem za avtomatsko uravnavanje števila delavcev / 
rudarjev, ki bi se prilagajal glede na zmogljivost sistema in število jeder CPE. Ker bi 
bil tak algoritem dokaj zahteven za implementacijo in bi vpeljal nov problem 
kompatibilnosti programa z različnimi operacijskimi sistemi, ta algoritem ni bil 
implementiran. 
Kot druga rešitev omenjenega problema se ponuja uvedba N neodvisnih 
rudarjev (delavcev), neodvisno od števila procesnih jeder sistema. N predstavlja 
poljubno naravno število, najbolj smiselno bi bilo izbrati 8 (določeno glede na 
povprečno število jeder v potrošniških računalniških sistemih v času pisanja). Tako 
bi eno vozlišče vedno zagnalo N delavcev. Pri ugibanju unikatnega števila nonce bi 
morali uporabljati različne vrednosti, saj nima smisla, da bi vseh N delavcev računalo 
prstne odtise bloka z enakim številom nonce. 
 
6.4  Praznjenje čakalne vrste transakcij 
 
Čakalna vrsta transakcij ali mempool je prisotna na vsakem posameznem 
vozlišču. Gre za transakcije, ki jih je vozlišče prejelo od omrežja ali pa od 
uporabnika direktno. Te transakcije še niso bile vključene v noben blok in zato 
čakajo na vključitev v naslednji narudarjen blok. 
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Vsak rudar si ob začetku rudarjenja shrani vse transakcije v čakalni vrsti v 
spomin in jih vključi v nov blok. Nato začne proces rudarjenja tega bloka. Ko 
uspešno narudari blok, ga pošlje v omrežje in izbriše svojo čakalno vrsto. Vozlišče, 
ki prejme nov blok, preveri njegovo vsebino in ga ustrezno doda v svojo verigo. Ob 
tem hkrati izbriše svojo čakalno vrsto, saj privzame, da so bile vse transakcije iz nje 
že vključene v blok. 
Tako delovanje je dopustno le ob nadzorovanem nastajanju novih blokov pod 
nadzorom uporabnika za dobro razumevanje osnov delovanja. Za razliko od osnovne 
implementacije praznjenja čakalne vrste, je bilo treba kodo spremeniti za delovanje v 
realnih razmerah. V omrežjih, kot je internet, prihaja do nepredvidljivih zakasnitev 
pri posredovanju sporočil med udeleženci. 
Problem se pojavi, ko med procesom rudarjenja na vozlišče pride nova 
transakcija, bodisi iz omrežja bodisi od uporabnika direktno. Ta transakcija ni 
vključena v blok, ki se trenutno rudari in bi bila lahko ob uspešnem rudarjenju 
izbrisana iz čakalne vrste. Prav tako imata lahko ob začetku rudarjenja dve vozlišči 
različno čakalno vrsto, saj se informacija zaradi zakasnitev še ni razširila čez celotno 
omrežje. 
Za rešitev tega problema je bil implementiran algoritem naprednega praznjenja 





Za vsako transakcijo v novem bloku, ki ga vozlišče doda v verigo se preveri ali 
je ta transakcija še v čakalni vrsti in se jo iz tam pobriše. Tako ostanejo vse 
transakcije, ki niso v novem bloku še vedno v vrsti. Tak proces praznjenja velja tako 
za vozlišča, ki so prejela nov blok iz omrežja, kot tudi za tisto vozlišče, ki je blok 
narudarilo. 
 
6.5  Celoštevilski preliv pri prstnih odtisih 
 
Kriptovalute večinoma uporabljajo zgoščevalno funkcijo SHA-256 za izračun 
prstnih odtisov blokov. Prstni odtis bloka torej predstavlja 256 bitov dolgo število, 
kar lahko privede do težav pri zapisu. Uporabljeni programski jezik JavaScript ima 
problematično omejitev glede zapisa števil. Za razliko od drugih programskih 
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jezikov, JavaScript uporablja enoten zapis za vsa števila, to je 64-biten zapis s 
plavajočo vejico (angl. Floating point). Ne pozna razlike med zapisi števil, kot so 
(angl.): integer, short, long, floating point, boolean… Vsa števila so zapisana po 
standardu IEEE 754, kot zapis s plavajočo vejico z dvojno natančnostjo. Ta zapis 
definira, da je osnova zapisana na bitih 0 - 51, eksponent na bitih 52 - 62 in predznak 
na bitu 63 [29]. 
Pri prstnih odtisih blokov gre za 256-bitno število, ki ga ni mogoče zapisati v 
64 biten floating point format brez izgube informacije. Problem izgube natančnosti je 
rešen z zapisom prstnega odtisa v šestnajstiški obliki v spremenljivki tipa string. 
Primer zapisa prstnega odtisa, v šestnajstiški obliki, shranjenega v 




Tako se ne izgubi noben del informacije, pride pa do novega problema pri 
računanju prilagodljive težavnosti. Sedaj moramo pri pretvorbi baze zapisa (dvojiški, 
desetiški, šestnajstiški sistem) operirati z besedilom namesto s številkami. 
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6.6.1  Zakaj prilagodljiva težavnost 
 
V realnih razmerah blokovna veriga živi na računalniških sistemih po vsem 
svetu in v vsakem trenutku se jim lahko pridružijo novi uporabniki. S tem se 
povečuje tudi skupna rudarska moč sistema, od katere je odvisna hitrost nastajanja 
novih blokov. Več rudarjev na omrežju pomeni, da bo prej nekdo našel pravilni 
nonce za uspešno narudarjen nov blok. 
Kaj bi se zgodilo, če bi bila težavnost vnaprej določena in konstantna? S 
povečanjem števila rudarjev, bi novi bloki začeli nastajati vedno hitreje in kmalu bi 
stvar ušla izpod nadzora. Ena od lepih lastnosti, ki je specifična za tehnologijo 
veriženja blokov, je to, da se po objavi ne da spreminjati pravil omrežja (programske 
kode). V našem primeru pa to predstavlja oviro, saj želimo težavnost rudarjenja 
prilagajati tako, da bodo novi bloki nastajali v enakomernih časovnih razmikih, 
neodvisno od števila udeležencev. 
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6.6.2  Sprememba programske kode 
 
Za rešitev omenjenega problema je treba uvesti prilagodljiv algoritem, ki bo 
deloval že od samega začetka in bo zmožen slediti spremembam rudarske moči 
omrežja. 




Preurediti je bilo treba celotno strukturo metode mine, saj mora sedaj vozlišče 
poznati vrednost trenutne težavnosti za vsak trenutek. Dodana je bila tudi nova 
metoda z imenom getDiff, ki preračunava trenutno težavnost glede na zgodovino 
blokovne verige. S spremembo spremenljivk numberOfBlockTimesToAverage, 
desiredTimeBetweenBlocks in acceptableDeviation lahko nastavljamo parametre za 
izračun težavnosti. V sestavni del bloka je bila dodana nova lastnost, ki predstavlja 
težavnost uporabljeno za izračun tega istega bloka. Na ta način lahko preverimo 
veljavnost poljubnega bloka v verigi, ne da bi se sprehodili skozi celotno zgodovino 
verige. 
 
6.6.3  Zagotavljanje stabilnosti algoritma 
 
Pri miselnem procesu ustvarjanja prilagodljivega algoritma spreminjanja 
težavnosti je bil upoštevan algoritem, uporabljen pri najbolj razširjeni kriptovaluti 
Bitcoin. Omrežje poskuša ustvariti blok na približno vsakih 10 minut. Na vsake 2016 
blokov se v omrežju zgodi izračun nove težavnosti. Primerja se dejanski čas, ki je bil 
potreben za nastanek zadnjih 2016 blokov in pričakovani čas, ki znaša 2015 krat 10 
minut. Nato se težavnost spremeni za procentualno razliko, navzgor ali navzdol, 
vendar nikoli več kot za 400 % [30]. 
Opisani algoritem ima eno ključno pomanjkljivost, tj. neodpornost proti 
velikim skokom v rudarski moči. Naš algoritem ne temelji na povprečnem času 
velikega števila blokov in nato prilagajanja težavnosti na določeno vrednost. Po 
tehtnem razmisleku, je bil izbran sistem diferencialnega prilagajanja težavnosti, ki 
pregleduje čas med majhnim številom blokov (npr. med dvema blokoma, torej 1 
interval). Težavnost nato prilagodi zgolj s povečanjem ali zmanjšanjem za 1 stopnjo 
(najmanjši možen skok). 
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Z diferencialnimi spremembami težavnosti za 1, je algoritem zmožen hitrega 
prilagajanja na spremembe. Ker pa gledamo zelo kratke intervale med samo nekaj 
bloki, se pojavi druga težava, tj. divergenca. Klasični algoritmi, kot je pri Bitcoinu, 
ostanejo dlje časa v enakem stanju in se obnašajo predvidljivo za določeno obdobje. 
Pri diferencialnem algoritmu pa se lahko pripeti, da smo ravno na meji s pogojem za 
odločanje. Namesto da bi omrežje ostalo v konvergenčnem stanju (težavnost se ne 
spreminja, če se ne spreminja rudarska moč), lahko konstantno niha s +1 in -1. Temu 
stanju pravimo divergenca, saj se nikoli ne umiri. 
V poglavju 7.1 je bila uporabljena osnovna različica algoritma za težavnost. 
Tam je opravljena analiza meritev, ki nam pove, da je standardni odklon za čas 
rudarjenja približno enako velik, kot samo povprečje. To pomeni, da lahko tudi pri 
konstantnih razmerah na omrežju (težavnost in rudarska moč se ne spreminjata), 
pričakujemo velike razlike v časih med bloki. 
Da naš napredni algoritem ne bi padel v divergenco, smo za izračun vzeli čas 
med zadnjim in predpredzadnjim blokom. Tako efektivno povprečimo dva intervala, 
kar zmanjša razpršenost, saj je čas nastajanja novih blokov naključne narave z 
enakomerno porazdelitvijo verjetnosti. 
Paziti moramo na razmerje med odzivnostjo algoritma na spremembe in 
sposobnostjo doseganja konvergence. Če povečamo število intervalov za 
povprečenje, se bo odzivnost zmanjšala, zmožnost konvergence pa povečala. Iz 
opravljanja testov z različnimi nastavitvami, smo empirično določili, da najboljše 
razmerje zagotavlja čas, potreben za nastanek dveh blokov 
(numberOfBlockTimesToAverage = 2). Algoritem zato upošteva čas med t = 0 in t = 
-2. 
 
6.6.4  Binarni in šestnajstiški zapis težavnosti 
 
Pri prvotni implementaciji zapisa težavnosti je bila uporabljena šestnajstiška 
oblika zapisa, kar predstavlja določene zaplete. Kot smo že obrazložili, se pri 
diferencialnem algoritmu pojavi vprašanje stabilnosti. Dejstvo, da je pri 
šestnajstiškem zapisu vsak skok za 1 enoto pomenil povečanje ali zmanjšanje 
težavnosti za 4 bite, samo še povečuje verjetnost divergence. Vsak skok predstavlja 
24-kratno povečanje težavnosti, kar je pomenilo, da so se dogajali skoki iz 30 sekund 
na 5 minut in nazaj na 30 sekund, za en sam blok. S tem je omrežje postalo 
neodzivno in nepredvidljivo, kar ni naš cilj. 
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Implementirana je bila funkcija za pretvorbo težavnosti v binarni zapis, kar je 
omogočilo manjše skoke v težavnosti in s tem zmanjšalo možnost pretiranih nihanj v 
omrežju. Za potrebe urejenega izpisa in lepšo berljivost je v izpisih blokov še vedno 
uporabljena šestnajstiška oblika zapisa. Tako je zaradi lažje berljivosti, saj bi bili v 
nasprotnem primeru prstni odtisi blokov izpisani kot 256-bitni nizi sestavljeni iz 1 in 
0. 
Od te spremembe v programski kodi naprej, se prstni odtisi blokov ne 
začenjajo s številom vodilnih ničel, ki bi tudi ustrezalo težavnosti. Če želimo izvedeti 
težavnost, moramo pretvoriti prstni odtis iz šestnajstiške oblike v dvojiški zapis in 
šele takrat prešteti število vodilnih ničel. 
 
6.7  Problem dveh nagrad omrežja 
 
Problem dveh nagrad je pereč s finančnega vidika. Gre za nepravilno 
izplačevanje nagrade omrežja rudarjem, kjer za 1 nov blok prejmeta plačilo omrežja 
kar 2 rudarja. Treba je poudariti, da do takega dogodka pride v izjemno redkih 
okoliščinah. 
 
Potrebni pogoji za nastanek so trije in vsi morajo biti izpolnjeni hkrati: 
 
1. Zgoditi se mora dovolj hipno povečanje (v kratkem času in veliki 
količini) v skupni rudarski moči. V tem primeru algoritem za 
prilagajanje težavnosti rudarjenja ni sposoben slediti spremembi. 
2. Zakasnitve v omrežju morajo biti večje, kot je potreben čas za nastanek 
novega bloka. Tako pride do zadostne zakasnitve pri propagaciji, kdo 
od vozlišč je prvi narudaril nov blok. 
3. Dva rudarja morata istočasno zaključiti s procesom rudarjenja in 
preverjanja veljavnosti novega bloka. 
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Le v primeru sovpadanja vseh treh zgoraj naštetih dogodkov se lahko pripeti, 
da se v omrežju pojavita dve nagradi za rudarjenje. Ker pa so verjetnosti za tak 
dogodek izjemno majhne, ni bil implementiran algoritem za razrešitev le tega. 
Vpeljati bi bilo treba preverjanje časovnih znamk transakcij in algoritem za 
odločanje, katera nagrada je upravičena do obstoja in katero je treba zavreči. S tem bi 
se po nepotrebnem poslabšala berljivost in razumljivost kode, brez občutnega 
doprinosa k boljšemu delovanju. 
Za prikaz omenjenega problema je bilo izvedenih veliko meritev, pri čemer je 
bil uspešno zaznan en primer take anomalije pri 150 testih (tabela 8). Ker je 
verjetnost, za to vrsto napake, večja ob hitrem povečanju rudarske moči, smo teste 
poganjali tako, da smo opazovali le začetnih nekaj blokov. Ob nastanku blokovne 
verige mora algoritem za prilagajanje težavnosti nastaviti težavnost na stopnjo, 
primerno skupni rudarski moči sistema. Ker pa je ob začetku skok moči zelo velik, 
algoritem temu ne sledi dovolj hitro. Posledica tega je, da prvih nekaj blokov nastaja 
zelo hitro, kar povečuje možnost izpolnitve zgoraj opisanih pogojev. 
 
Primer napake izplačila dveh nagrad omrežja: 
 
Spodaj se nahaja tabela 8 z osnovnimi lastnostmi blokov v trenutni verziji 
blokovne verige. Prav tako so prikazani izpisi v konzoli za posamezno vozlišče. 
 
BlockIndex Timestamp Difficulty Nonce Transactions 
1 1574687087407 4 3 0 
2 1574687088584 4 1 1 
3 1574687089727 4 57 1 
4 1574687090861 5 19 1 
5 1574687091983 6 11 1 
6 1574687093121 7 4 2 
7 1574687094516 8 629 1 
8 1574687095944 9 701 1 
9 1574687098593 10 2026 1 
10 1574687100375 11 1077 1 
11 1574687103349 12 3075 1 
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12 1574687106412 13 4600 1 
13 1574687113282 14 14982 1 
14 1574687114627 15 512 1 
15 1574687135710 16 59210 1 
16 1574687167379 16 85076 1 
17 1574687192184 15 55974 1 
Tabela 4: Izpis parametrov blokovne verige pri pojavitvi napake izplačila dveh nagrad omrežja. 
 




This node is running on: localhost/5001 
 
Mined new block No.: 1 
Mined new block No.: 2 
Mined new block No.: 3 
Mined new block No.: 4 
Mined new block No.: 5 
Received new block No.: 5 
Mined new block No.: 6 
Mined new block No.: 7 
Mined new block No.: 8 
Mined new block No.: 9 
Mined new block No.: 10 
Mined new block No.: 11 
Mined new block No.: 12 
Received new block No.: 13 
Received new block No.: 14 
Received new block No.: 15 
Received new block No.: 16 
Received new block No.: 17 
 




This node is running on: localhost/5002 
 
Received new block No.: 1 
Received new block No.: 2 
Received new block No.: 3 
Received new block No.: 4 
Mined new block No.: 5 
Received new block No.: 5 
Received new block No.: 6 
Received new block No.: 7 
Received new block No.: 8 
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Received new block No.: 9 
Received new block No.: 10 
Received new block No.: 11 
Received new block No.: 12 
Mined new block No.: 13 
Mined new block No.: 14 
Mined new block No.: 15 
Mined new block No.: 16 
Mined new block No.: 17 
 
Iz podanih podatkov lahko razberemo, da je do iskane anomalije prišlo pri 5. 
bloku. Oba vozlišča imata svojo različico resnice, saj oba mislita, da sta bila sama 
prva pri uspešnem rudarjenju 5. bloka. To vidimo, ker izpisu Mined new block No.: 5 
sledi izpis Received new block No.: 5. V tabeli 8 pa lahko opazimo, da 6. blok 
vsebuje kar dve transakciji. Pri tem testnem scenariju smo pričakovali le po 1 
transakcijo na blok, saj v omrežje nismo pošiljali nobenih zunanjih transakcij. Vse 
transakcije predstavljajo le nagrado omrežja, drugih transakcij nismo pošiljali v 
omrežje. 
 
6.8  Umestitev transakcije z nagrado omrežja 
 
S povečevanjem števila uporabnikov blokovne verige se pojavi problem, v 
kateri blok umestiti transakcijo, ki izplačuje nagrado omrežja za opravljeno 
rudarjenje. Pri prvotni implementaciji je ta transakcija ustvarjena šele po uspešno 
zaključenem postopku rudarjenja. Po omrežju se razširi informacija o novo nastalem 
bloku, šele nato pa rudar, zaslužen za nov blok v omrežje objavi transakcijo z 
nagrado, ki mu pripada. 
Taka implementacija podeljevanja nagrad je problematična iz dveh razlogov. 
Ni nujno, da bomo prav mi narudarili naslednji blok, kar pomeni, da obstaja 
možnost, da naša transakcija sploh ne pride v naslednji blok. To se lahko pripeti zato, 
ker se je transakcija izgubila na poti do ostalih rudarjev in je nihče ni dal v svojo 
čakalno vrsto, ali pa so jo nalašč izbrisali iz svoje čakalne vrste. Drug problem se 
pojavi pri velikem številu uporabnikov, saj se z objavo transakcije v omrežje, poveča 
obremenitev omrežja. Ta transakcija začne predstavljati odvečno komunikacijo med 




6.9  Velikost verige in omejitve strežnika 73 
 




Namesto, da transakcijo z nagrado objavljamo v omrežje po opravljenem 
rudarjenju, jo sedaj dodamo v čakalno vrsto pred začetkom procesa rudarjenja. Če 
bomo pri rudarjenju uspešni, nam bo nagrada izplačana že v istem bloku. Tako 
občutno zmanjšamo obremenitev drugih vozlišč in omrežja. 
Pri popravku je bilo treba paziti, da transakcije z nagrado ne dodamo v direktno 
v čakalno vrsto, saj bi tako vsakič, ko bi začeli z rudarjenjem, ustvarili novo 
transakcijo, čeprav si je nismo zaslužili. Ko pa bi nam končno uspelo narudariti blok, 
bi bilo v njem veliko nagrad. 
Zato moramo svojo čakalno vrsto pred začetkom rudarjenja shraniti v lokalno 
spremenljivko in šele nato v to lokalno čakalno vrsto dodati transakcijo z nagrado 
omrežja. V tem primeru bo ob neuspešnem rudarjenju, nekdo nas je prehitel, ta 
lokalna čakalna vrsta prenehala obstajati. Proces se nato ponovi z novim ciklom. 
 
6.9  Velikost verige in omejitve strežnika 
 
S pretekom časa se povečuje velikost blokovne verige, saj novi bloki nastajajo 
periodično na določeno število sekund. S tem pridejo na plan novi problemi hrambe 
in prenašanja informacij. 
Na trdih diskih lahko poceni hranimo desetine terabajtov in bi prej naleteli na 
omejitve drugih tehnologij, kot so komunikacijski protokoli. Prav tako cene medijev 
za hrambo podatkov padajo vsako leto in za nas ne predstavljajo velikih omejitev, 
zato se s tem ne bomo obremenjevali. 
Preglavice nam lahko povzročajo omejitve strežnika. Te so lahko strojne ali 
programske. Eden od problemov, na katerega smo naleteli pri izvajanju meritev, je 
velikost sporočil, ki jih je strežnik zmožen sprejeti. Na začetku tega problema ne 
opazimo, če pa želimo pozneje dodati novo vozlišče v omrežje, naletimo na napako. 
Ker novo vozlišče še ne pozna celotne preteklosti verige, je potrebna sinhronizacija. 
Od enega vozlišča, ki je že v omrežju, zahteva, da mu pošlje celotno stanje blokovne 
verige. Če ta veriga že presega omejitve strežnika, bo v odgovor dobil sporočilo o 
napaki. 
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Konkretna implementacija  uporablja programski jezik Node.js in zunanji 
knjižnici Express [31] ter Body parser [32], za potrebe komunikacije s strežnikom / 
vozliščem. Kot je opisano v dokumentaciji knjižnice Body parser, obstajajo vnaprej 
določene omejitve strežnika. Velikost telesa posameznega zahtevka je pred 
nastavljena na vrednost 100 kilobajtov [33]. Nova nastavljena vrednost je 1 gigabajt. 
S tem smo zagotovili dovolj manevrskega prostora za izvajanje in opazovanje učnih 





7  Meritve 
 
7.1  Merjenje rudarske moči sistema 
 
7.1.1  Dodajanje nove funkcionalnosti 
 
Rudarska moč računalniškega sistema je, pri trenutni implementaciji, odvisna 
od hitrosti CPE. Gre za hitrost izračuna prstnega odtisa posameznega bloka z 
zgoščevalno funkcijo SHA-256. Enota za rudarsko moč je izražena kot: število 
izračunanih prstnih odtisov / sekundo. Ker je pri blokovnih verigah večina literature 
v angleškem jeziku, se je uveljavila standardna enota Hash / second ali krajše H/s. 
Za sam izračun časa procesa rudarjenja je bil dodan del kode: 
(...src/node.js) 
const hrstart = process.hrtime(); 
const nonce = mihicoin.mine(previousBlockHash, 
currentBlockData); 
const hrend = process.hrtime(hrstart); 
var tmp = hrend[0]*1000 + hrend[1]/1000000; //[0]=s, [1]=ns 
var time = tmp.toFixed(0); // 0 decimals 
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Za namen avtomatizacije meritev rudarske moči sistema je bila ustvarjena tudi 
nova skripta mining_timer.js. Zaradi poznejših sprememb končnih točk in 
prestrukturiranja delovanja celotne blokovne verige je omenjena skripta delujoča 




Skripta pošlje določeno število zahtevkov vozlišču (nastavljeno na 5), pri tem 
pa se nam v konzolo izpiše število ciklov (nonce) in čas za posamezen blok (slika 
13). Ob vsakem opravljenem ciklu se poveča število nonce in izračuna prstni odtis 
novega bloka. Iz kvocienta teh dveh parametrov se lahko izračuna rudarska moč za 




Slika 13: Prikaz izpisa meritev časa in števila ciklov pri rudarjenju prvih petih blokov. 
 
7.1.2  Uporabljena strojna in programska oprema 
 
Uporabljena strojna oprema: 
 
• Računalnik: MacBook Pro (13-inch, Mid 2010) 
• Operacijski sistem: macOS High Sierra Version 10.13.3 
• Procesor: 2,4 GHz Intel Core 2 Duo 
• Delovni spomin: 6 GB 1067 MHz DDR3 
• Grafična kartica: NVIDIA GeForce 320M 256 MB 
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Uporabljena programska oprema: 
 
• Node.js, verzija 12.13.0 [34] 
• Npm, verzija 6.13.1, (se namesti samodejno pri namestitvi Node.js) 
• Postman, verzija 7.14.0 [35]  
 
Kot vidimo na sliki 14, je izrabljenost CPE dosegla kar 94 %, čeprav gre za en 
sam proces rudarjenja. To je zato, ker ima uporabljeni prenosni računalnik le dve 
procesorski jedri in se hitro segreje. 
 
 
Slika 14: Izrabljenost virov centralno procesne enote pri izvajanju meritev. 
 
7.1.3  Obdelava podatkov in razlaga meritev 
 
V tabelah so izračunane povprečne vrednosti in standardni odkloni za 
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Težavnost = 3 povprečje standardni odklon 
število ciklov 4.166 3.575 
čas [ms] 88 97 
moč [H/s] 52.148 9.825 
Tabela 5: Podatki o rudarjenju pri šestnajstiški težavnosti enaki 3. 
 
Težavnost = 4 povprečje standardni odklon 
število ciklov 58.436 54.057 
čas [ms] 1.128 1.040 
moč [H/s] 51.998 2.234 
Tabela 6: Podatki o rudarjenju pri šestnajstiški težavnosti enaki 4. 
 
Težavnost = 5 povprečje standardni odklon 
število ciklov 977.054 982.982 
čas [ms] 19.257 19.403 
moč [H/s] 50.989 1.154 
Tabela 7: Podatki o rudarjenju pri šestnajstiški težavnosti enaki 5. 
 
Izračuni so opravljeni po privzetih formulah v programu Microsoft Excel [36] 
[37]. 
Enačba (7.1) prikazuje formulo za izračun povprečja, kjer n predstavlja število 









Na enačbi (7.2) je prikazana formula za izračun standardnega odklona σ. Ostale 
oznake so enake kot pri enačbi (7.1). 
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Iz tabel 5, 6 in 7 je razvidno, da se število ciklov povečuje v skladu z 
eksponentnim naraščanjem. Ker gre pri vsakem skoku šestnajstiške težavnosti za 1 v 
ozadju pravzaprav za 4 bite, so skoki toliko bolj občutni. Vsak skok pomeni za 24-
krat več možnih različnih prstnih odtisov. Poglejmo si izračune za teoretično 
povprečje števila ciklov: 
 
• težavnost 3:  teoretično število ciklov = 212 = 4.096 
• težavnost 4:  teoretično število ciklov = 216 = 65.536 
• težavnost 5:  teoretično število ciklov = 220 = 1.048.576 
 
Kot je razvidno iz tabel 5, 6 in 7, smo se pri meritvah lepo približali 
teoretičnim vrednostim. Naj poudarimo, da gre pri teh vrednostih za povprečja. Če se 
ozremo na standardne odklone, lahko opazimo naključni značaj zgoščevalnih funkcij. 
Kot smo že omenili v poglavju 2.1, kjer je obrazloženo delovanje zgoščevalnih 
funkcij, je verjetnostna porazdelitev prstnih odtisov enakomerna. Teh vrednosti ne 
moremo napovedati vnaprej. Pri vseh treh težavnostih je zato standardni odklon 
skoraj enak povprečju. 
Čas, potreben za rudarjenje enega bloka, prav tako kaže eksponentno odvisnost 
od težavnosti. V tabelah 5, 6 in 7 so zapisani časi v milisekundah in lahko opazimo, 
da se iz povprečnih 88 pri težavnosti 3, povzpne na 19.257 pri težavnosti 5. Znova 
lahko opazimo, da je zaradi naključne narave zgoščevalnih funkcij, standardni 
odklon skoraj enak povprečju. 
Rudarska moč sistema se obnaša popolnoma drugače, kot ostala dva merjena 
parametra. Gre za približno konstantno vrednost, saj je hitrost računanja 
zgoščevalnih funkcij odvisna od hitrosti CPE in ne od težavnosti. Najboljšo oceno 
realne rudarske moči sistema bi torej lahko ugotovili s povečevanjem težavnosti, saj 
s povečevanjem upada standardni odklon. 
Za lažjo vizualizacijo podatkov so spodaj prikazani raztrosni grafi meritev, 
razporejeni po naraščajoči težavnosti. Na oseh sta prikazana Nonce (X os) in Čas 
izvajanja v milisekundah (Y os). Naklon navidezne premice, ki bi jo lahko potegnili 
skozi podatkovni set, predstavlja oceno rudarske moči. 
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Slika 15: Graf časa rudarjenju v odvisnosti od števila ciklov (nonce) pri šestnajstiški težavnosti 3. 
 
 
Slika 16: Graf časa rudarjenju v odvisnosti od števila ciklov (nonce) pri šestnajstiški težavnosti 4. 
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Slika 17: Graf časa rudarjenju v odvisnosti od števila ciklov (nonce) pri šestnajstiški težavnosti 5. 
 
Iz grafov lahko razberemo, da se s povečanjem težavnosti število odstopanj 
zmanjšuje. Pri težavnosti 3 sta dobro vidna dva osamelca, ki močno odstopata. Pri 
težavnosti 4 ni opaziti ekstremnih odstopanj, vendar je raztros še vedno prisoten. Ob 
povečanju težavnosti na 5, pa so praktično vse meritve na navidezni premici. 
Razlog za večji raztros pri manjših težavnostih je posledica odzivnosti CPE. 
Vsak proces ima na razpolago določeno količino virov. Ob hipnem povečanju zahtev 
procesa, ki se zgodijo ob začetku rudarjenja, je treba počakati na dodelitev teh virov. 
Poleg tega je večina modernih procesorjev v času mirovanja v načinu manjše porabe 
energije. Šele ko od njega zahtevamo velik napor, se odklene polna moč. 
Vse to pripomore k dodatnim zakasnitvam. Do njih pride vsakič, ko začnemo z 
rudarjenjem. Če je težavnost manjša, je teoretična potrebno manj časa, da bomo našli 
ustrezno rešitev. To pomeni, da procentualno zakasnitve CPE predstavljajo veliko 
večji del kot pri rudarjenju z večjo težavnostjo. Pri daljšem času rudarjenja se CPE 
ustali na optimalni delovni moči in zakasnitve, ki nastanejo pri zagonu procesa, 
predstavljajo veliko manjši delež. 
Če bi pri času za nastanek enega bloka upoštevali še zakasnitve vseh 
komunikacijskih protokolov in omrežja, bi se pri manjših težavnostih še bolj poznali 
stroški režije. Dosegali bi še večje raztrose in majhno izrabo virov računalnika. 
Primer take meritve, s pomočjo programa Postman, je prikazan na sliki 18, kjer 
je na vozlišče poslan zahtevek po rudarjenju novega bloka. Čas od pošiljanja 
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zahtevka do prejetja odgovora je 27127 milisekund. Težavnost je bila v tem primeru 
nastavljena na 6 začetnih ničel v šestnajstiškem zapisu, kar je na sliki 18 vidno v 
polju hash. Da je bil blok uspešno narudarjen, se mora v tem primeru hash začeti s 6 
vodilnimi znaki 0. Da smo izračunali hash, ki ustreza pogojem, je bilo potrebnih 
1133221 ciklov (polje nonce). 
 
 
Slika 18: Meritev časa rudarjenja s programom Postman. 
 
7.2  Avtomatizacija meritev na omrežju 
 
Za potrebe avtomatizacije omrežnih meritev sta bila dodana dva nova sklopa 
kode. Avtomatizirano je zapisovanje osnovnih podatkov o novo nastalih blokih, v 
datoteko formata CSV (angl. Comma Separated Values) in generiranje naključnih 
transakcij ter njihova objava v omrežje. 
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Dodan je bil nov direktorij z imenom data, v katerem se nahaja datoteka 
analytics.csv. Nov zapis se v to datoteko doda vsakič, ko je klicana končna točka 
mineNewBlock ali receiveBlock. S pomočjo podatkov, zbranih v tej datoteki, so 
izrisani grafi odvisnosti med različnimi merjenimi parametri blokovne verige. 
Ker je ročna kreacija in pošiljanje transakcij v omrežje nesmiselna, je nastala 
nova skripta, ki to delo opravlja namesto nas. Gre za datoteko 
transaction_generator.js, ki se nahaja v direktoriju src. Nova datoteka je dodana v 




Njeno delovanje je dokaj preprosto, saj pošilja naključne transakcije na lokalno 




Transakcije so ustvarjene naključno na vsakih 500 do 5000 milisekund. 
Naključno se tvorijo tudi spremenljivke amount, sender in recipient. 
 
7.3  Meritve na omrežju z orodjem WireShark 
 
Programsko orodje WireShark omogoča podroben pregled nad izmenjavo 
sporočil v omrežju. Meritve so izvedene v lokalnem omrežju z večjim številom 
vozlišč. Vsa sporočila uporabljajo protokolni sklad, zapisan v tabeli 8. 
 
Aplikacijski sloj HTTP (HyperText Transfer Protocol) 
Transportni sloj TCP (Transmission Control Protocol) 
Omrežni sloj IP (Internet Protocol) 
Povezovalni in fizični sloj Ethernet ali WiFi 
Tabela 8: Protokolni sklad uporabljen za komunikacijo med vozlišči. 
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7.3.1  Nove transakcije in bloki 
 
Nove transakcije in bloki nastajajo s pomočjo klicev na končne točke, ki so 
natančneje opisane v poglavju 5.3. Tu si bomo pogledali primer sprejema nove 
transakcije in bloka. Pri obeh gre za prikaz vzpostavitve TCP povezave med dvema 
vozliščema. 
Na začetku slik 19 in 20 lahko vidimo trojni dogovor o vzpostavitvi zveze 
(angl. three-way handshake). Nato vidimo dve sporočili protokola HTTP. Pri tem 
protokolu se v prvem sporočilu pošlje zahtevek, ki v telesu vsebuje informacije, na 
končno točko drugega vozlišča. Drugo vozlišče nato pošiljatelju odgovori s HTTP 
odgovorom, ki vsebuje eno od standardnih kod (200 pomeni, da je vse v redu) in v 
telesu odgovor OK. Za porušitev TCP kanala med vozliščema se zgodi dvakratni 
dvojni dogovor (angl. four-way handshake), kar je razvidno iz zadnjih štirih sporočil. 
 
 
Slika 19: Vzpostavitev TCP povezave pri klicu na receiveTransaction. 
 
 
Slika 20: Vzpostavitev TCP povezave pri klicu na receiveBlock. 
 
Na sliki 21 je podrobnejši prikaz vsebine paketa, ki je bil poslan na končno 
točko receiveTransaction. Gre za HTTP zahtevek, ki vsebuje podatke, zapisane v 
formatu JSON. Vsebina je dolžine 250 znakov, kar pomeni velikost 250 bajtov. Vse 
transakcije vsebujejo približno enako število znakov, saj gre za standardiziran format 
zapisa. Edina sprememba dolžine se lahko zgodi na mestu spremenljivke amount, s 
katero je označena količina prenesene kriptovalute. 
 
7.3  Meritve na omrežju z orodjem WireShark 85 
 
 
Slika 21: Vsebina paketa poslanega na končno točko receiveTransaction. 
 
Na sliki 22 je podrobnejši prikaz vsebine paketa, ki je bil poslan na končno 
točko receiveBlock. Gre za HTTP zahtevek, ki vsebuje podatke, zapisane v formatu 
JSON. Vsebina je dolžine 714 znakov, kar pomeni velikost 714 bajtov podatkov. Pri 
dolžini bloka pa lahko pride do velikih razlik, saj lahko bloki vsebujejo različno 
število transakcij. Vsaka transakcija pa zasede približno 250 znakov. 
 
 
Slika 22: Vsebina paketa poslanega na končno točko receiveBlock. 
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7.3.2  Dodajanje novega vozlišča 
 
Dodajanje novega vozlišča, v že obstoječe omrežje v pogonu, je kompleksen 
komunikacijski dogodek. Potrebnih je več sporočil, njihovo število pa je v linearni 
odvisnosti s številom vozlišč, ki so že v omrežju. Število HTTP sporočil, ki se 
pojavijo na omrežju, ob dodajanju enega novega vozlišča bi lahko opisali z naslednjo 
enačbo: 
 
N = število vozlišč, ki so v omrežju pred dogodkom 
x = število HTTP sporočil ustvarjenih zaradi dogodka 
 
 𝑥 = (2 × 𝑁) + 4 (7.3) 
 
Sedaj si oglejmo potek komunikacije, ki jo sproži dodajanje novega vozlišča. 
 
 
Slika 23: Izmenjava sporočil pri dodajanju novega vozlišča v omrežje. 
 
Za lažje razumevanje zgoraj prikazane komunikacije (slika 23) pri dodajanju 
novega vozlišča (sporočila označena s temno barvo ozadja) si poglejmo diagram 
poteka (slika 24). Zaradi boljše preglednosti so vozlišča označena le z zadnjim delom 
IP-naslova in številko vrat. Pri opisovanju bomo namesto številk uporabljali barvo 
posameznega vozlišča. Posamezna sporočila so prikazana z usmerjenimi daljicami, s 
čimer je označena izvorna in ponorna točka. Odgovori na zahtevke so enake barve 
kot prvotni zahtevek in imajo oznako OK. 
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Legenda oznak sporočil: 
 
• bNN: klic na končno točko broadcastNewNode (prosim oglašuj me ostalim v 
omrežju) 
• rNN: klic na končno točko receiveNewNode (tukaj so podatki o novincu) 
• rAN: klic na končno točko receiveAllNodes (tukaj imaš celotno zgodovino 
verige in vsa vozlišča v omrežju) 
• OK: sporočilo je sprejeto in zahtevek je bil uspešno obdelan 
 
 
Slika 24: Diagram časovnega sosledja sporočil pri dodajanju novega vozlišča. 
 
Vozlišče, ki se želi pridružiti, mora poznati vsaj eno vozlišče, ki je že v 
omrežju (IP-naslov in številko vrat). V našem primeru je novo vozlišče rdeče barve. 
Rdeči sproži potek komunikacije tako, da enemu od vozlišč na omrežju (črni), 
pošlje zahtevek bNN. Črni preveri, ali rdečega še ne pozna in ga doda v seznam 
vozlišč, če ga tam še ni. Nato razpošlje informacijo o novem vozlišču vsem 
poznanim vozliščem s sporočilom rNN. Po prejetju vseh potrditev OK, črni pošlje 
rdečemu celotno zgodovino blokovne verige, trenutno čakalno vrsto in vsa poznana 
vozlišča. Šele v tem trenutku postane rdeči enakopraven vsem ostalim in lahko začne 
rudariti nove bloke. Komunikacija se zaključi z zadnjo potrditvijo OK, ki je odgovor 
na prvi zahtevek bNN. 
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Na naslednjih slikah lahko vidimo vsebino posameznega tipa sporočila. 
 
 
Slika 25: Vsebina zahtevka na končno točko broadcastNewNode. 
 
Rdeči pošlje črnemu zahtevek broadcastNewNode, v katerem mu pove na 
katerem IP-naslovu in vratih se rdeči nahaja (slika 25). 
 
 
Slika 26: Vsebina zahtevka na končno točko receiveNewNode. 
 
Črni nato posreduje podatke o rdečem vsem poznanim vozliščem na 
receiveNewNode (slika 26). 
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Slika 27: Vsebina zahtevka na končno točko receiveAllNodes. 
 
Na koncu pa črni preda, vse kar ve, nazaj rdečemu (slika 27). Črni pošlje 
zahtevek rdečemu na receiveAllNodes, kjer se v telesu nahaja zapis v obliki JSON, ki 
vsebuje sezname allNetworkNodes, allBlocks in mempool. Kot vidimo, je v tem 
časovnem trenutku celotna blokovna veriga velika 53.045 bajtov. 
 
7.3.3  Analiza spremenljive težavnosti 
 
Najprej si bomo pogledali meritev, opravljeno z enim samim aktivnim 
vozliščem na omrežju. Gre za meritev od samega začetka obstoja blokovne verige, 
kjer opazujemo dogajanje ob neskončni spremembi rudarske moči. Nato smo pustili 
sistem v prostem teku, dokler se ni vzpostavilo ravnotežje. 




const numberOfBlockTimesToAverage = 2; 
const desiredTimeBetweenBlocks = 60 * 1000; 
const acceptableDeviation = 20 * 1000; 
 
Na grafu sta prikazani dve skali. Levi skali pripadata seriji Desired Time 
Between Blocks (modra) in Time Between Blocks (rumena), skali na desni pa Current 
Difficulty (oranžna) in Difficulty Change (zelena). 
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Na sliki 28 so torej predstavljeni štirje indikatorji: 
 
• Desired Time Between Blocks (modra) - Predstavlja pričakovan čas 
med dvema blokoma. Ker smo za povprečenje izbrali 2 časovna 
intervala med bloki in dolžino tega intervala 60 sekund, pričakujemo, 
da bo nov blok v povprečju nastal na vsake 30 sekund. 
• Time Between Blocks (rumena) - Predstavlja dejanski izmerjen čas med 
dvema blokoma. 
• Current Difficulty (oranžna) - Predstavlja trenutno stopnjo težavnosti 
(število vodilnih ničel prstnega odtisa v binarnem zapisu). 
• Difficulty Change (zelena) - Predstavlja spremembo težavnosti za plus 
ali minus 1. Kadar je blok nad osjo, to pomeni povečanje in seveda 
obratno. Če pa bloka ni, se težavnost v tistem koraku ni spremenila. 
 
 
Slika 28: Prikaz korelacije časa med posameznimi bloki in spremembami težavnosti. 
 
Iz slike 28 lahko razberemo, da se čas med bloki resnično giblje okoli 
povprečne vrednosti 30 sekund šele po 16. bloku. Prav tako je viden velik raztros 
vrednosti okoli povprečja (gibanje rumene črte okoli modre). Opazimo lahko tudi, da 
velikim spremembam v času med bloki skoraj vedno sledi dvojni popravek 
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težavnosti. To se zgodi zato, ker opazujemo dva časovna intervala. S tem v sistem 
uvedemo zakasnitev. 
Ta zakasnitev je vidna tudi na samem začetku, saj se povečevanje težavnosti 
začne dogajati šele po 3. bloku. Ker smo nastavili numberOfBlockTimesToAverage = 
2, je treba počakati, da nastane 3. blok in šele nato opraviti prilagoditev težavnosti. 
Le ta se prvič poveča pri rudarjenju 4. bloka (sprememba vrednosti iz 4 na 5) in se 
neha povečevati šele pri 16. bloku, kjer doseže vrednost 17. 
Ker se med trajanjem poskusa rudarska moč sistema ni spreminjala, se 
težavnost giba nekje okoli vrednosti 17. Po doseženem 16. bloku ni opaziti pretiranih 
nihanj okoli povprečne vrednosti. To je zato, ker lahko že majhni popravki težavnosti 
dramatično vplivajo na čas med bloki, saj gre za eksponentno odvisnost. 
Sedaj si oglejmo nadaljnji potek vrednosti težavnosti, kjer so poleg nje 
prikazane le inkrementalne spremembe težavnosti. Gre za isti testni primer, kjer smo 
med rudarjenjem bloka 43 v sistem naenkrat dodali še 4 nova vozlišča. S tem smo 
skupno rudarsko moč sistema povečali na petkratnik prvotne moči. 
 
 
Slika 29: Graf odziva algoritma za prilagajanje težavnosti na spremembe v omrežju. 
 
Kot je razvidno iz slike 29, je algoritem povečal težavnost z zamudo 2 blokov. 
Povečeval jo je predolgo, zato se je zgodil prenihljaj in je konvergenca dosežena šele 
po približno 12 blokih. Tako se nova povprečna vrednost težavnosti nahaja pri 
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približno 20. Petkratno povečanje skupne rudarske moči je torej privedlo do 
povečanja povprečne vrednosti težavnosti za le 3, iz 17 na 20 vodilnih ničel. 
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8  Zaključek 
Blokovne verige predstavljajo podatkovno strukturo in pripadajoče 
komunikacijske protokole, na katerih danes temelji večina kriptovalut. Gre za nov 
način prenosa in hrambe finančnih ali drugih sredstev, ki pa je v razvoju že več kot 
desetletje. Bitcoin predstavlja prvo in trenutno najuspešnejšo implementacijo 
blokovnih verig za prenos finančnih sredstev. Od takrat je svet ugledalo nešteto 
variacij kriptovalut.  
Ena od njih je tudi mihicoin, preko delovanja katere smo spoznali osnovno 
delovanje blokovnih verig. Videli smo, da je za delovanje v realnih razmerah, kjer so 
zakasnitve nepredvidljive in sodeluje veliko udeležencev, potrebnih veliko 
sprememb glede na testno okolje. Problemi glede rudarjenja, omejitve strežnika in 
programskega jezika so bili uspešno razrešeni. 
Pri uvedbi novega algoritma za prilagajanje težavnosti pa smo dosegli cilj 
hitrejšega odziva na spremembe, kot ga zagotavlja sistem, uporabljen pri kriptovaluti 
Bitcoin. Z uporabo tega algoritma bi kriptovalute, kot so Bitcoin lažje sledile 
razmeram na trgu in ob velikih skokih rudarske moči uspele zagotoviti neovirano 
delovanje. Vendar kot vemo, se pri vseh velikih sistemih spremembe uvajajo počasi. 
V zadnjih letih se pojavljajo blokovne verige, tudi v industrijski rabi, kot 
zanesljiv način za varno hrambo podatkov in ne samo za prenos finančnih sredstev. Z 
napredovanjem matematičnih postopkov bo kriptografija v prihodnosti omogočila 
vedno nove načine rabe te tehnologije. Osnovni koncepti, opisani v tej zaključni 
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A  Meritve uspešnosti rudarjenja pri spreminjanju stopnje 
težavnosti 
 
Spodaj sledijo tabele in izsledki meritev, pri čemer smo opravili po 50 meritev, 
pri različnih težavnostih rudarjenja. Vsi bloki vsebujejo le po eno transakcijo, ki 
pripada rudarju, kot nagrada za opravljeno delo. 
 
A.1  Težavnostna stopnja 3 
 
Vrednost težavnosti je nastavljena na 3. To pomeni, da je bilo potrebno za 
uspešno rudarjenje bloka izračunavati zgoščino, vse dokler niso na začetku zgoščine 
3 vodilne ničle. Ker so zgoščine zapisane v šestnajstiški obliki, to pomeni, da se 
mora zgoščina začeti z 12 vodilnimi biti enakimi 0. 
 
Število ciklov Čas izvajanja [ms] Moč rudarjenja [H/s] 
6.902 151 45.709 
7.487 162 46.216 
6.058 120 50.483 
4.472 85 52.612 
1.624 35 46.400 
3.805 69 55.145 
2.656 54 49.185 
8.435 227 37.159 
982 16 61.375 
6.862 132 51.985 
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2.865 52 55.096 
4.551 87 52.310 
5.546 117 47.402 
1.356 23 58.957 
366 6 61.000 
672 18 37.333 
12.619 238 53.021 
4.998 93 53.742 
245 4 61.250 
1.568 30 52.267 
4.128 79 52.253 
449 9 49.889 
5.920 110 53.818 
2.577 50 51.540 
1.133 23 49.261 
4.280 83 51.566 
257 4 64.250 
91 1 91.000 
31 1 31.000 
3.428 63 54.413 
776 24 32.333 
16.542 604 27.387 
7.859 150 52.393 
3.624 65 55.754 
1.046 22 47.545 
3.438 62 55.452 
6.559 127 51.646 
486 8 60.750 
7.164 135 53.067 
3.062 63 48.603 
6.482 123 52.699 
6.640 131 50.687 
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3.152 61 51.672 
13.099 250 52.396 
6.250 114 54.825 
2.853 61 46.770 
4.726 91 51.934 
7.768 147 52.844 
231 3 77.000 
162 3 54.000 
Tabela 9: Meritve rudarjenja pri težavnostni stopnji 3. 
 
A.2  Težavnostna stopnja 4 
 
Vrednost težavnosti je nastavljena na 4. To pomeni, da je bilo potrebno za 
uspešno rudarjenje bloka izračunavati zgoščino, vse dokler niso na začetku zgoščine 
4 vodilne ničle. Ker so zgoščine zapisane v šestnajstiški obliki, to pomeni, da se 
mora zgoščina začeti s 16 vodilnimi biti enakimi 0. 
 
Število ciklov Čas izvajanja [ms] Moč rudarjenja [H/s] 
88.140 1.834 48.059 
92.100 1.746 52.749 
92.894 1.892 49.098 
125.853 2.467 51.015 
60.901 1.152 52.865 
85.963 1.614 53.261 
61.316 1.200 51.097 
11.754 225 52.240 
43.909 869 50.528 
19.388 377 51.427 
28.800 540 53.333 
50.324 950 52.973 
29.752 560 53.129 
76.810 1.442 53.266 
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43.677 902 48.422 
22.479 479 46.929 
31.886 598 53.321 
33.864 647 52.340 
32.711 699 46.797 
20.928 391 53.524 
75.380 1.427 52.824 
77.286 1.482 52.150 
11.113 220 50.514 
22.635 414 54.674 
23.016 436 52.789 
22.623 431 52.490 
6.688 124 53.935 
67.259 1.284 52.382 
37.078 720 51.497 
86.854 1.729 50.234 
18.077 353 51.210 
740 12 61.667 
39.621 749 52.899 
110.062 2.098 52.460 
2.478 52 47.654 
80.223 1.524 52.640 
38.134 728 52.382 
75.546 1.436 52.609 
222.754 4.275 52.106 
22.564 440 51.282 
109.592 2.160 50.737 
24.562 472 52.038 
34.438 643 53.558 
301.255 5.768 52.229 
78.236 1.474 53.077 
21.161 414 51.114 
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109.452 2.070 52.875 
119.547 2.323 51.462 
5.223 98 53.296 
24.743 469 52.757 
Tabela 10: Meritve rudarjenja pri težavnostni stopnji 4. 
 
A.3  Težavnostna stopnja 5 
 
Vrednost težavnosti je nastavljena na 5. To pomeni, da je bilo potrebno za 
uspešno rudarjenje bloka izračunavati zgoščino, vse dokler ni na začetku zgoščine 5 
vodilnih ničel. Ker so zgoščine zapisane v šestnajstiški obliki, to pomeni, da se mora 
zgoščina začeti z 20 vodilnimi biti enakimi 0. 
 
Število ciklov Čas izvajanja [ms] Moč rudarjenja [H/s] 
642.627 13.039 49.285 
1.210.717 23.421 51.694 
2.288.258 44.361 51.583 
270.403 5.236 51.643 
27.830 525 53.010 
70.492 1.315 53.606 
2.699.667 51.872 52.045 
474.438 9.118 52.033 
954.717 18.486 51.645 
2.484.229 47.902 51.861 
417.681 8.096 51.591 
35.946 698 51.499 
75.870 1.453 52.216 
957.088 18.328 52.220 
224.385 4.249 52.809 
19.146 355 53.932 
2.217.668 44.241 50.127 
350.610 7.053 49.711 
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1.083.941 21.679 50.000 
1.124.707 22.366 50.286 
3.048.936 60.471 50.420 
2.120.543 41.886 50.627 
22.090 421 52.470 
298.280 6.041 49.376 
814.769 16.107 50.585 
2.382.240 47.607 50.040 
649.101 12.885 50.376 
1.353.418 26.911 50.292 
393.357 7.684 51.192 
662.569 13.293 49.843 
802.146 15.715 51.043 
255.074 4.961 51.416 
2.346.911 46.502 50.469 
111.604 2.206 50.591 
904.880 17.984 50.316 
670.941 13.338 50.303 
346.365 6.707 51.642 
958.452 18.701 51.251 
334.582 6.546 51.112 
1.645.728 32.230 51.062 
467.908 9.328 50.162 
22.721 462 49.180 
2.848.082 56.822 50.123 
154.080 3.009 51.206 
4.408.710 87.559 50.351 
85.899 1.701 50.499 
787.392 15.662 50.274 
759.759 15.972 47.568 
1.482.403 28.741 51.578 
83.349 1.625 51.292 
Tabela 11: Meritve rudarjenja pri težavnostni stopnji 5. 
