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Abstrakt
Cílem této práce je navrhnout uživatelské rozhraní, které by nahradilo textový zápis počí-
tačového jazyka a demonstrovat jej na prototypu, který pracuje s jazyky HTML a CSS.
V navrženém rozhraní je možno používat běžné konstrukce použitých jazyků a vytvářet
tak webové stránky nebo jiné HTML dokumenty a aplikace. Prototyp zvládne zobrazovat
přímý náhled upravované stránky. Byly vytvořeny dva prototypy, u kterých byla testována
použitelnost uživatelského rozhraní. Použitý koncept byl porovnán s běžnými metodami
pro vytváření webových stránek, dokumentů a aplikací.
Abstract
The objective of this thesis is to design a user interface that would replace the text code
entry of computer language. Demonstrate it on a prototype that works with HTML and
CSS. Users can use common language structures to create Web pages or other HTML docu-
ments using this interface. Prototype can directly display modified page. I have developed
two prototypes that have been tested to usability of the user interface. The concept was
compared to conventional methods for creating Web pages, documents and applications.
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Kapitola 1
Úvod
V dnešní době používá počítače a internet čím dál více lidí. Není to tak dávno, co měli
možnost stálého přístupu k počítači a internetu jen ti, co to potřebovali ke své práci, studiu
nebo techničtí nadšenci. Dnes má však tuto možnost drtivá většina obyvatel vyspělých
zemí. Zatím co ještě před deseti lety měli běžní lidé možnost na internetu obsah pouze
konzumovat, dnes díky sociálním sítím, blogovacím systémům, CMS a jiným webovým
aplikacím mohou i obsah vytvářet. Stále je ale hodně oblastí tvorby obsahu, kde se musí
běžný uživatel často obracet na IT profesionály nebo počítačové nadšence, kteří ovládají
potřebnou aplikaci nebo programovací jazyk.
Touto prací bych chtěl alespoň trochu zjednodušit tvorbu aplikací a dokumentů pomocí
běžných programovacích jazyků tak, aby i člověk, který daný jazyk neovládá, v něm dokázal
vytvořit jednoduché konstrukce.
Cílem je navrhnout uživatelské rozhraní, které by nahradilo textový zápis počítačového
jazyka a demonstrovat jej na prototypu, který pracuje s jazyky HTML a CSS. Tento systém
by měl v určitých situacích ulehčit práci s těmito jazyky lidem, kteří s nimi začínají nebo
je používají jen okrajově.
V této práci rozeberu stávající metody, porovnám je a navrhnu uživatelské rozhraní,
které bude odstraňovat některé nevýhody stávajících řešení. Podle návrhu implementuji
prototyp jako webovou aplikaci. Na prototypu budu testovat použitelnost navrženého uživa-
telského rozhraní. V průběhu testování budu podle výsledků prototyp vylepšovat. Nakonec
zhodnotím výhody a nevýhody navrženého řešení.
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Kapitola 2
Teorie
Pro tvorbu aplikací a dokumentů si můžeme vybrat ze dvou přístupů. Buď vidíme logickou
strukturu a chování a výsledný vzhled se podle toho odvodí nebo vidíme přímo vzhled,
který přímo upravujeme, a strukturu za nás vytvoří aplikace.
K prvnímu přístupu můžeme zařadit například běžné programování v kterémkoliv jazyce
a textovém editoru nebo vývojovém prostředí (textová forma) nebo skládání a propojování
funkčních bloků (WYSIWYM/Grafické programování).
K druhému přístupu můžeme přiřadit textové editory typu Microsoft Word, které se
obecně nazývají WYSIWYG (zkratka What You See Is What You Get) nebo tvorbu uži-
vatelského rozhraní pomocí editoru (GUI Editory).
2.1 Textová forma
Dnes nejběžnějším způsobem tvorby programů nebo složitějších dokumentů je zápis kódu
v nějakém textovém počítačovém jazyce. Tento způsob zápisu programů se používá už
od počátků osobních počítačů, kdy bylo možné na monitor vykreslovat pouze znaky a na
složitější grafiku neměly tehdejší počítače dostatečný výkon. Základní princip se od té doby
nezměnil. Pouze používáme dokonalejší jazyky a dokonalejší textové editory a vývojová
prostředí.
K vytváření programů touto metodou je potřeba znát syntaxi, sémantiku a potřebné
funkce jazyka a jeho knihoven. Syntaxe je často tvořena jednoduchými pravidly. Ty si
programátor časem zapamatuje a při programování pak tato pravidla považuje za zcela
přirozená. Problém ale nastává, když člověk nikdy dřív v žádném jazyce neprogramoval
nebo například pracuje ve více jazycích s odlišnou syntaxí zároveň nebo má pouze něco
opravit v jazyce, který příliš nezná. U většiny jazyků je také potřeba si pamatovat velké
množství názvů funkcí, metod nebo tříd. Pokud si je člověk nepamatuje, musí je zdlouhavě
hledat v dokumentaci.
Vzhledem k rozšířenosti této metody hlavně v programování, byla časem vyvinuta
spousta řešení, která většinu nevýhod textové formy pomáhají řešit. Z hlediska uživatelského
rozhraní pomáhá lepší přehlednosti barevné zvýrazňování syntaxe nebo párování otevíracích
a ukončovacích prvků. Podtrhávání chybných konstrukcí a propojení editoru s debugerem
pomáhají uživateli s opravou chyb. Automatické doplňování a napovídání pomáhá uživateli
s efektivitou práce.
Přesto, že se od počátků tohoto oboru základní princip nezměnil, tak díky své univer-
zálnosti a díky všem moderním nástrojům je tato metoda stále hodně používaná. Zejména
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v programování nemá tato metoda žádnou větší konkurenci. Pro tvorbu dokumentů má
velkou konkurenci ve formě WYSIWYG editorů a textová forma je oblíbená hlavně u pro-
gramátorů.
Nevýhodou textové formy je to, že pokud chceme kromě holého textu vyjádřit cokoliv
jiného (např. význam, vzhled nebo chování) musíme použít nějaký jazyk. Problém jazyků
z hlediska uživatelského rozhraní je ten, že ho musí uživatel umět. Tyto jazyky jsou často
velmi náchylné na chyby a člověk musí konkrétní jazyk dobře znát, aby se chybám vyvaroval.
To znamená, že největší nevýhoda této metody je vždy když uživatel s jazykem začíná. Často
může učení nového jazyka trvat tak dlouho, že to uživatel nakonec vzdá. Zvlášť, když třeba
nikdy žádný počítačový jazyk dřív nepoužíval nebo nemá dostatečně velkou motivaci se
jazyk naučit.
Častý problém je taky, že začínajícím uživatelům chybí pocit bezpečí. Tím, že textový
zápis jazyka dovoluje napsat prakticky cokoliv, i když to jazyk nedovoluje, tak vznikají
chyby a uživatel se v podvědomí bojí používat konstrukce, u kterých si není jistý, jestli jsou
správně. Tím se prodlužuje doba jeho učení a snižuje efektivita používání.
Obrázek 2.1: Příklad textového editoru pro jazyk HTML. MarkItUp
Web Dříve se na webu tato metoda používala pro svoji jednoduchou implementaci napří-
klad pro vytváření příspěvků na fórech, dnes ji v těchto případech nahrazují WYSIWYG
editory. Dnes se tato metoda používá například ve formě značkovacích jazyků v různých
Wiki systémech. Je to vhodnější než WYSIWYG editory, protože je potřeba pevně dodržet
sémantický význam a tím zajistit jednotný styl zápisu.
Tvorba programů ve webovém prostředí zatím není příliš rozšířená. Většinou se webová
vývojová prostředí podobají těm běžným desktopovým.
Výhody
• Univerzálnost
• Rychlost zápisu
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• Snadná manipulace s textem
• Dostupnost nástrojů a jazyků
Nevýhody
• Chybí pocit bezpečí
• Potřeba se učit s každým novým jazykem i novou syntaxi
• Náchylné na překlepy nebo na špatnou znalost některých konstrukcí
2.2 WYSIWYG/GUI Editory
Do této kategorie patří metody, kde upravujeme dokument nebo aplikaci přímo tak, že
vidíme, jak bude ve výsledku vypadat. Další chování a vlastnosti se odvodí od nastaveného
vzhledu nebo je upravujeme přes vložené rozhraní.
Na úpravu dokumentů se používají editory typu WYSIWYG (What You See Is What
You Get), které při práci zobrazují výslednou podobu dokumentu. Text a další prvky se
zobrazují přesně tak, jak budou vypadat po vytištění nebo vložení na internet.
Mezi tyto programy patří například aplikace Microsoft Word, Google Docs nebo třeba
webové pluginy jako TinyMCE.
Pro návrh grafických aplikací se používají editory uživatelských rozhraní. Vzhledem k
dynamické povaze aplikací nelze v těchto editorech vytvářet celé aplikace, ale je v nich
možné upravovat vzhled a rozložení jednotlivých pohledů, případně chování pří změně ve-
likosti okna. Někdy je možně nadefinovat i základní chování. Většinou jde ale o odkazy
na jednotlivé funkce, které jsou popsány textovou formou v nějakém programovacím ja-
zyce. Tyto editory obsahují například vývojová prostředí Microsoft Visual Studio nebo Qt
Creator IDE.
WYSIWYG i editory GUI jsou snadné na ovládání a uživatel hned vidí jak bude vý-
sledný produkt vypadat. Jsou vhodné pro běžné použití tam, kde není potřeba definovat
velké množství pravidel pro chování aplikace nebo dokumentu a tam, kde nám nezáleží na
striktním dodržování vnitřní struktury.
Nevýhoda je, že se touto metodou špatně definuje samotné chování aplikace nebo doku-
mentu. Uživatel v základním pohledu nevidí, jak bude výsledný produkt vypadat v jiných
podmínkách, než které má sám nastavené (např. změna velikosti okna, jiná metoda zobra-
zování nebo jiné výstupní zařízení). V případě, že dokument obsahuje nějaké prvky, které se
mění v závislosti na čase nebo na uživatelském vstupu, tak uživatel neví, jak se tyto změny
projeví. V těchto případech záleží na aplikaci, jak bude uživatele informovat. Dále se může
stát, že objekty s odlišným významem mohou vypadat stejně (např. nadpis a obyčejný text,
který vypadá jako nadpis). To může dělat problémy v situacích, kde je potřeba tyto objekty
navzájem odlišit (v dokumentu například vygenerování obsahu).
Web WYSIWYG editory se na webu vyskytují běžně v aplikacích, jako jsou internetová
fóra nebo administrační rozhraní webových stránek. Pro běžné uživatele je to nejjednodušší
způsob jak formátovat text. Tyto editory zkušenějším uživatelům často poskytují možnost
přepnout se do textového režimu, kde uživatel může ten samý text upravit například v
jazyce HTML.
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Obrázek 2.2: Příklad WYSIWYG editoru pro použití na webu. TinyMCE
Editory uživatelských rozhraní se na webu postupně objevují s příchodem složitějších
webových aplikací. Většinou se z pohledu uživatelských rozhraní nijak zvlášť neodlišují od
těch běžných, spouštěných mimo web.
Výhody
• jednoduchost ovládání
• zpětná vazba - uživatel hned vidí co vytvořil
Nevýhody
• nejednoznačnost
• statický pohled - pohled pouze v jednom čase
• popisuje pouze vzhled, nikoliv chování
2.3 WYSIWYM/Vizuální programování
U této metody se upravuje chování a struktura jako u textové formy. Samotné vkládání
neprobíhá formou textu, ale přes uživatelské rozhraní, kde jsou jednotlivé objekty repre-
zentovány jako grafické prvky.
Pro úpravu dokumentů se používají editory nazývané jako sémantické editory nebo
jako editory WYSIWYM (What You See Is What You Mean). Přístup WYSIWYM je al-
ternativou k WYSIWYG. Místo toho, aby upravoval přímo vzhled dokumentu, tak upravuje
význam jednotlivých prvků. Vzhled je pak přiřazen prvkům podle jejich významu například
pomocí stylů CSS. Tyto editory se většinou vyskytují na webu jako náhrada WYSIWYG
editorů, kde se snaží donutit uživatele přiřazovat textu sémantický význam. Většinou ale
nejsou mezi uživateli příliš oblíbené.
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Obrázek 2.3: Příklad WYSIWYM editoru. WYMeditor
Pro vytváření aplikací nebo popis chování by se do této kategorie dali zařadit editory,
které jsou často označované pojmy jako Grafické programování nebo Vizuální programo-
vací jazyky [10], [3]. Těmito pojmy se označují prakticky všechny způsoby programování,
které využívají grafické prvky k reprezentaci jednotlivých objektů a dovolují manipulaci s
nimi. Existují jako protipól k textovým programovacím jazykům. Tyto programy se snaží
reprezentovat data pro člověka co nejpřirozenější formou. Algoritmy často zobrazují jako
vývojový diagram nebo třeba jako bloky, které do sebe zapadají jako puzzle. Elektrické a
logické obvody zobrazují jako schémata, běžně používaná k jejich návrhu. Obecné objekty
zobrazují jako bloky a vztahy mezi nimi zobrazují jako čáry spojující tyto bloky. Tyto jazyky
se požívají většinou ve specializovaných oblastech, kde by reprezentace textovým jazykem
byla příliš nepřehledná nebo kde není vhodné nutit uživatele učit se běžný programovací
jazyk. Často se taky používají jako výukové programy pro výuku programování.
Mezi úspěšnější programy používající tuto metodu patří například prostředí LabVIEW,
které je zaměřeno na vývoj měřících a řídících aplikací nebo Max/MSP jako nástroj na vy-
tváření hudebních a multimediálních děl nebo jeho open source alternativa Pure Data. Další
zajímavý projekt je Google App Inventor, který umožňuje vytvářet aplikace pro mobilní
platformu Android. Zde se aplikace skládají z bloků, které do sebe zapadají jako puzzle.
Na podobném principu jako Google App Inventor pracuje i projekt StarLogo TNG nebo
výukový program Scratch.
Obrázek 2.4: Příklad grafického programování. Scratch
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Výhodou je, že tvůrce uživatelského rozhraní není omezen pouze na po sobě jdoucí
znaky, ale může zobrazit jakýkoliv objekt v dvourozměrné ploše obrazovky, tím může
vytvořit přehlednější a také reálnější reprezentaci upravovaných dat. Tím dosáhne lepší
přehlednosti a snadnějšímu pochopení celého uživatelského rozhraní. Dále může grafickou
reprezentaci více propojit s vývojovým prostředím a umožnit tak přirozenější manipulaci s
upravovanými daty.
Nevýhodou je často právě konkrétní realizace uživatelských rozhraní v existujících řeše-
ních. Existující řešení jsou často navrhována na používání myší a ovládání klávesnicí dovolují
pouze omezeně (základní klávesové zkratky). Grafické prvky zabírají příliš mnoho místa na
obrazovce a uživatel pak nemá přehled o datech jako o celku, tomuto problému se říká De-
utsch limit [9]. Další nevýhoda některých řešení je, že rozhraní po uživateli vyžaduje příliš
mnoho zbytečných akcí. Například některé programy dovolují přesouvat grafické prvky po
dvourozměrné ploše i přesto, že tato volnost nijak výrazně neprospěje přehlednosti dat.
Často se pak uživatel soustředí na úhledné uspořádání bloků místo toho, aby se soustředil
na skutečnou práci.
Výhody
• Přehlednost
• Rychlejší učení než u textové formy
• Plná podpora editoru
Nevýhody
• Pomalé ovládání (často pouze myší)
• Deutsch limit [9] - málo objektů na jedné obrazovce.
• Většinou jsou to hodně specializované řešení.
• Nejsou moc rozšířené.
• Často vyžadují po uživateli zbytečné činnosti.
2.4 Návrh uživatelských rozhraní
Cílem uživatelských rozhraní je komunikace mezi člověkem a počítačem (nebo jiným zaříze-
ním). Jako každá komunikace i tato komunikace by měla být co nejvíce přesná, dostatečně
rychlá a co nejméně náchylná na chyby. Možnosti komunikace člověka s počítačem jsou stále
ve vývoji. Neustále se zlepšují a vyvíjí se nové prostředky ke komunikaci. Zatímco dříve se
rozhraní mezi počítačem a uživatelem navrhovala s ohledem na výkon a možnosti počítače,
dnes se uživatelská rozhraní navrhují s ohledem na uživatele, na jeho zvyky, schopnosti a
způsob myšlení. Čím více se toto rozhraní oddaluje od principu fungování počítače a čím
více se přibližuje způsobu a možnostem lidského myšlení, tím více je potřeba úsilí pro návrh
tohoto rozhraní.
Základní zásady návrhu uživatelských rozhraní
Zásady návrhu uživatelských rozhraní popisují vlastnosti, které lze u těchto rozhraní vypo-
zorovat a které je potřeba vylepšovat. [1]
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Struktura: Rozložení prvků v uživatelském rozhraní by mělo být logické, jasné a pocho-
pitelné. Podobné funkce by měly být prováděny podobným způsobem. Odlišné funkce by
měly být navzájem odlišeny. Prvky by měly být uspořádány podle toho, jaký mají jednotlivé
prvky mezi sebou vztah a jak by to uživatel předpokládal.
Konzistence: Aby se pokaždé nemusel uživatel učit nové principy ovládání, tak by jed-
notlivé prvky rozhraní měly být postaveny na určitých pravidlech. Tyto pravidla určují,
jak prvky vypadají, jak se chovají nebo např. jaká je použita terminologie. Pravidla jsou
vnitřní nebo vnější.
Vnitřní pravidla jsou definována v rámci projektu, sady produktů nebo v rámci jedné
firmy a ve všech jejich produktech.
Vnější pravidla závisí na použité platformě, na které je aplikace postavena. Je to buď typ
operačního systému, webové prostředí nebo jiná aplikace, na které je navrhovaná aplikace
závislá. Výrobci operačních systémů poskytují celé sady těchto pravidel tzv. human inter-
face guidelines (HIG). Dále jsou výrobci aplikací, kteří dovolují jiným výrobcům vytvářet
zásuvné moduly(pluginy) nebo různé odvozené aplikace. Ti většinou definují tyto pravidla
tím, že v rámci aplikace dovolí používat pouze ty komponenty, které obsahuje aplikační
rozhraní.
Pro tvorbu aplikací na webu ale žádná standardní a kompletní pravidla neexistují. Něk-
terá základní pravidla popisuje konsorcium W3C v dokumentu Web Content Accessibility
Guidelines (WCAG). To ale popisuje hlavně pravidla, která zajistí přístup fyzicky hen-
dikepovaným lidem a přístup z nestandardních zařízení. Podrobnější pravidla pro tvorbu
webových aplikací se většinou odvozují už od zažitých pravidel používaných na webu nebo
v operačních systémech.
Jednoduchost: Jednoduché a běžné akce by měly být prováděny jasným a přímočarým
způsobem. Aplikace by neměla uživatele zaměstnávat zbytečnými činnostmi, které by jinak
šlo vyřešit automaticky, které nejsou aktuálně potřeba provádět nebo jsou volitelné.
Přehlednost: Důležité funkce by měly být viditelné, snadno nalezitelné a přehledně
uspořádané. Pohled by neměl obsahovat zbytečné informace, které by uživatele rozptylovaly.
Důležitá je např. velikost a nápadnost jednotlivých prvků. Prvky, které jsou v aktuálním
kontextu důležité, by měly být nápadné, velké a lehce dostupné. Naopak prvky, které uži-
vatel tolik nepotřebuje, by měly být malé, na méně používaném místě nebo schované někde
v podmenu.
K přehlednosti pomáhá také dobře zvládnutá typografie a účelná grafika.
Zpětná vazba: Uživatel by měl být dostatečně informován o tom, co právě aplikace dělá
a v jakém je stavu. Když aplikace provede nějakou akci, měl by se výsledek akce okamžitě
projevit. Pokud nemá akce žádný viditelný výstup, měl by být uživatel informován alespoň
tím, že aplikace potvrdí, že byla operace provedena. V případě, že se bude operace provádět
delší dobu, tak by to mělo být oznámeno např. textem
”
prosím čekejte“ nebo zobrazit
uživateli informace o průběhu aktuální operace (např. zbývající čas do konce operace).
Také je vhodné uživateli ukázat, které ovládací prvky lze použít (např. změnou kurzoru
nebo zvýrazněním tlačítka), které ovládací prvky nelze použít (např. zašedlé položky menu)
a co který ovládací prvek udělá (např. změna kurzoru na textový kurzor pro vkládání textu,
nebo šipky pro přesouvání a změnu velikosti).
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Zpětná vazba by uživatele neměla nějak obtěžovat nebo zbytečně ho namáhat. Zpětnou
vazbu rozlišujeme na silnou a slabou zpětnou vazbu. Silná zpětná vazba vyžaduje, aby
uživatel potvrdil, že si je informace vědom a případně nadcházející operaci včas zrušil (např.
dotaz:
”
chcete opravdu tento objekt smazat?“). Slabá zpětná vazba, potvrzení nevyžaduje.
Tolerance: Návrh uživatelského rozhraní by měl být k uživateli tolerantní. Měl by zajistit
co nejmenší chybovost uživatele a když uživatel udělá chybu, měl by ji zvládnout napravit.
Návrh rozhraní by měl počítat s tím, že se může uživatel pokusit provést nějakou operaci,
která v daném kontextu nedává smysl nebo nelze ji provést. Místo toho, aby se například
při pokusu o spuštění funkce zobrazilo varování, že funkci nelze spustit, tak se mohou dané
funkce v rozhraní pro danou situaci skrýt nebo označit tak, aby bylo na první pohled jasné,
že funkci spustit nelze.
V případě že uživatel vkládá nějaká data, která mohou mít více forem (např. datum
může vypadat 16.5., 16.5.2012, 2012-05-16 atd.), dovolí uživateli zadat pouze ty formy, které
dokáže zpracovat. Rozhraní dá srozumitelně najevo, které formáty přijme a které ne. Další
možností je, že poskytne rozhraní, u kterého není potřeba formát vstupu řešit (např. výběr
data z kalendáře).
V případě, že nějaká chyba nastane, je vhodné uživatele na to zavčas upozornit. Upozor-
nění na vzniklou chybu by mělo být pro uživatele srozumitelné a nevypisovat pouze třeba
číslo chyby.
V případě že uživatel sám udělá chybu, kterou chce vrátit zpět, mělo by mu to být
umožněno. Pro tuto operaci se nejčastěji používá funkce Undo, která může vrátit stav
aplikace až o několik kroků zpět.
Další zásady a pojmy v návrhu uživatelských rozhraní
Kromě těchto základních zásad ale existuje i velké množství dalších zásad [2], [7], [4], [11].
Zde jsou vybrány některé z těch, které by bylo vhodné zohlednit při návrhu rozhraní v této
práci.
Skupiny uživatelů: Při návrhu uživatelského rozhraní by se mělo počítat s tím, že ho
budou používat různí uživatelé a každý může mít jiné požadavky a schopnosti. Proto by
se mělo rozhraní navrhovat tak, aby vyhovovalo co nejširší skupině uživatelů. Pokud se
nepodaří najít takový způsob ovládání, který by vyhovoval všem skupinám uživatelů, je
vhodné použít různé alternativy ovládání pro různé skupiny uživatelů (např. ikony pro
začátečníky, textové menu pro mírně pokročilé a klávesové zkratky pro pokročilé uživatele)
Krátkodobá paměť uživatele: Rozhraní by nemělo přetěžovat krátkodobou paměť uži-
vatele. Návrh by měl nabídnout dostatečně přehledné rozhraní a neměl by nutit uživatele
pamatovat si věci, které nejsou potřeba. Existuje pravidlo 7±2, které říká, že je člověk scho-
pen v krátkodobé paměti uchovat pět až devět údajů. Proto je vhodné vše, co by si jinak
uživatel musel v danou chvíli pamatovat, zobrazit na aktuální obrazovce.
Forma sleduje funkci: Při návrhu vzhledu by měl být brán co největší ohled na funkci.
Vzhled by neměl obsahovat designové prvky, které nemají nic společného s funkčností a
slouží pouze jako dekorace. Naopak vhodné jsou ty prvky, které nějak doplňují funkčnost,
zvyšují přehlednost nebo samy mají nějaký účel.
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Navigace: V případě, že se úloha skládá z posloupnosti dílčích operací, je dobré rozdělit
tuto úlohu na více logicky oddělených částí a uživatele průběžně informovat o průběhu
(např. kolik kroků ještě zbývá).
Metafora: Často může při návrhu rozhraní nějakého systému pomoci podobnost s jiným
systémem nebo s reálnou situací. Například pokud v reálném světě používáme odpadkový
koš k tomu, abychom se zbavili nějakého objektu, v navrhovaném rozhraní můžeme použít
koš jako prostředek na odstraňování objektů. Takovýchto podobností s reálným světem se
v uživatelských rozhraních vyskytuje spousta, od tlačítek, přes formuláře až po kompletní
vybavení pracovního stolu. Při použití metafory je potřeba dávat pozor na to, aby byla
správně pochopena všemi uživateli.
Použitelnost: Tento pojem zahrnuje celkovou snadnost používání rozhraní a jeho nau-
čitelnost. Použitelné rozhraní je takové rozhraní, které se snadno a rychle používá, je jed-
noduché na naučení a obecně dává uživateli dobrý pocit z používání.
Pocit bezpečí: Každý člověk má nějakou svou minimální a maximální hladinu rizika,
kterou je ochoten podstoupit. Pokud je pro člověka u nějaké činnosti riziko příliš velké, tak
se jednoduše bojí tuto činnost provést.
Toto platí i při používání počítače. Pokud uživatel ví, že může v aplikaci omylem něco
pokazit, tak se bojí používat funkce, u kterých si není jistý, co přesně udělají. Tím, že se
uživatel bojí používat některé funkce, které by mu jinak mohly pomoci, ztrácí uživatelské
rozhraní na efektivitě. Proto je důležité udržovat uživatele v určitém pocitu bezpečí. Na-
příklad při mazání vyžadovat potvrzení, zakázat potenciálně nebezpečné funkce, při úpravě
dokumentů povolit funkci undo nebo u úprav nastavení nechat tlačítko na obnovení původ-
ního nastavení.
2.5 Iterativní návrh uživatelských rozhraní
Tvorba nebo úprava uživatelského rozhraní iterativním způsobem využívá testování mezi
jednotlivými iteracemi. Po každém návrhu rozhraní a implementace makety nebo prototypu
se provede testování. Podle výsledků testování se upraví návrh pro další iteraci. Iterace
se provádějí, dokud nejsou tvůrci s výsledky testů spokojeni. Tento způsob vývoje může
výrazně zvýšit použitelnost aplikací oproti aplikacím navrženým na první pokus podle dob-
rého mínění programátora. [5] Je doporučeno provést minimálně tři iterace, protože některé
změny by mohly návrh v některých aspektech zhoršit.
U většiny nově navrhovaných rozhraní je nutné tuto nebo podobnou metodu použít,
protože je velmi nepravděpodobné, že by už první návrh byl bez chyby. Ani největší odbor-
níci na použitelnost nedokážou navrhnout dokonalé rozhraní na první pokus. Často je to
proto, že se sami v uživatelských rozhraních příliš vyznají a nedokážou odhadnout, co by
mohlo méně znalým uživatelům dělat problémy.
Iterativní vývoj zahrnuje neustálé přepracovávání návrhu podle výsledků testů nebo
jiných měřících metod. Jakmile je hotový jeden návrh, nechá se otestovat na několika lidech
a zapíší se připomínky k aktuálnímu návrhu. Podle připomínek se návrh upraví. Tyto úpravy
se musí dále otestovat, jestli opravdu problém vyřešili. Pokud není jisté, která z verzí má
lepší testované parametry, je možné je mezi sebou porovnat jiným typem testu, který dá
přesnější výsledky.
11
Pokud ale nepotřebujeme měřit přímo hodnoty a hledáme pouze chyby v návrhu, tak
nám většinou stačí přibližně tři testovací osoby na jednu iteraci, které podstoupí následující
test. [4]
Postup při testování
• Navrhnout úlohy, které odpovídají reálným případům použití.
• Najmout testovací osoby, které mají stejnou úroveň dovedností jako cílová skupina
uživatelů. Testovací osoby nesmí mít s testovaným rozhraním předchozí zkušenost.
• Vysvětlit testovací osobě účel testování a že není testovaná ona ale uživatelské roz-
hraní. Pokud osoba udělá jakoukoliv chybu, není to její chyba, ale chyba rozhraní.
• Seznámit testovací osobu s prostředím v testovací místnosti.
• Vysvětlit testovací osobě, jak přemýšlet nahlas. Měla by vyslovovat vše, na co myslí
při používání testovaného produktu.
• Vysvětlit testovací osobě, že v průběhu testu jí nebude nikdo pomáhat
• Zadat testovací osobě úkoly a stručně představit testovaný produkt.
• Pokud nemá testovací osoba otázky, začít s testem.
• Vyvodit z testování závěr. Komunikovat s testovací osobou o výsledku testování.
Metoda RITE Testování metodou RITE (Rapid Iterative Testing and Evaluation) [8] je
podobné jako u běžného testování uživatelských rozhraní. Vybereme uživatele na testování,
uživateli zadáme úkol a pozorujeme, jak s rozhraním zachází. Oproti běžnému iterativnímu
vývoji ale hned, jak nalezneme chybu v návrhu, tuto chybu opravíme a dáme testovat
dalšímu uživateli. Tato metoda vhodná je v případech, kde je možno zasahovat kdykoliv
do vyvíjeného programu. Oproti běžnému testování, je tato metoda rychlejší a najde více
chyb v rámci jedné iterace.
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Kapitola 3
Návrh řešení
Z existujících řešení má každé své pro a proti a každé se používá v jiných případech. Textové
jazyky jsou využívány zejména na tvorbu aplikací a složitějších dokumentů. WYSIWYG
editory jsou pro uživatele velmi jednoduché, ale umějí dobře vyjádřit pouze statický pohled.
Proto se používají hlavně pro definici statických dokumentů a jednoduchých uživatelských
rozhraní. WYSIWYM editory a vizuální programování se většinou používají ve specializo-
vaných aplikacích se specifickými požadavky.
Každé z těchto řešení má své místo a vzájemně se doplňují. Mohou se ale vyskytnout
případy, kde není vhodné ani jedno, a hodila by se nějaká kombinace těchto řešení. Mohou
nastat případy, kdybychom chtěli nabídnout uživateli možnosti, které nám nabízí textové
programovací jazyky, ale není výhodné nebo dokonce není možné, uživatele tento jazyk učit.
Kdybychom chtěli uživateli nabídnout možnost vytvářet algoritmy, museli bychom pou-
žít buď nějaký textový programovací, skriptovací jazyk nebo vizuální programovací jazyk.
Textový jazyk by byl z pohledu nabízených funkcí ideální, ale z uživatelského hlediska už
ne. Většina běžných uživatelů neumí prakticky žádný počítačový jazyk a učit je progra-
movat kvůli jedné aplikaci by asi možné nebylo. Kdyby naši uživatelé byli programátoři,
tak se jich taky najde hodně, co zrovna námi použitý jazyk neumí a pokud pro ně naše
aplikace není důležitá, tak se jej taky učit nebudou. Dalším řešením by bylo použít nějaký
vizuální programovací jazyk. Ty jsou často ale špatně rozšířitelné a přizpůsobitelné kon-
krétnímu prostředí. Univerzálně použitelných vizuálních jazyků není moc a ty co existují,
nemusí vyhovovat všem požadavkům. Pokud bychom navíc chtěli použít existující funkce
a knihovny nějakého textového jazyka, tak by bylo nutné je na použitý vizuální jazyk na-
pojit. Použitelným řešením by mohl být vizuální jazyk, který je kompatibilní s vybraným
textovým jazykem.
Další situace, kde je textový jazyk z uživatelského hlediska příliš složitý a ostatní řešení
nemají požadované vlastnosti, může být úprava dokumentů. Při běžném použití často stačí
WYSIWYG editory, ale pokud máme aplikaci (např. různé Wiki systémy), kde je potřeba u
dokumentu definovat význam jednotlivých jeho částí, tak nám WYSIWYG stačit nebudou.
U WYSIWYG editorů nelze spolehlivě zajistit, aby uživatelé přesně dodržovali strukturu
dokumentu. Často se například stává, že místo použití např. stylu pro nadpis, text pouze
naformátují tak, aby jako nadpis vypadal. V těchto situacích se dnes používají značkovací
jazyky (např. ve Wiki systémech se používá Wiki Markup) tyto jazyky zase ale nemusí být
uživatelsky přívětivé. Dále existují editory WYSIWYM, ty ale většinou nejsou v dostatečně
použitelném stavu.
V této práci se budu snažit navrhnout editor, který dokáže upravovat textové jazyky, ale
samotné ovládání bude probíhat způsobem, který vychází z těch, které používají vizuální
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programovací jazyky a WYSIWYM editory. Tím, že bude používat existující jazyky, by
měl získat i většinu výhod těchto jazyků, jako jsou existující nástroje, funkce, knihovny,
překladače a taky potenciální uživatele, kteří tyto jazyky znají. Tím, že se bude ovládat
způsobem, který používají právě grafické programovací jazyky a WYSIWYM editory, by
měl získat jednoduchý způsob ovládání, který zvládnou technicky méně zdatní uživatelé a
bude snazší se tento způsob zápisu naučit než u textových jazyků. Je tu ale riziko, že oproti
textovým jazykům, nebude ovládání tak efektivní a použitelné pro uživatele, kteří textové
jazyky dobře umí.
Vzhledem k tomu, že by bylo z pohledu uživatelského rozhraní složité vytvořit a testovat
editor použitelný obecně ke všem jazykům. Vybral jsem pro tuto práci jazyky HTML a CSS,
které jsou dostatečně jednoduché, ale zároveň samostatně použitelné. Pro editor těchto
jazyků navrhnu uživatelské rozhraní a implementuji prototyp. Dále se pokusím nastínit
způsob, kterým by se dal tento editor rozšířit na běžné programovací jazyky.
3.1 Použití
Obecně by měl editor být využitelný hlavně tam, kde by se normálně využil běžný progra-
movací jazyk, ale není vhodné uživatele tento jazyk učit nebo tam kde uživatel sice daný
jazyk zná, ale primárně v něm nepracuje a nepamatuje si všechny potřebné konstrukce
jazyka.
V základu jsou jazyky HTML a CSS jednoduché, mají snadno pochopitelná pravidla
a relativně málo prvků, které je potřeba si zapamatovat. HTML ani CSS nejsou přímo
programovací jazyky, slouží k vytváření dokumentů a k popisu jejich vzhledu. K jejich
naučení nejsou potřeba žádné znalosti programování, proto jsou relativně snadno naučitelné.
Přesto není práce s nimi dostatečně jednoduchá, jak by bylo v některých případech potřeba.
Většina problémů vzniká právě při psaní jazyka v textové podobě. Proto jsem vybral právě
tyto dva jazyky.
Pro editor jazyků HTML a CSS jsem vypsal některé možné případy použití.
Editor fragmentů webových stránek. V případě že máme webové stránky nebo webo-
vou aplikaci, kde bychom chtěli, aby měli uživatelé možnost vkládat formátovaný text, ta-
bulky, obrázky, a další objekty, ale nemůžeme použít WYSIWYG editor ani čisté HTML.
WYSIWYG editor většinou nemůžeme použít, když požadujeme nějaký určitý formát vý-
stupu a čisté HTML není vhodné uživatele učit.
Pokud máme ve firmě více lidí, kteří se nevěnují přímo kódu (SEO konzultanti, gra-
fici, manažeři,. . . ) a bylo by efektivnější, kdyby do kódu mohli zasahovat, můžeme jim
dovolit dělat některé úpravy v tomto editoru, kde máme jistotu, že jejich neodborný zásah
nezpůsobí chyby například v nevalidním kódu.
Editor jednoduchých webových stránek. V případě, že uděláme zákazníkovi jedno-
duché webové stránky a nechceme, aby zákazník musel o každou změnu žádat, můžeme
některé základní úpravy nechat na zákazníkovi.
Výuka HTML a CSS. Učení jde snadněji, když se při něm člověk baví. Student se
nemusí ze začátku zabývat syntaxí jazyka a může se pustit rovnou do experimentování s
jednotlivými prvky webových stránek. Často nudnější syntaxi se může naučit později.
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Editor šablon do redakčních systémů. Editor by měl jít uzpůsobit, aby šly do HTML
kódu vkládat i značky typické pro některé šablonovací systémy.
Sémantický editor textu. Může plnit stejnou úlohu jako WYSIWYM editory. Oproti
WYSIWYM je ale univerzálnější.
Pokud bychom rozšířili editor o plnohodnotný programovací jazyk, tak by se počet pří-
padů, kde by se editor dal použít, hodně zvýšil. Největší využití by asi měl pro ty, co se
učí programovat v různých výukových programech nebo ve hrách. Nebo jako doplněk do
aplikací, kde je potřeba využít některý z prvků programování. A třeba by šel použít i jako
náhrada vývojového prostředí při programování běžných aplikací.
3.2 Požadavky
V editoru by měly jít vytvořit všechny základní konstrukce, které daný jazyk dovoluje,
a zároveň dávají smysl při běžném použití tohoto jazyka. Dále by měl program zvládat
základní editaci tohoto jazyka s podobnými možnostmi jako u jednoduchého textového
editoru. Důležitá je možnost přidávání, přesouvání a mazání objektů v dokumentu. Editor
by měl v rámci rozhraní podporovat jazyky HTML a CSS. Další jazyky vložené do HTML
struktury půjde vkládat textovou formou.
Editor by měl být pro uživatele snadný na pochopení. Pokud uživatel daný jazyk alespoň
trochu zná, měl by bez větší námahy dokázat vytvořit většinu konstrukcí. Pokud uživatel
daný jazyk nikdy před tím neviděl, měl by metodou pokus-omyl a za pomocí popisků u
jednotlivých příkazů dosáhnout podobných výsledků, jako kdyby daný jazyk uměl.
Rozhraní by mělo dávat uživateli dostatečný pocit bezpečí. Začínající uživatel by se
neměl bát experimentovat. Vše co udělá špatně, by mělo jít vrátit. Rozhraní by mělo dovolit
uživateli skládat prvky pouze tak, aby nevznikal nevalidní nebo syntakticky špatný kód.
Rozhraní by nemělo uživatele zbytečně zdržovat. Pro operace, které bude dělat uživatel
často, by měly být navrženy postupy, které jsou přímočaré a neměly by vyžadovat příliš
úsilí. Pro méně časté operace nemusí být samotná rychlost používání tak velká, naopak by
mělo být zajištěno, aby uživatel nemusel vzpomínat nebo hledat, jak tuto operaci provést.
To, že by uživatel neměl být nucen přemýšlet o samotném rozhraní, jak se co ovládá,
by mělo být samozřejmostí. Editor by ale měl ulehčit uživateli přemýšlení nad samotnou
tvorbou obsahu. Editor by měl přednostně nabízet uživateli nejpoužívanější funkce v daném
kontextu a ty méně používané zařadit až na méně dostupná místa.
Rozhraní by mělo mít konzistentní ovládání. Prvky, které mají podobný charakter, by
se měly ovládat podobným způsobem. Všechny prvky v upravovaném dokumentu by měly
jít stejným způsobem přidávat, přesouvat i mazat. Pravidla k používání celé aplikace i
jednotlivých prvků by se měly podobat již zažitým pravidlům na webu. Ovládací prvky
vztažené k aplikaci jako celku, by měly být podobné těm, které se používají u podobných
aplikací na webu, např. WYSIWYG editory.
Rozhraní by mělo být navrženo pro jazyky HTML a CSS, ale mělo by být rozšířitelné i
na další jazyky. S menším úsilím na běžné značkovací a jiné jednoduché jazyky. Základ by
měl ale fungovat i v případě běžných programovacích jazyků.
15
3.3 Návrh.
Editor by měl být použitelný hlavně na webu, proto se bude vzhled aplikace a standardní
ovládací prvky odvíjet od toho jak je to zažité při tvorbě webových stránek a aplikací.
Návrh je taky omezen možnostmi, které závisí na použité technologii zobrazování, tedy na
vykreslování objektů pomocí blokových prvků v HTML a jejich stylování pomocí CSS.
Pohled. Hlavní a zatím jediný pohled je pohled na dokument tak, jak jej známe z textové
podoby jazyka. U jazyka HTML je to množství do sebe vnořených tagů a jejich atributů.
Není ale potřeba dodržovat syntaktická pravidla, která jsou potřeba dodržovat u textové
formy. Proto v pohledu na jednotlivé tagy jazyka HTML není nutné tyto tagy oddělovat od
ostatního textu značkami < a >. Místo toho je celá hlavička tagu, tedy název tagu a jeho
atributy, podbarvena pozadím a obsah je pod hlavičkou odsazen zleva tak, jak se to dodržuje
u textových jazyků. Tím, že se úroveň tagu rozlišuje odsazením, není potřeba používat ani
ukončovací tagy. To, jestli následující tag patří do aktuálního tagu nebo až za něj, poznáme
právě podle odsazení. Dále není potřeba, aby hodnoty atributů byly vkládány do uvozovek.
To, že jde o souvislý text, poznáme už podle samotného vzhledu prvku. Oproti názvu
atributu je jeho hodnota výraznější a při najetí myší nebo zaostření textového kurzoru se
u celé hodnoty změní barva pozadí. U vzhledu jednotlivých objektů se snažím, aby byly co
nejjednodušší a aby na obrazovce nebyly žádné zbytečné prvky, které uživatel nepotřebuje
na první pohled vidět.
Přidávání prvků. U textové formy je přidávání prvků prováděno zápisem jejich textové
podoby na místo, kam jej chceme přidat. To je ale pro začínající uživatele příliš složité,
většinou proto, že si nepamatují, jak se potřebný prvek zapisuje. Inspirovat by se dalo
třeba u vizuálního programování. Tam se většinou používá metoda Drag and Drop tím, že
si uživatel vybere potřebný prvek z nějakého seznamu a přetáhne ho na místo, kam ho chce
vložit. To mně ale nepřišlo moc vhodné. Metoda Drag and Drop je většinou příliš zdlouhavá,
kvůli nutnosti jezdit myší daleko po obrazovce. Navíc u většiny pracovních postupů se
uživatel nejdřív dívá, kam chce prvek vložit a pak teprve hledá, který prvek na to místo
chce vložit. U metody Drag and Drop by se tedy musel nejdříve podívat tam, kam chce
prvek vložit, najít prvek v seznamu, a pak znovu hledat místo, kam chtěl prvek vložit. Proto
jsem metodu Drag and Drop pro přidávání prvků zavrhl a snažil se najít vhodnější metodu.
Tou metodou je, že nejdříve uživatel klikne na místo, kam chce prvek vložit a pak vybere
prvek ze seznamu. Tento seznam může být uzpůsobený tak, aby nabízel jen ty prvky, které
se na dané místo hodí. Dále by měl být seznam umístěn na obrazovce poblíž místa, kam
bude vložen. To proto, aby nemusel uživatel odklánět pozornost od tohoto místa a zároveň
aby nemusel jezdit příliš daleko s myší.
Upravování objektů. Tagy a další prvky by se měli upravovat tak, že se po kliknutí
na ně zobrazí možnost upravit některé z jeho vlastností. Tagy v základu kromě svého
názvu žádnou vlastnost nemají. Jejich atributy jsou samostatné objekty, které se přidávají,
upravují a mažou samostatně, stejně jako ostatní objekty.
Textové řetězce se upravují standardně jako text. Po vybrání objektu se zobrazí textový
kurzor a vše probíhá stejně jako u textového editoru. Přidávat, přesouvat a mazat je lze
stejně jako ostatní objekty.
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Přesouvání objektů. Přesouvání objektů probíhá metodou Drag and Drop. Ta je sice na
ovládání pomalejší než jiné metody (např. Cut and Paste), ale pro přesouvání je pro člověka
přirozenější. Pro přesnější určení cílového místa se místo pro přesunutí určuje polohou
kurzoru, nikoliv polohou taženého objektu.
Mazání objektů. Jednotlivé objekty se mažou červeným tlačítkem s křížkem. Tlačítko
je umístěno v pravém horním rohu vybraného objektu. Aby tlačítka nerušili při základním
pohledu na dokument, tak se u každého objektu zobrazí tlačítko pouze po označení objektu,
nebo po najetí myši na tento objekt. Pokud má objekt nějaký obsah, objeví se vedle stan-
dardního tlačítka na smazání i druhé tlačítko. Toto tlačítko smaže pouze samotný objekt
a jeho obsah se přesune do nadřazeného objektu. Standardní tlačítko na smazání smaže
objekt i s obsahem.
Další funkce. Editor by měl obsahovat funkce Undo a Redo. Tyto funkce budou v roz-
hraní umístěny buď v horní liště nebo v kořenovém objektu. Dále, pokud to bude možné
implementovat, by mělo být možné vrátit nejen stav celého dokumentu, ale i stav každého
objektu zvlášť. To by mohlo pomoci uživateli s jistotou, že nic nepokazí a může si dovolit
experimentovat.
Rychlý náhled. Editor by měl umožnit zobrazovat náhled dokumentu, který zobrazí
dokument (např. webovou stránku) v jeho finální podobě. Tento náhled ale není přímo
součástí rozhraní. Záleží na tom, v jaké aplikaci bude editor použit. Tam se pak určí, kde
bude tento přímý náhled zobrazen a jestli bude zobrazen.
Rozšířitelnost a další jazyky. Editor by měl být rozšířitelný i na jiné jazyky. Na některé
jazyky s jednodušší strukturou (např. XML, JSON nebo TeX) by měl být editor použitelný
s drobnými úpravami. Na složitější programovací jazyky (např C++, Java nebo JavaScript)
by už byla úprava náročnější. Z předběžného návrhu na takový jazyk jsem došel k tomu, že
současný způsob ovládání by šel u těchto jazyků použít na zápis jednotlivých funkcí, metod
a řídících bloků. Na zápis jednotlivých příkazů a výrazů by bylo potřeba použít uživatelské
rozhraní podobné například editoru rovnic. K zápisu tříd a vztahů mezi nimi by se hodilo
rozhraní vycházející z UML a diagramu tříd.
3.4 Návrh jednotlivých prototypů
Vzhledem k tomu, jak je tento editor odlišný od těch existujících, není možné navrhnout
použitelné rozhraní na první pokus a bez testování. Proto jsem zvolil iterativní způsob ná-
vrhu. V každé iteraci je potřeba navrhnout rozhraní, implementovat prototyp nebo vytvořit
maketu, otestovat rozhraní a zjistit jaké obsahuje návrh rozhraní chyby. Při návrhu v další
iteraci se pak použijí výsledky z předchozího testování, aby se odstranily nalezené chyby.
Bohužel jsem nedošel na to, jak vytvořit maketu k tomuto druhu rozhraní, která by se dala
otestovat. Proto je potřeba mít před každým testování funkční prototyp.
Prototyp 1
První prototyp je určen hlavně pro návrh a ověření základního principu. Testy jsou prová-
děny formou rozhovoru. Pro zjednodušení počítá první prototyp pouze s jazykem HTML.
17
Cíl: Navrhnout základní uživatelské rozhraní a vytvořit jednoduchý prototyp editoru
HTML. Najít vhodný princip fungování uživatelského rozhraní. Zjistit, jak by měly vy-
padat jednotlivé funkční bloky a jak je vytvářet, upravovat, přemisťovat a mazat. Najít
vhodný způsob zobrazení jednotlivých prvků, aby byla zajištěna co největší přehlednost a
taky aby se vlezlo na obrazovku co nejvíce prvků. Dále je potřeba najít vhodné nástroje
pro implementaci a při tvorbě prototypu vyzkoušet jestli jsou vhodné pro další vývoj.
Název objektu Atributy (název atributu: hodnota)
Obsah objektu
Obrázek 3.1: Návrh prvního prototypu - neoznačený blok
Název objektu Atributy (název atributu: hodnota)
Obsah objektu
Přidat atributy
x
Přidat bloky za aktuální blok
Obrázek 3.2: Návrh prvního prototypu - označený blok
Návrh: Jednotlivé prvky (HTML tagy a jejich atributy) jsou znázorněny pomocí bloků
(Obrázek 3.1). Každý blok zobrazuje název prvku, jeho atributy a jeho obsah. Po označení
bloku (Obrázek 3.2), se zobrazí operace, které jdou s blokem provádět - přidat parametr,
přidat prvek za ten aktuální, odstranit prvek a upravit hodnoty parametrů. Ke každému
typu HTML tagu lze přiřadit barvu. Tou se pak obarví název a atributy každého zobraze-
ného tagu tohoto typu. To by mělo pomoci s přehledností tím, že lze na první pohled vidět
všechny tagy stejného typu. Jednotlivé bloky jsou odděleny pozadím. Od kořenového tagu
se počítá hloubka každého tagu a podle hloubky mají bloky střídavě tmavší nebo světlejší
pozadí. Tím se oddělí jednotlivé bloky, aniž by bylo potřeba je oddělovat třeba čárami.
Prototyp 2
Druhý prototyp koncepčně vychází z prvního. Vlastnosti, které byly označeny jako ne-
vhodné, jsou nahrazeny jinými a nově navržené vlastnosti je potřeba otestovat. Prototyp v
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základu počítá pouze s jazykem HTML, ale implementace by měla umožnit snadné upravení
na jiný jazyk.
Cíl: Navrhnout lepší způsob vkládání nových prvků a přiřazování atributů, než bylo u
prvního prototypu. Navrhnout vhodný způsob manipulace s prvky, jako mazání, přesuno-
vání nebo úpravy. Umožnit rozšířitelnost na jiné jazyky.
Název Atribut: hodnota x
Obrázek 3.3: Návrh druhého prototypu - blok + 4 vložené bloky
Návrh: Jednotlivé bloky se v základu podobají těm z prvního prototypu. Mají viditelně
oddělenou hlavičku (Název tagu a atributy) od obsahu (Obrázek 3.3). Hlavní změnou je
způsob vkládání nových bloků a přidávání parametrů. Nové bloky se přidávají tak, že uži-
vatel klikne do vyznačeného prostoru mezi jednotlivými podbloky. Tím se určí, kam chceme
nový blok přidat. Po kliknutí se zobrazí nabídka nejpoužívanějších bloků v daném kontextu
a tlačítko pro zobrazení všech použitelných bloků. Parametry se přidávají podobně. Stačí
kliknout na hlavičku bloku a zobrazí se nabídka pro přidání. Parametry se řadí v bloku
abecedně podle názvu parametru. Pokud prvek neobsahuje žádné další prvky, tak se u něj
nezobrazuje žádné místo, kam by bylo možné vložit další prvek. V takovém případě se nové
prvky přidávají stejně jako atributy, tedy kliknutím na hlavičku prvku, do kterého nový
prvek chceme vložit.
Přesouvání bloků probíhá metodou Drag and Drop tak, že se chytí hlavička bloku a
táhne se do vyznačených mezer mezi jinými bloky. U textových řetězců nelze začít tažení
kdekoliv, protože lze text označovat a nešlo by rozeznat, jestli chce uživatel označit text
nebo táhnout prvkem. Proto lze u textových objektů začít táhnout prvek pouze ze značky
před textem, která zároveň označuje, že jde o text.
Mazání se provádí tlačítkem, které se při najetí myší na hlavičku bloku objeví v pravém
horním rohu tohoto bloku. Pokud obsahuje objekt nějaký obsah, zobrazí se vedle původního
tlačítka, které smaže objekt i s obsahem, i druhé tlačítko, které smaže pouze samotný objekt
a jeho obsah přesune do nadřazeného prvku.
Dále je potřeba aby měla aplikace funkce pro vracení stavu dokumentu o krok zpět
(funkce Undo a Redo). Tlačítka Undo a Redo jsou v hlavičce kořenového objektu. Dále by
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mělo být možné vrátit zpět stav pouze jednoho objektu nebo jedné větve objektů. To bude
ale záviset na tom jestli to zvládne konkrétní implementace.
Prototyp 3 a další návrhy
Třetí prototyp už nebudu v rámci této práce implementovat. Ze zkušeností získaných při
implementaci a testování předchozích prototypů zde vypíšu některé návrhy a nápady, které
by bylo možné použít v dalších prototypech. Nejdříve je potřeba si říct, kterým směrem by
se měl vývoj ubírat. Ten by měl záviset na tom, na co by se měl výsledný editor používat,
a na tom, kdo ho bude používat.
V případě, že se bude používat na úpravu jednoduchých dokumentů s doplněním někte-
rých HTML prvků, bude cílová skupina uživatelů široká. Editor by měli zvládnout i méně
technicky znalí uživatelé. Editor by se měl tedy přizpůsobit těmto uživatelům.
V případě, že se bude editor používat na úpravu webových šablon, tvorbu webových
stránek nebo tvorbu webových aplikací, nebude potřeba rozhraní zjednodušovat. Bude ale
potřeba editor rozšířit o další funkce.
Asi nejdůležitější funkce, která by měla být v obou případech, je možnost přidávat ob-
jekty na řádek nebo rovnou mezi text. V aktuální verzi je přidávání inline HTML elementů
velmi nepřehledné a složité.
Pro usnadnění vyhledávání prvků by mělo být dostupné vyhledávání pomocí klávesnice.
Ale i možnost ovládat editor kompletně pomocí klávesnice by mohla hodně činností zrychlit.
Dále by mohla být postupně přidávána podpora pro další jazyky. Nejdříve značkovací
jazyky podobné HTML. Později i běžné programovací jazyky. Pro použití na webu by byl
ideální JavaScript. Na tento jazyk by šel použít koncept z druhého prototypu jen částečně.
Tento koncept by šel použít pro zobrazení funkcí, podmínek, cyklů a dalších prvků, které
se v běžném zápise zapisují samostatně na řádek. U prvků, které se zapisují na řádek vedle
sebe, by bylo potřeba trochu jiný koncept. Tento koncept by se pravděpodobně inspiroval
od rozhraní pro zápis matematických rovnic. V případě objektově orientovaného jazyka by
se do editoru dal přidat ještě třetí koncept, který by vycházel z UML diagramu tříd.
3.5 Návrh testování
Na vytvořených prototypech se bude testovat použitelnost návrhu uživatelského rozhraní.
Nejdůležitější aspekty navrhovaného rozhraní jsou rychlé pochopení základních principů
ovládání a malá náchylnost na dělání chyb. Tyto aspekty je potřeba otestovat na různých
skupinách lidí, od technicky neznalých uživatelů až po odborníky, kteří použité jazyky běžně
v textové formě používají. Cílová skupina uživatelů je sice někde mezi těmito okrajovými
skupinami, ale pro odhalení zásadních nedostatků navrženého rozhraní je potřeba testovat
na co největším spektru lidí.
První prototyp není potřeba testovat, většina nedostatků rozhraní byla nalezena už
během implementace a zkoušení prototypu.
Druhý prototyp bude testován postupně. Jakmile bude implementován dostatek funkcí,
aby šel prototyp použít na nějaké základní operace, bude prototyp otestován na základních
operacích a další změny v rozhraní se budou odvíjet od výsledků testů. Způsob vývoje
vychází z metody RITE. To znamená, že pokud bude v prototypu nalezena chyba už u první
testované osoby, tak pokud to bude možné, bude napravena ještě před dalším testováním.
Jednotlivé testy budou probíhat tak, že uživatel dostane papír se zadáním, kde jsou
základní instrukce a popis úkolu, který bude uživatel řešit. V zadání jsou kromě zadání
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i základní informace a instrukce. Po té, co si uživatel přečte zadání, dostane k dispozici
počítač se spuštěným prototypem a dalšími programy, které bude ke splnění úkolu potřeba.
Podle typu testovací osoby a podle stavu poslední verze prototypu, bude vybráno jedno
z následujících zadání.
Zadání 1
Úkolem je vytvořit krátký formátovaný dokument tak, aby se co nejvíce podobal přilože-
nému obrázku. V dokumentu jsou nadpisy 1. až 3. úrovně (H1 až H3 v HTML) , odstavce s
textem (P) a vodorovné čáry (HR). Aby nemusela testovací osoba psát zadané texty ručně,
dostane k dispozici neformátovaný textový soubor s připravenými texty.
Zadání je určeno k otestování základních principů editoru a způsobu přidávání prvků,
které jsou typické pro běžný textový dokument. Přesto, že přidávané prvky jsou prvky
jazyka HTML, podle popisků by je měli zvládnout i uživatelé, kteří HTML neznají.
Zadání 2
Toto zadání rozšiřuje to první. Přidává vytvoření odkazu (A) a použití stylů CSS pro změnu
barvy nadpisu. Uživatel nejdříve dostane zadání podobné tomu prvnímu a po splnění další
úkoly. Nejdříve dostane za úkol vytvořit odkaz. Pak dostane za úkol pomocí stylů změnit
barvu všech nadpisů jedné úrovně. Pokud během plnění úkolu, nepoužije přesouvání nebo
mazaní, dostane za úkol něco přesunout nebo smazat.
Zadání je určeno k otestování orientace v dokumentu, přesouvání objektů, zanořování
prvků. Splnění úkolu se očekává hlavně od uživatelů, co znají HTML.
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Kapitola 4
Realizace, experimenty a
vyhodnocení
4.1 Prototyp 1
Implementace
První prototyp byl implementován jako jednoduchá testovací webová aplikace. Byly použity
jazyky JavaScript, HTML, CSS, knihovna Prototype Js pro návrh pomocí tříd a snadnější
práci s uživatelským rozhraním. Pro převod HTML souborů do datových struktur byl použit
HtmlParser. Implementovány jsou pouze funkce potřebné k ověření navrženého konceptu.
Samotný prototyp není samostatně použitelný. Je napojen na testovací skript, ve kterém
je vložen testovací dokument. Testovací skript tento dokument převede z textové formy
na objekty pomocí knihovny HtmlParser a předá tyto objekty prototypu. Ten dokument
zobrazí a uživatel může dokument upravovat. Upravený dokument se nikam neukládá.
Experimenty
Vzhledem k tomu, že první prototyp je pouze koncept, tak na něm nemělo smysl provádět
cílené experimenty. Zjišťování chyb v uživatelském rozhraní probíhalo pouze zkoumáním
vlastností a rozhovorem s několika lidmi. Účelem bylo zjistit, jestli je základní koncept
použitelný.
Vyhodnocení
Ze zkoumání byla zjištěna jedna velká vada, a to způsob vkládání nových bloků. Z rozhraní
totiž není jasné, kam se nakonec blok vloží. Navíc by bylo nutné zobrazovat tlačítka na
vkládání bloků na obrazovce dvakrát, jednou pro vložení do aktuálního bloku a jednou pro
vložení za aktuální blok. Proto musí být v dalším prototypu tyto funkce přepracovány.
Další problém byl u střídavého odstínu pozadí u bloků. Bloky sice přehledně od sebe
odděluje, ale je matoucí, když mají bloky stejného typu jiné pozadí.
Při implementaci bylo zjištěno, že knihovna Prototype JS není pro tento typ aplikace
příliš vhodná. Proto musí být pro další prototyp nalezena lepší technologie. Samotný způsob
implementace musí být taky přepracován, protože dobře neumožňuje průběžné doplňování
nových funkcí. Kód pro vykreslování rozhraní a kód pro manipulaci s objekty by měly být
v dalším prototypu od sebe oddělen.
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Obrázek 4.1: Ukázka prvního prototypu.
4.2 Prototyp 2
Implementace
Vzhledem k tomu, že návrh implementace původního prototypu nepočítal s větším rozšiřo-
váním, tak druhý prototyp bylo potřeba kompletně přeprogramovat. Jako hlavní programo-
vací jazyk byl zvolen CoffeeScript, který je postaven na JavaScriptu a překládá se do něj.
CoffeeScript má oproti JavaScriptu přehlednější syntaxi a podporuje návrh pomocí tříd.
Díky tomu, že už sám CoffeeScript podporuje třídy, tak není pro jejich podporu potřeba
používat objektově orientovaný framework. Proto jsem vyměnil Prototype JS za používa-
nější jQuery. Dále byly použity knihovny HtmlParser a Underscore.js.
Architektura druhého prototypu používá některé principy návrhového vzoru MVC (Model-
View-Controller). Pro vykreslování se používají třídy odvozené od třídy View. Ty zajišťují
vykreslování objektů a zachytávání uživatelských vstupů. Pro popis chování jednotlivých
objektů se používají třídy odvozené od třídy Model. Ty zajišťují zpracování operací nad
objekty a uchovávají vazby mezi objekty. Tato architektura byla zvolena nejen pro lepší
přehlednost v kódu, ale hlavně proto, aby se při větších úpravách rozhraní nemusel předělá-
vat celý kód.
Celá struktura dokumentu je implementována formou stromu. Každý uzel je objekt třídy
odvozené od modelu a představuje jeden objekt v cílovém dokumentu (např. HTML tag,
řetězec nebo CSS selektor). Každý objekt má své ID a verzi, aby ho případně bylo možné
uložit do databáze. Při každé změně objektu se zvýší číslo jeho verze. Se změnou objektu
se rekurzivně změní i všichni jeho předchůdci ve stromové struktuře. Je to proto, aby se
změna zaznamenala všude tam, kde se může projevit. Tato struktura je navíc výhodná i
pro funkce Undo a Redo. Funkce Undo a Redo v tomto prototypu využívají struktury ve
formě stromu a uchovávání verzí objektů. Při použití funkce Undo pak stačí do aktuálního
kořenového objektu zkopírovat obsah některé z jeho předchozích verzí. To vnitřně funguje
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Obrázek 4.2: Ukázka druhého prototypu.
na jakýkoliv objekt ve stromu, takže by bylo možné vracet stav u každého objektu zvlášť.
Zatím jde ale pro jednoduchost rozhraní používat funkce Undo a Redo pouze na kořenový
objekt.
Architektura na bázi MVC umožňuje k jednomu modelu připojit více pohledů. To mi
pomůže implementovat aktuální náhled výsledného dokumentu tak, jak bude ve výsledku
vypadat. Kdykoliv se změní data v objektu, automaticky se tyto změny projeví ve všech
pohledech. Pohledů jsou tři typy. Jeden typ pohledů zajišťuje zobrazování objektu pro
úpravy, tedy kód dokumentu v grafické podobě. Další typ zajišťuje zobrazování výsledného
dokumentu. Poslední typ zajišťuje vypisování výsledného kódu v textové podobě.
V původní verzi tohoto prototypu byly pro zachytávání uživatelských vstupů použity
funkce knihovny jQuery. Pomocí jQuery se přiřadila ke každému objektu v dokumentovém
modelu obslužná funkce, která pak akci (kliknutí myši, najetí myši na objekt,. . .) předala
modelu. Ale vzhledem k tomu, že tento způsob odchytávání uživatelských vstupů je ne-
vhodný pro velký počet objektů, protože je příliš náročný na výkon počítače, bylo nutné
způsob odchytávání uživatelských vstupů změnit. Nyní jsou záchytné funkce pro jednotlivé
události myši přiřazeny pouze jednou k základnímu bloku editoru a při zachytnutí události
se najde blok objektu, který byl nejblíže zdroji události. Podle ID bloku funkce pozná,
ke kterému objektu blok patří a pohledu objektu předá událost. Pohled objektu pak podle
předané události zjistí, která akce se má na objektu vykonat a tu pak předá modelu objektu.
Původně byla v prototypu implementována funkce Drag and Drop přes funkce jQuery.
To, že se při změně objektu celý strom bloků v DOM v některých případech musí celý
přepsat, způsobí, že se smažou bloky navázané na tuto funkci v jQuery. To způsobí, že se
funkce nedokončí a program skončí v nepoužitelném stavu. V poslední verzi prototypu je
jQuery knihovna upravena tak, aby způsobené chyby opravovala. V dalších verzích ale bude
potřeba vytvořit vlastní implementaci této funkce, která bude těmto problémům předcházet.
V prototypu byly plně definovány pouze elementy, které jsou použity pro testování. Pro
jiné případy použití by je bylo potřeba dodefinovat.
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Experimenty
Po implementaci všeho potřebného k základní obsluze programu probíhá implementace
zároveň s testováním. Každý test se provádí na jednom nebo dvou uživatelích. Po každém
testu se navrhne změna v návrhu a změna se implementuje do posledního prototypu.
Ještě před testováním bylo potřeba upravit editor tak, aby uživatele nerušil ničím jiným,
než je samotné rozhraní.
1.test V prvním testu bylo potřeba otestovat základní ovládání. Cílem bylo najít co nej-
více nedostatků v krátkém čase, aby bylo možné prototyp připravit na podrobnější testování.
Aby bylo nalezeno co nejvíce základních chyb, byly k testování pozvány dvě osoby, které
jsou sice technicky znalé, ale HTML ani jiný počítačový jazyk neovládají. Osoby dostaly za
úkol splnit zadání č.1 (Kapitola 3.5).
Testovací osoby, měli s ovládáním prototypu velké problémy, a často vůbec nevěděli,
co mají dělat. Aby mohl být test dokončen, musel jsem jim s prováděním úkolu pomoci.
Bylo vidět, že pokud je dokument prázdný, uživatelé nevědí čím začít. Proto bylo v dalším
prototypu přidáno pole nadepsané textem:
”
Zde vložte první objekt.“, do kterého lze vložit
první objekt.
Testovací osoby se při přidávání textu do nadpisu snažily přidat nový objekt kliknutím
na hlavičku objektu. To ale přidávalo atributy k objektu a vzhledem k tomu, že ani jedna
nezná HTML, tak nedošly na to, že atributy k přidání textu do nadpisu neslouží. Přidávání
nového objektu do prázdného, se v této verzi provádělo kliknutím na název tohoto objektu.
Na to ale testovací osoby nepřišly. Proto jsem v dalším prototypu přidal šipky, které ukazují,
kam bude objekt vložen. Další možnost by byla sjednotit nabídky pro přidávání objektů a
atributů, to by ale mohlo znepřehlednit seznam přidávaných objektů.
Při náhodném procházení nabídek se zdálo, že mají uživatelé tendenci ignorovat některé
nabídky a upřednostňují jen ty s větším počtem objektů. Nevím, jak tento jev odůvodnit,
tak jsem přidal k jednotlivým položkám ikony, které vzhledem a barvou odlišují od sebe
jednotlivé typy objektů. Občas se stalo, že uživatel nevěděl, kam se objekt vloží a po vložení
byl překvapen, že se vložil jinam, než zamýšlel. V další verzi prototypu jsem trochu upravil
vzhled šipek, které lépe ukazují, kam se objekt vloží.
2.test Druhý test, měl za úkol zkontrolovat, jestli pomohl nový návrh vyřešit chyby z
předchozího testu. Zároveň měl zjistit, jak se bude rozhraní používat člověku, který HTML
běžně používá. Testovací osoba řešila zadání č.2. I přes přidané šipky, které měly odlišit
jednotlivé aktivní plochy pro přidávání objektů nebo atributů, si testovací osoba, stejně jako
ty předchozí, nevěděla rady s přidáváním nového objektu do prázdného objektu. Testovací
osoba našla chybu v prototypu v podobě čáry velikosti jednoho pixelu. Tato čára po kliknutí
dovolila přidat do prázdného objektu nový objekt stejně jako kliknutí na název objektu.
Testovací osoba dokončila úkol s použitím této čáry, na kterou je problém se strefit. Z toho
bylo jasné, že přidávání nového prvku kliknutím na název objektu není vhodné použít.
Proto jsem v dalším prototypu přidal pod prázdný objekt přidávací plochu. Nevýhodu to
má v tom, že prázdné objekty s touto plochou zabírají na obrazovce více místa.
Kromě tohoto problému, neměla testovací osoba žádné větší problémy s řešením úkolu,
hlavně proto, že jazyk HTML běžně používá a většinu principů zná z tohoto jazyka.
3.test Další test byl proveden na méně technicky znalé osobě se zadáním č.1. Kromě už
známých problémů, měla testovací osoba problém rozeznat, který z číslovaných nadpisů je
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nejvyšší. V dalším prototypu jsem přidal popisky k jednotlivým nadpisům.
4.test Zdá se, že po přidání přidávacího bloku, jsou uživatelé trochu zmateni. Když mají
na začátku více těchto bloků, nevědí, který k čemu slouží. Ale oproti minulému řešení už
bez větších problémů vědí, jak přidat dovnitř prázdného bloku další prvek.
Dále v tomto testu byla testována možnost přidat atributy. Těmto uživatelům bylo
zadáno vytvořit odkaz. Vzhledem k tomu, že uživatelé neuměli HTML a nemohli vědět, že
se odkaz vytváří přidáním atributu, bylo zajímavé otestovat, jestli na tuto možnost přijdou
sami. Bohužel ani jeden nedokázal tuto možnost najít. Z pozorování bylo vidět, že pokud
se plocha při najetí myši nezmění a změní se pouze poloha šipky, uživatelé to pokládají
za stejný prvek a toho, že se změní poloha šipky, si nevšimnou. Proto bude potřeba tyto
ovládací prvky odlišit např. změnou pozadí při najetí myší.
Dosud měla většina uživatelů problém zjistit, na co slouží druhé mazací tlačítko. Po
tomto testu byl přidán popisek k tomuto tlačítku, který se zobrazí po najetí myší.
5.test Tento test jsem provedl na třech HTML znalých osobách. Všechny osoby dostaly
zadání č.2. Se samotným ovládáním nikdo neměl větší problém. Jedna z osob měla problém
najít zadávací pole pro text, které na sebe upozorní po najetí myši a pokud je prázdné, nejde
vidět. V další verzi prototypu jsem přidal výjimku, která prázdné textové pole podbarví
bílou barvou.
6.test Další test jsem prováděl na osobě, která také zná HTML, ale je o generaci starší než
ty předchozí. Tady bylo poznat, že má větší problémy s učením typu pokus omyl. Testovaná
osoba měla problém z rozhraní zjistit, jak program funguje a hledala nějakou nápovědu. Až
do teď jsem se snažil testovat rozhraní bez dostupné nápovědy nebo manuálu. Po tomto
testu jsem přidal do rozhraní krátkou nápovědu pod ikonu s otazníkem.
7.test V posledním testu jsem chtěl vyzkoušet, jak si poradí s rozhraním starší osoba
bez větších technických znalostí. Osoba měla problémy s počátečními kroky v rozhraní a
ani nápověda jí nepomohla. Po ústním vysvětlení ale základní rozhraní pochopila. Samotná
nápověda by asi pomohla. V tomto případě byla ale příliš technicky napsaná. Po skončení
testu jsem nápovědu trochu upravil. Vhledem k tomu, že v cílové skupině uživatelů bu-
dou pravděpodobně technicky znalejší osoby, byl tento test pouze orientační a jednodušší
nápovědu nebude třeba vytvářet.
Vyhodnocení
Chyby, které šly snadno opravit, byly opraveny mezi testy. Opravy dalších chyb, které
potřebují složitější implementaci, jsem zahrnul do návrhu dalšího prototypu. Například
většina zkušenějších uživatelů postrádala vstup pomocí klávesnice. Při vyhledávání prvků
ze seznamu by se jim hodil nějaký textový filtr. Naopak méně zkušení uživatelé by uvítali
lepší nápovědu.
Byl vidět rozdíl mezi těmi, co znají HTML a těmi co ho neznají. Zatím, co HTML znalí
uživatelé se orientovali zásadně podle názvu tagu, ti co HTML neznali, četli při výběru
popisky v češtině a v hlavním zobrazení jim vadila absence tohoto popisku. V případě,
že bych chtěl usnadnit práci pro méně znalé HTML, musel bych nahradit HTML názvy
objektů jejich českým popisem. Tím by se ale znesnadnila práce naopak těm, co se orientují
podle názvu tagu.
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Při počátečním učení měla většina uživatelů problém s tím, že nevěděli, že nelze vkládat
text přímo, ale musí se zvlášť do objektu vložit. Zde by mohlo být řešením automatické
vkládání textového objektu do objektů, které většinou text obsahují. To by ale nebylo
vhodné například při použití editoru na tvorbu šablony do PHP, kde se místo textu přidávají
příkazy na výpis proměnných.
Oproti předchozímu prototypu se tento koncept manipulace s objekty ukázal jako pou-
žitelný a v případných dalších prototypech bude možno tento koncept použít. Zkušenější
uživatelé, kteří testovali pozdější verzi prototypu, se dokázali v rozhraní snadno zorientovat.
Ti méně zkušení sice ze začátku potřebovali poradit, ale pak se také v rozhraní zorientovali
a zadaný úkol dokončili.
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Kapitola 5
Závěr
V rámci této práce jsem nastudoval stávající metody pro vytváření dokumentů a aplikací
a porovnal jsem je mezi sebou. Dále jsem nastudoval způsoby vytváření a testování uživa-
telských rozhraní. Nastudované informace jsem využil při návrhu uživatelského rozhraní,
které řeší některé nevýhody textového zápisu počítačového jazyka. Navrhl jsem koncept
vizuálního editoru jazyků HTML a CSS. Základní koncept jsem implementoval v prvním
prototypu. Podle poznatků z tvorby prvního prototypu jsem změnil některé principy v
uživatelském rozhraní a navrhl a implementoval druhý prototyp. U toho jsem testoval pou-
žitelnost uživatelského rozhraní. V průběhu testů jsem prototyp podle potřeby upravoval.
Poslední testy druhého prototypu ukázaly, že je tento koncept použitelný na vytváření
jednoduchých dokumentů v jazycích HTML a CSS. Technicky znalé osoby se dokázaly v
rozhraní zorientovat bez pomoci nebo nápovědy a zvládly vytvořit HTML dokument a pou-
žít na něj CSS styly. Technicky méně znalé osoby po vysvětlení základních principů zvládly
vytvořit jednoduchý dokument. U technicky méně znalých osob, které nemají zkušenosti s
žádným počítačovým jazykem, je toto prakticky jediný způsob jak v těchto jazycích upra-
vovat dokument nebo webovou stránku.
V současném stavu dokáže tento koncept plně nahradit textový zápis těchto jazyků.
Základní konstrukce se vytvářejí snadněji než u textového zápisu. Aby se snadno vytvářeli
i složitější konstrukce, je potřeba doplnit návrh o další způsoby ovládání. Některé z těchto
způsobů jsem popsal v kapitole Návrh v části Prototyp 3 (3.4).
Některé testované osoby, které běžně v HTML pracují, po testu řekly, že by si tento
koncept dokázaly představit i jako jejich pracovní nástroj např. pro vytváření šablon pro
webové stránky a aplikace. Aby byl ale tento koncept v takovéto míře v praxi použitelný,
je potřeba ještě hodně vývoje a testování.
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Příloha A
Obsah CD
prototyp1/
Ve složce prototyp1 jsou zdrojové kódy prvního prototypu a potřebné knihovny. Prototyp
se spouští souborem index.html.
prototyp2/
Ve složce prototyp2 jsou zdrojové kódy druhého prototypu a potřebné knihovny.
• css/ styly
• designsources/ zdrojové soubory grafických prvků
• images/ obrázky a ikony
• libs/ knihovny třetích stran
• src/ zdrojový kód prototypu
• tests/ spustitelné html soubory
– index.html je prototyp s předpřipraveným obsahem.
– plugin.html je prototyp, který ukazuje funkčnost jQuery pluginu - výsledný kód
zobrazuje do textového pole.
– ukol1.html je prototyp, na kterém se prováděly testy na uživatelích.
plakát/
Plakát ve formátu .psd a .png.
video/
Krátké demonstrační video.
text/
Zdrojový text této práce.
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