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Abstrat
Open Distributed Proessing (ODP) is a framework for speifying open distributed systems, under devel-
opment by the International Standards Organisation (ISO). It is based on the general idea of \viewpoints"
| i.e. partial speiations of an overall system, from dierent perspetives | but assumes ve spei,
named viewpoints, whih are desribed informally in the ODP Referene Model (RM-ODP). This paper
summarises some observations regarding an attempt to use ODP to speify a omplex air traÆ ontrol
system. Some of the key issues that arise are disussed further in the ontext of the formal speia-
tion of a simpler, idealised model, involving two formalised viewpoints | the Information Viewpoint (a
high-level, abstrat speiation, in Z), and the Computational Viewpoint (a speiation of distributed
omponents and objets, in Objet-Z).
1 Introdution
The ODP (Open Distributed Proessing) framework is a general arhiteture for open distributed systems,
proposed by the ISO (International Standards Organisation). The Referene Model for ODP (RM-ODP |
see [10℄) identies ve \viewpoints" for system speiation, eah providing a dierent, partial perspetive
on the overall system:
 Enterprise Viewpoint | fouses on the overall sope, purpose, and poliies of the system. Represents
the system as a \ommunity" of \ators", serving an overall objetive.
 Information Viewpoint | speies in a fairly abstrat way the information involved in the system, and
how it is proessed, without desribing the distributed arhiteture that will be used.
 Computational Viewpoint | a funtional deomposition of the system into objets that interat via
spei interfaes.
 Engineering Viewpoint| a speiation of the mehanisms and funtions needed to support interation
between the distributed objets of the system.
 Tehnology Viewpoint | onerned with the onrete tehnologial infrastruture of a system, in terms
of the partiular hardware and software omponents involved, and how they are interonneted and
inter-related.
Sine it is intended to provide an arhiteture for open systems, the RM-ODP does not presribe partiular
speiation formalisms, software, or hardware. The viewpoints are informally dened in natural language,
and so are inevitably somewhat open to diering interpretations, although there have been attempts to
provide formal or semi-formal models of some aspets of the viewpoints [2, 3, 14℄. (For a disussion of the
idea of viewpoints in general, see [9℄.)
There have been some attempts at large-sale appliations of ODP, of whih the European air traÆ on-
trol organisation Euroontrol's ECHO study [8℄ | a speiation of a partiular air traÆ ontrol system
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| is an interesting example. Consideration of the ECHO study is a useful exerise, in that it raises some
general issues regarding ODP and the interpretation of its Referene Model, whih we disuss in an informal
setting. These inlude, for example: (1) what the sope and nature of the Information Viewpoint should be
(in the ECHO study, it denes datatypes subsequently used as lass attribute types in the Computational
Viewpoint, but does not enompass denitions of system state or system operations); (2) how a hierarhi-
al division into subsystems an be integrated with a division aording to viewpoints (the ECHO study
uses the Enterprise Viewpoint to express some hierarhial struturing, equating subsystems with multiple
"subommunities"); (3) how struture in terms of instanes of distributed objets should be speied in
the Computational Viewpoint (in the ECHO study, Computational lasses are dened, along with some
onstraints involving methods and ardinality links between lasses, but struture in terms of instanes is
less expliit); and (4) what kinds of relationships should there be between the viewpoints (for example, the
ECHO study uses Enterprise ator types as a proper subset of the Computational lass types).
The remainder of this paper is organised as follows. Setion 2 desribes how ODP is used and interpreted
in the ECHO study. In the light of some of the issues raised in setion 2, setion 3 presents a muh
simplied, idealised model of an air traÆ ontrol system, in whih the formal speiation languages Z
[12℄ and Objet-Z [11℄ are used to represent the Information and Computational Viewpoints respetively.
The Enterprise Viewpoint is expressed informally, and used to onstrain the struture of the Computational
Viewpoint. Setion 4 disusses the roles of the viewpoint orrespondenes, both in the ECHO study, and in
our simplied formal model. Finally, setion 5 onludes the paper with a summary of the main points.
2 ODP in the ECHO Study
The ECHO study provides speiations from three viewpoints | the Enterprise, Computational, and
Information Viewpoints. This setion looks at how these three are used to struture the overall speiation,
and omments on them individually.
2.1 Enterprise Viewpoint
In the ECHO study, subsystems of the overall system are identied with \ommunities" in the terminology
of the Enterprise Viewpoint | that is to say, with groups of ators serving a partiular overall objetive.
The three top-level ommunities identied, and their objetives, are as follows:
 Regulation. Objetive: To provide the rules and a struture of airspae in whih operations an be
arried out eetively and safely, and to ensure that operations work within this framework.
 Support. Objetive: To supply servies neessary for the operations ommunity to operate.
 Operations. Objetive: To provide the appropriate level of Air TraÆ Servie to airspae users.
The latter two are further broken down into subsystems or subommunities. Detailed speiations are given
for the Regulation, Control, Navigation, Surveillane, and Control ommunities. The Regulation system is
speied from the Enterprise Viewpoint, and the Control system from the Information and Computational
Viewpoints. Regarding Navigation and Surveillane, there is a ombined speiation from the Information
Viewpoint, and a speiation for the Surveillane system alone from the Enterprise and Computational
Viewpoints. Figure 1 summarises the struture of the overall system speiation in terms of viewpoints and
named subsystems. Names in italis indiate parts of the system for whih speiations are given in some
detail.
Where subsystems are analysed in detail from the Enterprise Viewpoint, this is done by means of informal
box and arrow diagrams in whih the boxes represent either lasses of ator, or other subsystems, and the
arrows represent responsibilities for providing data of various kinds, in the diretions indiated by the arrows.
(For example, two arrows from the \Radar" lass to the \SDPS" (Surveillane Data Proessing System) lass
indiate that one or more members of the former lass provide 2D and 3D positions to eah member of the
latter lass.) There is also some supporting text. In the speiation of the Surveillane subsystem, the
ve Enterprise \ator" type names form a proper subset of the Computational lass names used in the
Computational Viewpoint.
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Figure 1: Struture of the ECHO speiation
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2.2 Information Viewpoint
The two detailed Information Viewpoint speiations (jointly for the Navigation and Surveillane subsys-
tems, and for the Control subsystem) onsist of UML-style diagrams, and some informal text. Various types
of entity are named, and in some ases attributes are listed. No operations are speied for the Informa-
tion Viewpoint, whih seems to have been interpreted as a viewpoint for speifying datatypes used by the
system, at a fairly high level of abstration. From this perspetive, the ombination of the Navigation and
Surveillane systems into one Information Viewpoint speiation indiates a large overlap in the kinds of
data that the two systems use, but does not imply that they are being regarded as a single subsystem.
2.3 Computational Viewpoint
The Computational Viewpoint speiations (for the Surveillane and Control subsystems) are expressed
using informal text and diagrams. Classes of objet are presented, with attributes and methods being listed
by name. Attributes are assumed to ome with impliit \get" and \put" (i.e. set) methods. Attribute
types are not given expliitly, but an in many ases be inferred fairly obviously from attribute names whih
resemble the names of types identied in the Information Viewpoint. Many of the Computational Viewpoint
lassnames appear to orrespond to types of entity whose instanes would be fairly substantial distributed
appliations at the implementation level | e.g. databases of various kinds. For some methods, inputs and
outputs are given, together with an informal \Oers" statement whih desribes the funtion of the method
onerned, and a \Uses" list, stating the names of other methods (of the same lass or of others) \used" by
the method onerned.
The overall struture of eah subsystem, in terms of objet instanes of the Computational lasses, is not
stated expliitly. For example, as regards the Control subsystem, there is no expliit speiation of how
many objets of eah lass are involved, or of when or how suh objets are reated or destroyed. There are
no \main" lasses for the various subsystems, and the nature of the boundary between the Control System
and other subsystems is also not entirely lear | for example, it is not speied whether some Computational
objet instanes are shared between funtional subsystems. This is a signiant issue, beause it aets how
the external interfaes of subsystems are dened, whih in turn may aet how the Computational Viewpoint
speiation an be related to other viewpoints.
Box and link diagrams are provided, in whih the boxes represent lasses, and the links provide ardinality
onstraints between the lasses, and in some ases a diretion arrow, indiating that methods of one lass at
on objets of the other lass pointed to, but not vie versa. For example, in the Computational Viewpoint
speiation of the Surveillane ommunity, there is a one-to-one link from the SDPS (Surveillane Data
Proessing System) lass to the FDPD (Flight Data Proessing and Distribution) lass. Both of these
lasses, and also the Airraft and ATSU (Air TraÆ Servie Unit) lasses, also our in the Computational
Viewpoint speiation of another subsystem| the Control ommunity. However, some of the links involving
these lasses are dierent in the two detailed subsystem speiations | e.g. in the Control ommunity
speiation, no link is shown between the SDPS and ATSU lasses. It is not lear whether the Control and
Surveillane subsystems atually share some instanes | i.e. individual objets | of the Computational
lasses that they have any ommon, or whether the sets of instanes involved in the two subsystems are
entirely disjoint. Again, this issue aets the way that interfaes an be dened between subsystems, whih
may also aet the way that orrespondenes an be drawn between the Computational Viewpoint and other
viewpoints.
Methods whose names ontain the prex \spontaneous" are listed for some lasses in the Computational
Viewpoint. Suh a method is said to be \a trigger whih may be based on time or some other unspeied
event (this is often the start point of a method thread)." Some suh \spontaneous" methods ould possibly be
interpreted as \internal" operations, i.e. those whih do not involve interation with an external environment.
\Use ase senarios" in the OID (Objet Interation Diagram) notation illustrate some behaviour assoiated
with individual objets, although there are some disrepanies in terms of signature between these senarios
and the Computational Viewpoint, whih arose beause the senarios were produed independently.
2.4 Observations and Issues Arising from the ECHO Study
Consideration of the ECHO study suggests the following inter-related points:
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 Subsystems versus viewpoints. When viewpoint methods suh as ODP are applied to very large and
omplex systems, there is a tendeny to desribe the system in terms of omponents or subsystems as
well as in terms of viewpoints.
 Subsystems in the ECHO study. In the ECHO ase, there is at least some orrelation between major
subsystems and the Enterprise Viewpoint desription, insofar as several Enterprise \ommunities" are
identied whih seem to orrespond to separate subsystems.
 Subsystem interation. In an ODP speiation, how should the interations and interfaes between
major subsystems be desribed, and how should this relate to the viewpoints? The Computational
Viewpoint would seem the most appropriate one for dealing with this, but in the ECHO study, there
is little orrespondene between the lasses listed for the Computational Viewpoint, and the major
subsystems or \subommunities" identied in the Enterprise Viewpoint. Even though some of the
Computational Viewpoint lasses appear to represent fairly substantial distributed appliations, suh
as databases, they appear to be subsystems at a lower level than those identied as \ommunities" in
the Enterprise Viewpoint.
 Viewpoints and subsystem hierarhy. If a system onsists of a hierarhy of subsystems, how should the
hierarhial struture be desribed in a viewpoint speiation? For example, should eah subsystem
| at any of the levels, be speied from several viewpoints? Should the hierarhial struture be
speied within one or more of the viewpoints | and if so, whih ones?
 Speiation layout and struture. How should an ODP speiation | or indeed a viewpoint spei-
ation in general | be strutured and organized?
 Objet instanes versus lasses. In the ECHO study's detailed Computational Viewpoint speiations
(of whih there are two, for two spei subsystems), lasses of distributed objets are dened, but
the struture of eah subsystem in terms of instanes of those lasses is not stated expliitly (although
there are some ardinality onstraints between lasses, in informal diagrams), and there is no lass
orresponding to the whole subsystem. Suh information, onerning how instanes of Computational
Viewpoint objet lasses are omposed into an overall system or subsystem, would be a useful addition
to the Computational Viewpoint.
3 A Partially Formalised ODP Speiation
This setion disusses a simple model of an ATC system, whih addresses some of the issues arising from
the ECHO study, using the formal languages Z [12℄ and Objet-Z [11℄ to speify the Information and
Computational Viewpoints, respetively. A realisti model of an ATC system would, of ourse, be far
more omplex than this one | the aim here is to use an idealised model to explore some of the general issues
involved, not to provide an aurate model of an air traÆ ontrol system.
The ODP Referene Model is informally stated, goes into little detail about how the viewpoints or
orrespondenes between them should be represented, and is deliberately not expressed in terms of any
partiular speiation formalism or underlying formal model. Consequently, what is presented here is not
laimed to be a denitive interpretation, but is one possible way of interpreting the outline provided by the
Referene Model.
3.1 Enterprise Viewpoint
Aording to the informal aount in the ODP Referene Model, the Enterprise Viewpoint should represent
the system as a \ommunity" of \ators" of ertain types, eah serving a role in order to satisfy some overall
system objetive. The struture desribed is rather \at", onsisting of a single level of ators, serving one
objetive. It is not very lear how a hierarhial division into subsystems should be integrated with suh
a piture. The ECHO study provides one interpretation, by using the Enterprise Viewpoint to identify a
hierarhy of named subsystems | eah of whih is then regarded as an Enterprise \ommunity" in its own
right | as well as introduing some lasses of distributed objets whih are subsequently used as a subset
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of those referred to in the Computational Viewpoint. It is not made lear, however, whether the subsystems
are viewed as overlapping, in terms of the distributed objet instanes that they involve. Another way
of interpreting the Referene Model might be to allow some overlap between the onepts of \ator" and
\ommunity", i.e. to allow at least some of the \ators" in a top-level Enterprise Viewpoint speiation
to be treated as \ommunities" themselves, whih are then analysed in more detail | from multiple ODP
viewpoints if neessary | at a lower level.
In our simplied air traÆ ontrol speiation, we assume that the Enterprise Viewpoint onsists of an
informal statement of the hierarhy of subsystems involved, and of their objetives. (An alternative approah,
based on a language for speifying Enterprise \poliies" (i.e. permissions, prohibitions, and obligations) |
and a translation from that language into Objet-Z | is desribed in [13℄.) As just suggested, some of these
subsystems ould be thought of as being both \ators" and \ommunities" (or alternatively, the Referene
Model should be interpreted in suh a way that it allows a ommunity to onsist of several \subommunities",
as was assumed in the ECHO study). In the Computational Viewpoint, these subsystems will be identied
with instanes of objet lasses, and any overlap between them, in terms of ommon omponents, will be
stated expliitly | but in the Enterprise Viewpoint, we merely state their funtional objetives.
Like the system desribed in the ECHO study, the one desribed in this setion has \ommunities" or
subsystems at more than one level. At the top-level, the overall system has two subsystems: a \ontrol"
system, whose objetive is to alloate ights and resolve onits, and a \support" system, whose objetive
is to provide and update ight data. The \ontrol" system has two lower-level subsystems | a \ight
manager", whose objetive is to make the deisions, and a \ight database", whose objetive is to keep trak
of ight information. The \support" system has two lower-level omponents | a \surveillane" subsystem
for olleting data, and a \ight database" for storing the data. In the Computational Viewpoint, the ight
databases of the \ontrol" and \support" subsystems are identied as being in fat the same entity. The
Enterprise Viewpoint ould also be used | as in the ECHO study | to list types of ator other than the
subsystems themselves | e.g. \radars", \ontrollers", et. | that are subsequently used as some of the
lasses in the Computational Viewpoint.
3.2 Information Viewpoint
In the ECHO study, the Information Viewpoint is applied separately to parts of the overall system. It may
indeed in many ases be useful to provide suh subsystem speiations from the Information Viewpoint,
partiularly as a way of struturing the presentation of datatypes (as in the ECHO study). However, we
suggest that it would also be helpful for the Information Viewpoint to provide a high-level, fairly abstrat
speiation of the system as a whole. In addition to dening datatypes used as lass attribute types in the
Computational Viewpoint, this should adene an abstrat system state, and high-level operations (whih
an give an initial indiation of the top-level operations required in the Computational Viewpoint). The
speiation in our simplied air traÆ ontrol model, desribed in detail in this setion, is a speiation
of this kind. It would have to be rened further in pratie, for example by providing denitions of ertain
global prediates whih are not dened in detail, suh as those relating to onit. Likewise, the operations
dened would require further renement, to impose additional onstraints, and further operations might
need to be added.
Coordinates, points, and paths. Latitudes, longitudes, and airraft types are represented here ab-
stratly as given types, and \ight levels" and times as natural numbers. A \4D point" is a 4-tuple onsisting
of a latitude, longitude, ight level, and time. The funtion time returns the fourth element of suh a tuple,










8(lat ; long ; ; t) : Pt
4D
 time((lat ; long ; ; t)) = t
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A \4D path" is a spatio-temporal trajetory | represented by a nite sequene of 4D points | that is
possible for a speied type of airraft. The \start time" of a (non-empty) path is the time oordinate of













dom startTime = fp : Path
4D
j p:pts 6= h ig
8 p : Path
4D
 p 2 dom startTime ) startTime(p) = time(head (p:pts))
Flights and Conit. The main funtions of an ATC system are to assign and monitor ights, and to
resolve any onits that arise. Our idealised model assumes four broad types of onit, identied in the
ECHO ase study:
(1) Airraft{airraft (AA) onits | those involving unaeptable proximity between two airraft.
(2) Deviation onits | when an airraft's atual path deviates too far from its assigned path.
(3) Request onits | in whih an airraft requests an alteration to its assigned path.
(4) Resoure onits | those in whih an airraft's path onits with an \environmental objet",
suh as a mountain or an airspae boundary.
The four onit types are formalised dierently | (1) as a relation between ights, (2) and (3) as properties
of ights, and (4) as a relation between ights and environment objets. Aordingly, the Flight shema
has three 4D paths for a partiular airraft type atype, representing the path atually taken so far, the path
mostly reently assigned by air traÆ ontrol, and the path most reently requested by the airraft (either
before take-o, or to make an inight alteration). In this simplied model, the assigned and atual paths
























In a more detailed speiation, further invariants would need to be added to this shema, to impose further
onstraints on the inter-relations between the three paths.
The four types of onit involving ights are dened by assuming three relations of onit between
4D paths, whih would have to be onstrained further in a fuller speiation. \AA onit" (airraft{
airraft onit) is dened as involving two paths belonging to dierent ights | either two atual paths,
two assigned paths, or an assigned path and an atual path. Generi denitions of symmetri, reexive, and
irreexive relations, for an arbitrary type X , are used in the denitions relating to onit.
symmReln[X ℄ == fR : X $ X j 8 x ; y : X  (x ; y) 2 X ) (y ; x ) 2 X g
reexReln[X ℄ == fR : X $ X j 8 x : X  (x ; x ) 2 X g
irreexReln[X ℄ == fR : X $ X j 8 x : X  (x ; x ) 62 X g
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inAAConit ; inDevConit ; inReqConit : symmReln[Path
4D
℄































































A \resoure onit" relation is delared (but not preisely dened) between 4D paths and \environmental
objets" (whih are either airspaes or physial objets, suh as mountains).
[Airspae;PhysObj ℄
EnvObj ::= airspaehhAirspaeii
j physObj hhPhysObj ii
ResConit : Flight $ EnvObj
System state shema. The abstrat system state has as its main attributes a system time, a nite set of
environmental objets, a ight index, and a set of \urrent ights" (those in progress or waiting for take-o)
whih is a subset of the ights indexed. The ight index is an injetive sequene of ights (so ights are
uniquely numbered). Other attributes, whose values are determined by state invariants, reord the various
kinds of onits urrently present, and the set of all urrent ights whih are involved in some kind of
onit. The initialisation shema SysINIT requires that in an initial state, the system time is 0, and the




envObjs : F EnvObj
ightIndex : iseqFlight
urrentFlights ; allFlightsInConit : F Flight
aaConits : F(Flight  Flight)
devConits ; reqConits : F Flight
resConits : F(Flight  EnvObj )
allFlightsInConit  urrentFlights  ranightIndex
aaConits = AAConit \ (urrentFlights  urrentFlights)
devConits = DevConit \ urrentFlights
reqConits = ReqConit \ urrentFlights
resConits = ResConit \ (urrentFlights  envObjs)
allFlightsInConit =










Operations. The operations dened are: Tik , AssignFlight , TakeO , Landing , FlightObs , andResolveConit .










= envObjs ^ sysTime
0
= sysTime + 1
The AssignFlight operation adds a new ight f ! to the set of urrent ights (those already assigned |
either in progress, or awaiting take-o) and to the index of all ights. Its outputs are the ight f !, and the
start time t ! of its assigned ightpath, whih must be dierent to those of other urrent ights, and later
than the urrent system time. (In this simplisti model,, we assume that we are dealing with the air traÆ
ontrol system of a single airport, and that simultaneous take-os are ruled out on safety grounds, even if
there is more than one runway.) The sequene of points of the atual path of the new ight must be empty
(beause the ight has not taken o yet). The new ight must not result in any new onits arising.
AssignFlight
Sys
f ! : Flight ; t ! : Time
startTime(f !:assignedPath
4D
) = t ! ^ t ! > sysTime
8 f : urrentFlights  startTime(f :assignedPath
4D








= urrentFlights [ ff !g
f !:atualPath
4D






= envObjs ^ sysTime
0
= sysTime + 1
The TakeO operation represents an airraft taking o. Its inputs are a ight number n?, whih is one
of those in the domain of the ight index, and a ight f ?, whih is the ight indexed by that n?. The output
of the operation is a ight f !, idential to f ?, exept that its atual 4D path is now non-empty, with its
sequene of points ontaining one point | the rst 4D point in the assigned path of f ?. f ? must be a urrent
ight whih is not in onit. In this simplied model, TakeO is assumed to our at the sheduled take-o
time as speied in the assigned path.
TakeO
Sys
n? : N; f ?; f ! : Flight
n? 2 domightIndex ^ ightIndex (n?) = f ?






= ightIndex  fn? 7! f !g



















= (urrentFlights n ff ?g) [ ff !g
envObjs
0
= envObjs ^ sysTime
0
= sysTime + 1
The Landing operation models an airraft landing. It removes a ight from the set of urrent ights
(whih, if it is in onit, impliitly removes it from the ights in onit, as well, given the invariants in the




f ? : Flight
f ? 2 urrentFlights ^ urrentFlights
0






= envObjs ^ sysTime
0
= sysTime + 1
FlightObs represents the reeipt of an observation of an airraft's position at a partiular time (in the
form of a 4D point), regarding one of the urrent ights. f ? is the input ight, and f ! the modied output
ight, inorporating the new observation. The time oordinate of the observation must be less than or equal
to the urrent system time. The onstraints speied in the Flight datatype shema impliitly ensure that
the observation here must be sensible for the ight, i.e. it must be possible for the type of airraft involved,
given the atual path of 4D points so far.
FlightObs
Sys
n? : N; pt? : Pt
4D
; f ?; f ! : Flight
n? 2 domightIndex ^ ightIndex (n?) = f ?
f ? 2 urrentFlights ^ time(pt?) < sysTime
f ?:atualPath
4D
:pts 6= h i ^ time(pt?) > time(last(f ?:atualPath
4D
:pts))























= ightIndex  fn? 7! f !g
urrentFlights
0
= (urrentFlights n ff ?g) [ ff !g
envObjs
0
= envObjs ^ sysTime
0
= sysTime + 1
ResolveConit represents in a very abstrat way the resolution of a oniting set ights of ights, whih
is a subset of the urrent ights in onit. The partial injetive funtions indexedFlights? and indexedFlights !
represent respetively the initial indexing of those ights (a subset of the overall ight index), and the revised
indexing for the same ight numbers, after the oniting set of ights has been replaed by modied ights.
An invariant states that ights? is a \self-ontained" oniting set, in the sense that none of its members
are in \AA onit" (the only type of onit involving pairs of ights) with any other ights urrently in
onit. Further invariants state that indexedFlights ! represents a \resolution for" indexedFlights?; that the
new index ightIndex
0
uses the revised ights as indexed by indexedFlights
0
; and that no new onits have
been introdued as a result.
ResolveConit
Sys




dom indexedFlights? = dom indexedFlights !
ights? = ran indexedFlights? ^ ights?  allFlightsInConit
aaConits \ (ights? (allFlightsInConit n ights?)) = ?
indexedFlights ! resolutionFor indexedFlights? wrt envObjs
ightIndex
0
= ightIndex  indexedFlights !
urrentFlights
0
= (urrentFlights n ights?) [ ran indexedFlights !
allFlightsInConit
0
= allFlightsInConit n ights?
envObjs
0
= envObjs ^ sysTime
0
= sysTime + 1
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The 3-plae onit resolution used in this operation shema is delared as follows:
( resolutionFor wrt ) : P((N
1
7 Flight)  (N
1

















^ (8n : N
1















is an indexed set of ights in whih at least some onits are present, with respet to a set
objSet of environmental objets, and fn
2
is a seond set of ights (with orresponding numerial indies, and
orresponding airraft types for ights with the same index number) that is onit-free with respet to the
same set objSet .
3.3 Computational Viewpoint Speiation
The Computational Viewpoint speiation is expressed in Objet-Z [11℄, a language whih, given its intrin-
sially objet-oriented nature, is better suited than standard Z to the speiation of systems of distributed
objets. An Objet-Z speiation inludes several lass shemas , eah orresponding to an ADT, of whih
one represents the type of system being modelled, e.g. in our ase study, the Main lass. Variable delara-
tions suh as x : ClassName are allowed, where x denotes an unique identier for, or pointer to, an objet of
the lass Classname. If Op is an operation of lass Classname, the notation x :Op represents the exeution
of Op on the objet to whih x refers. For example, in the speiation given shortly, the Main lass has an
attribute lok of lass Clok , and the expression lok :Tik represents the exeution on that lok of its own
(lower-level) Tik operation. When a higher-level operation is dened in this way, by promoting an operation
on a omponent objet, the higher-level operation impliitly has the same input and output variables (if any)
as the omponent objet operation being promoted, and the higher-level operation impliitly has an empty
-list | so that it does not hange any attributes of the higher-level objet.
Eah operation has an optional -list, showing attributes that it allows to hange | attributes not in
the -list are not hanged by that operation (unless they are `seondary' attributes, separated from the
main attributes by a  symbol, in whih ase they may hange in any way onsistent with preserving the
state invariant). Class operations and attributes an be delared as \publi", or not, at the top of eah
lass | if suh delarations are not shown (as they are not in the following speiation), this means that
all operations and attributes are visible. Objet-Z provides several operators for ombining operations |
inluding ^ (shema onjuntion), and k. The latter operator impliitly introdues invariants whih equate
the output variables of one operation with similarly named input variables of another (e.g. if Op1 has an
output variable x ! and Op2 has an input variable x?, then the operation Op1kOp2 inludes an impliit
invariant x ! = x?).
The \ommunities" identied informally in the Enterprise Viewpoint are equated with partiular instanes
of some of the lasses speied in the Computational Viewpoint. Sine partiular instanes of Objet-Z lasses
may share omponent objets, speifying the ommunities in this way allows the dierent ommunities to
overlap in terms of the objets involved | something that is quite likely in a system omposed of distributed
objets, in whih some individual objets may operate as part of several ensembles of objets, eah of whih
olletively performs a partiular system funtion. (For example, an individual server might be shared by
several funtional groups of system omponents.)
The main fous in an initial Computational Viewpoint speiation should be to give a broad indiation
of system struture, in terms of identiable subsystems, and the objets of whih they are omposed. As
regards operations, the aim is to speify them in outline only, in terms of the objets that they involve,
whether they involve synhronisations of lower-level operations, and so forth. Operations are thus assoiated
with partiular distributed objets, rather than being dened in a purely abstrat way, as they were in
the Information Viewpoint speiation. Detailed onstraints on the inputs and outputs of operations, and
operation invariants, an be left to subsequent renement of those operations, whih might also involve
adding extra inputs and outputs. Some suh renement may our in the ourse of uniation with other
viewpoints | partiularly with the Information Viewpoint.
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Main system. The overall system is viewed as an instane of the Main lass. At the top level of abstra-
tion, an objet of this lass has a subsystem ontrol of type Control , for alloating ights and deteting
and resolving onits, and a subsystem support of type Support , whih provides and updates the data re-
quired by ontrol . The two subsystems share a database ightDbase, whih holds information about ights.
(The subsript

is an abbreviated notation in Objet-Z for \objet ontainment" | for example, the
attribute delaration ontrol : Control

implies a global invariant stating that eah instane of the Main
lass \uniquely ontains" its own objet instane ontrol of type Control , whih annot be shared with other
instanes of Main.) The AssignFlight operation involves a synhronisation of a request for a ight from
the support subsystem, with the atual assignment of a ight by the ontrol subsystem. The operations
FlightObs , Landing , and TakeO are promotions of the identially named operations of the surveillane







ontrol :ightDbase = support :ightDbase
lok = ontrol :lok = support :lok
INIT b= lok :INIT ^ ontrol :INIT ^ support :INIT
Tik b= lok :Tik
AssignFlight b= Tik ^ (support :RequestFlightkontrol :AssignFlight)
TakeO b= Tik ^ support :TakeO
Landing b= Tik ^ support :Landing
FlightObs b= Tik ^ support :FlightObs
ResolveConit b= Tik ^ ontrol :ResolveConit




INIT b= time = 0
Tik b= [(time) j time
0
= time + 1 ℄
The lok objet of a given instane of theMain lass is shared by all the other diret and indiret omponent
objets of that instane of Main. For the sake of larity, the tiking of the lok is shown expliitly in all
operations, at all levels | even though this is not stritly neessary, given that the lok is shared.
Control subsystem. An objet of the lass Control has a subsystem ightManager, whih exeutes ontrol
funtions, and a subsystem ightDbase, ontaining information about urrent ights. These two subsystems
have a lok objet in ommon. The AssignFlight operation, involving the assignment of a new ight, is
represented as the synhronisation of a ight seletion operation by the ight manager subsystem, and an
operation on the ight database subsystem whih reords that seletion. The ResolveConit operation









lok = ightManager :lok = ightDatabase:lok





Tik b= lok :Tik
An objet of the lass FlightManager has as its attributes a nite set of one or more \ontrollers", and
a lok (whih is ommon to all the ontrollers). The SeletFlight and ResolveConit operations represent
the seletion of a ight and the resolution of a onit set, respetively, by a partiular ontroller. These are






8  : ontrollers  :lok = lok
INIT b= lok :INIT ^ (
V
 : ontrollers  :INIT)
SeletFlight b= Tik ^ [1 : ontrollers ℄ 
1:SeletFlight ^ (
V
2 : ontrollers n f1g  2:Tik)
ResolveConit b= Tik ^ [1 : ontrollers ℄ 
1:ResolveConit ^ (
V
2 : ontrollers n f1g  2:Tik)
Tik b= lok :Tik
The Controller lass has a single attribute | a lok. The SeletFlight operation represents the seletion
of a ight by a ontroller. Its input is an airraft type, and its outputs are a ight and a take-o time.
This operation is dened only in terms of inputs and outputs here | it would be rened further to impose
onstraints on the inputs and outputs. The same omment applies to the ResolveConit operation, whih
represents the resolution of a partiular set of oniting ights by an individual ontroller.
Controller
lok : Clok
INIT b= lok :INIT
SeletFlight b= Tik^




Flight ; oldIndex?;newIndex ! : N
1
7 Flight ℄
Tik b= lok :Tik
The FlightDbase lass has a state shema very similar to the global state shema Sys in the Z speiation
for the Information Viewpoint. As in the ECHO study, it assumes datatypes (suh as Flight) and global
denitions of sets, funtions, et., that are already dened in the previously given Information Viewpoint
speiation. (N.B. An Objet-Z speiation an inlude onventional Z shema type delarations and
global denitions, so this is unproblematial.) The operations AssignFlight , TakeO , Landing , FlightObs ,
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and ResolveConit are given in outline form here, simply with inputs and/or outputs of spei types.
They would need to be rened later, in order to inorporate the onstraints embodied in the operations of
the same names in the top-level state of the Information Viewpoint speiation.
FlightDbase
envObjs : F EnvObj
ightIndex : iseqFlight
urrentFlights : F Flight
lok : Clok

allFlightsInConit ; reqConits ; devConits : F Flight
aaConits : F(Flight  Flight)
resConits : F(Flight  EnvObj )
allFlightsInConit  urrentFlights  ranightIndex
aaConits = AAConit \ (urrentFlights  urrentFlights)
devConits = DevConit \ urrentFlights
reqConits = ReqConit \ urrentFlights
resConits = ResConit \ (urrentFlights  envObjs)
allFlightsInConit = devConits [ reqConits
[(dom aaConits) [ (dom resConits)
INIT b= lok :INIT ^ ightIndex = h i
AssignFlight b= Tik ^ [(ightIndex ; urrentFlights)
atype? : AirraftType; f ? : Flight ; t ! : Time ℄
TakeO b= Tik ^ [(ightIndex ; urrentFlights)fNo? : N
1
℄




[(ightIndex ; urrentFlights)fNo? : N
1
; pt? : Pt
4D
℄




Tik b= lok :Tik
Support subsystem. An objet of the lass Support onsists of a surveillane subsystem, a ight database
subsystem, and a lok, whih is ommon to both of those subsystems. The operation FlightObs represents
the reeipt of a mid-ight observation, and the operations Landing and TakeO represent the registering of a
landing and a take-o, respetively. These three operations are analysed as syhronisations of a surveillane
operation with a orresponding update operation aeting the ight database. The operation RequestFlight







lok = surv :lok = ightDbase:lok
INIT b= lok :INIT ^ surv :INIT ^ ightDbase:INIT
FlightObs b= Tik ^ (surv :FlightObskightDbase:FlightObs)
Landing b= Tik ^ (surv :LandingkightDbase:Landing)
TakeO b= Tik ^ (surv :TakeO kightDbase:TakeO )
RequestFlight b= Tik ^ surv :RequestFlight
Tik b= lok :Tik
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An objet of the Surv (surveillane system) lass onsists of a set of one or more radar stations, and a
lok, whih is also a omponent of all the radars. The FlightObs models the reeipt of an observation from
one of the radars. The Landing and TakeO operations are assumed to be observed diretly, and so do not
involve a radar station. The operation RequestFlight represents very abstratly the reeipt of a request for






8 r : radars  r :lok = lok
INIT b= lok :INIT ^ (
V
r : radars  r :INIT)
FlightObs b= Tik ^ [r1 : radars ℄ 
r1:FlightObs ^ (
V
r2 : radars n fr1g  r2:Tik)
Landing b= Tik ^ [ fNo! : N
1
℄
TakeO b= Tik ^ [ fNo! : N
1
℄
RequestFlight b= Tik ^ [ atype! : AirraftType ℄
Tik b= Tik ^ (
V
r : radars  r :Tik)
Objets of the Radar lass are modelled very abstratly, with only a single attribute | a lok. The
operation FlightObs represents the reeipt of a 4D point observation for a partiular ight number (with the
time oordinate being the urrent lok time), plus the tiking of the lok; and Tik represents the tiking
of the lok only.
Radar
lok : Clok
INIT b= lok :INIT
FlightObs b= Tik ^ [ fNo! : N
1




) = lok :time ℄
Tik b= lok :Tik
4 Viewpoint Correspondenes
Previous related work [2, 3℄ involving the authors and other olleagues has developed a general approah to
viewpoint speiation that is independent of partiular formal speiation languages, and that is appliable
to, but not restrited to, ODP viewpoints. The entral idea of this approah is that multiple viewpoints | in
some ases expressed in several dierent languages | an be shown to be mutually onsistent by developing
a speiation that is a ommon renement of all the viewpoints, a proess desribed as \uniation". In
pratie this an be done step by step rather than in one go, unifying speiations a pair at a time, until
ultimately a binary tree of speiations has been onstruted, in whih the leaves are the initial viewpoint
speiations, and the root is their ommon renement.
To apply this general approah to a partiular formalism requires a well-dened notion of renement for
that formalism. When several formalisms are used, methods for translating from one formalism to another
are also needed (the translations already onsidered inlude, for example, that from LOTOS to Objet-Z
[7℄).
In this setion, our aim is to onsider what the relationships between ODP viewpoint speiations might
typially look like, using the ECHO study and our simplied air traÆ ontrol model as an example. Given
the informal nature of the ODP Referene Model, this is of ourse not a denitive interpretation, but one
possible interpretation.
In the ECHO study, the roles of the Enterprise, Information, and Computational Viewpoints, and the
main orrespondenes between them, an be summarised briey as follows:
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 Enterprise Viewpoint. This is used to outline the struture of the overall system, in the sense of equating
\subommunities" with subsystems, some of whih are then speied in detail from the Information
and Computational Viewpoints. Also, Enterprise \ator" type names are subsequently used as a proper
subset of the lass names in the Computational Viewpoint.
 Information Viewpoint. This is treated as a viewpoint for dening types of data used by the system,
at a fairly high level of abstration | no operations are dened for this viewpoint. The Information
Viewpoint types are used as lass attribute types in the Computational Viewpoint. Their presentation
is subdivided into groups of related datatypes for individual Enterprise subsystems, or pairs of suh
subsystems, in one ase where there is a large overlap in the datatypes used.
 Computational Viewpoint. This onsists of lasses dened by means of UML lass diagrams, and
informal text. Attributes and methods are listed | in some ases with inputs, outputs, and information
about the purpose of lasses and the names of other methods (of the same or dierent lasses) that
they use.
 In addition, the Tehnology Viewpoint is said to onstrain the Enterprise Viewpoint (although no
speiation from the Tehnology viewpoint is provided).
In our simplied partially formalised model, we have suggested that the Information Viewpoint should
be interpreted in suh a way that it provides a fairly high-level, abstrat formal speiation of the state and
operations of the overall system, as well as providing datatype denitions. The more onrete Computational
Viewpoint speiation an then be thought of as a partiular, more implementation-oriented speiation
that gives more onrete information about system struture, in terms of distributed objets.
There should be a one-to-one orrespondene between the top-level operations of the Information View-
point and the top-level operations of the Main lass in the Computational Viewpoint. The latter operations
will often be dened, however, in terms of lower-level Computational Viewpoint operations, in some ases
involving synhronisations or sequential ompositions of suh lower-level operations. If the Information
Viewpoint were used to speify individual subsystems as well as the overall system, then a similar one-to-one
orrespondene between Information and Computational Viewpoint operations should be obliged to hold at
the top levels of eah suh subsystem.
A possible role for the Enterprise Viewpoint is to provide a starting point for the Computational View-
point by identifying funtional subsystems and their objetives (as in the ECHO study and in our simplied
model), without speifying the onrete objets used to implement them, or the extent to whih the subsys-
tems overlap in terms of objets. This ould be done not only at the top level, but as a way of initiating the
struturing of subsystems developed in the Computational Viewpoint. In addition, the Enterprise Viewpoint
may identify some of the lasses of objet to be used in the Computational Viewpoint. As in the simplied
air traÆ ontrol model desribed in this paper, the Enterprise Viewpoint need not be expressed formally,
even if the Information and Enterprise Viewpoints are.
One general point that is apparent from the ECHO ase study is that there is a need to interpret the
ODP Referene Model in a way whih allows hierarhial struture to be speied and subsystems to be
identied. As regards the Enterprise Viewpoint, viewing the overall system as a single, one-level ommunity
of ators, serving a single objetive, seems inadequate for some omplex systems. Allowing some ators to
be thought of as \ommunities" in their own right, whih an then be analysed in more detail by a reursive
appliation of the ODP viewpoints, is one possible way of interpreting the Referene Model that allows suh
hierarhial struturing. At lower levels, it might not be onsidered neessary to speify every subsystem
from two or three viewpoints, e.g. a Computational Viewpoint speiation alone might suÆe.
The layout and organization of an ODP speiation need not always onsist simply of a sequene of
separate viewpoint speiations. In some ases, it might be more onvenient to intermingle the viewpoints to
some extent, with the overall speiation reeting the hierarhial struture, and with dierent viewpoint
speiations of the same subsystem being adjaent to one another. For large-sale speiations, software
tools whih an reord and graphially display networks of speiations from dierent viewpoints, and their
ommon renements, would be a very useful aid. Suh a framework of speiations ould ultimately be
used to struture an implementation into exeutable ode.
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5 Conlusion
This paper began with a desription of a ase study (the ECHO air traÆ ontrol system) in whih an
attempt was made to apply the ODP viewpoints framework to speify a omplex distributed system, using
three of the ve ODP viewpoints | the Information, Computational, and Enterprise Viewpoints. Some
observations onerning that study were used to raise some general issues relating to the interpretation of
the ODP Referene Model. It was emphasised that an interpretation of the ODP Referene Model should
provide some way of desribing funtional subsystems or omponents of the overall system | inluding how
they are organised hierarhially, and how they are omposed of instanes of distributed objets, in some ases
shared between dierent funtional subsystems (an aspet whih is not very expliit in the ECHO study).
It was also suggested that the Information Viewpoint should provide not only a denition of datatypes (as
in the ECHO study), but also a high-level abstrat denition of overall system state and operations.
A simple, idealised air traÆ ontrol model was presented to explore some of these issues. In this model,
the Enterprise Viewpoint was used informally to identify a hierarhy of the main funtional subsystems
and their objetives (as in the ECHO study). The language Objet-Z was used to desribe the struture of
distributed objets in the Computational Viewpoint. The state-based language Z was used to provide a high-
level, abstrat desription of datatypes and top-level system operations (whih orresponded one-to-one with
the operations of the top-level Main lass in the Computational Viewpoint). It was suggested that suh a
more expliit representation of these aspets of system struture and behaviour ould usefully augment those
aspets foussed upon in the ECHO study, suh as the identiation of Information Viewpoint datatypes
and Computational Viewpoint lasses.
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