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Na tomto mı´steˇ bych ra´d podeˇkoval vsˇem, kterˇı´ mi pomohli tento projekt dota´hnout do
konce, prˇedevsˇı´m Ing. Lumı´ru Na´vratovi, za jeho ochotu a prˇı´veˇtivy´ prˇı´stup.
Abstrakt
Cı´lem te´to pra´ce je provedenı´ analy´zy mozˇnostı´ synchronizace mobilnı´ch zarˇı´zenı´ po-
staveny´ch na platforma´ch Microsoft Windows Mobile 6.5 a Microsoft Windows Phone 7
se sluzˇbou Google Calendar, popis a pomeˇrˇenı´ jizˇ existujı´cı´ch softwarovy´ch rˇesˇenı´ te´to
problematiky a konecˇneˇ na´vrh a implementace vlastnı´ho rˇesˇenı´ pro platformu Microsoft
Windows Mobile 6.5. Vy´sledna´ aplikace bude podporovat obousmeˇrnou synchronizaci,
hromadnou synchronizaci s vı´ce kalenda´rˇı´ v ra´mci jednoho uzˇivatelske´ho u´cˇtu a bude
podporovat take´ synchronizaci u´kolu˚ (Google Tasks).
Klı´cˇova´ slova: Microsoft, Windows Mobile, Windows Phone, Google, kalenda´rˇ, u´kol,
mobilnı´ aplikace, REST, API, synchronizace
Abstract
The goal of this thesis is to analyze the options of synchronization of the Microsoft Win-
dows Mobile 6.5 and Microsoft Windows Phone 7 devices with the Google Calendar
service, to describe and compare the already existing software solutions, and finally, to
design and implement my own solution for the Microsoft Windows Mobile 6.5 platform.
The resulting applicationwill be capable of bi-directional synchronization, batch synchro-
nization with multiple calendars within a single Google account, and will also support
Google Tasks synchronization.
Keywords: Microsoft, WindowsMobile,Windows Phone, Google, calendar, task, mobile
application, REST, API, synchronization
Seznam pouzˇity´ch zkratek a symbolu˚
API – Application programming interface
CF – Compact framework
GCal – Google Calendar
GTasks – Google Tasks
HTTP – Hypertext transfer protocol
JSON – JavaScript object notation
REST – Representational state transfer
MS – Microsoft
OS – Operating system
POOM – PocketOutlook Object Model
SDK – Software development kit
WinForms – Windows Forms
WM – Windows Mobile
XML – Extensible markup language
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61 U´vod
Kalenda´rˇe, dia´rˇe, a organize´ry jsou uzˇitecˇny´mi a nezrˇı´dka kazˇdodennı´mi pomocnı´ky v
nasˇich zˇivotech. Mozˇnost efektivneˇ spravovat svu˚j cˇasovy´ rozvrh a mı´t prˇehled nad blı´z-
kou i vzda´leneˇjsˇı´ budoucnostı´ je zvla´sˇteˇ v dnesˇnı´ uspeˇchane´ dobeˇ pro neˇktere´ vyslovena´
nezbytnost, pro jine´ trˇeba jen veˇc, na kterou si prosteˇ zvykli a usnadnˇuje jim zˇivot. Ovsˇem
bez ohledu na to, jaky´m zpu˚sobem tyto prostrˇedky pouzˇı´vajı´, cˇi do jake´ mı´ry jsou na
nich pracovneˇ nebo jinak za´vislı´, vzˇdy je podstatny´ jeden fakt - aby meˇli ve vsˇech teˇchto
na´strojı´ch konzistentnı´ u´daje.
V doba´ch drˇı´veˇjsˇı´ch by to v praxi znamenalo rucˇnı´ prˇepisova´nı´ potrˇebny´ch za´znamu˚
z kalenda´rˇe do dia´rˇe a naopak. Avsˇak dnes jizˇ ma´me k dispozici prostrˇedky, ktere´ na´s te´to
na´mahy mohou zbavit. Veˇtsˇinu dat totizˇ beˇzˇneˇ ukla´da´me (nebo ma´me mozˇnost ukla´dat)
v elektronicke´ podobeˇ a nejinak je tomu u dia´rˇu˚ a kalenda´rˇu˚ - a to prˇina´sˇı´, za prˇedpokladu
odpovı´dajı´cı´ u´rovneˇ nasˇeho vybavenı´, mozˇnost synchronizace, neboli procesu zarucˇenı´
konzistence dat mezi jednotlivy´mi zarˇı´zenı´mi cˇi sluzˇbami.
Jednou z takovy´ch sluzˇeb je velmi popula´rnı´ Google Calendar (akaGCal), jednoducha´
a za´rovenˇ na funkce bohata´, webova´ aplikace ovla´dana´ prˇı´mo v internetove´m prohlı´zˇecˇi.
Krom webove´ho rozhranı´ je k nı´ ovsˇem mozˇno prˇistupovat i prˇes Google Calendar API,
cozˇ programa´toru˚m umozˇnˇuje vyvı´jet synchronizacˇnı´ na´stroje pro kalenda´rˇ bez ohledu
na pouzˇitou platformu.
V ra´mci te´to pra´ce se budeme zaby´vat mozˇnostmi Google Calendar synchronizace s
mobilnı´mi platformami vytvorˇeny´mi spolecˇnostı´ Microsoft, konkre´tneˇ Windows Mobile
6.5 aWindows Phone 7. Nejprve prozkouma´me podobu relevantnı´ch sluzˇeb a technologiı´
spolecˇnosti Google, pote´ provedeme rozbor obou mobilnı´ch Windows platforem. Na´sle-
dovat bude analy´za aktua´lneˇ dostupny´ch synchronizacˇnı´ch rˇesˇenı´ pro uvedene´ operacˇnı´
syste´my a konecˇneˇ na´vrh a implementace rˇesˇenı´ vlastnı´ho (pro platformuWindows Mo-
bile 6.5), ve ktere´m se take´ pokusı´me eliminovat cˇi zredukovat prˇı´padne´ nedostatky
konkurencˇnı´ch aplikacı´.
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2.1 Google Calendar a Google Tasks
Hlavnı´ entitou, kolem nı´zˇ se ota´cˇı´ tato pra´ce v cele´m sve´m rozsahu, jak v teoreticke´ tak
prakticke´ cˇa´sti, je sluzˇba Google Calendar. Je zarˇazena do sˇiroke´ sˇka´ly sluzˇeb zdarma
poskytovany´ch pod za´sˇtitou spolecˇnosti Google (prˇesneˇji Google Inc.) a jak je z na´zvu
patrne´, jejı´m prima´rnı´m u´cˇelem je spra´va virtua´lnı´ho kalenda´rˇe, resp. kalenda´rˇu˚. Na´hled
hlavnı´ho okna aplikace v rezˇimu zobrazenı´ meˇsı´ce, vcˇetneˇ panelu s u´koly u prave´ho
okraje, je k videˇnı´ na obr. 1.
Mezi hlavnı´ funkce sluzˇby patrˇı´:
• Spra´va jak celodennı´ch (cˇi vı´cedennı´ch) tak kra´tkodoby´ch uda´lostı´
• Rekurentnı´ (opakovane´) uda´losti s bohaty´mi mozˇnostmi nastavenı´ opakovacı´ho
vzoru
• Upozorneˇnı´ na uda´lost (e-mailem cˇi pop-upem)
• Spra´va vı´ce kalenda´rˇu˚ v ra´mci jednoho Google u´cˇtu
• Spra´va u´kolu˚ - Google Tasks, podsluzˇba kalenda´rˇe
• Meˇsı´cˇnı´, ty´dennı´, dennı´ a agendovy´ rezˇim zobrazenı´
Kalenda´rˇ da´ledisponujevelmiuzˇitecˇnou socia´lnı´ fukcionalitouvpodobeˇ jehozprˇı´stup-
neˇnı´ ostatnı´m uzˇivatelu˚m. Mimojine´ jej lze pouzˇı´t take´ jako formula´rˇ, kde se urcˇiteˇ uda´-
losti jevı´ uzˇivatelu˚m jako cˇasove´ sloty, do ktery´ch semu˚zˇou registrovat (funkce prˇihla´sˇky).
Tato inovativnı´ cˇast funkcˇnosti sluzˇby by si jisteˇ zaslouzˇila du˚kladneˇjsˇı´ popis, avsˇak nema´
nic spolecˇne´ho se synchronizacı´ (prˇinejmensˇı´m ne tou, ktera´ je prˇedmeˇtem te´to pra´ce) a
nebudeme se jı´ tedy da´le zaby´vat.
Funkce tzv. to-do listu˚, neboli u´kolu˚, je sice soucˇa´stı´ kalenda´rˇove´ aplikace, ovsˇem ma´
vlastnı´ separa´tnı´ API nazvanou Google Tasks a proto je take´ takto pracovneˇ nazy´va´na.
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2.2 OAuth 2.0
OAuth (zkratkovy´ vy´raz pro Open Auth neboli Open Authorization) je protokol obsta-
ra´vajı´cı´ otevrˇenou autorizaci uzˇivatelu˚.
Otevrˇena´ autorizace obecneˇ znamena´, zˇe do klientske´ aplikace uzˇivatel nikdy ne-
vkla´da´ sve´ autorizacˇnı´ u´daje - mı´sto toho je vlozˇı´ mimo aplikaci do dialogu otevrˇene´
autorizacˇnı´ sluzˇby (typicky ma´ podobu webove´ho prˇihla´sˇenı´ zabezpecˇene´ho technologiı´
SSL) a aplikace pote´ ze sluzˇby zı´ska´ pouze urcˇity´ autorizacˇnı´ ko´d. Uzˇivatel je tak chra´neˇn
prˇed nebezpecˇny´mi aplikacemi, ktere´ by jeho prˇihlasˇovacı´ u´daje mohly zneuzˇı´t.
Nejinak je tomu u technologie OAuth 2.0, cozˇ je momenta´lneˇ prima´rnı´, Googlem do-
porucˇeny´ zpu˚sob autorizace pro prˇı´stup do Google APIs. Pomocı´ OAuth lze autorizovat
prˇı´stup do vesˇkery´ch API, ktere´ Google poskytuje [1].
Autorizacˇnı´ proces OAuth 2.0 pro typ aplikace Installed application, mezi ktere´ se rˇadı´
i aplikace vznikajı´cı´ v ra´mci te´to pra´ce, je zna´zorneˇn sekvencˇnı´m diagramem na obr. 2
(oficia´lnı´ diagram poskytovany´ Google dokumentacı´) a vypada´ na´sledovneˇ:
1. Uzˇivatel si prˇeje prove´st prˇihla´sˇenı´ a klikne na prˇı´slusˇny´ ovla´dacı´ prvek v aplikaci
2. Spustı´ se webovy´ browser s Google webovou stra´nkou obsahujı´cı´ zabezpecˇeny´
prˇihlasˇovacı´ dialog
3. Uzˇivatel se prˇihla´sı´
4. Uzˇivateli je prezentova´n seznam oblastı´, ke ktery´m aplikace pozˇaduje prˇı´stup (tzv.
OAuth scopes), naprˇ. kalenda´rˇe a u´koly
5. Uzˇivatel potvrdı´ prˇı´stup (v opacˇne´m prˇı´padeˇ prˇihlasˇovacı´ proces koncˇı´ neu´speˇ-
chem)
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6. Uzˇivateli je zobrazen autorizacˇnı´ ko´d
7. Uzˇivatel autorizacˇnı´ ko´d zkopı´ruje do schra´nky, vlozˇı´ jej zpeˇt do aplikace a potvrdı´
8. Aplikace odesˇle na autorizacˇnı´ server pozˇadavek obsahujı´cı´ autorizacˇnı´ ko´d
9. Pokud je autorizace u´speˇsˇna´, odpoveˇd na pozˇadavek obsahuje:
• access token - tento prˇı´stupovy´ token je na´sledneˇ prˇikla´da´n ke kazˇde´mu pozˇa-
davku o prˇı´stup do API. Token je cˇasoveˇ omezen na 3600s.
• refresh token - tento token se pouzˇiva´ k zı´ska´nı´ nove´ho access tokenu. Refresh
token lze pouzˇı´vat cˇasoveˇ neomezeneˇ azˇ do chvı´le, kdy uzˇivatel odebere apli-
kaci prˇı´stupova´ pra´va v nastavenı´ sve´ho Google u´cˇtu.
• epires in - pocˇet sekund, za kolik obdrzˇeny´ access token vyprsˇı´.
• token type - momenta´lneˇ je hodnota toho parametru vzˇdy ”Bearer”
Tyto autorizacˇnı´ informace jsou ulozˇeny, prˇihlasˇovacı´ proces je dokoncˇen a aplikace
je prˇipravena komunikovat s vlastnı´mi Google API.
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2.3 Google APIs
Google APIs (cely´ oficia´lnı´ na´zev znı´ Google Apps Application APIs) jsou rozhranı´m
umozˇnˇujı´m vy´vojarˇu˚m aplikacı´ prˇı´stupovat k naproste´ veˇtsˇineˇ Google sluzˇeb. Google jich
momenta´lneˇ skrze sve´ API zprˇı´stupnˇuje 36, prostou Translator API pocˇı´naje a Google+
API koncˇe. Aplikace pouzˇı´vajı´ pro komunikaci s aktua´lnı´mi API standardnı´ protokol
HTTP (resp. jeho sˇifrovanou SSL verzi, HTTPS) s vyuzˇitı´m REST architektury (popsa´na
nı´zˇe) [2, 3].
Starsˇı´ API se jmenujı´ GoogleDataAPI (veˇtsˇinou jsou oznacˇova´ny jen zkra´ceneˇ, GData)
a jsou oznacˇene´ jako deprecated [4], tedy zastarale´ nebo vyrˇazene´. Jsou ovsˇem nada´le
funkcˇnı´ kvu˚li vyrˇazovacı´ politice Googlu (deprecation policy), avsˇek jejich dokumentace
je vdosti nekonzistentnı´m stavu.GDataAPInamı´stoRESTupouzˇı´vajı´ publikacˇnı´ protokol
ATOM. Ve sve´ aplikaci jsem se teˇmto zastaraly´m a prˇekonany´m API samozrˇejmeˇ vyhnul
a da´le se jim nebudu veˇnovat - zminˇuji je prˇedevsˇı´m proto, zˇe se jesˇteˇ objevı´ v analy´ze
existujı´cı´ch rˇesˇenı´ synchronizacˇnı´ problematiky.
Google APIs rovneˇzˇ nabı´zejı´ klientske´ knihovny pro mnoho programovacı´ch jazyku˚
a platforem, vcˇ. .NETu. Tyto knihovny (dostupne´ jak ve zkompilovane´ podobeˇ tak i jako
zdrojovy´ ko´d) osvobozujı´ vy´vojarˇe aplikace od nutnosti implementovat vlastnı´ prˇı´stup k
API. Ja´ ovsˇem prˇedvytvorˇene´ klientske´ knihovny v te´to pra´ci nevyuzˇı´va´m a ani nemohu,
nejsou totizˇ podporova´ny v Compact verzi .NET Frameworku.
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REST (Representational state transfer) nenı´, i kdyzˇ je tak cˇasto mylneˇ prezentova´n,
komunikacˇnı´m protokolem, ale pouze architekturou. REST pouzˇı´va´ model klient-server.
Server zprˇı´stupnˇuje sve´ prostrˇedky (prostrˇedkem (resource) mu˚zˇe by´t virtua´lneˇ jaky´koliv
smysl da´vajı´cı´ koncept, typicky neˇjaky´ objekt jako naprˇı´kad uda´lost v kalenda´rˇi) na
za´kladeˇ pozˇada´vku˚ klienta, prˇicˇemzˇ zpeˇt ke klientovi se prˇena´sˇı´ reprezentace prostrˇedku,
vetsˇinou serializovana´ forma objektu ve vhodne´m forma´tu [5].
Nejlepsˇı´m zna´zorneˇnı´m je prˇı´klad z praxe, kdy prostrˇedkem je trˇeba jizˇ zmı´neˇna´
uda´lost v kalenda´rˇi, a jejı´ reprezentacı´ se rozumı´ rˇetezec ve forma´tu JSON nebo XML,
obsahujı´cı´ jejı´ serializaci. Tento rˇetezec je pak prˇenesen, vetsˇinou v HTTP odpoveˇdi, ke
klientovi a tam je (dle potrˇeby) deserializova´n.
Webove´ sluzˇby podporujı´cı´ REST (oznacˇovane´ jako RESTful sluzˇby) typicky imple-
mentujı´ na´sledujı´cı´ HTTP metody:
1. GET odesla´n na identifika´tor..
• ..prostrˇedku: vra´tı´ reprezentaci prostrˇedku
• ..kolekce prostrˇedku˚: vra´tı´ seznam prostrˇedku˚ v kolekci
2. DELETE odesla´n na identifika´tor..
• ..prostrˇedku: smazˇe prostrˇedek
• ..kolekce prostrˇedku˚: smazˇe vsˇechny prostrˇedky v kolekci
3. POST odesla´n na identifika´tor..
• ..kolekce prostrˇedku˚: vlozˇı´ novy´ prostrˇedek do kolekce
4. PUT odesla´n na identifika´tor..
• ..prostrˇedku: nahradı´ prostrˇedek
• ..kolekce prostrˇedku˚: nahradı´ celou kolekci prostrˇedku˚ jinou kolekcı´
Ovsˇem konecˇna´ implementace (tedy podpora metod) za´leˇzˇı´ na konkre´tnı´ sluzˇbeˇ a pro-
strˇedku. Mu˚zˇe by´t podporova´no vı´ce metod nebo naopak nemusı´ by´t implementova´ny
neˇktere´ z vy´sˇe zmı´neˇny´ch, prˇı´padneˇ mu˚zˇe by´t jejich funkce i pozmeˇneˇna. Tento seznam
je pouze orientacˇnı´ a jeho u´cˇelem je obecne´ zna´zorneˇnı´ funkce RESTu a RESTful webove´
sluzˇby.
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2.3.1 Google Calendar REST API
Z Google Calendar API pouzˇı´va´m pro synchronizaci tyto cˇtyrˇi typy prostrˇedku˚:
• CalendarList - Seznamvsˇech kalenda´rˇu˚ vGoogle u´cˇtu. Tento zı´ska´va´m (GET) proto,
aby uzˇivatel mohl vybrat, ktere´ kalenda´rˇe chce synchronizovat.
• CalendarListEntry - Reprezentuje jeden kalenda´rˇ. Tento prostrˇedek nikdy samo-
statneˇ prˇes REST neprˇena´sˇı´m, vzˇdy zı´ska´m jen jeho kolekci v podobeˇ CalendarList.
• Events - Seznam vsˇech uda´lostı´ v kalenda´rˇi. Ziska´va´m jej (GET) na zacˇa´tku syn-
chronizacˇnı´ho procesu. Posı´la´m na neˇj (POST) nove´ prostrˇedky Event, pokud si to
synchronizace vyzˇaduje.
• Event - Reprezentuje jednu uda´lost. V RESTu pouzˇito prˇi mazanı´ neplatny´ch uda´-
lostı´ (DELETE).
Kompletnı´ popis teˇchto prostrˇedku˚ je obsazˇen v prˇı´loze B.
2.3.2 Google Tasks REST API
Z Google Tasks API pouzˇı´va´m pro synchronizaci tyto cˇtyrˇi typy prostrˇedku˚:
• TaskLists - Seznam vsˇech seznamu˚ u´kolu˚ v Google u´cˇtu. Tento zı´ska´va´m (GET)
proto, aby uzˇivatel mohl vybrat, ktere´ seznamy u´kolu˚ chce synchronizovat.
• TaskList - Reprezentuje jeden seznam u´kolu˚. Tento prostrˇedek nikdy samostatneˇ
prˇes REST neprˇena´sˇı´m, vzˇdy zı´ska´m jen jeho kolekci v podobeˇ TaskLists.
• Tasks - Seznam vsˇech u´kolu˚ v seznamu u´kolu˚. Ziska´va´m jej (GET) na zacˇa´tku
synchronizacˇnı´ho procesu. Posı´la´m na neˇj (POST) nove´ prostrˇedky Task, pokud si
to synchronizace vyzˇaduje.
• Task - Reprezentuje jeden u´kol. V RESTu pouzˇito prˇi mazanı´ neplatny´ch u´kolu˚
(DELETE).
Kompletnı´ popis teˇchto prostrˇedku˚ je obsazˇen v prˇı´loze C.
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2.3.3 Aktivace a pouzˇı´va´nı´ Google APIs
Google APIs jsou sice prˇı´stupne´ bezplatneˇ (prˇesneˇji rˇecˇeno veˇtsˇina z nich), ale aplikaci
pouzˇı´vajı´cı´ API nelze ”jen tak”zacˇı´t vytva´rˇet. Tomu musı´ prˇedcha´zet (nasˇteˇstı´ pomeˇrneˇ
jednoduchy´) proces, vypadajı´cı´ na´sledovneˇ:
1. Je nutno vlastnit Google u´cˇet. Pokud jej vy´vojarˇ nevlastnı´, musı´ jej vytvorˇit.
2. Da´le je potrˇeba (bezplatneˇ) registrovat projekt. K tomu slouzˇı´ webove´ rozhranı´
pojmenovane´ API Console. Jde v podstateˇ o administracˇnı´ rozhranı´ projektu˚ vyu-
zˇı´vajı´cı´ch Google API.
3. Po registraci projektu je trˇeba aktivovat potrˇebne´ API (takte´zˇ v API Console). V
prˇı´padeˇ, zˇe chce vy´vojarˇ vyuzˇı´vat pouze volneˇ prˇı´stupne´ API, aktivace je ota´zkou
jedine´ho kliknutı´ na kazˇdou API, o kterou ma´ za´jem.
4. Poslednı´m krokem je vytvorˇenı´ autorizacˇnı´ch klı´cˇu˚. Ty jsou dvojı´ho typu:
• Simple API access - tento klı´cˇ slouzˇı´ k jednoduche´mu prˇı´stupu k API pokud
aplikace nebude manipulovat s uzˇivatelsky´mi daty
• OAuth client ID - tyto klı´cˇe jsou urcˇeny pro OAuth autorizacˇnı´ process, ktery´
se prˇirˇozeneˇ pouzˇı´va´, pokud je prˇı´stup k uzˇivatelsky´m datu˚m potrˇeba
V tomto syste´mu se momenta´lneˇ nacha´zı´ bug. Dle vsˇech dostupny´ch oficia´lnı´ch
informacı´ nenı´ Simple API access klı´cˇ vu˚bec potrˇeba, pokud je v aplikaci pou-
zˇita OAuth autorizace. Pokud ovsˇem tento klı´cˇ smazˇete, tak (prˇestozˇe, vskutku, v
aplikaci nenı´ ani vlozˇen a je pouzˇita pouze OAuth autorizace) budou pote´ rˇa´dneˇ
autorizovane´ pozˇadavky na API odmı´ta´ny chybovou odpoveˇdı´ 403 Forbidden.
API console take´ umozˇnˇuje nastavit limity pouzˇı´va´nı´ jednotlivy´ch API. Tyto limity
jsou dvojı´ho typu:
• Limit pocˇtu prˇı´stupu˚ od jednoho uzˇivatele za sekundu. Tento lze zdarma libovolneˇ
meˇnit.
• Dennı´ limit celkove´hopocˇtu prˇı´stupu˚ vsˇechuzˇivatelu˚. Tento lze navy´sˇit za poplatek.
Vy´chozı´ hodnota poskytovana´ zdarma (tzv. courtesy limit) se pohybuje rˇa´doveˇ od
sta k milio´nu, podle API. V prˇı´padeˇ Google Calendar a Google Tasks API to je 10
tisı´c, resp. 5 tisı´c pozˇadavku˚ za den.
Pro svou aplikaci jsem musel navy´sˇit vy´chozı´ limit pocˇtu prˇı´stupu˚ za sekundu (ktery´
se rovna´ peˇti), protozˇe prˇi rychle´m prˇipojenı´ a potrˇebeˇ posı´la´nı´ veˇtsˇı´ho mnozˇstvı´ nesyn-
chronizovany´ch uda´lostı´ cˇi u´kolu˚ na servery Google nebyl proble´m tento limit prˇekrocˇit,
cozˇ vedlo k prˇerusˇenı´ prˇipojenı´.
API console rovneˇzˇ umozˇnˇuje monitorovat vyuzˇitı´ jednotlivy´ch API v projektu, po-
mocı´ prˇehledne´ho grafu (viz obr. 3).
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Obra´zek 3: Zobrazenı´ vyuzˇitı´ API v Google API Console
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3 Analy´za mobilnı´ch platforem Microsoft Windows
Jednı´m z nejpodstatneˇjsˇı´ch produktu˚, ktery´mi spolecˇnost Microsoft kdy obohatila sveˇt
informacˇnı´ch technologiı´, je platforma .NET Framework spolecˇneˇ s programovacı´m jazy-
kem C#. Tyto se pouzˇı´vajı´ nejen k vy´vojı´ ru˚zny´ch typu˚ aplikacı´ pro desktopove´ operacˇnı´
syste´my Windows, ale i pro jejich mobilnı´ edice - v kompaktnı´ verzi, prˇilehaveˇ pojmeno-
vane´ .NET Compact Framework (.NET CF) [6].
S trochou nadsa´zky lze rˇı´ci, zˇe podpora .NETu a symbol okna jsou jedine´ veˇci, ktere´
majı´ syste´myWindowsMobile aWindows Phone spolecˇne´. Vskutku - Windows Phone je
zatı´m s prˇehledemnejvy´razneˇjsˇı´ zmeˇnou na polimobilnı´chOS odMicrosoftu. Ze syste´mu
drˇı´ve urcˇene´ho ryze pro enterprise segment se stal syste´m pro masy.
O rozdı´lech mezi WinMobile a WinPhone by se dala napsat cela´ nova´ kvalifikacˇnı´
pra´ce, ja´ se pochopitelneˇ budu veˇnovat pouze rozdı´lu˚m pro na´s podstatny´m, tedy teˇm
ty´kajı´cı´m se vy´voje aplikacı´ a synchronizace kalenda´rˇe a u´kolu˚.
3.1 MS Windows Mobile 6.5
Syste´m podporuje .NET Compact Framework v poslednı´ oficia´lnı´ verzi, tedy 3.5, a uzˇi-
vatelske´ rozhranı´ aplikacı´ je postaveno na graficke´ API Windows Forms. Vy´voj software
pro tuto platformu se tedy velmi podoba´ vy´voji desktopovy´ch aplikacı´ Windows Forms
[7].
.NET CF vypada´ prˇesneˇ tak, jak by se podle na´zvu dalo ocˇeka´vat - jde o odlehcˇenou
verzi plnohodnotne´ho frameworku, ochuzenou prˇedevsˇı´m o ”komfortnı´”prvky, tedy
funkcionalitu, ktera´ programa´torovi zˇivot ulehcˇuje, ale obejde se bez nı´. Jako prˇı´klad
uvedu absenci schopnosti ovla´dacı´ho prvku Label meˇnit svou velikost na za´kladeˇ ob-
sahu (tzv. funkce Autoresize). Tato funkcˇnost vy´vojarˇi mu˚zˇe chybeˇt, ale jejı´ manua´lnı´
implementace (idea´lneˇ pomocı´ extension metody) je ota´zkou minuty.
Bohuzˇel se mu˚zˇe sta´t, zˇe narazı´me na absenci poneˇkud za´sadneˇjsˇı´ho prvku, cˇasto i
cele´ trˇı´dy cˇi namespace, kde bymanua´lnı´ implementace byla cˇasoveˇ prˇı´lisˇ na´rocˇna´ nebo z
jiny´ch du˚vodu˚ nevhodna´ - v takove´m prˇı´padeˇ nezby´va´ nezˇ se pokusit najı´t rˇesˇenı´ pomocı´
jine´ trˇı´dy, prˇı´padneˇ zamy´sˇlenou funkcˇnost upravit tak, aby se v CF dala implementovat.
Pro prˇı´stup k uda´lostem kalenda´rˇe a ulozˇeny´m u´kolu˚m se pouzˇı´va´ API nazvana´
PocketOutlook. Debugova´nı´ aplikace prˇi pouzˇitı´ te´to API je poneˇkud obtı´zˇne´, protozˇe
(asponˇ z me´ zkusˇenosti) vyvola´va´ pouze dva typy vyjı´mek a obeˇ jsou obecne´. Prˇi odstra-
nˇova´nı´ proble´mu je tedy potrˇeba rˇı´dit se programa´torsky´m instinktem a take´ spole´hat na
internetove´ zdroje, prˇı´padneˇ aplikovat metodu pokus-omyl.
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Kalenda´rˇ ve Windows Mobile v sobeˇ sky´ta´ trˇi u´ska´lı´, vsˇechna se prˇitom ty´kajı´ reku-
rentnı´ch uda´lostı´.
• Asi nejza´vazˇnejsˇı´m je bug, kde rekurentnı´ uda´lost nastavena´ na ty´dennı´ opakova´nı´
s periodou dvou nebo vı´ce ty´dnu˚, a zahrnujı´cı´ nedeˇli plus minima´lneˇ jeden dalsˇı´
den, bude generova´na neprˇesneˇ z toho du˚vodu, zˇe je jako zacˇa´tek ty´dne pro vy´pocˇet
opakova´nı´ vzˇdy bra´na nedeˇle, bez ohledu na to, zˇe je v kalenda´rˇi jako zacˇa´tek ty´dne
nastaveno pondeˇlı´. Nejsem si veˇdom zˇa´dne´ho rˇesˇenı´ tohoto proble´mu.
• Dalsˇı´ proble´m nasta´va´ prˇi rekurentnı´m vzoru ”Denneˇ: v pracovnı´ dny”. Tato uda´-
lost se totizˇ v API prezentuje nerozlisˇitelneˇ od uda´losti s prostou dennı´ rekurencı´,
prˇesna´ synchronizace proto nenı´ mozˇna´. Rˇesˇenı´m je nahrazenı´ te´to rekurence vzo-
rem ”Ty´dneˇ: pondeˇlı´ - pa´tek”.
• Poslednı´ proble´m je podobny´ prˇedchozı´mu, opeˇt se jedna´ o stav, kdy kalenda´rˇ
ukla´da´ specia´lnı´ informace o rekurenci do sve´ vlastnı´ databa´ze a ne prˇı´mo do
objektu uda´losti (ktery´ je jako jediny´ dostupny´ prˇes API). Proble´m spocˇı´va´ v tom, zˇe
kdyzˇ jako konec rekurence nastavı´me pevne´ datum, dopocˇı´ta´ se pocˇet opakova´nı´ a
vice-versa. Ovsˇem to, jakou variantu uzˇivatel vybral, nenı´ mozˇne´ z objektu uda´losti
vycˇı´st. Ma´ aplikace proto pouzˇı´va´ pro ukoncˇenı´ rekurence vzˇdy variantu s pevny´m
datem.
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3.2 MS Windows Phone 7
Aplikace ve Windows Phone 7 jsou vyvı´jeny na specia´lnı´ verzi Microsoft Silverlight
frameworku. Ta v prˇı´padeˇ WP7 sice beˇzˇı´ na .NET Compact Frameworku 3.7, ovsˇem
programa´tor s nı´m jizˇ nepracuje prˇı´mo, aplikaci stavı´ jen na Silverlightu a ten o u´rovenˇ
nı´zˇe .NET CF vyuzˇı´va´ sa´m [8, 9].
Silverlight, stejneˇ jako .NET CF 3.5, je takte´zˇ odlehcˇenou verzı´ plnohodnotne´ho .NET
frameworku, zvla´sˇteˇ pak Silverlight ve verzi pro Windows Phone. Oba frameworky
ovsˇem zahrnujı´ rozdı´lnou cˇa´st jeho funkcionality a zjednodusˇeneˇ se da´ take´ rˇı´ci, zˇe Sil-
verlight podporuje spı´sˇe jeho noveˇjsˇı´ prvky nezˇ starsˇı´, v kontrastu s .NET CF.
Ovsˇem zcela neza´sadneˇjsˇı´m rozdı´lem oproti WM6.5 co se synchronizace ty´cˇe je API
pro prˇı´stup k uzˇivatelsky´m datu˚m - aktua´lnı´ verze Windows Phone SDK totizˇ umozˇnˇuje
pouze read-only prˇı´stup ke kalenda´rˇi, a spra´vu u´kolu˚ nepodporuje vu˚bec. Nicme´neˇ, ja´
budu tuto skutecˇnost v ra´mci te´to pra´ce ignorovat (take´ proto, zˇe tento stav nemusı´ by´t
trvaly´) a mou WM6.5 aplikaci prˇesto navrhnu tak, aby jejı´ eventua´lnı´ budoucı´ prˇenesenı´
na WP7 bylo co mozˇna´ nejjednodusˇsˇı´.
3.3 Vyvozenı´ du˚sledku˚ ze srovna´nı´ platforem
• WM6.5 a WP7 pouzˇı´vajı´ naprosto odlisˇny´ framework uzˇivatelske´ho rozhranı´, pri-
oritou cˇı´slo jedna je proto du˚sledne´ oddeˇlenı´ uzˇivatelske´ho rozhranı´ od datovy´ch
trˇı´d nasˇı´ aplikace, aby jeho nahrazenı´ obna´sˇelo co mozˇna´ nejmensˇı´ (pokud mozˇno
nulove´) zmeˇny ostatnı´ho zdrojove´ho ko´du.
• Neˇktere´ trˇı´dy Compact Frameworku se ve WP7 nenacha´zı´, je proto vhodne´ da´vat
prˇi vy´voji aplikace pozor na pouzˇitı´ teˇchto trˇı´d a vyhnout se jim pokud je to mozˇne´.
Vy´sledek tohoto snazˇenı´ je shrnut v za´veˇru pra´ce.
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4 Analy´za sta´vajı´cı´ch synchronizacˇnı´ch rˇesˇenı´
K analy´ze jsem vybral trˇi existujı´cı´ synchronizacˇnı´ rˇesˇenı´ pro OSWindowsMobile. Zˇa´dna´
rˇesˇenı´ proWindows Phone 7 jsem nenalezl, jsem si take´ vesmeˇs jist, zˇe zˇa´dna´ neexistujı´, z
du˚vodu˚ uvedeny´ch v analy´ze platformy vy´sˇe a take´ proto, zˇe WP7 (a prˇedevsˇı´m potom
WP7.5) majı´ sluzˇbu Google Calendar v sobeˇ integrova´nu.
4.1 PocketGCal
Velmi jednodusˇe vypadajı´cı´ (a fungujı´cı´) synchronizacˇnı´ utilita od autora jme´nem Thom
Shannon, k videˇnı´ na obr. 4. Charakteristika a vy´sledky analy´zy:
• pouzˇı´va´ GData API
• prˇı´ma´ autorizace
• jednoduche´ rozhranı´
• synchronizace pouze s prima´rnı´m kalenda´rˇem u´cˇtu
• chybne´ zpracova´nı´ cˇasovy´ch zo´n
• rekurence ignorova´na
Po synchronizaci jsem sice objevil vsˇechny uda´losti, ktere´ jsemmeˇl, ovsˇem byly posunuty
o dveˇ hodiny doprˇedu a jejich rekurencˇnı´ vzory byly kompletneˇ ignorova´ny.
4.2 GMobileSync
O neˇco du˚myslneˇjsˇı´ rˇesˇenı´, zachycene´ na obr. 5, nabı´zı´ Eric Willis. Avsˇak prˇestozˇe je toto
jizˇ neˇkolika´ta´ vydana´ verze, sta´le ma´ v hlavnı´m okneˇ jasneˇ napsa´no ”beta software”a ”for
testing only”. A pra´vem - analy´za:
• pouzˇı´va´ GData API
• prˇı´ma´ autorizace
• synchronizace s vı´ce kalenda´rˇi bez mozˇnosti volby
• pomalu reagujı´cı´ uzˇivatelske´ rozhranı´
• nekorektnı´ chova´nı´ aplikace
Aplikace se chova´ dosti nevypocˇitatelneˇ. Obcˇas provede bezchybnou synchronizaci (vcˇ.
rekurence), obcˇas neˇktere´ uda´losti vynecha´, a obcˇas je dokonce smazˇe bez zjevne´ho du˚-
vodu.
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Obra´zek 4: PocketGCal
Obra´zek 5: GMobileSync
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Obra´zek 6: OggSync
4.3 OggSync
Zdaleka nejprofesiona´lneˇji pu˚sobı´cı´ u´cˇastnı´k, nabı´zı´ dokonce i placenou verzi. Ovsˇem ani
toto rˇesˇenı´ nenı´ bez chyby. K videˇnı´ je na obr. 6, analy´za vypada´ takto:
• pouzˇı´va´ GData API
• prˇı´ma´ autorizace
• synchronizace s vı´ce kalenda´rˇi s mozˇnostı´ volby
• nekorektnı´ chova´nı´ aplikace
Testova´nı´ vypadalo velmi nadeˇjneˇ, synchronizace obeˇma smeˇry byla takrˇka perfektnı´, ale
posle´ze se mi dvakra´t stalo, zˇe mi aplikace smazala vesˇkere´ uda´losti v prˇı´stroji a naopak
jej zaplnila kazˇdodennı´ duplikacı´ stejne´ uda´losti.
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4.4 Vyvozene´ za´veˇry
Nutno podotknout, zˇe tato existujı´cı´ rˇesˇenı´ nejsou zrovna velkou vy´zvou pro tvorbu
konkurence - ani jedno nefunguje tak, jak by meˇlo. Jako mozˇne´ prˇı´cˇiny se jevı´ (kromeˇ
implementacˇnı´ch chyb) zastaralost GData API a fakt, zˇe aplikace byly designova´ny pro
starsˇı´ verzi WindowsMobile. Nicme´neˇ, z analy´zy mohu odvodit tyto pozˇadavky na mou
aplikaci:
• prˇedevsˇı´m korektnı´ a konzistentnı´ funkcˇnost synchronizace samotne´
• pouzˇitı´ poslednı´ verze Calendar API
• otevrˇena´ autorizace
• synchronizace s vı´ce kalenda´rˇi s mozˇnostı´ volby
• svizˇne´ uzˇivatelske´ rozhranı´
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5 Na´vrh vlastnı´ho rˇesˇenı´
Pro aplikaci jsem zvolil na´zev Firesync. Vlastnı´ logo a ikona aplikace jsou zachyceny na
obra´zcı´ch 7 a 8.
5.1 Stanovenı´ cı´lu˚ implementace
Na za´kladeˇ zada´nı´ pra´ce, popsany´ch analy´z a take´ svy´ch vlastnı´ch na´roku˚ na kvalitu a
funkcˇnost jsem pro implementaci me´ho rˇesˇenı´ stanovil na´sledujı´cı´ pozˇadavky:
• pouzˇitı´ platformy Windows Mobile 6.5 s .NET Frameworkem ve verzi 3.5
• du˚sledne´ oddeˇlenı´ aplikacˇneˇ-datove´ho ko´du od uzˇivatelske´ho rozhranı´, aby bylo
mozˇne´ jeho prˇı´padne´ pozdeˇjsˇı´ nahrazenı´
• preference pouzˇitı´ teˇch prvku˚ .NET Compact Frameworku, ktere´ se nacha´zı´ i ve
Windows Phone verzi Silverlight frameworku
• implementace korektnı´ho a spolehlive´ho synchronizacˇnı´ho algoritmu
• funkce detekova´nı´ a aplikova´nı´ aktualizacı´ uda´lostı´ a u´kolu˚
• uzˇivatelske´ rozhranı´:
– zalozˇeno na Windows Forms
– implementova´no takovy´m zpu˚sobem, aby nemeˇlo velkou odezvu
– decentnı´ vzhled, prˇedevsˇı´m respektujı´cı´ zavedene´ standardy barevne´ho roz-
vrzˇenı´
– intuitivnı´ pouzˇı´va´nı´
• vyuzˇitı´ poslednı´ch dostupny´ch technologı´ı´ tam, kde je to mozˇne´ (prˇedevsˇı´m v
prˇı´padeˇ Google API)
• implementace otevrˇene´ autorizace chra´nı´cı´ uzˇivatele
• schopnost synchronizovat prˇı´stroj oboustranneˇ proti vybrane´mu kalenda´rˇi
• schopnost synchronizovat prˇı´stroj jednostranneˇ (ve smeˇru z Googlu do prˇı´stroje)
proti vı´ce kalenda´rˇu˚m
• implementace ochrany proti time-outu˚m prˇı´ sı´t’ove´ komunikaci
• perzistence uzˇivatelsky´ch nastavenı´
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Obra´zek 7: Firesync logo
Obra´zek 8: Firesync ikona
5.2 Na´vrh algoritmu pouzˇı´tı´ aplikace
Pouzˇitı´ aplikace k synchronizaci dat sesta´va´ z trˇı´ hlavnı´ch kroku˚:
• Autentizace uzˇivatele
• Vy´beˇr Google kalenda´rˇu˚ a seznamu˚ u´kolu˚
• Samotny´ synchronizacˇnı´ proces
Nynı´ se na jednotlive´ kroky podı´va´me podrobneˇji.
5.2.1 Autentizace uzˇivatele
Aplikace pouzˇı´va´ k autentizaci uzˇivatele a autorizaci pozˇadavku˚ technologii OAuth 2.0.
Fina´lnı´m cı´lem autentizace uzˇivatele je zı´ska´nı´ prˇı´stupove´ho a obnovovacı´ho tokenu, z
cˇehozˇ prvnı´ jmenovany´ se pote´ pouzˇı´va´ k autorizaci vsˇech pozˇadavku˚ na Google API
a je cˇasoveˇ omezeny´ (typicky platny´ na jednu hodinu), druhy´ pak pro zı´ska´nı´ nove´ho
prˇı´stupove´ho tokenu.
Proces autentizace v aplikaci probı´ha´ prˇesneˇ dle sce´na´rˇe definovane´ho v me´m popisu
technologie OAuth v sekci 2.2. Docha´zı´ k neˇmu pouze pokud se jedna´ o prvnı´ spusˇteˇnı´
aplikace (prˇı´padneˇ pokud si uzˇivatel prˇeje zmeˇnit prˇihla´sˇeny´ u´cˇet), v opacˇne´m prˇı´padeˇ
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dojde pouze k zı´ska´nı´ ulozˇeny´ch tokenu˚ z pevne´ho u´lozˇisˇteˇ a prˇı´padne´ (automaticke´)
obnoveˇ prˇı´stupove´ho tokenu, pokud jeho platnost jizˇ vyprsˇela.
5.2.2 Vy´beˇr Google kalenda´rˇu˚ a seznamu˚ u´kolu˚
V te´to fa´zi je jizˇ uzˇivatel vzˇdy autentizova´n, autorizacˇnı´ modul aplikace ma´ k dispozici
platna´ data a je prˇipraven autorizovat vytvorˇene´ pozˇadavky na Google API. Toho vyu-
zˇijeme ihned na zacˇa´tku tohoto kroku, kdy dojde ke stazˇenı´ seznamu vsˇech kalenda´rˇu˚ a
seznamu˚ u´kolu˚.
Seznamy jsou pote´ prezentova´ny uzˇivateli v prˇehledne´ formeˇ a ten na´sledneˇ vybı´ra´ ty
prostrˇedky, ktere´ ma´ za´jem synchronizovat. Vybere vzˇdy jeden kalenda´rˇ a jeden seznam
u´kolu˚ pro obousmeˇrnou synchronizaci a libovolny´ pocˇet pro jednosmeˇrnou synchroni-
zaci.
Jakmile je uzˇivatel s vy´beˇrem spokojen, tento krok ukoncˇı´ kliknutı´m na prˇı´slusˇny´
ovla´dacı´ prvek.
5.2.3 Samotny´ synchronizacˇnı´ proces
Algoritmus se zde lisˇı´ podle toho, zda jde o synchronizaci obousmeˇrnou nebo jednosmeˇr-
nou. Je ovsˇem identicky´ pro kalenda´rˇe i seznamy u´kolu˚ a popı´sˇu jej tedy jen pro kalenda´rˇ.
Obousmeˇrna´ synchronizace
Sekvencˇnı´ diagram popisujı´cı´ obousmeˇrnou synchronizaci je k videˇnı´ na obr. 9.
1. Nacˇtenı´ prostrˇedku˚ - docha´zı´ ke stazˇenı´ vsˇech uda´lostı´ prˇı´slusˇne´ho kalenda´rˇe z Go-
ogle serveru˚, da´le k nacˇtenı´ vsˇech uda´lostı´ z prˇı´stroje a nakonec ke konverzi uda´lostı´
prˇı´stroje do forma´tu Google uda´lostı´, cozˇ je nezbytne´ pro na´sledujı´cı´ komparacˇnı´
proces.
2. Komparace - vsˇechny vzda´lene´ a mı´stnı´ uda´losti jsou postupneˇ porovna´ny stylem
”kazˇdy´ s kazˇdy´m”, jejich mı´ra podobnosti je cˇı´selneˇ ohodnocena a v prˇı´padeˇ, zˇe je
nalezenavysoka´ podobnost1 cˇi shoda, je tato informaceulozˇena v samotne´mobjektu
uda´losti. Pokud byla jizˇ uda´lost jednou oznacˇena jako shodna´ (synchronizovana´),
znovu jizˇ nenı´ s dalsˇı´mi uda´lostmi pomeˇrˇova´na, cozˇ by bylo zbytecˇne´ ply´tva´nı´
cˇasem CPU.
1Potrˇebna´ mı´ra podobnosti je nastavena uzˇivatelem.
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Obra´zek 9: Sekvencˇnı´ diagram obousmeˇrne´ synchronizace
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3. Zpracova´nı´ podobny´ch uda´lostı´ - V prˇı´padeˇ, zˇe si je neˇjaka´ dvojice mı´stnı´ch a
vzda´leny´ch uda´lostı´ podobna´ (ale nejsou prˇitom zcela identicke´), mu˚zˇe se jednat o
aktualizaci uda´losti. Tato skutecˇnost je ohla´sˇena uzˇivateli, ktery´ dosta´va´ mozˇnost
vybrat, zda:
• vzda´lena´ uda´lost je aktualizacı´ mı´stnı´ - v tom prˇı´padeˇ bude mı´stnı´ uda´lost
smaza´na a vzda´lena´ ji nahradı´
• mı´stnı´ uda´lost je aktualizacı´ vzda´lene´ - vzda´lena´ uda´lost bude smaza´na a
mı´stnı´ ji nahradı´
• nejde o aktualizaci
V tomto kroku nedocha´zı´ k samotne´mu provedenı´ smaza´nı´ a na´hrady, pouze k
ulozˇenı´ prˇı´slusˇne´ informacedo synchronizacˇnı´ho parametru objektuuda´losti, stejneˇ
jako v komparacˇnı´m kroku.
4. Provedenı´ zmeˇn - vsˇechny mı´stnı´ i vzda´lene´ uda´losti jsou postupneˇ zpracova´ny a
na za´kladeˇ jejich prˇirˇazeny´ch synchronizacˇnı´ch parametru˚ docha´zı´ k jejich ulozˇenı´
na protejsˇı´ stranu (z prˇı´stroje na Google cˇi naopak) pokud se jedna´ o uda´lost novou,
ke smaza´nı´ pokud je uda´lost zastarala´ a jizˇ neplatna´, prˇı´padneˇ k zˇa´dne´ akci pokud
je uda´lost jizˇ v synchronizovane´m stavu.
Jednosmeˇrna´ synchronizace z Googlu do prˇı´stroje
Algoritmus je velmi podobny´ obousmeˇrne´ synchronizaci, v podstateˇ jen nezahrnuje zpra-
cova´nı´ podobnosti (roli zde hraje pouze absolutnı´ shoda, mozˇnost aktualizace je igno-
rova´na) a navı´c poslednı´ krok, kde docha´zı´ k ulozˇenı´ novy´ch uda´lostı´, se ty´ka´ pouze
vzda´leny´ch uda´lostı´. Sekvencˇnı´ diagram je zachycen na obr. 10.
1. Nacˇtenı´ prostrˇedku˚ - docha´zı´ ke stazˇenı´ vsˇech uda´lostı´ prˇı´slusˇne´ho kalenda´rˇe z Go-
ogle serveru˚, da´le k nacˇtenı´ vsˇech uda´lostı´ z prˇı´stroje a nakonec ke konverzi uda´lostı´
prˇı´stroje do forma´tu Google uda´lostı´, cozˇ je nezbytne´ pro na´sledujı´cı´ komparacˇnı´
proces
2. Komparace - vsˇechny vzda´lene´ a mı´stnı´ uda´losti jsou postupneˇ porovna´ny stylem
”kazˇdy´ s kazˇdy´m”, jejich mı´ra podobnosti je cˇı´selneˇ ohodnocena a v prˇı´padeˇ, zˇe
je nalezena shoda, je tato informace ulozˇena v samotne´m objektu uda´losti. Pokud
byla jizˇ uda´lost jednou oznacˇena jako shodna´ (synchronizovana´), znovu jizˇ nenı´ s
dalsˇı´mi uda´lostmi pomeˇrˇova´na, cozˇ by bylo zbytecˇne´ ply´tva´nı´ cˇasem CPU.
3. Provedenı´ zmeˇn vsˇechny vzda´lene´ uda´losti jsou postupneˇ zpracova´ny a na za´-
kladeˇ jejich prˇirˇazeny´ch synchronizacˇnı´ch parametru˚ docha´zı´ k jejich ulozˇenı´ do
prˇı´stroje, pokud se jedna´ o uda´lost novou nebo k zˇa´dne´ akci pokud, je uda´lost jizˇ v
synchronizovane´m stavu.
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Obra´zek 10: Sekvencˇnı´ diagram jednosmeˇrne´ synchronizace
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6 Implementace
Aplikace je implementova´na, dle zada´nı´, pro platformuWindows Mobile 6.5. Je napsa´na
v jazyce C# a postavena na .NET Compact Frameworku ve verzi 3.5.
6.1 Pouzˇite´ na´stroje a knihovny trˇetı´ch stran
Pro vy´voj aplikace byly pouzˇity na´sledujı´cı´ na´stroje:
• Vy´vojove´ prostrˇedı´ Microsoft Visual Studio 2008 SP1
jeho noveˇjsˇı´ verze, VS2010, bohuzˇel vy´voj aplikacı´ pro WM 6.5 nepodporuje, pouze
vy´voj aplikacı´ pro Windows Phone.
• Windows Mobile 6 SDK
prˇida´va´ do VS2008 podporu pro vy´voj WM6 aplikacı´ (instalace VS2008 samotne´ho
zahrnuje pouze WM5 SDK), vcˇetneˇ emula´torovy´ch obrazu˚.
• Windows Mobile 6.5 DTK (Developer Toolkit)
rozsˇirˇuje WM6 SDK o podporu a emula´torove´ obrazy WM6.5. WM6 SDK je pre-
rekvizitou pro instalaci.
• Microsoft Virtual PC 2007
tento virtualizacˇnı´ na´stroj sa´m o sobeˇ sice nenı´ prˇi vy´voji aplikace pouzˇit, ovsˇem
nainstaluje do syste´mu sı´t’ovy´ ovladacˇ potrˇebny´ pro zprovozneˇnı´ internetove´ ko-
nektivity v emula´torech. Tento ovladacˇ dnes nelze oficia´lneˇ zı´skat jinou cestou, nezˇ
v ra´mci instalace Virtual PC 2007.
Aplikace vyuzˇı´va´ pro pra´ci s forma´tem JSON knihovnu Json.NET 3.5 R8, vytvorˇenou a
poskytovanou k volne´mu pouzˇitı´ Jamesem Newton-Kingem.
Pro tvorbu obra´zku˚ a ikon byly pouzˇity tyto na´stroje:
• PhotoFiltre 6.5.2
strˇedneˇ pokrocˇily´ freewarovy´ editor, autor Antonio Da Cruz
• GIMP 2.6.11
GNU Image Manipulation Program, pokrocˇily´ open-source editor
• IrfanView 4.28
freewarovy´ na´stroj pro jednoduche´ u´pravy, autor Irfan Skiljan
• IconPro Icon Handler
Jednoducha´ utilita od Microsoftu slouzˇı´cı´ k tvorbeˇ ikon z obra´zku˚
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6.2 Rozvrzˇenı´ aplikace
Aplikace se skla´da´ ze dvou assemblies. Teˇmi jsou FiresyncLib, cozˇ je trˇı´dnı´ knihovna (.dll)
a obsahuje aplikacˇneˇ-datovou cˇa´st ko´du, a pak Firesync, spustitelna´ aplikace, ve ktere´ se
nacha´zi uzˇivatelske´ rozhranı´ na ba´zi Windows Forms. Firesync samozrˇejmeˇ referencuje
FiresyncLib, cˇı´mzˇ je zarucˇeno oddeˇlenı´ UI od funkcˇnı´ho ko´du. FiresyncLib potom referen-
cuje vy´sˇe zmı´neˇnou Json.NET knihovnu (pojmenovanou Newtonsoft.Json.Compact.dll).
Veˇtsˇina dat obou assemblies se nacha´zi v namespace Firesync, vy´jimkou jsou objekty
reprezentujı´cı´ prostrˇedky sluzˇeb Google Calendar a Google Tasks a trˇı´dy pro prˇı´stup k
nim, na´cha´zejı´cı´ se v namespacech Firesync.GoogleCalendar, resp. Firesync.GoogleTasks.
6.3 Spusˇteˇnı´ aplikace a autentizace
Prvnı´ provedenou akcı´ po spusˇteˇnı´ aplikace Firesync je nacˇtenı´ uzˇivatelske´ho nastavenı´ ze
souboru settings.xml. Ze souboru se XML deserializacı´ vytvorˇı´ instance trˇı´dy AppSettings
a reference na ni se ulozˇı´ do staticke´ property trˇı´dy Global, ktera´, jak na´zev napovı´da´,
slouzˇı´ k zajisˇteˇnı´ dostupnosti objektu˚ v ra´mci cele´ aplikace.
Tato trˇı´da take´ obsahuje neˇkolik staticky´ch metod, ktere´ se k objektu˚m v nı´ obsazˇe-
ny´m vztahujı´. Uzˇ samotne´ nacˇteˇnı´ nastavenı´ ze souboru je realizova´no metodou Glo-
bal.LoadSettings(). V prˇı´padeˇ, zˇe soubor s nastavenı´m nenı´ dostupny´, instance App-
Settings se vytvorˇı´ s defaultnı´mi hodnotami.
Objekt typu AppSettings, ktery´ mimo nastavenı´ obsahuje i statistiky pouzˇitı´ aplikace,
zahrnuje tyto prvky:
• TimesRun - celkovy´ pocˇet spusˇteˇnı´ aplikace
• UserEmail - e-mailova´ adresa prˇihla´sˇene´ho uzˇivatele
• EventSimilarityTreshold - definuje hranici, od ktere´ se uda´losti klasifikujı´ jako po-
dobne´
• TaskSimilarityTreshold - definuje hranici, od ktere´ se u´koly klasifikujı´ jako podobne´
• HttpRequestsMade - celkovy´ pocˇet odeslany´ch HTTP pozˇadavku˚
• Timeouts - pocˇet HTTP pozˇadavku˚, u ktery´ch vyprsˇel cˇasovy´ limit odpoveˇdi
• AverageLatency - pru˚meˇrna´ doba odezvy prˇi HTTP komunikaci, v milisekunda´ch
• DefaultResponseStatus - prˇi odesla´nı´ uda´losti na Google kalenda´rˇ se v prˇı´padeˇ, zˇe
je sa´m uzˇivatel uveden v seznamu hostu˚, nastavı´ jeho ”reakce na pozva´nı´”podle
tohoto nastavenı´
Mimojine´ se da´le po startu aplikace vytvorˇı´ instance vsˇech graficky´ch objektu˚ (prˇedevsˇı´m
menu). Tyto objekty nejsou nikdy odstraneˇny, pouze schova´va´ny a zobrazova´ny, cˇı´mzˇ se
vyhneme zpomalenı´ prˇi prˇechodech do novy´ch menu. Reference na neˇ jsou udrzˇova´ny
ve staticky´ch properties trˇı´dy Window.
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6.3.1 Autentizace
Tı´m koncˇı´ obecna´ inicilizace aplikace a zacˇı´na´ proces autentizace. Autentizaci a autori-
zaci obstara´va´ trˇı´da Auth, ktera´ zaprve´ nese autorizacˇnı´ informace ve sve´ instanci (tato
instance je pak referencova´na trˇı´dou Global), a zadruhe´ poskytuje staticke´ autentizacˇnı´ a
autorizacˇnı´ metody.
Nejrpve docha´zı´ k pokusu o nacˇtenı´ bezpecˇnostnı´ch tokenu˚ ze souboru metodou
Auth.LoadTokens().
public static bool LoadTokens()
{
if (! File .Exists(Global.AppDataDir + ”\\tokens.xml”))
{
return false;
}
XmlSerializer xs = new XmlSerializer(typeof(Auth));
using (TextReader reader = new StreamReader(Global.AppDataDir + ”\\tokens.xml”))
{
Global.Authorization = (Auth)xs.Deserialize(reader);
}
return true;
}
Vy´pis 1: Metoda Auth.LoadTokens()
V prˇı´padeˇ u´speˇchu na´sleduje kontrola platnostı´ prˇı´stupove´ho tokenu pomocı´ metody
ExpCheck() neboli expiration check.
public bool ExpCheck()
{
if (expiry time > DateTime.Now)
return true;
return false;
}
Vy´pis 2: Metoda Auth.ExpCheck()
expiry time je private DateTime field instance Auth a nese v sobeˇ datum a cˇas konce
platnosti prˇı´stupove´ho tokenu. Metoda tedy vracı´ true pokud cˇas vyprsˇenı´ jesˇteˇ nebyl
dosazˇen a token je sta´le platny´.
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Pokud i metoda ExpCheck ohla´sı´ u´speˇch, proces autentizace je u konce. V opacˇne´m
prˇı´padeˇ je access token potrˇeba obnovit pomocı´ refresh tokenu, k cˇemuzˇ slouzˇı´ metoda
Auth.RenewToken():
public static void RenewToken()
{
string query =
” client id =” + Uri .EscapeDataString(AppInfo.client id) + ”&” +
” client secret =” + Uri .EscapeDataString(AppInfo.client secret) + ”&” +
”refresh token=” + Uri .EscapeDataString(Global.Authorization.refresh token) + ”&” +
”grant type=” + Uri .EscapeDataString(”refresh token”);
RequestContainer rcon = Net.Post(”https://accounts.google.com/o/oauth2/token”, query,
false, false, ContentType.Formurlencoded);
Auth a = Utils .JDeserialize<Auth>(Net.GetResponse(rcon).Content);
a.CalcTimestamp();
Global.Authorization.access token = a.access token;
Global.Authorization.expiry time = a.expiry time;
StoreTokens();
}
Vy´pis 3: Metoda Auth.RenewToken()
Na tuto metodu se podı´va´me blı´zˇe. Cı´lemmetody je zı´skat novy´ access token z odpoveˇdi
na pozˇadavek HTTP POST, ktery´ musı´ metoda nejdrˇı´ve vytvorˇit. Teˇlo pozˇadavku je
tvorˇeno rˇeteˇzcem skla´dajı´cı´m se ze cˇtyrˇ parametru˚:
• client id a client secret jsou konstantnı´ identifika´tory unika´tnı´ pro kazˇdou aplikaci,
jsou prˇirazeny prˇi aktivaci OAuth autorizace v Google API Console.
• refresh token odpovı´da´ hodnoteˇ nacˇtene´ ze souboru
• grant typema´ u tohoto pozˇadavku vzˇdy hodnotu ”refresh token”
Objekt typu RequestContainer obsahuje mnozˇinu identicky´ch HTTP pozˇadavku˚ a prˇı´-
padny´ obsah, ktery´ ma´ by´t do nich zapsa´n. Nahrazenı´ jednoduche´ho HTTP pozˇadavku
tı´mto objektem ma´ vy´znam v implementovane´ mechanice osˇetrˇova´nı´ timeoutu˚ sı´t’ove´
komunikace, tato mechanika je popsa´na v sekci 6.4, stejneˇ jako trˇı´da Net starajı´cı´ o vesˇ-
kery´ sı´t’ovy´ provoz aplikace. Pro tuto chvı´lı´ na´m ovsˇem stacˇı´ zjednodusˇeny´ popis, tedy zˇe
metoda Net.Post vracı´ objekt RequestContained obsahujı´cı´ HTTP POST pozˇadavky od-
povı´dajı´cı´ zadany´m parametru˚m a Net.GetResponse zavolana´ na tento objekt pote´ vracı´
odpoveˇd’na jeden z teˇchto (identicky´ch) pozˇadavku˚.
Obsah odpoveˇdi je ve forma´tu JSON a je tedy potrˇeba jej deserializovat pomocı´ me-
tody Utils.JDeserialize. Trˇı´da Utils obsahuje mnozˇstvı´ staticky´ch metod, ktere´ obsahujı´
procedury pouzˇı´va´ne´ v obecne´m chodu cele´ aplikace. U´cˇelem trˇı´dy je tedy prosta´ pre-
vence opakova´nı´ stejne´ho ko´du na vı´ce mı´stech. Obsahuje jak beˇzˇne´ staticke´ metody tak
i extension metody.
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Obra´zek 11: ProgressBox oznamujı´cı´ probı´hajı´cı´ akci
Metoda JDeserialize<>tedy samozrˇejmeˇ deserializuje rˇeteˇzec ve forma´tu JSON na
objekt zadane´ho typu. Na vy´sledne´m objektu typu Auth zavola´me metodu CalcTi-
meStamp(), ktera´ z hodnoty expires in, tedy pocˇet sekund, za kolik novy´ prˇı´stupovy´
token vyprsˇı´, vypocˇı´ta´ konkre´tnı´ datum a cˇas a ulozˇı´ je do vlastnosti expiry time.
Pote´ jizˇ zby´va´ jen aktualizovat parametry globa´lnı´ho objektu Auth (cely´ jej nahradit
nemu˚zˇeme, protozˇe odpoveˇd’ na obnovenı´ prˇı´stupove´ho tokenu pomocı´ obnovovacı´ho
tokenu neobsahuje samotny´ obnovovacı´ token, a nenı´ tedy obsazˇen ani v nasˇem loka´l-
nı´m Auth objektu). Nakonec globa´lnı´ autorizacˇnı´ objekt ulozˇı´me do souboru metodou
StoreTokens() a proces obnovenı´ je hotov.
Na to, zˇe probı´ha´ obnovenı´ prˇı´stupove´ho tokenu, je uzˇivatel upozorneˇn pomocı´ ob-
jektu ProgressBox (obr. 11), ktery´ se naprˇı´cˇ celou aplikacı´ pouzˇı´va´ k informova´nı´ uzˇivatele
o pra´veˇ prova´deˇne´ akci. Tento objekt je schopen prova´deˇt jednoduchou animaci v podobeˇ
prˇiby´vajı´cı´ch tecˇek za zpra´vou, cˇı´mzˇ je uzˇivateli intuitivneˇ naznacˇeno, zˇe ma´ vycˇkat na
dokoncˇenı´ akce.
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6.3.2 Pru˚beˇh OAuth 2.0 autentizace nove´ho uzˇivatele
V prˇı´padeˇ, zˇe se nepodarˇı´ nacˇı´st soubor s prˇı´stupovy´mi tokeny, spustı´ se proces autenti-
zace nove´ho uzˇivatele. Tento proces byl abstraktneˇ popsa´n drˇı´ve v prezentaci technologie
OAuth, my mu nynı´ da´me formu.
Pru˚beˇh Firesync autentizace z pohledu uzˇivatele je zachycen v peˇti cˇa´stech na obr. 12 a
vypada´ takto:
1. U´vodnı´ obrazovka s instrukcemi
2. Po kliknutı´ na tlacˇı´tko se spustı´ webovy´ prohlı´zˇecˇ a nabı´dne prˇihla´sˇenı´
3. Po prˇihla´sˇenı´ na´sleduje pozˇadavek prˇı´stupu ke kalenda´rˇu˚m a u´kolu˚m uzˇivatele
4. Po odsouhlasenı´ je vra´cen autorizacˇnı´ ko´d
5. Ko´d je vlozˇen zpeˇt do aplikace a vymeˇnen na pozadı´ za prˇı´stupove´ tokeny
Uvnitrˇ aplikace proces probı´ha´ na´sledovneˇ:
• Po kliknutı´ na tlacˇı´tko ”Click here to start..”je zavola´na metoda Auth.WebAuth().
Ta obsahuje jediny´ prˇı´kaz, a to je vola´nı´ metody Process.Start(string uri, ””), ktera´
zadany´ webovy´ odkaz automaticky spustı´ v defaultnı´m webove´m prohlı´zˇecˇi.
• Po na´vratu do aplikace, vlozˇenı´ ko´du a kliknutı´ na tlacˇı´tko ”Continue..”, je zavola´na
metoda Auth.FetchTokens(string code). Tato metoda probı´ha´ te´meˇr identicky jako
Auth.Renew, azˇ na ten rozdı´l, zˇe pozˇadavek obsahuje autorizacˇnı´ ko´d mı´sto refresh
tokenu a ten je naopak navı´c obsazˇen v na´sledne´ odpoveˇdi. Tuto metodu si tedy
popisovat nebudeme.
U´speˇsˇny´m provedenı´m metody FetchTokens autentizacˇnı´ proces koncˇı´.
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Obra´zek 12: Pru˚beˇh OAuth 2.0 autentizace v aplikaci Firesync
35
6.4 Sı´t’ova´ komunikace
Vesˇkera´ sı´t’ova´ komunikace aplikace je realizova´na skrzemetody staticke´ trˇı´dy Net (neza-
meˇnˇovat s namespace System.Net!). Nejprve ovsˇem zmı´nı´m podpu˚rne´ objekty Request-
Container a NetResponse, ktere´ se objevujı´ na vstupech a vy´stupech veˇtsˇiny metod trˇı´dy
Net.
RequestContainer nahrazuje jednoduchy´ objekt pozˇadavkuHttpWebRequest a v sobeˇ
obsahuje kolekci neˇkolika identicky´ch kopiı´ tohoto objektu, spolecˇneˇ s prˇı´padny´m rˇeteˇz-
cem, ktery´ ma´ by´t k pozˇadavku prˇipojen jako jeho teˇlo.
Du˚vod pro pouzˇitı´ RequestContaineru je prosty´. Sı´t’ova´ komunikace prˇes internet
nenı´ stoprocentneˇ spolehliva´ a cˇas od cˇasu se stane, zˇe pozˇadavek se nedocˇka´ odpoveˇdi
v potrˇebne´m cˇase. Tomuto jevu se rˇı´ka´ timeout.
Timeout je nejcˇasteˇji rˇesˇen opakovany´m odesla´nı´m stejne´ho pozˇadavku, a stejneˇ tak
je tomu v prˇı´padeˇ Firesyncu. Ovsˇem kopı´rova´nı´ existujı´cı´ch pozˇadavku˚ nenı´ efektivnı´m
rˇesˇenı´m ziska´nı´ duplika´tu, lepsˇı´ je cˇı´ste´ duplika´ty vygenerovat ze vstupnı´ch dat okamzˇiteˇ.
A prˇesneˇ k tomu slouzˇı´ objekt RequestContainer, resp. k uchova´va´nı´ teˇchto pozˇadavku˚.
Objekt NetResponse se nacha´zı´ na opacˇne´ straneˇ. Do jeho instancı´ jsou ukla´da´ny
odpoveˇdi na webove´ pozˇadavky. Obsahuje v sobeˇ status ko´d odpoveˇdi, slovnı´ popis
status ko´du, teˇlo odpoveˇdi pokud neˇjake´ existuje, informaci, zda dosˇlo k vy´jimce a v
prˇı´padeˇ, zˇe ano, tak i vy´jimku samotnou.
A nynı´ jizˇ samotna´ trˇı´da Net. Ja´drem trˇı´dy jsou 4 metody pro vytva´rˇenı´ objektu˚ webo-
vy´ch pozˇada´vku˚ (resp. RequestContaineru˚), jednametoda pro kazˇdy´ z typu˚ HTTPmetod
GET, POST, PUT a DELETE, a da´le metoda GetResponse, ktera´ pro vytvorˇeny´ Request-
Container zı´ska´ odpoveˇd’ a vra´tı´ ji ve formeˇ NetResponse. Dohromady tyto metody
poskytujı´ pohodlne´ rozhranı´ pro tvorbu libovolny´ch webovy´ch pozˇadavku˚ a zpracova´nı´
jejich odpoveˇdı´.
Zmı´neˇne´ cˇtyrˇi metody jsou si navza´jem velmi podobne´, a proto si popı´sˇeme jen jednu,
konre´tneˇ Post.
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public static RequestContainer Post(string uri, string content, bool keepalive, bool
appendAuth, ContentType ctype)
{
RequestContainer rcon = new RequestContainer(content);
for ( int i = 0; i <= resend; i++)
{
HttpWebRequest req = (HttpWebRequest)WebRequest.Create(uri);
req.Method = ”POST”;
if (appendAuth)
Global.Authorization.AppendAuthHeaders(req);
switch (ctype)
{
case ContentType.Formurlencoded:
req.ContentType = ”application/x−www−form−urlencoded”;
break;
case ContentType.Json:
req.ContentType = ”application/json”;
break;
}
req.KeepAlive = keepalive;
req.ContentLength = content.Length;
rcon.Requests.Add(req);
}
return rcon;
}
Vy´pis 4: Metoda Net.Post
Vstupnı´ parametry:
• uri - cı´lova´ adresa pozˇadavku
• content - obsah teˇla pozˇadavku
• keepalive - urcˇuje, zda ma´ by´t prˇipojenı´ perzistentnı´
• appendAuth - urcˇuje, zda ma´ by´t k pozˇadavku prˇipojen autorizacˇnı´ header obsa-
hujı´cı´ aktua´lnı´ access token v objektu Global.Authorization (instance typu Auth)
• ctype - content type, typ obsahu teˇla pozˇadavku
Nejrpve docha´zı´ k vytvorˇenı´ instance objektu RequestContainer. Do kontejneru jsou pote´
prˇida´ny identicke´ kopie pozˇadavku definovane´ho vstupnı´mi parametry, a to v celkove´m
pocˇtu resend+1, kde resend je konstanta trˇı´dy Net, v dobeˇ psanı´ tohoto textu nastavena
na hodnotu 2 - tedy kazˇdy´ RequestContainer obsahuje trˇi identicke´ pozˇadavky.
Proces vytvorˇenı´ pozˇadavku˚ nepotrˇebuje komenta´rˇ, pouze si uka´zˇeme zmı´neˇnou
jednoduchou metodu Auth.AppendAuthHeaders, ktera´ pozˇadavek autorizuje.
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public void AppendAuthHeaders(HttpWebRequest request)
{
if (!ExpCheck())
Auth.RenewToken();
request.Headers.Add(”Authorization”, token type + ” ” + access token);
}
Vy´pis 5: Metoda Auth.AppendAuthHeaders
Pokud v dobeˇ zˇa´dosti o prˇipojenı´ autorizace k HTTP pozˇadavku nenı´ prˇı´stupovy´ token
jizˇ platny´, prˇed prˇipojenı´m headeru dojde k jeho aktualizaci.
Metoda GetResponse (zdrojovy´ ko´d se kvu˚li de´lce nacha´zı´ azˇ na dalsˇı´ stra´nce) ma´
jediny´ vstupnı´ argument, a tı´m je produkt jedne´ ze zmı´neˇny´ch cˇtyrˇ metod, tedy objekt
RequestContainer.
Kolekce pozˇadavku˚ v objektu je postupneˇ iterova´na - v idea´lnı´m stavu pouze jednou,
ale v prˇı´padeˇ potrˇeby (tj. kdyzˇ docha´zı´ k timeoutu˚m) jsou posı´lany dalsˇı´ requesty tak
dlouho, dokud neˇjake´ zby´vajı´. Prakticky se tedy (prˇi aktua´lnı´m nastavenı´) jedna´ o jeden
request standarnı´ a dva za´lozˇnı´ (lecˇ identicke´) pro prˇı´pad vy´skytu timeoutu˚.
Pokud v kontejneru dojdou pozˇadavky (tzn. pokud vsˇechny pozˇadavky skoncˇı´ time-
outem, protozˇe ostatnı´ typy vy´jimek k dalsˇı´ iteraci nevedou) tak je manua´lneˇ vyvola´na
vy´jimka na tento stav upozornˇujı´cı´. Pokud je ovsˇem ktery´koliv z pozˇadavku˚ u´speˇsˇneˇ
proveden, odpoveˇd’ je roztrˇı´deˇna do objektu NetResponse a metoda jej ihned vracı´ (tzn.
k dalsˇı´m iteracı´m kontejneru jizˇ nedocha´zı´).
Jesˇteˇ poskytnu komenta´rˇ k metodeˇ HttpWebRequest.GetRequestStream(), ktera´ se v
popisovane´ metodeˇ Net.GetResponse nacha´zı´ ihned nad vola´nı´m
HttpWebRequest.GetResponse(). Mnoho programa´toru˚ (troufl bych si dokonce rˇı´ci, zˇe
naprosta´ veˇtsˇina) se mylneˇ domnı´va´, zˇe pozˇadavek je vzˇdy odesla´n azˇ vola´nı´m metody
HttpWebRequest.GetResponse(). Tak je tomu vskutku u pozˇadavku˚, ktere´ neobsahujı´
teˇlo (jako je GET a DELETE). Skutecˇnost je ovsˇem takova´, zˇe nevinneˇ vypadajı´cı´ me-
toda HttpWebRequest.GetRequestStream(), ktera´ na prvnı´ pohled pouze vkla´da´ teˇlo do
loka´lnı´ho objektu pozˇadavku, jej odesı´la´. Proto je prakticke´ tuto metodu v procedu-
ra´ch, ktere´ pracujı´ s obeˇma typy pozˇadavku˚ (s teˇlem i bez teˇla) umı´stit okamzˇiteˇ prˇed
HttpWebRequest.GetResponse(), cˇı´mzˇ se zajistı´ konzistentnı´ provedenı´ procedury bez
ohledu na to, zda pozˇadavek teˇlo ma´, cˇi ne.
Ja´ jsem tento fakt bohuzˇel objevil pomeˇrneˇ bolestivy´m zpu˚sobem, kdyzˇ jsem v im-
plementaci ochrany proti timeoutu˚m zapisoval do vsˇech duplicitny´ch pozˇadavku˚ v kon-
tejneru jejich pozˇadovane´ teˇlo ihned - tzn. GetRequestStream jsem volal jizˇ v metodeˇ
Net.Post, a to celkem trˇikra´t. Velmi dlouho mi trvalo prˇijı´t na to, procˇ se ne-timeoutujı´cı´
pozˇadavky odesı´lajı´ trˇikra´t, tı´m spı´sˇe kdyzˇ je metoda HttpWebRequest.GetResponse()
vola´na pouze jednou.
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public static NetResponse GetResponse(RequestContainer rcon)
{
if (rcon == null || rcon.Requests == null || rcon.Requests.Count == 0)
throw new Exception(”Received empty or null HTTP request list.”);
foreach (HttpWebRequest request in rcon.Requests)
{
NetResponse response = new NetResponse();
Stopwatch sw = new Stopwatch();
try
{
request.Timeout = timeout;
Global.Settings.HttpRequestsMade++;
sw.Start () ;
if (rcon.ContentPresent)
Utils .StringToStream(request.GetRequestStream(), rcon.Content);
HttpWebResponse r = (HttpWebResponse)request.GetResponse();
sw.Stop();
Global.Settings.AddLatency((int)sw.ElapsedMilliseconds);
response.Statuscode = (int)r.StatusCode;
response.Statusmsg = r.StatusDescription;
response.Content = Utils.StringFromStream(r.GetResponseStream());
r .Close();
}
catch (WebException e)
{
sw.Reset();
if (e.Status == WebExceptionStatus.Timeout)
{
Global.Settings.Timeouts++;
request.Abort() ;
continue;
}
response.Ex = e;
HttpWebResponse r = (HttpWebResponse)e.Response;
if ( r != null)
{
response.Statuscode = (int)r.StatusCode;
response.Statusmsg = r.StatusDescription;
response.Content = Utils.StringFromStream(r.GetResponseStream());
r .Close();
}
throw;
}
return response;
}
throw new Exception(”HTTP request has timed out ” + (resend + 1) + ” times in a row
. Check your internet connection.”);
}
Vy´pis 6: Metoda Net.GetResponse
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6.5 Pra´ce s Google API
Aby mohla aplikace komunikovat s Google Calendar a Google Tasks API, bylo potrˇeba
implementovat zaprve´ objekty reprezentujı´cı´ jednotlive´ prostrˇedky dane´ API, a zadruhe´
metody pro komunikaci s API.
Objekty i metody byly vytvorˇeny dle speficikacı´ dostupny´ch v oficia´lnı´ dokumentaci
GoogleAPI [2, 3]. Jako na´zvovoukonvenci pro objekty jsemzvolil prˇida´nı´ pı´smenaGprˇed
na´zev prostrˇedku, ktery´ reprezentuje. Vsˇechny objekty obsahujı´ properties definovane´ v
popisech korespondujı´cı´ch prostrˇedku˚ Google API uvedeny´ch v prˇı´loha´ch B a C, proto je
take´ nebudu jizˇ znovu popisovat zde.
Pro Google Calendar byly vytvorˇeny na´sledujı´cı´ objekty:
• GCalendarList
• GCalendarListEntry
• GEvents
• GEvent
a na´sledujı´cı´ staticke´ trˇı´dy obsahujı´cı´ metody pro komunikaci s API:
• GCalendarListRes
– List
• GEventsRes
– List
– Insert
– Delete
Pro Google Tasks byly vytvorˇeny na´sledujı´cı´ objekty:
• GTaskLists
• GTaskList
• GTasks
• GTask
a na´sledujı´cı´ staticke´ trˇı´dy obsahujı´cı´ metody pro komunikaci s API:
• GTaskListsRes
– List
• GTasksRes
– List
– Insert
– Delete
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Pro zna´zorneˇnı´ toho, jak vypada´ trˇı´da pro komunikaci s API, si uvedeme trˇı´du
GEventsRes:
namespace Firesync.GoogleCalendar
{
public static class GEventsRes
{
private const string BaseUri = ”https :// www.googleapis.com/calendar/v3”;
public static GEvents List(string calendar id)
{
RequestContainer rcon = Net.Get(BaseUri + ”/calendars/” + Uri.EscapeDataString(
calendar id) + ”/events”, null, true, true) ;
return Utils .JDeserialize<GEvents>(Net.GetResponse(rcon).Content);
}
public static NetResponse Insert(string calendar id, GEvent gevent)
{
string content = Utils . JSerialize (gevent);
RequestContainer rcon = Net.Post(BaseUri + ”/calendars/” + Uri.EscapeDataString(
calendar id) + ”/events”, content, true, true, ContentType.Json);
return Net.GetResponse(rcon);
}
public static NetResponse Delete(string calendar id, string event id)
{
RequestContainer rcon = Net.Delete(BaseUri + ”/calendars/” + Uri.EscapeDataString(
calendar id) + ”/events/” + event id, null , true, true) ;
return Net.GetResponse(rcon);
}
}
}
Vy´pis 7: Trˇı´da GEventsRes
Vesˇkere´ URI a pozˇadovane´HTTPmetody pro kazˇdoumetodu jsou pevneˇ da´ny dokumen-
tacı´ k API. Funkce objektu˚ RequestContainer a NetResponse a metod trˇı´dy Net byly jizˇ
du˚kladneˇ popsa´ny v prˇedchozı´ sekci. FunkcemetodyUtils.JSerialize je prˇirozeneˇ pravy´m
opakem metody Utils.JDeserialize, tedy vytvorˇenı´ JSON rˇeteˇzce serializacı´ objektu.
Vy´znam jednotlivy´ch metod pro pra´ci s API je zrˇejmy´:
• List vracı´ seznam vsˇech uda´losti v kalenda´rˇi specifikovane´m argumentem
calendar id.
• Insert vkla´da´ do speficikovane´ho kalenda´rˇe novou uda´lost, deserializovanou z ob-
jektu GEvent.
• Delete smazˇe speficikovanou uda´lost v dane´m kalenda´rˇi.
Trˇı´da GCalendarListRes obsahuje pouze bezargumentovou metodu List, ktera´ vra´tı´ se-
znam vesˇkery´ch kalenda´rˇu˚ uzˇivatele.
Trˇı´dy GTasksRes a GTaskListsRes jsou analogicky´mi ekvivalenty.
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Obra´zek 13: Menu vy´beˇru cı´lovy´ch prostrˇedku˚
6.6 Vy´beˇr cı´lovy´ch prostrˇedku˚ synchronizace
Po u´speˇsˇne´ inicializaci autorizacˇnı´ho objektu Auth (at’uzˇ kompletnı´ autentizacı´ nove´ho
uzˇivatele nebo prosty´m nacˇtenı´m tokenu˚ ze souboru) lze jizˇ komunikovat s vlastnı´mi
Google API. Toho Firesync take´ okamzˇiteˇ vyuzˇı´va´ a stahuje do telefonu seznamy vsˇech
kalenda´rˇu˚ a seznamu˚ u´kolu˚. Uka´zˇeme si, jak vypada´ proces stazˇenı´ a zobrazenı´ seznamu
kalenda´rˇu˚ uzˇivatele.
Seznamu kalenda´rˇu˚ odpovı´da´ prostrˇedek CalendarList. Nahle´dnutı´m do referencˇnı´
prˇı´rucˇky GCal API zjistı´me, zˇe pro zı´ska´nı´ vsˇech polozˇek prostrˇedku CalendarList (tedy
vsˇech kalenda´rˇu˚) se na prostrˇedek zavola´ metoda nazvana´ list. Tu myma´me jizˇ v aplikaci
implementova´nu jako GCalendarListRes.List(), stejneˇ jako objekt reprezentujı´cı´ Calen-
darList, GCalendarList. Stacˇı´ tedy metodu zavolat.
Jak jemozˇno vycˇı´st z prˇı´lohy, objekt GCalendarList je v podstateˇ pouze kolekcı´ objektu˚
GCalendarListEntry, cozˇ jsou jizˇ samotne´ kalenda´rˇe. Z teˇchto pak mu˚zˇeme vycˇı´st na´zvy
jednotlivy´ch kalenda´rˇu˚ a zobrazit je vsˇechny uzˇivateli pro mozˇnost vy´beˇru. Analogicky
je tomu u u´kolu˚, jedna´ se o objekty GTaskLists a GTaskList. Na´hled menu je zachycen na
obr. 13.
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Po potvrzenı´ vy´beˇru se do trˇı´dy Global ulozˇı´ cˇtyrˇi nove´ prvky:
• Objekt GCalendarListEntry, ktery´ uzˇivatel vybral jako kalenda´rˇ pro obousmeˇrnou
synchronizaci
• Kolekce objektu˚ GCalendarListEntry, ktere´ uzˇivatel vybral jako kalenda´rˇe pro jed-
nosmeˇrnou synchronizaci
• Objekt GTaskList, ktery´ uzˇivatel vybral jako seznam u´kolu˚ pro obousmeˇrnou syn-
chronizaci
• Kolekce objektu˚ GTaskList, ktere´ uzˇivatel vybral jako seznamy u´kolu˚ pro jedno-
smeˇrnou synchronizaci
Tı´mto je proces vy´beˇru dokoncˇen, volby jsou ulozˇeny v globa´lnı´ trˇı´deˇ, a je jizˇ mozˇno
prove´st synchronizaci. Nejprve je ovsˇem trˇeba kra´tce popsat hlavnı´ menu, ve ktere´m se
po vy´beˇru prostrˇedku˚ ocitneme.
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Obra´zek 14: Hlavnı´ menu
6.7 Hlavnı´ menu a ostatnı´ obrazovky
Hlavnı´ menu (obr. 14) nabı´zı´ tyto mozˇnosti:
• Settings and statistics - Vyvola´ obrazovku nastavenı´ a statistik (obr. 15). Vy´znam
jednotlivy´ch polozˇek byl jizˇ vysveˇtlen v ra´mci popisu trˇı´dy AppSettings v sekci 6.3.
• Change Google profile - Vyvola´ drˇı´ve popsanou obrazovku pro autentizaci nove´ho
uzˇivatele pomocı´ OAuth.
• About Firesync - Zobrazı´ informace o aplikaci a jejı´m autorovi (obr. 16).
• Exit - Ulozˇı´ statistiky a ukoncˇı´ aplikaci.
• Synchronize - Zobrazı´ synchronizacˇnı´ menu.
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Obra´zek 15: Nastavenı´ a statistiky
Obra´zek 16: Informace o aplikaci a autorovi
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6.8 Synchronizace
Prˇed popisem samotne´ho synchronizacˇnı´ho procesu se nejdrˇı´ve podı´va´me na dveˇ z jeho
dı´lcˇı´ch cˇa´stı´.
6.8.1 Konvertory a PocketOutlook API
Konvertory jsou nezbytnou soucˇa´sti ktere´koliv z variant synchronizace. Vsˇechny se na-
cha´zejı´ ve trˇı´deˇ Converters a jizˇ od pohledu se dajı´ rozdeˇlit na dva druhy:
• Prima´rnı´ konvertory
ty majı´ na starost konverzi cely´ch objektu˚ uda´lostı´ a u´kolu˚ z Google forma´tu (tedy
na´mi implementovany´ch objektu˚ GEvent a GTask) na objekty, se ktery´mi umı´ pra-
covat jizˇ samotny´ operacˇnı´ syste´m Windows Mobile. A samozrˇejmeˇ i konverzi
opacˇny´m smeˇrem.
• Sekunda´rnı´ konvertory
Jsou pouzˇı´va´ny prima´rnı´mi konvertory k prˇedvodu jednotlivy´ch elementa´rnı´ch
vlastnostı´ uda´lostı´ a u´kolu˚, prˇı´padneˇ jiny´mi sekunda´rnı´mi konvertory k dı´lcˇı´m
cˇinnostem.
Prˇed ilustracı´ toho, jak vypada´ prima´rnı´ konvertor, nejprve pa´r slov o PocketOutlook
API. Toto rozhranı´, oficia´lneˇ referencovane´ svy´m cely´m na´zvem PocketOutlook Object
Model, neboli POOM, se pouzˇı´va´ k prˇı´stupu k PIM objektu˚m uzˇivatele. PIM znamena´
Personal InformationManagement, v praxi se jedna´ uzˇivatelska´ data jako kontakty, u´koly,
polozˇky kalenda´rˇe a podobneˇ. V prˇı´padeˇ POOM jsoupodporova´ny pra´veˇ tyto trˇi zmı´neˇne´
typy PIM objektu˚ a na´s z toho samozrˇejmeˇ zajı´majı´ dva, teˇmi jsou reprezentace uda´losti
v podobneˇ objektu Appointment a u´kolu v podobeˇ objektu Task.
Poprostudova´nı´ dokumentace kPocketOutlookAPI seukazuje, zˇe jejı´ pouzˇitı´ pro nasˇe
u´cˇely je v vcelku jednoduche´. Kromobjektu˚ Appointment a Task (a jejich kolekcı´ Appoint-
mentCollection a TaskCollection) uzˇ pracujeme pouze s objektem OutlookSession, ktery´
prˇedstavuje rozhranı´ mezi nasˇı´ aplikacı´ a samotny´mi realny´mi uda´lostmi a u´koly, ktere´
se nachazı´ v telefonu, jeho instance je vstupnı´m bodem do cele´ho modelu POOM.
U pouzˇitı´ OutlookSession je trˇeba se vyvarovat jedne´ veˇci - a to je vytva´rˇenı´ vı´ce
instancı´ tohoto objektu. Oficia´lnı´ dokumentace to sice nikde neuva´dı´, ale v opacˇne´m
prˇı´padeˇ mu˚zˇe docha´zet k neocˇeka´vany´m vy´jimka´m prˇi na´sledne´m prˇı´stupu k API objek-
tu˚m (tyto vy´jimky jsou navı´c obecne´ a o nicˇem nevypovı´dajı´cı´, jako trˇeba Native method
call failed). My proto pouzˇı´va´me v cele´ aplikaci jedinou instanci OutlookSession, kterou
uchova´va´me ve trˇı´deˇ Global.
Zı´ska´nı´ kolekcı´ vsˇech uda´lostı´ a u´kolu˚ se pak prova´dı´ jednodusˇe:
OutlookSession osession = new OutlookSession();
AppointmentCollection appts = osession.Appointments.Items;
TaskCollection tasks = osession.Tasks.Items;
Vy´pis 8: Pouzˇitı´ objektu OutlookSession
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Nynı´ si jizˇ pro ilustraci prima´rnı´ho konvertoru uka´zˇememetodu GEventToAppt (GE-
vent to Appointment):
public static Appointment GEventToAppt(GEvent gevent)
{
Appointment appt = new Appointment();
appt.Subject = gevent.summary;
appt.Body = gevent.description;
appt.Location = gevent.location;
if (gevent.AllDay)
{
appt.AllDayEvent = true;
appt.Start = gevent.start .Date.Value;
appt.End = gevent.end.Date.Value;
}
else
{
appt.AllDayEvent = false;
appt.Start = gevent.start .dateTime.Value;
appt.End = gevent.end.dateTime.Value;
}
foreach (GEvent.EventAttendee attnd in gevent.attendees)
appt.Recipients.Add(new Recipient((attnd.displayName != null) ? attnd.displayName
: ”Unnamed”, attnd.email));
appt.ParseRRULE(gevent.recurrence);
return appt;
}
Vy´pis 9: Metoda Converters.GEventToAppt
Pozn.: properties Google objektu˚ jako je GEvent zacˇı´najı´ u´myslneˇ maly´m pı´smenem (prˇestozˇe to
odporuje konvenci), protozˇe prˇi serializaci do forma´tu JSON se do vy´sledne´ho rˇeteˇzce zaznamena´va´
prˇesny´ na´zev kazˇde´ property. Pokud se na Google odesˇle serializovana´ uda´lost a ta obsahuje
vlastnosti zacˇı´najı´cı´ velky´m pı´smenem mı´sto male´ho, Google vracı´ chybu.
Konverznı´ metoda samotna´ probı´ha´ ve vcelku proste´m duchu, properties objektu
GEvent jsou postupneˇ prˇirazeny jejich ekvivalentu˚m objektu Appointment. Mu˚zˇeme
si ovsˇem vsˇimnout vola´nı´ Appointment.ParseRRULE, cozˇ je sekunda´rnı´ konvertor v
podobeˇ extension metody objektu Appointment.
Jednotlive´ sekunda´rnı´ konvertory si popisovat nebudeme, vetsˇina z nich je zcela tri-
via´lnı´ch (naprˇ. prˇevod rˇeteˇzce na´zvu dne ve stylu MO, WE, FR.. na patrˇicˇnou hodnotu
enumerace DayOfWeek {Monday, Tuesday..}). ParseRRULE je jednı´m z teˇch kompliko-
vaneˇjsˇı´ch a nynı´ si provedeme jeho popis.
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RRULE je rˇetezec podle´hajı´cı´ standardu iCalendar a prˇedstavuje definici rekurencˇnı´ho
vzoru uda´losti. Mu˚zˇe obsahovat na´sledujı´cı´ parametry:
• FREQ - urcˇuje frekvenci opakova´nı´ (denneˇ, ty´dneˇ..)
• INTERVAL - urcˇuje interval opakova´nı´ v ra´mci frekvence (naprˇ. FREQ=WEEKLY a
INTERVAL=2 znamena´ opakova´nı´ kazˇde´ dva ty´dny). Nepovinne´.
• BYDAY - u ty´dennı´ho opakova´nı´ obsahuje seznam dnu˚ v ty´dnu, kdy se ma´ uda´lost
objevit (naprˇ. BYDAY=FR,SA). Umeˇsı´cˇnı´ho opakova´nı´ urcˇuje, ktery´ denmeˇsı´ce do-
cha´zı´ k opakova´nı´ (naprˇ. BYDAY=3SA znamena´ trˇetı´ sobotu v meˇsı´ci). Nepovinne´.
• UNTIL/COUNT - urcˇuje konec opakova´nı´ uda´losti, bud’formoupevne´ho data nebo
celkove´ho pocˇtu opakova´nı´. Nepovinne´. Najednou lze pouzˇı´t pouze jeden z teˇchto
dvou parametru˚.
Cely´ rˇeteˇzec potom mu˚zˇe vypadat trˇeba takto:
”RRULE:FREQ=DAILY;INTERVAL=2;COUNT=4”. Metoda ParseRRULE prˇitom slouzˇı´ k
prˇevodu rˇeteˇzce RRULE na objekt RecurrencePattern, ktery´ je vlastnostı´ objektuAppoint-
ment a jak je z na´zvu zrˇejme´, definuje rekurencˇnı´ vzor uda´losti.
public static Appointment ParseRRULE(this Appointment appt, List<string> recurence)
{
AppointmentRecurrence apptrec = appt.RecurrencePattern;
apptrec.RecurrenceType = RecurrenceType.NoRecurrence;
if (recurence.Count == 0)
return appt;
Dictionary<string, string> rulenv = RRULEToDict(recurence);
Vy´pis 10: Metoda Converters.ParseRRULE - fragment 1
Nejpodstatneˇjsˇı´ cˇa´stı´ tohoto fragmentu je vola´nı´ dalsˇı´ho sekunda´rnı´ho konvertoru,
RRULEToDict. Jeho u´cˇelem je samotny´ rˇeteˇzec RRULE prˇeve´st na slovnı´k obsahujı´cı´ jed-
notlive´ parametry a hodnoty v pohodlneˇ manipulovatelne´m forma´tu. Prˇi tvobe slovnı´ku
je pouzˇito neˇkolikana´sobne´ho vnorˇene´ho vola´nı´ metody Split(char), rozdeˇlujı´cı´ rˇeteˇzec
podle zadane´ho znaku (v tomto prˇı´padeˇ tedy postupneˇ podle dvojtecˇky, strˇednı´ku a
rovnı´tka).
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if (rulenv[ ”FREQ”] == ”DAILY”)
{
apptrec.RecurrenceType = RecurrenceType.Daily;
}
if (rulenv[ ”FREQ”] == ”WEEKLY”)
{
apptrec.RecurrenceType = RecurrenceType.Weekly;
if (rulenv.ContainsKey(”BYDAY”))
{
string [] days = rulenv[”BYDAY”].Split (’,’) ;
if (days.Contains<string>(”MO”))
apptrec.DaysOfWeekMask |= DaysOfWeek.Monday;
...
Vy´pis 11: Metoda Converters.ParseRRULE - fragment 2
Da´le jizˇ na´sleduje postupne´ nastavenı´ properties objektu RecurrenceType na za´kladeˇ
hodnot ve vytvorˇene´m slovnı´ku. Zbytek metody vypada obdobneˇ.
6.8.2 Kompara´tory
U´cˇelem kompara´toru˚ je ohodnocenı´ mı´ry podobnosti dvou uda´lostı´ cˇi u´kolu˚ pomeˇrˇenı´m
hodnot jejich elementa´rnı´ch vlastnostı´. Pru˚beˇh komparacˇnı´ metody je vcelku prosty´ - viz
metoda pomeˇrˇujı´cı´ dveˇ uda´losti typu GEvent:
public static int CompareGEvents(GEvent g1, GEvent g2)
{
int score = 0;
if (g1.summary == g2.summary || (g1.summary == null && g2.summary == ””) || (g1.
summary == ”” && g2.summary == null))
score++;
if (g1.description == g2.description || (g1.description == null && g2.description == ””
) || (g1.description == ”” && g2.description == null))
score++;
if (g1.location == g2.location || (g1.location == null && g2.location == ”” ) || (g1.
location == ”” && g2.location == null))
score++;
...
return score;
Vy´pis 12: Metoda CalSync.CompareGevents
Sko´re podobnosti se pohybuje v rozmezı´ od 0 do 10 u uda´lostı´ a od 0 do 5 u u´kolu˚, prˇicˇemzˇ
maxima´lnı´ hodnota znamena´ v obojı´m prˇı´padeˇ shodu. Vy´sledek u u´kolu˚ je prˇitomva´zˇeny´
- protozˇe zdaleka nejpodstatneˇjsˇı´ (a cˇasto i jedinou) vlastnostı´ u´kolu je jeho na´zev,ma´ veˇtsˇi
vliv na vy´sledne´ sko´re, nezˇ ostatnı´ vlastnosti.
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Obra´zek 17: Synchronizacˇnı´ menu
6.8.3 Pru˚beˇh synchronizace
Vlastnı´ synchronizace zacˇı´na´, jakmile uzˇivatel vybere jednu ze cˇtyrˇ synchronizacˇnı´ch
variant (uda´losti jednosmeˇrneˇ a obousmeˇrneˇ, u´koly jednosmeˇrneˇ a obousmeˇrneˇ). Syn-
chronizacˇnı´ menu na obr. 17 take´ nabı´zı´ mozˇnost prˇejı´t na drˇı´ve popsanou obrazovku s
vy´beˇrem cı´lovy´ch kalenda´rˇu˚ a seznamu˚ u´kolu˚, kliknutı´m na tlacˇı´tko ”Select target Calen-
dars and TaskLists”.
Prodemonstraci pru˚beˇhu synchronizacˇnı´hoprocesupouzˇijememetoduCalSync.Sync,
ktera´ obstara´va´ obousmeˇrnou i jednosmeˇrnou synchronizaci kalenda´rˇe (jednosmeˇrna´
synchronizace s vı´ce kalenda´rˇi najednou je realizova´na cyklicky´m vola´nı´m te´to metody
pro kazˇdy´ kalenda´rˇ). Metoda TaskSync.Sync funguje v podstateˇ naprosto identicky.
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public static void Sync(GetDecision showDialog, GCalendarListEntry gcal, SyncDirection
direction)
{
string calId = gcal. id ;
Utils .SetMessage(”Downloading events”, true);
GEvents allGevents = GEventsRes.List(calId);
GEvents allWevents = new GEvents();
AppointmentCollection appts = Global.Appointments();
foreach (Appointment appt in appts)
allWevents.items.Add(Converters.ApptToGEvent(appt));
Vy´pis 13: Metoda CalSync.Sync - fragment 1
Prvnı´m argumentem metody je delega´t typu GetDecision. Ten je pouzˇit ve trˇetı´ fa´zi
synchronizace (detekce mozˇny´ch aktualizacı´) kde je potrˇeba zpeˇtna´ vazba ze strany uzˇi-
vatele. Knihovna FiresyncLib je ovsˇem oddeˇlena od uzˇivatelske´ho rozhranı´ a nemu˚zˇe
dotazovacı´ dialog vyvolat prˇı´mo, vyuzˇı´va se proto delegace. Tento proces je (stejneˇ jako
delega´t samotny´ a objekt, ktery´ je v jeho vola´nı´ prˇeda´va´n) popsa´n nı´zˇe ve zmı´neˇne´ cˇa´sti
synchronizace.
Zby´vajı´cı´ argumenty jizˇ nepotrˇebujı´ sˇirsˇı´ popis, jsou jimi objekt typu GCalendarLis-
tEntry urcˇujı´cı´, se ktery´m kalenda´rˇem ma´ synchronizace probeˇhnout a enumerace Sync-
Direction (s mozˇny´mi hodnotami Bidirectional a GoogleToDevice) rozhodujı´cı´, zda jde o
obousmeˇrnou cˇi jednosmeˇrnou synchronizaci.
1. fa´ze - zı´ska´nı´ dat
Metoda Utils.SetMessage slouzˇı´ k aktualizaci textu zobrazene´ho ovla´dacı´ho prvku in-
formujı´cı´ho uzˇivatele o pru˚beˇhu akce - v nasˇem prˇı´padeˇ se tedy jedna´ o drˇı´ve zmı´neˇny´
ProgressBox. Druhy´ argument metody urcˇuje, zda ma´ by´t zpra´va staticka´(false) cˇi ani-
movana´. Metoda Utils.SetMessage samozrˇejmeˇ takte´zˇ vola´ pouze delega´t inicializovany´
uzˇivatelsky´m rozhranı´m.
Dalsˇı´m krokem je jizˇ zı´ska´nı´ vsˇech uda´lostı´ z prˇislusˇne´ho Google kalenda´rˇe. API
dokumentace prozradı´, zˇe k tomu se pouzˇı´va´ metoda list zavolana´ na prostrˇedek Events.
My tedypouzˇijemenasˇi korsepondujı´cı´metodu,GEventsRes.List() a zı´skana´ dataulozˇı´me
do objektu allGevents typu GEvents.
Na´sledneˇ vytvorˇı´me dalsˇı´ instanci objektu GEvents pojmenovanou allWevents (Win-
dows events) a do jeho kolekce prˇida´me vsˇechny loka´lnı´ uda´losti prˇevedene´ do forma´tu
GEvent. Du˚vod k tomuto je prosty´ - na´mi vytvorˇeny´ objektovy´ typGEvent (a samozrˇejmeˇ
analogicky i GTask) totizˇ obsahuje krom vlastnostı´ vyply´vajı´cı´ch z Google Calendar pro-
strˇedku Event i dveˇ vlastnosti nutne´ pro chod synchronizace (tyto se samozrˇejmeˇ prˇi
prˇevodu do JSON rˇeteˇzce neserializujı´ a na Google servery nejsou posı´la´ny).
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Teˇmito vlastnostmi jsou:
• SyncState - enumerace naby´vajı´cı´ hodnotNotSet, Ignore,Delete, Store. Beˇhemdruhe´
a trˇetı´ synchronizacˇnı´ fa´ze je GEvent objektu˚m hodnota te´to vlastnosti adekva´tneˇ
nastavena a na jejı´m za´kladeˇ je v poslednı´, cˇtvrte´ fa´zi na´sledneˇ provedena prˇı´slusˇna´
akce. Vy´chozı´ hodnota je samozrˇejmeˇ NotSet.
• ComparisonResults - objekt, jehozˇ u´cˇelem je uchova´vat informace o tom, jake´ uda´-
losti jsou te´to GEvent instanci podobne´. Ve druhe´ fa´zi jsou tyto informace vlozˇeny
a ve trˇetı´ na´sledneˇ pouzˇity k dota´za´ni uzˇivatele, zda je podobnost na´hodna´, cˇi zda
se jedna´ o aktualizaci. Vyuzˇito pouze prˇi obousmeˇrne´ synchronizaci (jednosmeˇrna´
trˇetı´ fa´zi prˇeskakuje).
2. fa´ze - komparace
Dalsˇı´ fragment zdrojove´ho ko´du ukazuje podobu cele´ho komparacˇnı´ho algoritmu.
Utils .SetMessage(”Comparing events”, true);
foreach (GEvent wevent in allWevents.items)
{
foreach (GEvent gevent in allGevents.items)
{
if (gevent.SyncState == SyncState.Ignore)
continue;
int result = CompareGEvents(gevent, wevent);
if ( result == 10)
{
gevent.SyncState = SyncState.Ignore;
wevent.SyncState = SyncState.Ignore;
break;
}
if ( result >= Global.Settings.EventSimilarityTreshold)
gevent.ComparisonResults.Add(wevent, result);
}
}
Vy´pis 14: Metoda CalSync.Sync - fragment 2
Vneˇjsˇı´ cyklus foreach iteruje vesˇkere´ loka´lnı´ uda´losti, vnitrˇnı´ cyklus uda´losti vzda´lene´
(stazˇene´ z Google). Prvnı´ prˇı´kaz vnitrˇnı´ho bloku zajisˇt’uje prˇechod k dalsˇı´ vnitrˇnı´ iteraci
v prˇı´padeˇ, zˇe dana´ vzda´lena´ uda´lost byla jizˇ shleda´na synchronizovanou. V opacˇne´m
prˇı´padeˇ je zavola´na komparacˇnı´ metoda CompareGEvents a jejı´ vy´sledek ulozˇen do
celocˇı´slene´ promeˇnne´.
Pokud je nalezena shoda (tedy vy´sledek komparace se rovna´ 10, v prˇı´padeˇ u´kolu˚
5), loka´lnı´ i vzda´lene´ uda´losti je nastavena vlatnost SyncState na hodnotu Ignore, cozˇ
znamena´, zˇe uda´losti jsou synchronizovane´ a nenı´ potrˇeba zˇa´dne´ akce.
Pokud nenı´ nalezena shoda zjisˇt’uje se, zda jsou si uda´losti alesponˇ dostatecˇneˇ po-
dobne´. Potrˇebna´ hranice pro tento stav je nastavena uzˇivatelem. Pokud si podobne´ jsou,
do objektu ComparisonResults embedovane´ho ve vzda´lene´ uda´losti je vlozˇena reference
na mı´stnı´ (podobnou) uda´lost, spolecˇneˇ s vy´sledkem komparace.
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3. fa´ze - zpracova´nı´ podobny´ch objektu˚
Pokud probı´ha´ jednosmeˇrna´ synchronizace, tento krok je prˇeskocˇen a spousˇtı´ se poslednı´
fa´ze:
if ( direction == SyncDirection.GoogleToDevice)
{
Utils .SetMessage(”Applying changes”, true);
ProcessGevents(allGevents.items, calId, direction) ;
return;
}
Vy´pis 15: Metoda CalSync.Sync - fragment 3
Metoda ProcessGevents bude popsa´na v rozboru poslednı´ fa´ze.
Pokud se jedna´ o obousmeˇrnou synchronizaci, provede se procedura zpracova´nı´ podob-
ny´ch uda´lostı´ za u´cˇelem urcˇenı´ aktualizacı´, na za´kladeˇ vstupu˚ uzˇivatele.
Prvnı´ cˇa´stı´ te´to fa´ze je prˇı´prava dat:
List<GEvent> decisionRequired = new List<GEvent>();
foreach (GEvent gevent in allGevents.items)
{
if (gevent.SyncState != SyncState.Ignore)
{
gevent.ComparisonResults.PurgeProcessed();
if (gevent.ComparisonResults.HasData())
decisionRequired.Add(gevent);
else
gevent.SyncState = SyncState.Store;
}
}
Vy´pis 16: Metoda CalSync.Sync - fragment 4
Neˇktere´ vzda´lene´ uda´losti mohou mı´t v seznamu podobny´ch mı´stnı´ch uda´lostı´ i ty, ktere´
jsou shodne´ s jinou vzda´lenou uda´lostı´ (tzn. mı´stnı´ uda´lost ma´ SyncState nastaveno
na Ignore). K tomu mu˚zˇe dojı´t tak, zˇe prˇi komparacˇnı´m procesu je neprve nalezena
podobnost,mı´stnı´ uda´lost je prˇida´nado seznamupodobnostı´ ve vzda´lene´ uda´losti, ovsˇem
mı´stnı´ uda´lost je da´le pomeˇrˇova´na s ostatnı´mi vzda´leny´mi uda´lostmi a je nalezena shoda
s jinou uda´lostı´.
Pro odstraneˇnı´ teˇchto podobny´ch uda´lostı´ (ktere´ nemohou by´t aktualizacemi, protozˇe
majı´ jizˇ shodu v jine´ uda´losti) ze seznamu ComparisonResults se pouzˇı´va´ metoda Purge-
Processed(), ktera´ ze seznamu podobnostı´ vymazˇe vsˇechny uda´losti, jejichzˇ SyncState se
nerovna´ NotSet.
Pokud po te´to operaci nema´ vzda´lena´ uda´lost v seznamu podobnostı´ jizˇ zˇa´dne´ po-
lozˇky, znamena´ to, zˇe musı´ by´t synchronizova´na a jejı´ SyncState je nastavena na Store. V
opacˇne´m prˇı´padeˇ je uda´lost prˇida´na do kolekce decisionRequired, cozˇ je seznam vzda´le-
ny´ch uda´lostı´, ktere´ mohou by´t potencia´lnı´m prˇedmeˇtem aktualizace.
V druhe´ cˇa´sti te´to fa´ze je iterova´na kolekce uda´lostı´ decisionRequired a uzˇivateli
jsou zobrazeny potencia´lnı´ mozˇnosti aktualizace. Ke zobrazenı´ dialogu pro interakci se
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Obra´zek 18: Dialog pro posouzenı´ potencia´lnı´ aktualizace
pouzˇı´va´ delega´t GetDecision, jezˇ vracı´ void a jehozˇ vola´nı´ obsahuje argument typuUpda-
teDecisionQuery. Tento objekt je pouzˇit jak pro prˇeda´nı´ informacı´ do vsrty uzˇivatelske´ho
rozhranı´ (potrˇebny´ch pro vytvorˇenı´ dotazovacı´ho dialogu), tak k ziska´nı´ zpeˇtne´ vazby z
uzˇivatelske´ho rozhranı´.
Objekt UpdateDecisionQuery ma´ na´sledujı´cı´ vlastnosti:
• GEvent Gevent - vzda´lena´ uda´lost
• List<GEvent>Locals - kolekce mı´stnı´ch uda´lostı´ podobny´ch vzda´lene´ uda´losti
• UpdateDecision Decision - enumerace obsahujı´cı´ GoogleIsUpdate, LocalIsUpdate,
Unrelated
• GEvent LocalUpdate - v prˇı´padeˇ, zˇe uzˇivatel oznacˇı´ jednu z mı´stnı´ch uda´lostı´ jako
aktualizaci (prˇı´padneˇ naopak, jako zastaralou uda´lost), je do te´to vlastnosti ulozˇena
reference na ni
Dialog pro posouzenı´ podobnosti je k videˇnı´ na obra´zku 18, okno s detailem uda´losti
(ktere´ se zobrazı´ po kliknutı´ na tlacˇı´tka ”View Google event”nebo ”View selected local
event”) pak na obra´zku 19.
Pote´ co je dialog zavrˇen, docha´zı´ na za´kladeˇ rozhodnutı´ uzˇivatele (reprezentovane´ho
hodnotou objektu enumerace UpdateDecision) k jedne´ z na´sledujı´cı´ch akcı´:
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Obra´zek 19: Detail uda´losti v dialogu
• Uzˇivatel urcˇil vzda´lenou uda´lost jako aktualizaci jedne´ z mı´stnı´ch uda´lostı´:
vzda´lene´ uda´losti je SyncState nastaven na Store, mı´stnı´ na Delete
• Uzˇivatel urcˇil jednu z mı´stnı´ch uda´lostı´ jako aktualizaci vzda´lene´ uda´losti:
vzda´lene´ uda´losti je SyncState nastaven na Delete, mı´stnı´ na Store
• Uzˇivatel urcˇil, zˇe se jedna´ o separa´tnı´ uda´losti:
vzda´lene´ uda´losti je SyncState nastaven na Store, vsˇechny mı´stnı´ uda´losti zu˚sta´-
vajı´ ve stavu NotSet (a mohou by´t znovu zobrazeny v dalsˇı´m dialogu pro jinou
vzda´lenou uda´lost)
4. fa´ze - aplikova´nı´ zmeˇn
Nynı´ v sobeˇ jizˇ vsˇechny objekty uda´losti majı´ nastavenu patrˇicˇnou hodnotu SyncState
a zby´va´ pouze prove´st odpovı´dajı´cı´ akci pro kazˇdou uda´lost. K tomu slouzˇı´ metody
ProcessGevents a ProcessWevents. Jejich argumenty jsou:
• kolekce uda´lostı´ pro zpracova´nı´
-metodeˇ ProcessGevents se samozrˇejmeˇ prˇeda´ kolekce allGevents a metodeˇ Pro-
cessWevents kolekce allWevents.
• cı´lovy´ Google kalenda´rˇ
• SyncDirection
Pokud probı´ha´ jednosmeˇrna´ synchronizace, vola´ se pouze metoda ProcessGevents. Jake´
akce jsou pro jednotlive´ uda´losti v teˇchtometoda´ch provedeny na za´kladeˇ jejich SyncState
je uvedeno v tabulce 1.
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SyncState ProcessGevents ProcessWevents
Store Ulozˇı´ uda´lost do prˇistroje Odesˇle uda´lost prˇes Google API
Delete Smazˇe uda´lost prˇes Google API Smazˇe uda´lost z prˇı´stroje
Ignore Zˇa´dna´ akce Zˇa´dna´ akce
NotSet Tote´zˇ jako prˇi Store Tote´zˇ jako prˇi Store
Tabulka 1: Porovna´nı´ synchronizacˇnı´ch akcı´
Doplnˇujı´cı´ informace:
• Smaza´nı´ prˇes Google API je realizova´no metodou GEventsRes.Delete
• Odesla´nı´ uda´losti prˇes Google API neboli prˇida´nı´ do vzda´lene´ho kalenda´rˇe je rea-
lizova´no metodou GEventsRes.Insert
• Pokud jde o obousmeˇrnou synchronizaci, uda´losti v metodeˇ ProcessGevents nemo-
hou nikdy mı´t SyncState o hodnoteˇ NotSet. Vyply´va´ to z algoritmu synchronizace.
6.9 Multithreading
Na za´veˇr komenta´rˇ k pouzˇitı´ vı´ce vla´ken v prostrˇedı´ Windows Forms, cˇı´mzˇ byl podstatneˇ
ovlivneˇn vy´voj aplikace.
Prova´deˇnı´ cˇasoveˇ na´rocˇny´ch operacı´ vUI vla´kneˇ aplikace (ve vy´chozı´m stavuma´ apli-
kace pouze toto vla´kno) ma´ za na´sledek neresponsivnost azˇ u´plne´ zamrznutı´ rozhranı´,
trvajı´cı´ dokud nenı´ akce dokoncˇena. To znemozˇnˇuje aktualizovat rozhranı´ v pru˚beˇhu
slozˇiteˇjsˇı´ch procedur, cˇili animace nasˇeho objektu ProgressBox by naprˇı´klad beˇhem syn-
chronizace kalenda´rˇe nebyla mozˇna´.
Jako nejjednodusˇsˇı´ rˇesˇenı´ se nabı´zı´ zkra´tka spousˇteˇt takove´to procedury v novy´ch,
separa´tnı´ch vla´knech. Vskutku, tı´mto krokem je jev zamrza´nı´ uzˇivatelske´ho rozhranı´
eliminova´n. Zahrnuje ovsˇem i jedno velmi podstatne´ u´skalı´ - platı´ totizˇ, zˇe k prvku˚m
uzˇivatelske´ho rozhranı´ je dovoleno prˇistupovat pouze z vla´kna, kde byly vytvorˇeny.
Du˚vodempro toto je koncept nazvany´ thread safety (bezpecˇnost vla´ken) [10]. Procedura
nebo vola´nı´ je povazˇova´no za non thread-safe, pokud manipuluje s cizı´m vla´knem tako-
vy´m zpu˚sobem, ktery´ mu˚zˇe jeho data prˇive´st do nekonzistentnı´ho stavu. Pra´veˇ to hrozı´
prvku˚m uzˇivatelske´ho rozhranı´, pokud je k nim prˇistupova´no ze dvou nebo vı´ce vla´ken
(vcˇetneˇ jejich vlastnı´ho vla´kna) najednou, a proto to framework nedovoluje a prˇi pokusu
o nebezpecˇny´ prˇı´stup vyvola´ vy´jimku.
Nasˇteˇstı´ existuje rˇesˇenı´, a to v podobeˇ metody Control.Invoke. Tato metoda je vzˇdy
thread-safe (lze ji tedy volat i z jiny´ch vla´ken) a jejı´m u´cˇelem je prove´st definovanou akci
na vla´kneˇ, ktere´mu objekt Control (neboli prvek UI) na´lezˇı´. Pozˇadovana´ akce je metodeˇ
prˇeda´na argumentem ve formeˇ delega´tu.
Pro u´cˇely pouzˇitı´ multithreadingu a thread-safe prˇı´stupu v me´ aplikaci jsem sestavil
neˇkolik metod, ktere´ tyto techniky ulehcˇujı´. Prvnı´ z nich je Utils.MultithreadExec:
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public static Thread MultithreadExec(string threadName, Action action)
{
Thread t = new Thread(delegate { action.Invoke(); });
if (threadName != null)
t .Name = threadName;
t . Start () ;
return t ;
}
Vy´pis 17: Metoda Utils.MultithreadExec
Metodeˇ je prˇeda´na pozˇadovana´ procedura ve formeˇ genericke´ho delega´ta Action a do-
cha´zı´ k jejı´mu provedenı´ v nove´m vla´kneˇ. Vola´nı´ metody vypada´ naprˇı´klad takto:
Utils .MultithreadExec(”FetchTokens”, delegate
{
Auth.FetchTokens(code);
ProgressBox.StaticMessage(”Success!”);
UI Utils .ClearUserData();
Thread.Sleep(2000);
ProgressBox.HideNow();
Window.NextScreen();
}
) ;
Vy´pis 18: Pouzˇitı´ metody Utils.MultithreadExec
Uvedeny´ ko´d je pouzˇit prˇi OAuth autentizaci pote´, co uzˇivatel vlozˇı´ a potvrdı´ autori-
zacˇnı´ ko´d zpeˇt do aplikace. Vsˇimneˇme si, zˇe metody ProgressBox.StaticMessage a Pro-
gressBox.HideNow nejsou pouzˇity s pomocı´ zmı´neˇne´ thread-safe metody Invoke. Jedna´
se totizˇ a staticke´ metody, a azˇ ty samotne´ na´sledneˇ manipulujı´ se skutecˇnou instancı´
ProgressBoxu - vola´nı´ Invoke obstara´vajı´ samy, pokud je potrˇeba. Viz na´hled metody
ProgressBox.HideNow:
public static void HideNow()
{
if (! UI Utils .InvokeRequired())
Window.Progress.HideNowProcess();
else
UI Utils .UIThreadExec(delegate {Window.Progress.HideNowProcess(); });
}
Vy´pis 19: Metoda ProgressBox.HideNow
Window.Progress je globa´lnı´ reference na ProgressBox objekt. HideNowProcess je uzˇ
samotna´ metoda, ktera´ objekt skryje.
Jak je videˇt, pokud Invoke nenı´ potrˇeba pouzˇı´t (cozˇ lze determinovat pomocı´ Invoke-
Required),metodaHideNowProcess je zavola´naprˇı´mo.Vopacˇne´mprˇı´padeˇ je delegova´na
jako argumentmetodyUI Utils.UIThreadExec, ktera´ spousˇtı´ danou akci v UI vla´kneˇ. Tato
metoda pouze zavola´ UIThreadHandle.Invoke(Action), kde UIThreadHandle je globa´lnı´
reference na hlavnı´ okno aplikace, ktere´ vzˇdy beˇzˇı´ v hlavnı´m UI vla´kneˇ.
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6.10 Shrnutı´ u´prav nutny´ch pro prˇenesenı´ na platformu Windows Phone 7
Jak jizˇ bylo zmı´neˇno v analy´ze mobilnı´ch platforem Windows, prˇi prˇenesenı´ na WP7 je
potrˇeba vytvorˇit od za´kladu nove´ UI. Nasˇteˇstı´ se na´m podarˇilo UI od aplikacˇnı´ knihovny
oddeˇlit v podstateˇ dokonale, takzˇe tento proces nebude nicˇı´m komplikova´n.
Krom nove´ho uzˇivatelske´ho rozhranı´ bude potrˇeba nahradit jesˇteˇ neˇkolik dalsˇı´ch
objektu˚, ktere´ se na obou platforma´ch implementujı´ odlisˇneˇ. Jejich mnozˇstvı´ se podarˇilo
udrzˇet na, myslı´m si, velmi prˇijatelne´ u´rovni:
• Trˇı´da TimeZone
Musı´ by´t nahrazena trˇı´dou TimeZoneInfo.
• Trˇı´da ServicePointManager
Nema´ na platformeˇ WP7 ekvivalent. Jejı´ pouzˇitı´ v aplikaci nasˇteˇstı´ nenı´ vu˚bec
za´sadnı´.
• Trˇı´da StopWatch
Na platformeˇ WP7 neexistuje, mu˚zˇe by´t nahrazena naprˇı´klad manua´lnı´m meˇrˇenı´m
cˇasu pomocı´ DateTime.Now.Ticks a trˇı´dy TimeSpan. Tuto implementaci jsem se
kvu˚li kompatibiliteˇ pokousˇel pouzˇı´t jizˇ v mnou vytvorˇene´ verzi aplikace, ovsˇem
uka´zalo se, zˇe objekty DateTime ve WM6.5 (prˇinejmensˇı´m v emula´toru) nejsou
schopny meˇrˇit milisekundy a tedy ani Ticks.
• Metoda Control.Invoke
Musı´ by´t nahrazena metodou Dispatcher.BeginInvoke.
• Trˇı´da HttpWebRequest
Podporuje pouze asynchronnı´ verze metod GetRequestStream a GetResponse (
BeginGetRequestStream/EndGetRequestStream a BeginGetResponse/EndGetRe-
sponse), ktery´mi musı´ by´t nahrazeny.
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7 Za´veˇr
Cı´lem pra´ce bylo analyzovat existujı´cı´ softwarova´ rˇesˇenı´ pro synchronizaci mobilnı´ch
platforem Microsoft Windows Mobile 6.5 a Windows Phone 7 se sluzˇbou Google Calen-
dar a na´sledneˇ navrhnout a implementovat vlastnı´ rˇesˇenı´ pro syste´m Windows Mobile
6.5 takovy´m zpu˚sobem, aby byla aplikace co nejjednodusˇejı´ prˇenesitelna´ na platformu
Windows Phone.
Nejprve jsem provedl rozbor relevantnı´ch sluzˇeb a technologiı´ spolecˇnosti Google a
na´sledneˇ mobilnı´ch Windows platforem. Beˇhem neˇj se uka´zalo, zˇe pro syste´m Windows
Phone 7 bohuzˇel nenı´ momenta´lneˇ mozˇne´ aplikaci s pozˇadovany´mi parametry vytvorˇit.
Tento stav ovsˇem nemusı´ by´t trvaly´, takzˇe na zpu˚sobu me´ho postupu na´vrhu a imple-
mentace se tı´m nic nezmeˇnilo. Z analy´zy rozdı´lu˚ mezi platformami Windows Mobile 6.5
a Windows Phone 7 da´le vyplynulo, zˇe pro co nejveˇtsˇi usnadneˇnı´ prˇı´padne´ho prˇenesenı´
aplikace bude nutne´ co mozˇna´ nejdu˚sledneˇji oddeˇlit uzˇivatelske´ rozhranı´ od aplikacˇneˇ-
datove´ cˇa´sti rˇesˇenı´ a v implementaci preferovat pouzˇitı´ teˇch objektu˚, ktere´ jsou dostupne´
na obou platforma´ch.
Testova´nı´ trˇı´ volneˇ dostupny´ch softwarovy´ch synchronizacˇnı´ch rˇesˇenı´ na platformeˇ
Windows Mobile 6.5 uka´zalo, zˇe ani jedno nefunguje spolehliveˇ. Na vineˇ mu˚zˇe by´t fakt,
zˇe vsˇechna byla vytvorˇena pro starsˇı´ verze platformy nebo take´ pouzˇitı´ zastarale´ verze
Google API. Nicme´neˇ, z analy´zy jsem vyvodil du˚sledky ve formeˇ pozˇadavku˚ na mou
aplikaci eliminujı´cı´ch zjisˇteˇne´ nedostatky analyzovany´ch rˇesˇenı´.
Na´sledoval na´vrh vlastnı´ho rˇesˇenı´ na za´kladeˇ vsˇech zı´skany´ch poznatku˚ a pote´
jeho implementace. Obojı´ probeˇhlo u´speˇsˇneˇ a vy´sledna´ aplikace, pojmenovana´ Firesync,
splnˇuje vsˇechny prvky zada´nı´ pra´ce. Dosavadnı´ testova´nı´ uka´zalo, zˇe synchronizace ka-
lenda´rˇu˚ i u´kolu˚ probı´ha´ korektneˇ a spolehliveˇ.
Fina´lnı´ implementace obsahuje pouze peˇt objektu˚, ktere´ by prˇi prˇenesenı´ na platformu
Windows Phone bylo potrˇeba nahradit cˇi odstranit, cozˇ by meˇl by´t vı´ce nezˇ uspokojivy´
vy´sledek.
Do budoucna pla´nuji aplikaci rozsˇı´rˇit o mozˇnost importova´nı´ dat kalenda´rˇe ze souboru
ve forma´tu iCalendar a prˇidat funkci maza´nı´ uda´lostı´ a u´kolu˚ (tak, aby se nedostaly zpeˇt
prˇi synchronizaci).
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A Obsah CD
• Slozˇka bin - obsahuje zkompilovane´ soubory aplikace vcˇ. instala´toru
• Slozˇka doc - obsahuje tento dokument
• Slozˇka res - obsahuje vesˇkere´ graficke´ soubory
• Slozˇka src - obsahuje zdrojovy´ ko´d aplikace
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B Google Calendar API - detail prostrˇedku˚
Google Calendar API zahrnuje celkem 7 typu˚ prostrˇedku˚ a mnoho metod pro kazˇdy´
typ (u prostrˇedku Event dokonce 10 metod), uva´dı´m zde pouze popis teˇch relevantnı´ch,
tedy teˇch, ktere´ jsem vyuzˇil prˇi synchronizaci. Stejneˇ tak popisuji pouze ty vlastnosti
jednotlivy´ch prostrˇedku˚, ktere´ bud’ majı´ svu˚j ekvivalent v kalenda´rˇi na synchronizova-
ne´m zarˇizenı´ nebo jsou jiny´m zpu˚sobem vyuzˇity prˇi synchronizacˇnı´m procesu. U metod
je kromeˇ odpovı´dajı´cı´ho typu HTTP metody uveden i alias pouzˇı´vany´ v ra´mci API, a
za´rovenˇ i v implementaci aplikace.
B.1 Prostrˇedek CalendarList
Reprezentuje seznam vsˇech kalenda´rˇu˚ v Google u´cˇtu.
Vlastnosti:
• kind - identifikuje typ prostrˇedku
• items - kolekce prostrˇedku˚ CalendarListEntry
Metody:
• GET (aka list) - vra´tı´ seznam kalenda´rˇu˚ v Google u´cˇtu.
B.2 Prostrˇedek CalendarListEntry
Reprezentuje jeden kalenda´rˇ v Google u´cˇtu.
Vlastnosti:
• kind - identifikuje typ prostrˇedku
• id - unika´tnı´ identifika´tor kalenda´rˇe
• summary - na´zev kalenda´rˇe
• description - popis kalenda´rˇe
• location - umı´steˇnı´ kalenda´rˇe v rea´lne´m sveˇteˇ
• timeZone - cˇasova´ zo´na kalenda´rˇe
Metody:
• (zˇa´dne´)
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B.3 Prostrˇedek Events
Reprezentuje vsˇechny uda´losti v ra´mci jednoho kalenda´rˇe.
Vlastnosti:
• kind - identifikuje typ prostrˇedku
• items - kolekce prostrˇedku˚ Event
Metody:
• GET (aka list) - vra´tı´ seznam vsˇech uda´lostı´ v kalenda´rˇi.
• POST (aka insert) - vlozˇı´ novou uda´lost do kolekce
B.4 Prostrˇedek Event
Reprezentuje jednu uda´lost.
Vlastnosti:
• kind - identifikuje typ prostrˇedku
• id - unika´tnı´ identifika´tor uda´losti
• summary - na´zev uda´losti
• description - popis uda´losti
• location - mı´sto uda´losti
• start - pocˇa´tecˇnı´ datum (prˇı´p. i cˇas) uda´losti
• end - konecˇne´ datum (prˇı´p. i cˇas) uda´losti
• recurrence - rˇetezec popisujı´cı´ vzor rekurence uda´losti
• attendees - kolekce u´cˇastnı´ku˚ uda´losti
– displayName - jme´no u´cˇastnı´ka
– email - email u´cˇastnı´ka
• status - stav uda´losti
Metody:
• DELETE (aka delete) - smazˇe uda´lost
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C Google Tasks API - detail prostrˇedku˚
GTasks API zahrnuje celkem 4 typy prostrˇedku˚, prˇi synchronizaci vyuzˇı´va´m vsˇechny.
U metod a vlastnostı´ prostrˇedku˚ se drzˇı´m stejne´ za´sady jako u kalenda´rˇe, tedy zminˇuji
je pouze pokud jsou pouzˇity prˇı´ synchronizaci. U metod je kromeˇ typu HTTP metody
uveden i alias pouzˇı´vany´ v ra´mci API, a za´rovenˇ i v implementaci aplikace.
C.1 Prostrˇedek TaskLists
Reprezentuje seznam vsˇech seznamu˚ u´kolu˚ v Google u´cˇtu.
Vlastnosti:
• kind - identifikuje typ prostrˇedku
• items - kolekce prostrˇedku˚ TaskList
Metody:
• GET (aka list) - vra´tı´ seznam vsˇech seznamu˚ u´kolu˚ v Google u´cˇtu.
C.2 Prostrˇedek TaskList
Reprezentuje jeden seznam u´kolu˚ v Google u´cˇtu.
Vlastnosti:
• kind - identifikuje typ prostrˇedku
• id - unika´tnı´ identifika´tor seznamu u´kolu˚
• title - na´zev seznamu u´kolu˚
Metody:
• (zˇa´dne´)
C.3 Prostrˇedek Tasks
Reprezentuje vsˇechny u´koly v ra´mci jednoho seznamu u´kolu˚.
Vlastnosti:
• kind - identifikuje typ prostrˇedku
• items - kolekce prostrˇedku˚ Task
Metody:
• GET (aka list) - vra´tı´ seznam vsˇech u´kolu˚ v seznamu
• POST (aka insert) - vlozˇı´ novy´ u´kol do kolekce
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C.4 Prostrˇedek Task
Reprezentuje jeden u´kol.
Vlastnosti:
• kind - identifikuje typ prostrˇedku
• id - unika´tnı´ identifika´tor u´kolu
• title - na´zev u´kolu
• notes - pozna´mky k u´kolu
• status - stav u´kolu
• due - termı´n u´kolu (datum)
• completed - datum, kdy byl u´kol splneˇn
Metody:
• DELETE (aka delete) - smazˇe u´kol
