This accessory document for our Bioinformatics Applications Note contains the detailed step-by-step recipe to implement the visualization algorithm described. This includes the creation of ray-traced spheres with POVRay, the setup steps and the actual application main cycle.
1.1.2.1 Loop over the three different atom shifts along the X axis: The atom is now raytraced three times, horizontally shifted by 0, -s and +s. The first zero shift is used normally, and the latter two shifts are used for stereoscopic 3D graphics, where the images for left and right eye need different sphere graphics, so that spheres appear plastic and not flat.
1.1.2.1.1 Run POVRay to trace the sphere with color yellow and size 256x256 pixels, given the current light-source position and horizontal camera shift. For 4K and Apple retina displays, the sphere size should be increased to 512x512 pixels, and the steps below adjusted.
1.1.2.1.2 Load the POVRay output file 1.1.2.1.3 Move the sphere to the left side (for stereo modes, we can't simply create a 256*256 output file due to the shift -s and +s, and use 640*256 instead) 1.1.2.1.4 Clip the sphere bitmap size to 256x256 pixels 1.1.2.1.5 Loop over the 256 pixel lines 1.1.2.1.5.1 Find the first non-empty pixel from the left and set all empty pixels on the left to its color.
1.1.2.1.5.2 Find the first non-empty pixel from the right and set all empty pixels on the right to its color. The last two steps make sure that the background color is removed from the sphere bitmap and does not accidentally appear during rendering with OpenGL.
1.1.2.1.6 To save space, compress the sphere bitmap from 24-bit true-color to an 8-bit intensity (considering the red and blue color channels only, the green channel equals the red, since the sphere was ray-traced in yellow).
1.1.2.1.7 Compress the 8-bit intensity further with Zlib 1.1.2.1.8 Store the Zlib compressed 256x256 8-bit intensity bitmap in file 'sphere_styleS.dat' 2 On application startup: set the default parameters for the graphics engine, for example by loading them from an *.ini file that stores the user's preferences 2.1 ply_lightdir -The direction (unit-)vector from the origin to the light-source for all PoLYgons. Changing this size is equivalent to moving the near clipping plane. atv_fmtopix=8e-7*ply_eyedis*atv_size, e.g. if the window size is 1024*768 and atoms are shown with full size, then an atom sphere with radius 1.5 Å gets a radius of 123 pixels for visualization.
4.3 Allocate a 1024*1024 OpenGL texture atv_viewtex ( Figure 1B) , where the precalculated sphere images will be stored (or 2048*2048 for high-res screens). If stereoscopic 3D is enabled, allocate another texture to store sphere images as seen from the other eye (atv_viewtex2).
4.4 Create a table 'defradtab' of defined sphere radii (in pixels) that will be present in atv_viewtex ( Figure 1B ), we use [1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12, 14, 16, 18, 20, 22, 24, 26, 28, 30, 32, 64, 127] , so the largest atom that can be displayed (without zooming the texture and reducing the resolution) has a radius of 127 pixels. 4.5 Define ATV_COLORS, the number of standard colors available, we use ATV_COLORS=7: blue, magenta, red, yellow, green, cyan and grey (Fig.1B) . Atoms with non-standard colors can be created by blending two standard colors using multi-texturing and a variable blending factor. 4.6 Loop over the sphere radii r in defradtab:
4.6.1 Calculate the alpha mask for a filled circle of radius r (which will later be filled with the 2D image of the atom sphere). This is just a bitmap of 8-bit values, 2r*2r pixels large, with values indicating the fraction of the pixel covered by the filled circle (ranging from 0 (pixel is totally outside circle) to 255 (pixel is totally inside circle)).
4.6.2 Loop over the ATV_COLORS, and for each find the next empty spot in texture atv_viewtex, copy the alpha mask to the texture's alpha channel at this spot (and also to atv_viewtex2 if present).
4.7 Load the Zlib compressed file with the 8-bit intensity bitmaps of size 256*256 'sphere_styleS.dat', where 'S' is the chosen atom texture atv_texture. This step is repeated whenever the user changes the atom texture. Since atoms are thus smaller than the grid spacing of 2.62 Å, the density needs to be added with 'sub-grid-cell' accuracy. We define this 'sub-grid-cell' accuracy with 2 bits, i.e. four slightly shifted densities along each axis are precalculated for each of the three atom styles, yielding 4*4*4*3 = 192 different atom densities (the atom density index 'ADIdx' can then be calculated from the atom coordinate and atom style using simple shifts and logical operations as described in detail later). The actual density values are obtained by calculating the fraction of the grid cell that is inside the atom and multiplying the result with 112. Since an atom with radius 1.2 Å and volume 7.24 Å 3 occupies at most 7.24/2.62 3 = 40% of a grid cell, the maximum density added is thus 112*0.4 = 45. So if more than 255/45 = ~5.7 atoms are present in a cell, the limit imposed by the 8-bit data-type is reached, the grid cell becomes completely light blocking. As described later, the densities will be integrated along the six main directions, finally ambient light reaching each atom will be interpolated from the integrated grid.
4.11 Precalculate the atom circle masks for shadow calculation. A low-res 16-bit Z-buffer of the scene (with a resolution of 0.164*0.164 Å per pixel) will be drawn as seen from the direction of the light-source ( Figure 1D ). For each atom, one can then count the fraction of pixels with a Z-value smaller or equal than the atom's own Z-value, which is the fraction of light that reaches the atom. The shape of the atoms drawn in the Z-buffer is stored in three circle masks (16-bit bitmaps that contain 0 for pixels outside the circle and 0xffff for pixels inside the circle and are used as an AND mask when filling the Z-buffer (described later)). The sizes of the three circle masks are 15*15 pixels (used for space filling atoms), 11*11 pixels (for ball&sticks atoms), and 7*7 pixels (for atoms shown as sticks). So an 'X' corresponds to 0xffff, and a '.' to 0: and the atom density data to be added to the ambience grid.
5.3.1.4.5 Add the atom density data, using SIMD vector instructions for adding unsigned bytes with saturation (e.g. paddusb). are available, two are still missing: up the X-axis and down the X-axis. These could not be obtained easily from the density grid, because integration along X would need to happen 'horizontally' within a SIMD register. Instead, the entire procedure above is simply repeated with a flipped grid: and that there are no gaps between the enclosing spheres along Z (we soon need to create a common Z-buffer for all objects in the group, and large gaps between objects would waste Z-buffer resolution). .GlobalPos, and a conversion from fm to pixels (atv_fmtopix). 
Loop over the objects i in the group

glTexEnvi(GL_TEXTURE_ENV,GL_TEXTURE_ENV_MODE,GL_COMBINE)
glTexEnvi(GL_TEXTURE_ENV,GL_COMBINE_RGB,GL_INTERPOLATE); glTexEnvi(GL_TEXTURE_ENV,GL_COMBINE_ALPHA,GL_INTERPOLATE) glTexEnvi(GL_TEXTURE_ENV,GL_SRC0_RGB,GL_PREVIOUS); glTexEnvi(GL_TEXTURE_ENV,GL_SRC0_ALPHA,GL_PREVIOUS); glTexEnvi(GL_TEXTURE_ENV,GL_OPERAND0_RGB,GL_SRC_COLOR); glTexEnvi(GL_TEXTURE_ENV,GL_OPERAND0_ALPHA,GL_SRC_ALPHA) 5.8.3.2 ..with those from the current texture unit 1...
glTexEnvi(GL_TEXTURE_ENV,GL_SRC1_RGB,GL_TEXTURE);
glTexEnvi(GL_TEXTURE_ENV,GL_SRC1_ALPHA,GL_TEXTURE); glTexEnvi(GL_TEXTURE_ENV,GL_OPERAND1_RGB,GL_SRC_COLOR); glTexEnvi(GL_TEXTURE_ENV,GL_OPERAND1_ALPHA,GL_SRC_ALPHA)
5.8.3.3 ...using the GL_PRIMARY_COLOR as interpolation factor:
glTexEnvi(GL_TEXTURE_ENV,GL_SRC2_RGB,GL_PRIMARY_COLOR); glTexEnvi(GL_TEXTURE_ENV,GL_SRC2_ALPHA,GL_PRIMARY_COLOR) glTexEnvi(GL_TEXTURE_ENV,GL_OPERAND2_RGB,GL_SRC_COLOR); glTexEnvi(GL_TEXTURE_ENV,GL_OPERAND2_ALPHA,GL_SRC_ALPHA) glEnableClientState(GL_TEXTURE_COORD_ARRAY);
Is the extension GL_EXT_fog_coord present?
We need it to set the darkness caused by ambient lighting, shadows and fog. Especially OpenGL/ES is lacking it. So if it is missing, use texture unit 2 to emulate it using a 1x256 decal texture 'ply_fogtex', which is used to blend with the fog color:
glActiveTexture ( be found quickly with a neighbor search grid, but it turns out that the trivial approach to just look at covalently bound atoms is good enough. If no atom j is found, draw a non-intersecting atom instead. 5.12 If stereoscopic 3D is active, repeat the drawing procedure using the second texture atv_viewtex2 and horizonally shifted atom coordinates.
