Testing activities play an important role in order to obtain high quality software products. These activities become more important when considering critical software, for instance, space application software. Nowadays, there is an extensive collaboration among space institutions. So, it is more than natural to expect distributed development of software and software testing activities. Therefore, a collaborative tool hosted on the internet becomes quite useful. In this respect, WEB-PerformCharts 2.0 tool discussed in this paper moves in this direction. The tool focuses on supporting a single aspect of distributed software development: the activity of generating test cases via web. Moreover, it allows model-based test case generation by means of formal methods (formal languages statecharts and FSM) which are considered state of the art in software development. WEB-PerformCharts 2.0 can be used to generate test cases for any kind of reactive systems modelled in statecharts or FSM. We present three case studies in different application domains to demonstrate the feasibility of our tool.
Biographical notes: Alessandro Oliveira Arantes holds a Masters degree (2008) in Applied Computing from the Instituto Nacional de Pesquisas Espaciais (INPE), and a degree (2000) in Computer Science from University of Vale do Paraíba both in Brazil. He is currently a PhD student in Applied Computing at INPE. He is also a Software Developer in the Instituto de Estudos Avançados in Brazil. His main research interests include software testing automation, software engineering, databases, object-oriented programming, and collaborative application.
Valdivino Alexandre de Santiago Júnior has a PhD in Applied Computing (2011) from the Instituto Nacional de Pesquisas Espaciais (INPE) in Brazil. He holds a Masters (1999) and a degree (1996) in Electrical Engineering from Universidade Federal do Ceará. He works on the development of scientific satellites and balloons projects since 1995. He has experience in software development for space applications, software verification and validation for critical embedded systems, and parallel/distributed programming. His research interests include model-based testing, formal verification (model checking), and natural language processing. He is also a Professor of the post-graduation course in applied computing at INPE. Nandamudi Lankalapalli Vijaykumar holds an MSc (1984) in Applied Computing from the Instituto Nacional de Pesquisas Espaciais (INPE) and a PhD (1999) 
Introduction
Modern society's dependence on software is currently very significant. Software is embedded into computers, smartphones, tablets, cars, production systems, and a lot of electronic equipment. With the increasing and affordable modern technology-based devices, people depend more and more on software to support their decisions in important control processes, and therefore, developers must be aware of how crucial is the software quality (Sommerville, 2010) .
However, in order to develop a high-quality software, it is necessary to dedicate efforts in software assurance (NASA, 2009 ), a field which includes several disciplines, among them software verification and validation. As software V&V is one of the activities that ensures quality in software products, this is instrumental when considering critical systems (Santiago Júnior, 2011) . This is the reason why software companies assign a significant amount of their budget (Pressman, 2004; Binder, 2000) to software testing, a process related to verification and validation.
Software testing refers to see whether the software under test (SUT) meets the specified requirements, and its main intention is to find defects in the SUT and hence it is one of the means to improve its quality. For critical software, such as software embedded in on-board computers of launchers and satellites, this process is more relevant demanding significant amount of time and resources.
Space systems are critical because a failure may damage the environment or cause loss of human lives. Space missions definitely demand organised and manageable testing activities related to reliable software development.
Quality of critical software depends heavily on the quality of test sets applied to the SUT, which consequently leads to the need to generate test cases based on mathematical formalisms such as formal methods. There are several approaches to employ formal methods to generate test cases. One may represent the behaviour of software by means of a model, such as statecharts (Harel, 1987; Santiago et al., 2008b) or finite state machines (FSMs) (Petrenko and Yevtushenko, 2005) , and generate test cases based on test criteria. The advantage of representing the behaviour of the SUT by a model such as statecharts or FSM is that they are similar to a graph, a mathematical structure consisting of vertices (states) and edges (transition arcs) connecting the vertices, and therefore such models can be computationally represented and processed. Statecharts and FSM testing are two examples of model-based testing (Utting and Legeard, 2007) 1 . Literature presents several test criteria to traverse the model, and consequently to generate model-based test cases, that can be used to verify and validate the SUT. Therefore, if a behavioural model is available, then it is possible to use test criteria to create test cases in the very early phases of the software development lifecycle. Due to simplicity of FSMs, such features of modern complex software such as parallel activities and hierarchy are very hard to represent using this type of modelling . This problem can be solved by using a higher-level technique such as statecharts (Sommerville, 2010) .
Given the current situation of distributed development of systems, which includes software development for space applications, companies are using computer-supported collaborative tools overcoming geographical distances to reduce development costs (Tian and Taylor, 2001; Bergamaschi et al., 2003) . These collaborative tools enable to join efforts and coordinate tasks to conclude a project common to all members of a team. Usually, they are based on a common virtual environment where people can provide data or information (normally resulted from their work) which are required by other team members to develop their tasks. For this scenario, a collaborative web-based application is useful to help different teams to cooperatively address process activities related to the software development lifecycle. This paper presents a tool, WEB-PerformCharts 2.0 2 , focused on supporting a single aspect of distributed software development: the activity of generating test cases via web. Moreover, our tool allows model-based test case generation by means of formal methods (formal language statecharts) which are considered state of the art in software development (Sommerville, 2010) . WEB-PerformCharts 2.0 can be used to generate test cases for any kind of reactive system modelled in statecharts or FSM. We present three case studies in different application domains to demonstrate the feasibility of our tool. Two of these case studies are real space research projects under development at the Brazilian Instituto Nacional de Pesquisas Espaciais (INPE -National Institute for Space Research).
This paper is organised as follows. Section 2 presents related work. Section 3 presents the WEB-PerformCharts 2.0 tool and its test case generation criteria (test criteria). Section 4 presents some case studies by applying the tool. Section 5 and concludes the paper and provides future directions to follow.
Related work
This section presents the main studies related to this work.
Tests for critical systems
Occurrence of faults in several systems integrated by software may cause disturbances, but not serious damage in most of the cases. However, faults in critical systems (Sommerville, 2010) can generate drastic consequences ranging from great economic losses, to threats to human lives or damages to environment. Thus, such systems demand tests as an essential activity to guarantee the desired quality (Santiago et al., 2007) . Examples of critical systems are space applications, navigation systems, banking systems or nuclear plant monitoring among several others.
The focus of this paper is in space applications, and space missions deal with the execution of complex tasks using high cost technologies as in satellites, stratospheric balloons, launch vehicles and unmanned vehicles. Such vehicles and satellites have embedded computers which keep a close interaction with other devices and sensors. Therefore, embedded computers basically operate by responding to stimuli, and making the software a reactive system.
Since one can represent a reactive system by modelling its behaviour, this (modelling) becomes an important technique allowing an earlier management (even before the software is implemented) of faults fixing them during initial phases of project, minimising costs and the impact on the total development process time.
Model-based testing
Software models encapsulate the application's behaviour, allowing testers to understand its capabilities and effectively test its range of possible behaviours (Utting et al., 2012; El-Far and Whittaker, 2001) . Model-based testing has drawn attention in both industrial and academic areas in which several different types of software models have been used in order to guide test case generation (El-Far and Whittaker, 2001) . In this section, we will present some approaches to model-based testing.
A significant number of criteria to produce test cases, once the software is represented in some way, were published in the literature. If the software is modelled as FSM, for example, some of the criteria which can be applied are: transition tour, unique input/output (UIO), distinguishing sequences (Mathur, 2008) and switch cover (Pimont and Rault, 1979) . However, it is difficult to model some complex systems in space applications using FSMs as they are complex software; they require some extra features to be specified such as encapsulation or parallel activities, each of which consisting of several states (Santiago et al., 2006, 200b8) . Several modelling techniques have been employed to represent complex software and such techniques had goals to meet needs for a specific scope. UML (OMG, 2012) is a universal description language which creates an abstract model of a given system (Utting et al., 2012) . Since these techniques are not completely formal, they are very hard to be handled by a computer algorithm.
The idea of developing tools that can generate test cases automatically based on FSM models is not new, and there are several studies in this area, each one focusing on a specific scope.
With the motivation that modern web systems are increasingly complex and heterogeneous, Andrews et al. (2005) proposed a strategy to perform black box tests by combining these systems with a FSM model. For the demonstration of its methodology, the authors used an information system for students enrolled in courses. The modelling process is given by dividing the system into clusters, where each cluster is composed of a set of logical web pages (LWPs). Input values for LWPs are obtained randomly based on constraints, and are used to traverse the FSM using some criteria such as edge coverage or roundtrip. The final implementation incorporates a graphical editor in Java for the input of FSM and constraints. Koopman et al. (2008) report some difficulties in modelling sites due to the influence of browser navigation functions (forward, back and refresh buttons). Therefore, they propose an extended finite state machine (EFSM) (Koopman et al., 2008 ) that can simulate these functions generating black box tests for web applications. EFSM differs from FSM by the fact that it can be infinite and non-deterministic. Each state of EFSM has a finite set of valid inputs which are computationally generated or stated by a specialist. The proposed tool implements routines to traverse the EFSM applying valid inputs for each state, and perform an approximation of conformance testing. The author used the tool for two case studies: a converter base and a guessing number game.
FSM approach has also been used to generate test cases for distributed systems (Wang et al., 2011) , which in this case is a net of FSMs, and together with genetic algorithms (Shirole et al., 2011) . Shah (2012) proposed a web-based tool for test case generation and, similarly to WEB-PerformCharts 2.0, it also supports black box approach and it is developed in PHP and structured query language (SQL)-based database. The greatest difference between Shah's tool and WEB-PerformCharts 2.0 is that it uses a single pre-defined algorithm from IBM to generate test cases from models. On the other hand, WEB-PerformCharts 2.0 has four different test criteria to generate model-based test cases providing greater flexibility to the test designer. Moreover, Shah's tool generate test cases based on UML use case diagrams which are not considered formal. WEB-PeformCharts 2.0 can create test cases based on two formal methods: statecharts or FSM.
There are numerous studies which deal with the generation of test cases using as base models. In this section, we presented only a few significant ones in this area. However, as discussed in Section 5, our tool has differences from the approaches we found in the literature.
Statecharts
Reactive systems are characterised by keeping a continuous interaction with their environment responding to stimuli. These systems are forced by external or internal stimuli also known as events. It is known that a natural choice to represent reactive systems is FSM (Utting et al., 2012; El-Far and Whittaker, 2001 ). However, as already mentioned, some characteristics such as depth and parallelism, usually common in complex systems, can not easily be specified in simple FSM diagrams ). Therefore, a higher level technique that can represent explicitly such features was investigated, and statecharts has been opted to be used to specify reactive systems (Harel and Politi, 1998) in this work.
Statecharts, a graphical language, have been originally developed to represent and simulate real time systems (Harel and Politi, 1998) with advantages of being formal, and their visual appeal along with the potential features enable representation of complex reactive systems (Harel and Politi, 1998) . This language is originated from state-transition diagrams which were extended with notions of hierarchy (depth), orthogonality (parallel activities) and interdependence (broadcast-communication) . Statecharts use the following elements in order to represent a reactive system: states, events, conditions, actions and transitions as well as variables and expressions (Harel and Politi, 1998) . Finally, statecharts have been used for test case generation (Briand et al., 2004; Antoniol et al., 2002; Santiago et al., 2008b) .
Collaborative systems
In today's world, the World Wide Web offers resources for transmission of data at high speeds and, using this resource accordingly, geographical distances are no longer a critical factor for companies (Bergamaschi et al., 2003) . Thus, the cooperative work among teams located in different places, geographically distant, is a trend enhanced with the concept of globalisation (Bergamaschi et al., 2003) .
Collaborative systems help people involved in a common task supporting communication, coordination and cooperation allowing a great saving on costs and time, and increasing teamwork and efficiency (Tian and Taylor, 2001 ). In addition, web-based applications have advantages by offering a low cost solution since, in this architecture, the client can use any operating system and it requires no other proprietary software. So, a collaborative web-based system (also known as e-collaboration) is a common practice adopted in many companies (Bergamaschi et al., 2003) . Bafoutsou and Mentzas (2001) classify collaborative tools into the following categories: group document handling, real-time conferencing, non-real-time conferencing, electronic meeting systems (EMS) and electronic workspace. In case of WEB-PerformCharts 2.0 discussed in this paper, based on its characteristics, we consider that it belongs to the category of Electronic Workspace due to its main idea in offering teams a common environment for organisation of their work centralising files and documents in a server. Moreover, Bafoutsou and Mentzas (2001) mention many features that are commonly found in web-based applications, and those that are relevant for collaborative systems are: E-mail notifications: to communicate tasks, changes or new activities.
Project management: to control the access level of users and assign tasks to members of a group.
File and document sharing: availability of documents. Particularly in this work, formal software specifications and test cases related to the test process must be available to a group of people involved.
Finally, Bafoutsou and Mentzas (2001) conclude that the most common feature in such tools, and at the same time most needed collaboration service, is file and document sharing.
The most common areas that are adopting collaborative systems are knowledge management and learning (Doan et al., 2010; Liaw et al., 2008) . However, other specific areas of industry as engineering and computing has also made use of such systems for development of projects, products and software (Li et al., 2007; Bergamaschi et al., 2003) , and space research institutions are following the same trend (Becerra-Fernandez et al., 2001) .
Space research organisations demand high software quality (Santiago et al., 2007) , and teams involved in such missions are not exactly in one place due to joint collaborations among space agencies. Consequently, testing activities can involve many scattered teams working together. Therefore, in this dynamic scenario, a collaborative system focused on testing critical systems certainly could assist those teams reaching their objectives. In this work, a collaborative system was developed in order to generate black box test cases based on characteristics of behavioural software specification transmitted via internet.
WEB-performcharts 2.0
This section presents the WEB-PerformCharts 2.0 tool. Since it is an evolution of another tool, PerformCharts, we first describe PerformCharts tool.
PerformCharts tool
PerformCharts tool was initially developed to evaluate performance of reactive systems, represented in statecharts, by associating statecharts representation with Markov chains that are graphically similar to state-transition diagrams (Vijaykumar et al., 2002; Santiago et al., 2008b) . PerformCharts tool also uses the same definition of events from Statecharts. It is important to remember that a Markov chain is generated for performance evaluation, as long as it is assumed that the external events follow an exponential distribution.
In PerformCharts, methods, both to represent the model and to generate the corresponding FSM, have to be written in C++ programming language. In order to provide a better interface, an XML-based (eXtensible Markup Language) interface, PcML (PerformCharts Markup Language), has been developed in order to avoid the use of C++ (Amaral et al., 2004) . PcML is edited by any text editor and parsed by a Perl script that converts it into a main program in C++ of PerformCharts. Thus, this main program is linked and compiled with other classes and it obtains performance measures (for performance evaluation) or a flat FSM (to generate test cases). This flat FSM, a model where all hierarchical and orthogonal features of a statechart model were removed, is the basis for test case generation. Considering the statecharts example in Figure 1 , PerformCharts converts it into a flat FSM shown in Figure 2 . Detailed information about this transformation from statecharts into FSM can be found in Vijaykumar et al. (2002 Vijaykumar et al. ( , 2006 .
PerformCharts supports almost all features of the statecharts language. Table 1 shows the features supported by PerformCharts with respect to the formal syntax of the statecharts language as described in Harel and Politi (1998) . The user then has enough flexibility to model a system using the main features of statecharts available in PerformCharts. The following sets are considered in Table 1 (Santiago Júnior, 2011) .
Figure 1 Statecharts representation of a manufacturing system
Source: Adapted from Amaral (2005) where S is the set of states
Vp is the set of variables

V is the set of expressions
Cp is the set of primitive conditions
C is the set of conditions
Ep is the set of primitive events E is the set of events A is the set of actions. 
WEB-PerformCharts 2.0 methodology
In order to enable a cooperative environment sharing software testing projects through the World Wide Web, we extended PerformCharts to WEB-PerformCharts. It is webbased and supports collaborative software development with professionals working in different places, geographically distant. As previously mentioned, such a tool is based on the original PerformCharts which has been modified to run remotely through a web-based interface and to be hosted in a web server using an online database access. This database was implemented in order to allow test designers to load and save projects from anywhere directly on the server, rather than manipulating local files spread over several computers.
In addition to the traditional hypertext markup language (HTML), other internet development technologies were required for implementation. The preference was for cost-less technologies such as hypertext preprocessor (PHP), SQL database, and Apache web server software. Thus, the system is entirely based on free/open source solutions. At present, WEB-PerformCharts 2.0 runs in Windows-based and Linux-based platform servers.
Test designers are able to create, edit or delete projects and their associated PcML or flat FSM codes. Each user can manipulate just one project at a time, and when a project is selected (from a list of all available projects) it can be modified and new test cases may be created by using a certain test criterion as many times as required.
WEB-PerformCharts 2.0 can generate test cases from statecharts or even from FSMs where, in both cases, it is necessary to translate the formal modeling into PcML. A project can be created by a user and it can be shared among other users. The web-based interface provides facilities for the user to manage her or his projects creating a new one, deleting or modifying an existing project in order to obtain new test cases running test case generator criteria. These test cases are stored in the same online database of the tool, and can be accessed anytime by those who have the proper authorisation. Once a project is created and selected to be used, the user can upload a file to WEB-PerformCharts 2.0. This file can be a PcML or flat FSM code which represents the behaviour of the SUT. The file can be edited by using any text editor. When uploaded, the PcML text is automatically parsed by a PHP script which extracts all the statecharts (or FSM) representation, i.e., states, events, conditions, actions, transitions, etc. and store them into a MySQL database. Data inserted in this database are read and used to invoke proper structures holding the encapsulation, states, events, conditions, parallel components, and transitions. PerformCharts' methods are called and the flat FSM is generated from its Statechart model (described in PcML). Then, test cases are created based on the flat FSM and on the selected test criterion. It is also possible to generate test cases by uploading only the flat FSM. In this case, the generation of test cases is performed without the need of PerformCharts.
As previously mentioned, once a flat FSM is available test criteria can be applied in order to generate test cases, and it is not limited to a single criterion. WEB-PerformCharts 2.0 offers four criteria when compared to its first version, and the tool was modified to support the new ones that are implemented in Java instead of C++; thus these are the main differences between both versions. The following test criteria are currently implemented in WEB-PerformCharts 2.0: transition tour switch cover DS (distinguishing sequence) UIO.
The number of users who can access WEB-PerformCharts 2.0 is not limited in theory. It depends directly on the server capacity to support online workload as well as on the storage memory.
Figure 3 describes all basic steps to generate test cases using WEB-PerformCharts 2.0. 'Path A' refers to the application for performance evaluation based on Markov chains. The generation of test cases using any criteria mentioned follow 'Path B'.
In order to show how WEB-PerformCharts 2.0 generates test cases, let us consider the transmission control protocol (TCP) (Tanenbaum, 2003) . TCP is responsible to establish a connection between computers delivering and ensuring integrity of data packages transmitted and received. Figure 4 shows a behavioural representation of TCP (Amaral, 2005) . The connection establishment process is named as three-way handshake, and the abstraction level of this model is high since it does not represent data handling processes. Protocol may pack and send user data; at the same moment data is sent, it may keep a timer waiting response from an Ack; receiving computer may rearrange data, check duplicity and calculate checksum. These details related to data treatment are encapsulated within established CL and established SV states.
The generation of test cases follows (Santiago et al., 2006 ):
1st step The Statechart model shown in Figure 4 is coded in PcML.
2nd step WEB-PerformCharts 2.0 is run and PcML file is uploaded to web server through the user interface ( Figure 5 ).
3rd step PcML file is automatically parsed by one of the PHP scripts and data are inserted into a MySQL database. 'Run PerformCharts' option is enabled and generates a flat FSM from the Statechart model written in PcML. The flat FSM translated from the TCP Statechart model is shown in Figure 6 .
4th step The next step is the selection of one out of the four test criteria available to generate test cases. These criteria are described below. 
Transition tour criterion
Transition tour is a graph depth search criteria similar to the well known popular Chinese Postman Problem (Dahbura et al., 1990) , with the difference that the Chinese Postman algorithm generally is optimised in order to get the better path based on the number of transitions in tour, or on a sum of values (or weights) related to its respective transitions. This optimisation resource is not required for transition tour and therefore this criterion is relatively simple and works basically following this objective: from an initial state, traverse all transitions in the entire graph at least once and return to the initial state. Considering the TCP case study, Transition Tour criterion was applied to the generated FSM and this model, consisting of 11 states and 14 transitions, was entirely covered using 22 steps. The set of test cases is shown in Table 2 . In order to traverse a graph with transition tour, every vertex must have at least one incoming and one outgoing arc. a graph is considered strongly connected if all pairs of vertices are linked by at least one arc in each direction (since arcs are oriented), or in other words, each pair of vertices is part of a circuit. This means that each destination vertex of the graph can be reached from every other source vertex. A strongly connected graph is a requirement, not only for Transition Tour criterion, but also for any other criteria that need to traverse every arc in the graph along one or more circuits. Besides some programming tips implemented in order to avoid repeated loops while graph is traversed, this criterion does not guarantee an optimal result obtaining the shortest possible path, and test cases generated can contain some redundant inputs mainly when leading with complex FSM.
Switch cover criterion
As mentioned before, concepts and algorithms of graph theory can be applied in order to generate test cases, since state-transition diagrams are directed graphs that can be traversed. The switch cover criterion generates sequences known as sequence of 'de Bruijn' (Robinson, 1999) , and it was implemented in WEB-PerformCharts 2.0. This algorithm performs a more refined test coverage where a switch is basically a branch-tobranch pair, and test cases consist of every branch-to-branch pair from the graph. The implemented algorithm, and its explanation in steps, follows in 3rd step Graph balancing. Now that the graph was constructed, the polarities of the vertices must be balanced by constructing an Eulerian graph [ Figure 7 (e)]. In a Eulerian Graph (Pimont and Rault, 1979) there is a path where each edge is visited only once (Lipschutz and Lipson, 1997) . Balancing is obtained by duplicating the edges in such a way that the number of edges arriving is equal to the number of edges leaving the vertex. After balancing the graph, this becomes a multigraph. A multigraph or pseudograph is a graph which is permitted to have multiple directed edges (Bang-Jensen and Gutin, 2009).
4th step Generate test case. The graph is then traversed and, therefore, test cases are generated. The graph traversal always starts in a vertex that represents a transition whose source state is the initial state of the FSM (we will call such vertices 'initial' vertices). The traversal occurs up to return to a vertex that represents a transition whose destination state is the initial state of the FSM (we will call such vertices 'final' vertices). In practice, in the original FSM, this means leaving the initial state, traversing the FSM, and returning to its initial state. In Figure 7 (b), there are two 'initial' vertices: a and c. Thus, the following test cases are generated: abf, abrbf, cf, crbf. 
Source: Adapted from Amaral (2005) As in the case of the transition tour criterion, the implementation of Switch Cover in WEB-PerformCharts 2.0 uses some programming tips in order to avoid loops and repeated cases since, depending on the graph (flat FSM) complexity, it can generate several cases. One of these tips, for example, is by adding a penalty in a case when a path is repeated. Thus the current path is cancelled and in a second route the algorithm will automatically avoid this same path. Anyway, this implementation does not yet guarantee an optimal situation executing all branch-to-branch pair of combinations, since complex specifications require much more extra computational effort. Considering the TCP case study, switch cover was applied to the same FSM as transition tour; however, this criterion converts the FSM into a directed graph and eulerise it before test case generation. Consequently, the FSM examined by this criterion is bigger with 14 states and 22 transitions, and was entirely covered using 22 steps. The set of test cases is shown in Table 3 . Table 3 Test cases from switch cover in TCP behaviour FSM In this relatively simple case study it can be observed that FSM did not require that many more transitions to be eulerised, just 5 were needed since there were 17 and increased to 22 after eulerisation. Also, the number of transitions added by eulerisation was not enough to generate more than one test case, and consequently just one test case was generated covering the entire graph.
DS criterion (distinguishing sequence)
A test criterion proposed by Gonenc (1970) , uses a distinguish sequence (DS) to generate test cases. DS is a sequence of input symbols that, when applied to the states of FSM, produces different results for each of the states so that it is possible to determine in which state the FSM was originally. However, according to Gill (1962) , such sequence may not exist. This criterion is important to select the smallest DS sequence so that to obtain a smaller set of test cases. According to Gonenc (1970) , the distinguishing sequence criterion can only be applied to deterministic, complete, minimal and strongly connected FSM. In our case, Distinguishing Sequence criterion which has been implemented is based on Sidhu and Leung (1989) and Delamaro et al. (2007) . According to Sidhu and Leung (1989) , the test set is generated from two steps (Sidhu and Leung, 1989) . The first step is to find DS, if any, and the second step is finding a -sequence.
The distinguishing sequence can be found by constructing a tree from FSM; this tree is called the distinguishing tree (Kohavi, 1978) . After creating the tree, in-depth search should be performed. Each generated sequence is said to be a DS. Once the sequences are obtained, it is necessary to use the smallest of such sequences in order to derive the smallest test cases.
The second step is the construction of a -sequence. A -sequence is a sequence of input symbols that leads the FSM to a certain state s (Sidhu and Leung, 1989) .
Considering the TCP case study, the set of test cases is shown in Table 4 . Especially in this case study, the DS could not be determined by algorithm and consequently a set of test cases was formed just by -sequences, that was enough to cover the entire graph.
Table 4
Test cases from DS in TCP behaviour FSM 
Unique input/output
The UIO, another test criterion, originally proposed by Sabnani and Dahbura (1988) , produces a state identification sequence called unique sequence of UIO. UIO is used to verify whether a given FSM is in a particular state. Thus, for each state of the FSM a distinct UIO sequence may exist. Just as in the case of DS, UIO can only be applied to deterministic, complete, minimal and strongly connected FSM. Our implementation of UIO is also based on the work described by Sidhu and Leung (1989) . The test set is generated from two steps. The first step is to find the UIO sequence for each state of FSM. In order to do that, the following checks are performed: starting from a state s i , a breadth-first search is performed, and in each state that is reached it is checked if the corresponding input and expected result of this particular state is unique compared with other states of the FSM. This process is performed for each state of the FSM. The second step is the same presented in the DS criterion finding the -sequence. However, unlike the DS criterion that applies to smaller DS sequences found, the UIO criterion applies the UIO sequence of UIO corresponding state s i .
Considering the TCP case study, the set of test cases is shown in Table 5 and Table 6 presents the UIO for each state.
Table 5
Test cases from UIO in TCP behaviour FSM 
Comparison between WEB-PerformCharts 2.0 and its previous version
There is a previous version of WEB-PerformCharts, version 1.0 (Arantes et al., 2008a (Arantes et al., , 2008b , in which the goal was an experimental process of making the PerformCharts tool available on the web. There are several significant improvements in WEB-PerformCharts 2.0. First, WEB-PerformCharts 1.0 implemented only two test criteria, transition tour and switch cover, which reduces its applicability. Moreover, both test criteria were not improved or optimised. We have implemented two more test criteria (DS, UIO) to allow a greater flexibility to generate test cases. Second, all new test criteria were implemented in Java which required us to make a series of modifications to the source code in PHP and to the tool's database.
In version 2.0, we also corrected some defects of WEB-PerformCharts 1.0. We improved both Transition Tour and Switch Cover test criteria, and modified its Graphical User Interface to eliminate support for legacy test case generator (Martins et al., 2000) . More important, we applied WEB-PerformCharts 2.0 to many more case studies and accomplished the analysis regarding time to generate test cases, number of test cases and test steps, and size of the flat FSM presented in the next section.
Therefore, WEB-PerformCharts 2.0 described in this paper is a greatly improved and it is a matured version of its previous one, which has allowed its application to complex software projects.
Case studies
This section presents the application of WEB-PerformCharts 2.0 to three selected case studies. For all case studies, a set of attributes is considered:
Time to generate test cases: time (in seconds) spent by the test criteria in order to generate test cases. It is known that many external factors can affect time spent to generate test cases such as workload of the computer (server) at the same moment while criteria is processing; therefore, all case studies were executed at least three times and the medium mark was taken.
Number of test cases and test steps: number of test cases and test steps within a test case generated by each criterion. In this work, the term 'test step' will be used to represent one test input data/expected result of a test case (Santiago Júnior, 2011) .
Size of flat FSM: The number of states and transitions in the FSM examined for each criterion. It is an interesting parameter since Switch Cover criterion converts initial FSM into a directed graph forming, in most of the cases, a much bigger model. The number in parentheses represents the number of graph transitions after graph eulerisation.
Case Study 1 -producer x consumer
The first case study presents a PcML (statecharts) code that simulates the behaviour of a classical producer-consumer problem (Amaral, 2005) . This is a classical problem in concurrent programming and computer science. Basically, there are several processes accessing the same buffer (via shared memory) such that producer processes insert elements in the buffer, and consumer processes withdraw them. The statecharts model is shown in Figure 8 , while the flat FSM is in Figure 9 . Table 7 shows overview of the results. In Figure 8 , we see that the modelling is an AND state with three XOR states: producer, consumer, and buffer. The initial configuration 3 of the system is (WP, WC, BE), where WP, WC are the waiting states of the producer and consumer, respectively, and BE means that the buffer is empty. Within the producer state, event insert is guarded by the condition In (BE). Thus, insert [In (BE)] means that the producer may only insert produced elements into the buffer if the buffer is empty. Note that the action inc is actually an internal event which, by broadcasting mechanism, changes state Buffer from BE to BF (buffer is full): this means that elements were entered into the buffer. The transition ok ins / buffer inc is a sort of positive acknowledgment to state that the elements that have been inserted into the buffer are consistent. On the other hand, failure is an event that indicates that data entered into the buffer by the producer have some kind of inconsistency (e.g., elements are corrupted) and therefore must not be removed and processed by the consumer. Thus, repair [In (BF)]/dec is a transition that models the corrective actions for this issue such as clear/reset the buffer. As well as inc, dec is an internal event which means that elements were removed from the full buffer.
In the Consumer state, elements may only be removed from the buffer if two conditions hold: the buffer is full, condition In (BF), and also data in the buffer are consistent to be processed. This last requirement is modelled by the condition In (WP) because WP is the destination state after the firing of transition repair [In (BF)] /dec implying that only after performing corrective actions due to a detected failure (clearing the buffer), and the insertion of new data into the buffer by the producer is that elements can be removed by the consumer. Note that after the data are removed, WC is the active state of Consumer because of Tr [In (BE)].
We are going to describe how test cases can be generated in accordance with the flat FSM shown in Figure 9 , from test criteria Transition Tour (Table 8 ) and Switch Cover (Table 9) . Table 8 Test cases from transition tour in first case study
Test case #
1 insert/null failure/null repair/null insert/null ok ins/buffer inc remove/null Considering Transition Tour, in Figure 9 we see that the initial configuration is (WP, WC, BE). The single test case shown in Table 8 demands that the producer enters data into the buffer (insert / null). However, such elements are corrupted and a failure is detected (failure / null), and the actions to repair (clear) the buffer must be taken (repair / null). After that, the producer must again add data to the buffer (insert / null). Now, data are consistent (ok ins / buffer inc) and should be removed by the consumer (remove / null). These are the steps that must be accomplished to execute the test suite (a single test case) generated according to transition tour. As previously mentioned in Section 3.2.2, Switch Cover method is more complex than Transition Tour, since test cases are not generated directly from an FSM. In this method, FSM needs to be converted into a balanced multigraph, and when dealing with complex systems, the balancing process can be time consuming. Based on FSM in Figure 9 and Switch Cover demonstration in Figure 7 , one can observe that the FSM must be converted into a multigraph. As seen in Figure 7 In the multigraph, if one or more vertices have an unequal number of in and out edges, it is unbalanced. So, it must be balanced by adding copies of edges for unbalanced vertices until the multigraph is completely balanced, or eulerised [ Figure 7 (e)]. At this stage, there is a great risk of infinite loop, since balancing a vertex may cause the unbalance of another, and so on. Thus, our implementation alternates the balancing of vertices if a loop is detected. In this particular case, the multigraph is already balanced (Figure 10 ). Test case generation is made by traversing the balanced graph and listing reached vertices. During the traversal, circuits that leave the initial state and return to the same are built. Traversed edges are erased from graph, and new circuits are traversed with the remaining edges (if any). All edges must be used at least once. Some programming tricks were used to avoid the generation of equivalent test cases, or even to prevent infinite loops. Table 9 shows two test cases composed by three events each, and they were obtained traversing the graph shown in Figure 10 . As in the flat FSM there is a single transition leaving from the initial state/configuration (WP, WC, BE) , hence all test cases start with test input data / expected result insert / null (vertex insert in the graph is the 'initial' vertex). Then, our implementation of Switch Cover simply traverses the graph starting at insert, going through all the edges and stopping at one of the 'final' vertices. Two test cases were created as shown in Table 9 .
The same interpretation occurs in other criteria since all test cases are derived from the flat FSM, with the only difference that others can obtain many sequences instead of only one as occurs in Transition Tour.
Case Study 2 -software embedded in scientific instrument of satellite
This case study is a command recognition component part of the software embedded in APEX system which is an astrophysical experiment under development at INPE. The behavioural model for this part of the software is shown in Figure 11 . However, the model presented in the figure is a simplified view of the entire model that has many more transitions among the states. A proprietary protocol was specified for the communication between APEX and the on-board data handling (OBDH) computer (INPE, 1998) . OBDH is the satellite platform computer in charge of processing platform and payload information and generating data to be transmitted to ground stations. Communication is according to the primary/secondary mode where the experiment is totally controlled by OBDH. The command message format sent by OBDH to the APEX experiment is composed of 6 fields (0 x means hexadecimal system): SYNC (0 x EB9 synchronisation value), EID (0 x 2 is the experiment's identification), TYPE (specifies accepted commands), SIZE (amount of Bytes in the DATA field), DATA, and CKSUM (8-bit checksum). SIZE and DATA fields are optional and depend on the type of command. Explanation about the behavioural modelling presented in Figure 11 follows. The model is an AND state with two states: A which models timing aspects of the communication; and B which models the recognition of the commands sent by OBDH and received by APEX. State B checks whether the values of the fields of a command received by APX are in accordance with the protocol specification (INPE, 1998) . The initial configuration C 0 is (Idle, Sync). All fields of the command message are verified by APEX's software. For instance, let us assume that a command sent to APEX with these values was received exactly as it was sent (i.e., no data corruption during the command transmission): SYNC = 0 x EB9, EID = 0 x 2, TYPE = 0 x 03, CKSUM = 0 x 80. Event 0 x EB changes from Sync to Sync Exp state of B. Event 0 x 92, where 0 x 9 is the remaining of the synchronisation value and 0 x 2 is APEX's identification, changes the active state of B to Waiting Type which is the initial state of Checking Field. The action (internal event) TimerSchedule changes A from Idle to Counting Time. This is a timeout mechanism implemented in both systems (OBDH and APEX). As the value of the TYPE is 0 x 03 (event Type03), the active state in B is changed from Waiting Type to Checksum. Note that the protocol specification asserts that commands with TYPE values from 0x01 to 0 x 05 do not have the optional fields SIZE and DATA. On the other hand, the ones with TYPE values 0 x 07, 0 x 1A, 0 x 1B, and 0 x 1F have such fields. Finally, as the value of the checksum received was correct (0 x 80), the event Cks Ok changes the active state in B from Checksum to Sync. Also, the action (internal event) CmdReceived means the message was correctly received and accepted by APEX's software and hence the active state in A changes from Counting Time to Idle. Thus, the counting of time is interrupted and APEX's software is able to receive another command from the OBDH. If the software detects discrepancies in any of the fields of the command message, the communication is aborted, the command is discarded, and APEX is ready to receive a new command from the OBDH. No message on problems in receiving a command is reported back to the OBDH. Note that states Sta C, Sta D, Sta E, and Sta F are composite states (infinity symbol). Each of these composite states has three internal states. These internal states of each such composite state have transitions between them, and in some cases, these internal states have transitions to Cancel (meaning discrepancy in the values received within DATA or SIZE). Thus, the communication is aborted as mentioned above. In the case of the values within DATA and SIZE are consistent, there are transitions from internal states of Sta C, Sta D, Sta E, and Sta F to the Checksum state for the analysis of the value received within CKSUM. Such transitions are not shown since it makes it difficult to understand the model as a whole. Table 10 shows results obtained by WEB-PerformCharts 2.0. Table 11 show test cases obtained for this case using DS criteria. For this case study, note that transition tour and switch cover generated several test steps (3,313 and 456 respectively). 
Case Study 3 -software embedded in payload data handling computer of satellite
This case study is a space application software product, Software for the Payload Data Handling Computer (SWPDC), developed in the context of the Quality of Space Application Embedded Software (QSEE -Qualidade do Software Embarcado em Aplica¸c˜oes Espaciais) research project (Santiago et al., 2007) . QSEE was an experience in outsourcing the development of software embedded in satellite payload. INPE was the customer and there were two SWPDC's suppliers: INPE itself and a Brazilian software company. The QSEE research project used the European Cooperation for Space Standardisation (ECSS, 2008) standards in order to guide the relationship between customer and supplier (Santiago Júnior and Vijaykumar, 2012; Santiago Júnior, 2011) . Figure 12 shows the physical architecture defined for QSEE project. Note the following computing units in the architecture: OBDH Computer, payload data handling computer (PDC), event pre-processors (EPPs; EPP H1 and EPP H2), and ionospheric plasma experiments (IONEX) computer. The payload is composed of two scientific instruments (dashed rectangles). However, for the purpose of this case study, the main instrument is the one in which PDC exists because SWPDC is embedded into PDC. The main goal of PDC is to obtain scientific data from EPPs and to transmit them to the OBDH. EPPs are front-end processors in charge of fast data processing of X-ray camera signals. The main functions of the SWPDC software product are:
1 interaction with EPPs in order to collect scientific, diagnosis and test data 2 data formatting 4 implementation of flow control mechanisms 5 housekeeping data generation 6 implementation of complex fault tolerance mechanisms 7 loading of new programs on the fly (Santiago et al., 2007) .
Therefore, this case study has almost all the functions of data handler computers for space applications, and thus the characteristics of SWPDC are representative of an important class of software in space domain. For this case study, we consider a scenario-based approach where a scenario is defined as an interaction between a user and the SUT (in this case PDC/SWPDC). In Santiago Júnior et al. (2010) there are 20 scenarios and their respective models. Scenario 5 is a representative scenario. The test objective associated with scenario 5 is "scientific data acquisition and transmission in the nominal operation mode". Figure 13 shows the main Statechart model for scenario 5 while Figure 14 shows the composite state Nom_SciData.
A brief explanation with respect to the behavioural modelling presented in Figure 13 and Figure 14 (event) to make sure that the current operation mode of PDC is indeed the Safety one (event VER_OP_MODE). After that, in the next two events (ACT_HW-EPP1On and ACT_HW-EPP2On) the OBDH orders the PDC to switch EPPH1 and EPPH2 on. As in the case of OBDH-PDC communication, there is also another requirement that claims that SWPDC/PDC can only communicate with EPPs to request data after 30 seconds have been elapsed since when EPPs were switched on (event start30s). The behaviour to model this situation is similar to the time counter described above, where the broadcasting mechanism of the Statecharts language is used to indicate to the Initiation state the end of the waiting time: event endtime[In (SafeM_WaitEPPsReady)] and action (internal event) tsinc. Now, the OBDH sends a command to change PDC's operation mode from Safety to Nominal (event CH_OP_MODE-Nominal) , and the next state to consider is the composite state NomM_SciData (Figure 14) . As the name suggests, Nominal is the main PDC's operation mode because it is the only mode that allows SWPDC to obtain Scientific Data from EPPs and transmit them, on demand, for OBDH (this is another requirement). Within NomM_SciData, first the OBDH checks whether the operation mode is in fact the Nominal one (event VER OP MODE ). Then, the sequence of events start10s (wait for ten seconds), tsinc (internal event that means the time was elapsed), TX_DATA-Sci [In(Idle)] (command sent by the OBDH asking for scientific data) allows the OBDH to receive a Scientific Data frame from PDC. Note that the response to TX_DATA-Sci [In(Idle)] is SCI_DATA which is precisely a Scientific Data frame. Whenever it is needed to receive a Scientific Data frame from PDC, this sequence of events must be obeyed (this is why the sequence of events is repeated). Otherwise, it is possible that no frame was sent to OBDH because there was not enough time to produce it. The last active state within NomM_SciData (NomM_EndSciData) indicates that it is no longer necessary to transmit Scientific Data by PDC. Thus, the OBDH orders PDC to switch both EPPs off (events ACT HW-EPP2Off [In (NomM_EndSciData)] and ACT_HW-EPP1Off in Figure 13 ). Finally, the OBDH switches the PDC off (event switchPDCOff). Table 12 shows results obtained by WEB-PerformCharts 2.0. The set of test cases obtained for this case study using UIO criteria is shown in Table 13 . 
Discussion
In general, the first aspect that can be considered for a comparison of criteria is the execution time of each. Since Transition Tour and Switch Cover are implemented in C/C++, they offer a better performance over DS and UIO that are implemented in Java. In fact, this occurs with Transition Tour, however, it cannot be applied as a rule due to the complexity of switch cover. Transition Tour is the fastest criterion in all examples, from the simplest (case study 1) to the most complex (Case Study 3). However, it is a blind criterion traversing graph by simple rules, and this is notable in Case Study II, where it uses a lot more test steps (3,313 steps) than the other test criteria in order to traverse the graph with full coverage.
For the smaller example (Case Study 1), test cases generated by transition tour and Switch cover are equivalent. This occurs due to the fact that no additional transitions are required in order to balance the directed graph. Therefore, this graph is not unbalanced and do not require more than two test cases to perform a full coverage with switch cover. In Case Study 2, it is possible to notice a performance loss of switch cover. It happens since it may balance the graph completely before the generation of test cases. A debugging execution was performed and we realised that about 99% of the processing time is due to graph balancing. However, this time spent is somewhat compensated since test cases obtained by this criterion are shorter and more accurate than Transition Tour test cases.
The DS criterion achieved the best results in Case Study 2, but it was the worst criterion in Case Study 3. The small and well-behaved example in Case Study 1 presented equivalent test cases for DS and UIO (just as with transition tour and switch cover). DS generated more and smaller test cases than the UIO criterion and achieved the best mark in Case Study 2, but UIO obtained very close results.
Comparing these four test criteria, it can be concluded that transition tour and switch cover have a better performance when dealing with simple cases or balanced graphs, but were worse in other cases. This fact leads to a conclusion that it is not an easy task to come up with a technique that can cover all possible paths with as few events as possible. If transition tour and switch cover showed those discrepancies, DS and UIO criteria presented a not so extreme behaviour for simple and complex cases, since their results did not vary so much. And more precisely, UIO criterion was more regular than others for all cases presented, which does not mean that it is a better criterion in general, since just this information is insufficient if the task is to determine if one criterion is better than another in terms of efficiency. For this purpose, a more detailed evaluation of the quality of sequences is required. The mutant analysis (Fabbri et al., 1999 ) is a fault-based criteria usually applied for software testing, and it can be used to evaluate the quality of test case sets.
If we compare WEB-PerformCharts 2.0 with the tools/studies that we presented in Section 2.2, we can cite the following advantages of our tool:
Although there are many studies in the literature addressing tests for web applications, i.e., where web applications are the case studies, we found only one approach (Shah, 2012) that shows a tool that allows the generation of test cases via web. To the best of our knowledge, such a tool uses UML use cases (not formal) to generate test cases.
Our tool is based on a formal method (statecharts language) to generate test cases. Therefore, we believe that WEB-PerformCharts 2.0 helps to decrease the gap between the state of the art and the state of practice.
Conclusions
Decentralised work is a very common trend for widely dispersed companies in modern days, since it can result in time and cost savings decreasing travel and infrastructure requirements. Thus, in order to promote this tendency for test case generation, WEBPerformCharts 2.0 was planned to be used via internet in a distributed development approach. The decision to use an online database as storage method allows test designers to share their projects, and facilitates control of versions since its management is easier than copying multiple local files from multiple computers. WEB-PerformCharts 2.0 has other advantages when compared to conventional local systems, since it can be accessed from any place at anytime with a computer or laptop, an internet connection, and a web browser. In addition, the use of XML formatted documents represents an important step bringing another major contribution in standardisation of test data.
Complex software modelling requires features as explicit representation of hierarchy and parallel activities. Therefore, a higher-level technique based on state-transition diagrams is recommended. In this respect, statecharts come into picture. However, dealing with higher-level techniques increases complexity in developing an automated environment and demands more computational effort. Depending on the number of states and transitions of the generated flat FSM, common sense says that the problem may be unfeasible. However, WEB-PerformCharts 2.0 has been successful in the case studies presented in this paper, and one of these case studies is a complex space application software. Thus, we demonstrated that our tool has potential to be used in other developments of collaborative systems not only in the space domain but also in other areas. As we mentioned in the introduction, WEB-PerformCharts 2.0 can be used to generate test cases for any reactive system modelled/specified in two formal methods: statecharts and FSM.
The results presented in this work suggest that transition tour can be recognised as a fast criterion to obtain a set of test cases, but it generates greater number of test cases (test cases with more pairs of test input data/expected result) for complex applications. Switch cover, even consuming more time, generates many smaller sequences thus allowing tests of certain parts of FSM by selecting, for example, just test cases that pass certain states of interest by tester. It is an interesting strategy since its performance decreases a lot for complex graphs in terms of execution time. DS criterion presented a lower, but significant, loss of precision for Case Study 3 generating more test cases than other criteria; UIO is not better than DS or transition tour in terms of time, but it has an acceptable behaviour for all cases presented in this work.
Another interesting remark is the possible use of WEB-PerformCharts 2.0 to support teaching. Undergraduate or graduate students around the globe may use such a tool to help their learning in courses of Verification and Validation, software testing. Some future directions follow. First, we will develop a Graphical User Interface so that the test designer does not need to translate the Statecharts model into an XML-based language (PcML). Despite the success of our tool in the case studies presented in this paper, scalability seems to be an issue to be addressed and we need to investigate the feasibility of our tool when dealing with very large software systems. The implementation of advanced workflow features are under study and the communication between users would be done through integration with their e-mail.
WEB-PerformCharts 2.0 has two access levels: Administrators, with full access to any project; and Users, with access only to projects created by themselves. We will increase the number of access levels, e.g. guest, project manager, etc., in order to provide easier management. Finally, WEB-PerformCharts 2.0 should be integrated with tools that perform automated test case execution (Santiago et al., 2008) in order to go a step further in the process to automate software testing. A configuration C i is a set of states that are active in a step of, computation, and C 0 is the initial configuration. At each step is supposed that the events which are associated with the current configuration are valid and they fire the related transitions, so that it is possible to model the space of possible configurations of the system.
