Motivation: Microsatellites or Simple Sequence Repeats (SSRs) are short tandem repeats of DNA motifs present in all genomes. They have long been used for a variety of purposes in the areas of population genetics, genotyping, marker-assisted selection and forensics. Numerous studies have highlighted their functional roles in genome organization and gene regulation. Though several tools are currently available to identify SSRs from genomic sequences, they have significant limitations.
Introduction
Repetitive DNA comprises a significant portion of the genome in complex organisms, and can be broadly divided into two categories: i) interspersed repeats or transposable elements and ii) tandem repeats (Kumar et al., 2010) . Depending on the length of the repeating motif, tandem repeats are classified as satellites (>100 nt), minisatellites (10-30 nt) and microsatellites (1-6 nt). Microsatellites, also known as Simple Sequence Repeats (SSRs) or Short Tandem Repeats (STRs), are distributed non-randomly in genomes, and show high mutation rates due to polymerase slippage that can result in either an increase or decrease in their length (Ellegren, 2004) . Due to their highly polymorphic nature, SSRs are extremely useful for linkage analysis (Hearne et al., 1992) , genotyping (Kashi et al., 1997) and DNA fingerprinting (Zietkiewicz et al., 1994) . Variation in the lengths of SSRs at coding regions is linked to several neurodegenerative diseases in humans such as Huntington's disease and Spinocerebellar Ataxia (Usdin, 2008) . Microsatellites have also been shown to play crucial roles in epigenetic regulation of gene expression (Greene et al., 2007; Pietrobono et al., 2005) and genome organization (Kumar et al., 2013; Pathak et al., 2013) .
Given their usefulness, efficient identification of SSRs has been a long standing goal in computational biology. Though there are several tools to identify SSRs, they have many caveats in terms of their speed, efficiency, comprehensiveness, accuracy, ease of use and flexibility. The existing methods use either a heuristic or a combinatorial approach to find SSRs from a DNA sequence (Lim et al., 2013) . TRF uses a Bernoulli-trials based probabilistic model to identify repeats (Benson, 1999) , whereas MsDetector finds SSRs using a Hidden Markov Model trained on labelled repeat datasets from human chromosomes (Girgis and Sheetlin, 2013) . MREPS uses several statistical methods to trim mismatching edges and to filter out incorrect SSRs (Kolpakov et al., 2003) . Such heuristic approaches have fast runtimes at the cost of not being comprehensive (false negatives) and accurate (false positives). SSRIT and MISA use backtracking regular expressions to search for all possible repeats of a given motif length (Temnykh, 2001; Thiel et al., 2003) . This method carries the disadvantage of not being able to pick repeats that end abruptly in the middle of the motif sequence. Combinatorial approaches are exhaustive and accurate, but usually have a non-linear time complexity (typically O(n log n)) (Lim et al., 2013) . A recent exhaustive algorithm called SA-SSR uses suffix arrays to identify SSRs in linear time (O(n)) (Pickett et al., 2016) . However, the actual run time is still too large to be practically used for analysis of large genomes.
Here we present a tool called PERF, which uses a novel algorithm to identify SSRs based on direct string comparison to repeat sets. PERF is several fold faster than currently existing methods while being 100% accurate, comprehensive and memory-efficient. Unlike most other methods, our algorithm does not miss overlapping repeats, and repeats that end in the middle of the motif. In addition, PERF generates an interactive and completely stand-alone HTML report that facilitates easy downstream analysis of all the SSRs present in the input file.
Materials and methods

Algorithm
Overview
Traditionally, accurate identification of SSRs from a DNA string has been perceived as a substring matching problem. In this approach, every repeat motif M is searched in the sequence S, and all indices of S where contiguous stretches of M exist are recorded. This method has a drawback that S is iterated over multiple times-once for every new repeat motif, or at the very least, once for every motif length. In our algorithm, we extract every possible substring from S and check if it is a member of the set {RS}, which is a set of pre-computed repeat strings derived based on target parameters and cut-offs. Consequently, all SSRs can be found in a single iteration over the DNA string. Furthermore, there is no need of any subsequent filtering because this method avoids redundant identification of the same SSR that is commonly seen in many approaches, most notably with regular expression based methods. The complete algorithm of PERF is outlined in Figure  1 . The construction of the repeat set as well as subsequent microsatellite identification is further explained in detail below.
Building repeat set
Before the set is built, three parameters are acquired-minimum repeat motif length m, maximum repeat motif length M and minimum acceptable repeat length cut-off L. In case one or more of these parameters are not specified, they carry the default values of 1, 6 and 12, respectively. For every length k between m and M (inclusive), all possible k-mer combinations of {A, T, G, C} are generated. Each k-mer is considered a unique repeat motif, and is used as a seed for the extended repeat string. The extended repeat string is generated by repeating the motif in tandem till it reaches length L. If L is not perfectly divisible by k, only a partial k-mer is appended such that the final length of the string is equal to L (Table 1) . If the extended string is the same as a previously extended string of a lower k, it is ignored. K-mers are further grouped into repeat classes if they are cyclical variations of each other on the same strand or the complementary strand (Supplementary Table S1 ). Though this is not necessary for the algorithm to identify repeats, the grouping is done to make the downstream analysis more meaningful and intuitive for the user. All possible k-mers extended to length L are added to the set {RS}, which is used for lookup during repeat identification. As the set is constructed from combinations of {A, T, G, C}, all other characters in the input sequence (typically stretches of N's) are ignored during identification by default.
Identification and output
The user specified input file is read using the FASTA parser from Biopython (Cock et al., 2009 ). The FASTA parser returns an iterator that can be used to access all the sequence records in the file serially. For each sequence, the identification of repeats begins with the extraction of the substring s of length L at position i to j, where L is equal to the length cut-off specified by the user (or a default of 12 nt), i is equal to 0, and j is derived by i þ L. The substring s is an SSR if it is a member of the set {RS} containing all possible repeats of length L (see above). If (s RS) evaluates to true, the repeat is extended if the base b at position j þ 1 is a continuation of the identified repeat. The extension of the repeat is done till b is valid, incrementing j by 1 every cycle. Once the full repeat is identified, it is printed out along with the repeat class and other details such as the coordinates, motif length and total repeat length. A sliding window is used to scan the entire sequence: If a repeat is not found at position i, i is incremented by 1, and the new substring s is evaluated for 
The new starting position i is backtracked to ensure that our algorithm does not miss the edge cases of overlapping repeats, where the end of an SSR is also the beginning of the next SSR. The backtrack is offset by þ1 to avoid an infinite loop. On an average, set membership lookup in Python has a constant time complexity of O(1). Hence, except for specific and extremely large values of m and M, at most (n -L) comparisons are performed (if sequence contains no SSRs), where n is equal to the total length of the DNA sequence.
Creation of test datasets
To test the accuracy of PERF and compare it with other available tools, we developed a Python script that generates a simulated DNA sequence with microsatellites at known locations. Briefly, random SSRs of possible motifs in the length range 1-6 nt were interspersed between stretches of a 10 nt motif (AGTCTAGCGT). As 10 nt is outside the test criteria, the interspersed sequence is never picked up by any of the tested tools. The script outputs the location and details of the randomly picked SSRs to a file, which was later used to compare with the output of each tool. Using this script, two different test datasets were created-i) One sequence of 5 MB length containing 4919 SSRs and ii) Two sequences totalling 100 MB length containing 98 462 SSRs. The main evaluation (Table 3) was done on a modified FASTA file of human chromosome 1, where long stretches of N's were replaced with a single letter of N. This was done because one of the tested tools, MREPS, throws an error if it encounters contiguous N's.
Evaluation criteria
Several criteria were used to evaluate the functionality of existing tools and PERF. The ease-of-use, flexibility and customization possible with each tool is outlined in Table 2 . Accuracy of reporting was evaluated based on the performance of each tool on simulated datasets. To extract the number of repeats that were uniquely identified by other tools, we converted the output of respective tools to BED format, and compared to the output of PERF using intersectBED (Quinlan and Hall, 2010) . Time taken by each tool was measured on a comprehensive range of input files, including 2 simulated and 4 real datasets, using the unix time command. Peak memory usage for each tool and input was measured using memusg Python script (https://github.com/jhclark/memusg). All tests were run on a machine with Intel core i7 6700 (Skylake, 3.4 GHz) processor and 8GB DDR3 memory running Ubuntu 16.04. The details of the datasets used for evaluation are outlined in Supplementary Table S2 .
Analysis report
PERF generates an interactive HTML report that depicts various trends in microsatellites as concise charts and tables. This is performed by the analysis function of the PERF package, which parses the tab-delimited output file of PERF and retrieves the necessary information. Once all the relevant information is calculated, the Note: The examples shown here represent the default cut-offs of 1, 6 and 12 for minimum motif length, maximum motif length and minimum length of repeat respectively. SSRs in range indicate the number of identified repeats that match the evaluation criteria (minimum length cut-off of 12 nt). If a tool did not have any explicit way of specifying the length cut-off, all repeats that were shorter than 12 nt were filtered from the output to derive this number. 
Filled circles indicate that the feature is supported by a tool, whereas unsupported features are represented by open circles.
data is exported as a JavaScript Object to a pre-formatted HTML template. The HTML template uses a combination of in-house JavaScript functions and the HighCharts library (https://www.high charts.com/) to render interactive plots and tables that can be explored by the user in any browser. The HTML file is selfcontained as all the calculated data, code, libraries and dependencies are embedded in the file directly. Hence, the file remains fully functional and interactive on all computers, without the need of a working internet connection.
Results
Our study reports a novel algorithm for ultra-fast, 100% accurate and exhaustive identification of simple sequence repeats from DNA sequences of any length. We implemented this algorithm in the Python programming language, and called it PERF, which is a recursive acronym for 'PERF is an Exhaustive Repeat Finder'. Our algorithm leverages the constant time complexity (O(1)) of set membership lookup in Python to quickly check whether a given substring is an SSR. Hence, even in the worst case scenario of the input sequence having no microsatellites, less than n comparisons are performed, where n is the length of the input sequence. Similarly, other than the constant memory cost of storing the repeat set, PERF uses maximum n bytes of memory, where n equals to the length of the largest DNA sequence present in the input file. We compared the performance of PERF with several currently existing SSR identification tools including Kmer-SSR, a recently developed comprehensive algorithm that uses kmer-decomposition to identify SSRs (Pickett et al., 2017) . The following criteria were used to select the tools for comparison: i) It must be able to process full length human chromosome 1. ii) It must have options to specify the range of repeat motif lengths to be searched (or have defaults of 1-6 nt, the criteria used for evaluation). iii) It was published in the last three years or has more than five citations per year since its publication. We finalized on four tools-Kmer-SSR (Pickett et al., 2017) , MISA (Thiel et al., 2003) , MREPS (Kolpakov et al., 2003) and SSRIT (Temnykh, 2001) . Though a few other tools also matched our criteria (most notably TRF), we ignored them if several previous studies have shown them to be vastly inaccurate and/or slow (Girgis and Sheetlin, 2013; Lim et al., 2013; Pickett et al., 2016) . We evaluated these tools on a range of inputs including two simulated and four real datasets (Supplementary Table S2 ). PERF outperforms them in every aspect including run time, comprehensiveness, memory usage, ease-of-use and flexibility (Tables 2-4,  Supplementary Tables S3-S7 ). Detailed evaluation of PERF and comparison to other existing tools is outlined below:
Accuracy
The accuracy of various tools was assayed using two simulated datasets (see Methods). On both the simulated datasets, PERF was the only tool which reported 100% of the expected SSRs (Supplementary Tables S3-S4) . Surprisingly, Kmer-SSR missed a small fraction of the repeats (<0.05%) despite being an exhaustive algorithm. Further investigation on the output of Kmer-SSR revealed that it failed to report pentamer repeats which are 12-14 nt long (data not shown), despite setting a minimum length cut-off of 12 nt. SSRIT performed extremely well on simulated datasets, with an accuracy of >99.9%. On human chromosome 1, however, the differences were more pronounced; PERF reported 350 932 SSRs, while the second best tool (SSRIT) reported 304 764 correct SSRs (86.84%, 
Run time and memory usage
In spite of being a 100% comprehensive algorithm, PERF was faster than all tested tools, including those that use heuristics and/or regular expressions to identify repeats. PERF finished identification of SSRs from human chromosome 1 in an average time of 26.76 s, whereas the second fastest tool (MREPS) took on an average 84.33 s, with an accuracy of 49.14% (reported 172 449 out of 350 932 SSRs, Tables 3-4). Kmer-SSR was slower than the rest of the tools, with a run time of 232.32 s ($9 fold slower than PERF). On human chromosome 1, PERF also outperformed other tools in terms of memory usage, with a peak memory consumption of 483.79 MB on average. The second best tool in terms of memory usage was Kmer-SSR, with a peak memory consumption of 704.41 MB (Table  4) . We found SSRIT to be the most optimal tool after PERF, with a runtime of 120.67 s, accuracy of 86.84% (304 764 reported out of 350 932) and memory usage of 779 MB.
The speed, accuracy and memory usage differences stay true even with a wide range of input files (Supplementary Tables S3-S7 ). In general, PERF is $3 to 15 fold faster than existing algorithms. In memory consumption, PERF outperformed all tools except Kmer-SSR. Compared to Kmer-SSR, PERF ran 8 fold faster on average, but the peak memory consumption of PERF was $20% higher. The advantages of PERF are more apparent on large datasets. For example, successful identification of all repeats from the entire human genome takes a little more than 6 min (387 s) whereas the second fastest tool that successfully produced output (SSRIT) took more than 27 min and reported only 86.28% SSRs compared to PERF (Supplementary Table S7 ). The speed of PERF can be further improved $3 fold by running it with PyPy, albeit with a higher ($2.5 fold) memory consumption (Supplementary Table S8) . Running with PyPy, identification of all repeats from the human genome takes less than 2 min (118 s).
Downstream analysis
Unlike other tools, PERF also produces an interactive HTML report to facilitate easy downstream analysis of the reported microsatellites. The stand-alone report is not linked to or dependent on the input file, and thus retains full functionality on all computers and web browsers. The main tab of the report summarizes the repeats present in the input file, such as the total number of reported microsatellites, density of SSRs per MB of input sequence, number of SSRs per MB, total percentage of the input sequence covered by SSRs etc. The same tab also contains two tables with the details of 100 longest repeats and 100 repeats with most number of repeating motifs in the input file. Charts are accessed from the remaining three tabs. The frequency of various repeats along with the information on most/ least frequent repeats present in the file are depicted as bar charts in the Repeat Frequency tab (Fig. 2A) . The Repeat Distribution tab shows relative enrichment of various repeats with respect to each other as pie charts (Fig. 2B) . The relationship between the frequency/density of repeats and their length can be explored as line charts in Length vs Frequency tab (Fig. 2C) . Each tab provides interactive controls via multi-select dropdown menus, radio buttons and input boxes to fine tune the displayed charts to suit the users' interest. The charts can be saved in PNG, JPG, PDF and SVG formats for later use. The interactive report aids the users to quickly derive biologically relevant conclusions. For example, previous studies have reported enrichment of specific SSRs at a preferred length range, and have indicated roles of such SSRs in various cellular functions (Ramamoorthy et al., 2014) . Such trends can be observed using the line charts of Length vs Frequency tab, by changing the X-axis to Repeat Units. Supplementary Figure S1 depicts examples of few such repeats from the data of Mus musculus.
Discussion
With the addition of new genomes every day, efficient and comprehensive identification of microsatellites from DNA sequences is crucial for researchers studying these important elements. In spite of a wide gamut of existing tools, users currently have to make a tradeoff between speed and exhaustiveness while choosing a tool that suits their requirement. We developed an algorithm that addresses both these challenges. Even when run on a computer with modest specifications, PERF takes less than 2 min to accurately identify all microsatellites from one of the largest input files-the human genome. PERF can be installed effortlessly via any Python package manager, and is easy to use; the only required parameter is the input file in FASTA format. At the same time, all search parameters can be configured by the user at runtime via a clean command-line interface, thereby offering full flexibility and control on the output. Though the evaluation reported here is performed using typical definition of SSRs (1-6 nt long motifs), the algorithm does not discriminate micro-and minisatellites, and can be used to identify repeating motifs of any length. In addition, PERF is OS-agnostic, and works the same on any system where Python can be installed.
Most of the existing SSR identification algorithms err when they encounter SSRs that end with partial motifs. For example, if a length cut-off of 12 nt is chosen, a hexamer repeat of 13-17 nt length is reported as a 12 nt repeat because the last few nucleotides are not recognized as part of the same SSR. In a similar scenario, a pentamer repeat of 12-14 nt length is never reported because only the first two repeating motifs (adding up to a length of 10 nt, and hence less than the length cut-off of 12) are recognized by these algorithms. In both situations, the algorithms either report wrong coordinates of an SSR, or skip it altogether. PERF solves these cases in two steps. First, when a repeat motif is added to the repeat set, it is extended to the exact length cut-off even if it is not a complete motif (Table 1) . Further, when an identified SSR is extended, PERF checks one base at a time to precisely mark the end location of the SSR.
Instead of writing our own FASTA file parser, we used the available parser from Biopython. This gave us two advantages; first, no testing was necessary to ensure that all valid FASTA files are read correctly, and second, Biopython's FASTA parser returns an iterator. The use of an iterator allowed us to fetch each record from the file sequentially, instead of having to store all the sequences in memory. This improved the peak memory consumption of PERF drastically, particularly when used on input files containing several large sequences (such as the human genome). Many of the existing algorithms keep a track of previously identified microsatellites or use a downstream filtering step to avoid reporting redundant SSRs. As our algorithm iterates over the input sequence only once, it never identifies the same SSR again. Hence, the details of the repeat are printed out as soon as it is identified. This further saves the memory used by PERF.
Most of the existing tools produce the output in a text or TSV format. For large sequences and genomes, the number of reported microsatellites can be in millions. To understand the data trends from such output, users often manually extract relevant repeat data, making it tedious and error-prone. To help the users with downstream analysis, PERF generates a fully interactive HTML report that can be viewed on any modern browser. The default plots and tables give an immediate global view of the repeats identified, while still allowing fine tuning via interactive controls to tease apart any nuances of interest. The charts can be exported as publicationquality images in various formats. These features of the report facilitate easy and direct comparison of repeat data from multiple genomes, particularly for users with limited bioinformatics support. In addition, the HTML file can be shared with collaborators, and it retains full functionality on the other end. Hence, PERF is an allaround tool, for identification as well as analysis of microsatellites from genomic sequences.
Funding
This work has been supported by the network projects of Council of Scientific and Industrial Research (CSIR), India-BSC0118 (EpiHED) and BSC0121 (Genesis).
Conflict of Interest: none declared. 
