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/*This UDF provided relates to a support query. This UDF should be 
treated as  
a guideline outlining the application. This is not a consultancy 
project  
and has not therefore been checked under our consultancy procedures. It 
is  
your responsibility to check the validity of any simulation utilizing 
this  
UDF. Additionally, UDF support for current license  
holders will be limited to guidance related to communication between a 
UDF  
and the FLUENT solver. Other aspects of the UDF development process 
that  
include conceptual function design, implementation (writing C code),  
compilation and debugging of C source code, execution of the UDF, and  
function design verification will remain the responsibility of the UDF 
author. 





/*below is the macro that determines the location of the monitor points 
and outputs required information. This is the only macro that requires 
modification to  
account for different points distribution or to change the output 
method*/ 
/* note that phi is the cone angle */ 









int yorn, zone; 
float xloc, yloc, zloc, height, dh, h, nh, ver; 
float u, v, w, x, y, z, hmeas[50]; 
float phi_deg=30.4, phi_rad;  
float npoints=50; 
float pi=3.14159; 
float psi_deg, psi_inc, psi_rad; 
float ploc[50][3], Vlos[50][50], asangle[50]; 













Message("lidar simulation program version %.2f started \n", ver); 
 












/* printf ("enter the measurement height of the lidar \n"); */ 
/* scanf ("%f", &height); */ 
/* printf ("enter the offset from the origin of the lidar x y and z 
\n"); */ 
/* scanf ("%f %f %f", &xloc, &yloc, &zloc); */ 
 
 
 if (inp_file_ptr !=NULL) 
 
  { 
  fscanf(inp_file_ptr, "%s %s %s %s %s %s %s \n", &dummy, 
&dummy, &dummy, &dummy, &dummy, &dummy, &dummy);  
  fscanf(inp_file_ptr, "%d %d %f %f %f %f %f \n", &zone, 
&yorn, &height, &nh, &xloc, &yloc, &zloc); 
  } 
 
 else  





  { 
  printf("no file name \n");  




/* inputs required for the fluent UDF get domain defines the entire 
domain and lookup thread get the thread  
number for the specified zone in the given domain */ 
 
d = Get_Domain(1); 
ct = Lookup_Thread(d, zone); 
 







psi_inc= 2*pi/50;  
 
if (yorn == 1) 
{ 
Message("verbose output version %.2f \n", ver); 
  
for (j=1; j<=nh; j++) 
 
{ 
 Message("measurement height %d being calculated \n", j); 
 h=dh*j; 
 fprintf(exp_file_ptr, "measurement height %.2f m \n",h); 
  
 /* to find the velocity at the measurement height directly above 
the lidar */ 
 
 /* define the point at the measurement height directly above */ 
 
 point[0]= xloc;  
 point[1]= yloc; 
 point[2]= zloc + h; 
 
 /*pointer to the cell containing the xyz location*/ 
   
 c = cell_containing_point(point, ct); 
  






 fprintf(exp_file_ptr, " data at %6.1f m directly above lidar \n", 
h); 
 







 fprintf(exp_file_ptr, "%6.1f %6.3f %6.3f %6.3f %6.3f %6.3f 
\n",point[0],point[1],point[2], u, v, w); 
 
 fprintf(exp_file_ptr, "Lidar simulation data \n"); 
 
 fprintf(exp_file_ptr, "   psi    x     y      z       u     v       
w   Vlos \n"); 
  
  
 for (i=0;i<=49; i++) 
 
  { 
  
  /* calculate the x, y and z locations of the scan points 
above an origin of 0, 0, 0 */ 
 
 
  psi_rad=i*psi_inc; 
  psi_deg=psi_rad*180/pi; 
  ploc[i][0]= h*sin(phi_rad)*sin(psi_rad)/cos(phi_rad) ;  
  ploc[i][1]= h*sin(phi_rad)*cos(psi_rad)/cos(phi_rad) ; 
  ploc[i][2]= h; 
 
  } 
 
 
 for (i=0;i<=49; i++) 
 
  { 
  
  /* apply an offset to the measurement locations due to the 
lidar not being sited at the origin */ 
  /* and assign the location of the measurement point to the 
array point which is the  
  x y and z location that will be interrogated to find the u, 
v and w at that point*/ 
 
  psi_rad=i*psi_inc; 
  asangle[i]=i*psi_inc; 
  psi_deg=psi_rad*180/pi; 
    
  point[0]= ploc[i][0] + xloc;  
  point[1]= ploc[i][1] + yloc; 
  point[2]= ploc[i][2] + zloc; 
 
  /* put the x y and z values into variables that are easily 
recognised for calculating Vlos */ 
   
  x=ploc[i][0]; 
  y=ploc[i][1]; 
  z=ploc[i][2]; 
 
  /*pointer to the cell containing the xyz location*/ 
   






  /*get the u, v and w velocity components in that cell */ 
  
  u=C_U(c,ct); 
  v=C_V(c,ct); 
  w=C_W(c,ct); 
   
  /*calculate the V line of sight based on the x, y and z with 
the Lidar at the origin */ 
 
  Vlos[j][i]=(u*x+v*y+w*z)/sqrt(x*x+y*y+z*z); 
   
  /* put the offset so that the location of the measuremement 
points are in the simulation coordinate system */ 
 
  x = ploc[i][0] + xloc;  
  y = ploc[i][1] + yloc; 
  z = ploc[i][2] + zloc; 
 
  fprintf(exp_file_ptr, "%6.1f %6.3f %6.3f %6.3f %6.3f %6.3f 
%6.3f %6.3f \n",psi_rad, x, y, z, u, v, w, Vlos[j][i]); 
 
   






Message("abreviated output version %.2f \n", ver); 
 
fprintf(exp_file_ptr, "%.2f \n",nh); 
 
for (j=1; j<=nh; j++) 
 
{ 
 Message("measurement height %d being calculated \n", j); 
 h=dh*j; 
 fprintf(exp_file_ptr, "%.2f \n",h); 
  
 point[0]= xloc;  
 point[1]= yloc; 
 point[2]= zloc + h; 
 






 fprintf(exp_file_ptr, "%6.1f %6.3f %6.3f %6.3f %6.3f %6.3f 
\n",point[0],point[1],point[2], u, v, w); 
  
 for (i=0;i<=49; i++) 
 
  { 
  





  psi_deg=psi_rad*180/pi; 
  ploc[i][0]= h*sin(phi_rad)*sin(psi_rad)/cos(phi_rad) ;  
  ploc[i][1]= h*sin(phi_rad)*cos(psi_rad)/cos(phi_rad) ; 
  ploc[i][2]= h; 
 
  } 
 
 
 for (i=0;i<=49; i++) 
 
  { 
  
  psi_rad=i*psi_inc; 
  asangle[i]=i*psi_inc; 
  psi_deg=psi_rad*180/pi; 
    
  point[0]= ploc[i][0] + xloc;  
  point[1]= ploc[i][1] + yloc; 
  point[2]= ploc[i][2] + zloc; 
 
  x=ploc[i][0]; 
  y=ploc[i][1]; 
  z=ploc[i][2]; 
 
  c = cell_containing_point(point, ct); 
  
  u=C_U(c,ct); 
  v=C_V(c,ct); 
  w=C_W(c,ct); 
   
  Vlos[j][i]=(u*x+v*y+w*z)/sqrt(x*x+y*y+z*z); 
   
  x = ploc[i][0] + xloc;  
  y = ploc[i][1] + yloc; 
  z = ploc[i][2] + zloc; 
 
  fprintf(exp_file_ptr, "%6.1f %6.3f %6.3f %6.3f %6.3f %6.3f 
%6.3f %6.3f \n",psi_rad, x, y, z, u, v, w, Vlos[j][i]); 






 Message("lidar simulation ended \n"); 
 
}   
  
 
cxboolean outward_face(face_t f, Thread *ft, cell_t c, Thread *ct) 
{ 
  Thread *ct1; 
  cell_t c1; 
  ct1 = THREAD_T1(ft); 
  if(NULLP(ct1))return TRUE; /* face on boundary */ 





  if ((c==c1)&&(ct==ct1))return FALSE; /* face's c1 is c so f inward to 
c */ 
  return TRUE; 
} 
cxboolean point_in_cell(real point[ND_ND], cell_t c, Thread *ct) 
{ 
  int i; 
  real dist; 
  real p_rel[ND_ND], f_cen[ND_ND], A[ND_ND]; 
  face_t f; 
  Thread *ft; 
  cxboolean inside = TRUE; 
  c_face_loop(c, ct, i) 
 { 
   if(inside) 
  { 
    f=C_FACE(c, ct, i); 
    ft=C_FACE_THREAD(c, ct, i); 
    F_CENTROID(f_cen,f,ft); 
    F_AREA(A,f,ft); 
    NV_VV(p_rel,=,point,-,f_cen); /* point relative to f_cen 
*/ 
    dist=NV_DOT(p_rel,A); 
    if (outward_face(f,ft,c,ct)) /* Count as inside if dist == 
0.0 */ 
   {if (dist > 0.0) inside = FALSE;} 
    else 
   {if (dist < 0.0) inside = FALSE;} 
  } 
 } 
  return inside; 
} 
cell_t cell_containing_point(real point[ND_ND], Thread *ct) 
{ 
  cell_t c; 
  cell_t c_in = NULL_CELL; 
  begin_c_loop(c,ct) 
 { 
   if(c_in == NULL_CELL) /* if cell not found yet */ 
  { 
    if (point_in_cell(point, c, ct)) c_in = c; 
  } 
 } 
  end_c_loop(c,ct) 











Zone  Vebose  Height  Nh  Xloc  Yloc  zloc 


































































































                 











point  x  point  y  point  z  u  v  w       










psi (rad)  x   y   z  u  v  w  Vlos 
psi (rad)  x   y   z  u  v  w  Vlos 
table 2; lidar_3D UDF output file format 
The output file from the UDF is read by the MathCAD LiDAR simulation program details of 
which can be found in the program description document [1]. 
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