The successful practice of simulation requires a number of capabilities; two key capabilities are creating a conceptual model of the system to be simulated, and translating the conceptual model to a computational process or simulation program. We describe how OMG's new graphical systems modeling language, OMG SysML™ (OMG 2009), can be used to create a conceptual model, and how this conceptual model can be translated automatically to a simulation program. In demonstrating the process, we use Arena™ as the target simulation language, but the concepts presented are quite general.
INTRODUCTION
The practice of simulation requires a set of technical skills, capabilities, and processes. A number of authors have described simulation practice in terms of a set of steps or processes that must be executed. One example of such a description is summarized in Table 1 , which is based on (Nubile, Ambrose and Mackarel 2004) . Table 1 : Modeling and simulation workflow 1. Problem Definition. Clearly defining the goals of the study so that we know the purpose, 2. Project Planning. Being sure that we have sufficient and appropriate resources to do the job. 3. System Definition. Determining the boundaries and restrictions 4. Conceptual Model Formulation. Developing a preliminary model either graphically or in pseudo-code to define the components, and interactions (logic) that constitute the system. 5. Preliminary Experimental Design. Selecting the factors to be varied, and the 6. Input Data preparation. Identifying and collecting the input data 7. Model Translation. Formulating the model in an appropriate simulation language 8. Verification. Does the simulation correctly represent the data inputs and outputs? 9. Validation. Can the model be substituted for the real system for the purposes of experimentation? 10. Final Experimental Design. Designing an experiment that will yield the desired information 11. Experimentation. Executing the simulation to generate the desired data and sensitivity analysis. 12. Analysis and Interpretation. Drawing inferences from the data generated by the simulation runs. 13. Implementation and Documentation. Reporting the results, putting the results to use, Clearly, the practice of simulation is not as simple as the linear execution of these thirteen steps-there usually is considerable iteration. Our focus is on steps 4 and 7, formulating the conceptual model which describes the relevant aspects of the system to be simulated, and translating the conceptual model to a suitable simulation language for computation. Traditionally, both these steps have been taught and viewed as the "art" or "craft" of simulation, i.e., as skills that are difficult to teach because there are few systematic tools to support them.
There is good reason to believe this situation could change. In the software engineering community, model driven architecture, or MDA, is transforming the way software systems are designed and implemented. Wikipedia describes MDA as providing "a set of guidelines for the structuring of specifications, which are expressed as models. Model-driven architecture is a kind of domain engineering, and supports model-driven engineering of software systems." In other words, the MDA ap-proach brings a significant level of formalism to the process of developing the conceptual model of the intended software system, as well as formal tools that automate a significant portion of the implementation coding.
Can the same results be achieved by applying the MDA approach to the development of simulations? In this paper, we demonstrate that a tentative answer is "yes" by showing how SysML can be used to develop a domain specific language for creating conceptual models in a particular domain, and how data interchange standards like XML/XMI can be used to support the automatic translation of a model in the domain specific language to a model in a simulation language..
OVERVIEW
A "domain specific language," or DSL, is described by Wikipedia as "a programming language or specification language dedicated to a particular problem domain, a particular problem representation technique, and/or a particular solution technique." The domain could be an abstract domain, such a queuing theory, or a real domain, such as semiconductor manufacturing. It even could be a programming domain, such as discrete event simulation. In fact, simulation languages, like Arena™, are domain specific languages. Figure 1 illustrates how domain specific languages might be used to enhance steps 4 and 7 in Table 1 . Two distinct domain specific languages are represented in Figure 1 . On the left is a DSL dedicated to the description or specification of semiconductor manufacturing scenarios, which is used to create a specific instance model or specification for a particular semiconductor manufacturing situation. On the right is a discrete event simulation DSL, or simulation language, which can be used to create specific simulation models or simulation programs. In the middle are two ovals. The top oval represents a mapping between the two domain specific languages, e.g., a specification of the relationships between a syntactical construct in the semiconductor manufacturing DSL and an equivalent syntactical construct in the discrete event simulation DSL. The bottom oval in Figure 1 represents a computational process for converting a specific instance model of a semiconductor manufacturing model into a specific instance of a discrete event simulation model. There are a number of challenges in implementing the framework illustrated in Figure 1 . Perhaps the most obvious is creating a DSL for the application domain. The fact that almost every discussion of the process of "doing simulation" (as described in Table 1 ) provides relatively vague description of step 4 is some evidence for the lack of explicit domain specific languages in general. SysML has been suggested as a basis for a semiconductor manufacturing DSL in (Huang et al 2008) ; although they did not use the term "domain specific language" their description is entirely consistent with the intent of the term.
SysML has a number of advantages to recommend it as a basis for an application specific DSL. It is a graphical language, which makes it possible to discuss SysML models with the "problem owners" in order to validate modeling assumptions. Also, SysML is a formal language-it has a formal syntax, which enables a number of computational tools which operate on SysML models. SysML is implemented as a profile of UML, and as a result there are many commercially available tools for SysML. SysML is easily extended and specialized, an important advantage in developing a DSL. SysML has an open, or publically available standard, making it easy to develop application which use SysML models. Suppose an application-specific DSL has been developed, e.g., in SysML. A second major challenge is creating the mapping between this DSL and a discrete event simulation language. Part of the challenge is that most simulation languages do not have a publically available formal specification, thus creating a formal mapping from an application specific DSL is an arduous task.
The final challenge, of course, is the development of the model translator, which uses the mapping to translate an application specific model written in the application specific DSL to a corresponding simulation model written in the specific discrete event simulation language.
THE SIMPLE EXAMPLE
We illustrate, in a very limited way, an implementation of the framework illustrated in Figure 1 . We use SysML to create a DSL for a subset of queuing theory. This domain specific language is used to create specific queuing models. We use Arena™ as the target discrete event simulation language. Since Arena has an existing Access™ interface (i.e., Arena models can be exported to MS Access, and imported from MS Access, using a particular data schema), we use this interface, rather than attempting to create a "native" Arena DSL in SysML. We do, however, create an Access DSL in SysML, and use it to specify the schema required for Arena export/import.
Because we have chosen a relatively limited domain, the mapping from the SysML DSL to the Arena DSL is relatively straightforward. We address this issue in our concluding remarks.
Both SysML and MS Access have facilities for XMI file export and import, which simplifies the process of creating a translator. Our translator, which operates on the appropriate XMI files, is implemented in Atlas Transformation Language (ATL). Figure 2 summarizes the structure of the example implementation. Figure 2 : Structure of the Example For this simple example, we have used the standard flow shop model as described in Huang et al. (2007) . There are two workstations in sequence and each workstation consists of three identical machines in parallel. Topcased-SysML editor as a Eclipse plugin is used to develop the SysML models. SysML models are exported as XMI files using the Topcased SysML metamodel based on the Eclipse Modeling Framework's Ecore metametamodel. For demonstration purposes, we have created a simpler metamodel for the flow shop model using Ecore as the underlying metametamodel. This metamodelnamed "SysMLCreate"-is depicted in Figure 3 . The original XMI file is then transformed to a new XMI file using the "SysMLCreate" as the base metamodel. The SysML model captured in the transformed XMI file is shown in Figure 4 .
Transformation of the SysML model to an MSAccess database representing Arena™ models requires creating a metamodel of the underlying database structure. The transformation is defined using Atlas Transformation Language (ATL). A simple rule written in ATL to create "Process" modules for Arena™ is presented in Figure 5 . As a result of the transformation, an XMI file is created, which is then imported to MS Access. Importing the MS Access database to the Arena™ modeling environment completes the transformation. The resulting Arena™ model is depicted in Figure 6 . 
ISSUES
We have chosen an admittedly limited demonstration domain, so it is a fair question to ask whether or not this approach scales up. We believe the answer is a qualified "yes," for several reasons. First, based on the previous and ongoing research at Georgia Tech (Huang et al 2007 (Huang et al , 2008 and elsewhere (see, e.g., Schönherr and Rose 2009), we believe there is little reason to doubt the feasibility of creating domain specific languages for usefully large application domains. In fact, the publication of the Core Manufacturing Simulation Data standard by NIST (Johnson et al 2007 , Lee et al 2007 , and Riddick and Lee 2008 is compelling evidence that the structure of manufacturing can be described in a formal way. Of course, the challenge of creating the formal syntax and semantics for behavior has yet to be definitively settled.
Second, while model translation in the practice of simulation traditionally has been an ad hoc process, there are developments in computer science that hold great promise for making the process much more formal. For example, research on graph transformation and triple graph grammars (see. e.g., Amelunxen et al 2008) has led to the creation of tools (see, e.g., <http://www.moflon.org/> ) for creating mappings between metamodels and using the mappings to automate model translation.
While we believe the technology is emerging to enable the development of domain specific languages in manufacturing, and their automatic translation to simulation code, that does not mean there are not remaining issues. Here we highlight two specific issues:
(1) Some systems are very large, with many instances of the same entity or component. The creation and management of such large instance models represents a challenge of its own. (2) In order to automatically translate a conceptual model (e.g., realized using a formal DSL) into its corresponding simulation program, all the information needed to create that simulation model must be contained in the conceptual model, because there is no human simulation analyst to elaborate terse descriptions, or disambiguate incomplete descriptions. Thus, the "programming" aspects of simulation will move in two directions-off line development of the DSL, the mapping, and the translator, and on-line application of the DSL to capture a fully rendered conceptual model.
CONCLUSION
Our purpose in this paper has been to demonstrate with a simple example how a formal modeling language, SysML, can be used to transform the practice of simulation by making the conceptual modeling process much more formal, and largely automating the creation of the simulation code. The reader may ask, "Why would you want to do this?" The motivation is simple-we seek to make the practice of simulation much more widespread than it is today. One strategy is to make simulation technology more accessible to the customer, by giving customers and simulation practitioners the tools they need to create complete descriptions of the problem to be simulated, in a form that can be understood by the customer, i.e., in the customer's language. If at the same time, the time, cost, and potential for error in "programming" simulation codes can be largely eliminated, then more time and attention can be focused on working with the customers to insure the problem is properly specified.
