In linguistic morphology and information retrieval, stemming is the process for reducing inflected (or sometimes derived) words to their stem, base or root form-generally a written word form. In this work is presented suffix-stripping stemmer for Serbian language, one of the highly inflectional languages.
Introduction
When performing many of the natural language processing tasks it is needed that all forms of a word with same meaning has same form. This process of fitting words to usable forms is called normalization. There are several techniques to perform normalization such as normalization using equivalence classes, case-folding, stemming and lemmatization.
Stemming usually refers to a crude heuristic process that chops off the ends of words in the hope of achieving this goal correctly most of the time, and often includes the removal of derivational affixes.
Lemmatization usually refers to doing things properly with the use of a vocabulary and morphological analysis of words, normally aiming to remove inflectional endings only and to return the base or dictionary form of a word, which is known as the lemma [1] .
Stemming and lemmatization have wide use in many natural language processing tasks. They are used retrieve semantic and meaning from different word's forms. Most of natural language processing tasks are based on retrieving the meaning of processed text, but are not interested in other information that gives different word's forms. Task with applied stemming and lemmatization are information retrieval, machine translation, web or document search, text classification and sentiment analysis as a special case of text classification.
In this work is introduced stemmer for Serbian language, which will be used for sentiment analysis. To build successful lemmatization tool it is required dictionary with all forms of all words in particular language. Obviously, it requires greater development time and big database. Since there is no significant performance difference Stemmer for Serbian language between stemming and lemmatization [2] , it is much easier to build stemmer. Sentiment analysis has some special requirements for stemming, so this stemmer has to be modified for use in other applications such as information retrieval. For example stemmer that will be used in sentiment analysis will not remove prefixes, since they are important part of sentiment in Serbian language (i.e. superlative prefixes).
History
The 
Serbian language
Serbian language is a form of South Slavic language (Indo-European), spoken mainly by Serbs. All South Slavic languages derive their forms from Old Church Slavonic with Serbian emerging from Old Serbian (SerbianSlavonic), which has a literary history from 10th century.
Serbian language represents highly inflectional language. Because of this characteristic stemmer for Serbian language will have much more rules then stemmers for less inflectional languages like English. In Porter stemmer total number of rules is 63, but if we represent it in plain suffix format we got about 120 rules [4] . Stemmer for Serbian language will have between 3 and 4 times more suffix stripping rules then stemmer for English because of its higher inflection.
Related work
As previously mentioned Lovins and Porter's stemmers are the first stemmers ever made. In last 10 years there were created stemmers for many other languages like German, French, Spanish, Portuguese, Italian, Romanian, Dutch, Swedish, Norwegian, Danish, Russian, Finish, Czech, Irish, Hungarian, Turkish, Armenian, Basque, Catalan using snowball framework [6] . In this list there are only two Slavic languages -Russian and Czech. Search for stemmers of south Slavic languages gave just few results. There is stemmer for Slovenian language [7] . Also there is stemmer for Croatian, but with little explanation found on SVN repository Stemmer for Serbian language (http://svn.rot13.org/index.cgi/stem-hr). For Serbian language there is work called "A suffix subsumption -based approach to building stemmers and lemmatizers for highly inflectional languages with sparse resource" by Vlado Kešelj and Danko Šipka [4] . In the paper authors stated that their stemmer has accuracy of 79%. Investigating it was realized that accuracy of this stemmer can be fine tuned manually, and that number of rules can be much reduced from more than 1000 stemming rules in Optimal Suffix stemmer to less than 300 stemming rules. This optimization will eventually improve speed and accuracy of stemmer. Stemmer developed by Vlado Kešelj and Danko Šipka was used as base for our stemmer.
Stemming application and algorithm
Stemming application is designed as web application. It uses PHP script for backend and AJAX interaction with backend side. Application has two text boxes, one for text input, and the other will be filled as output of stemmer. Stemmer will perform his work pressing on button "Stem".
When button "Stem" is pressed, first action that will be taken is transforming of special Serbian characters such as č, ć, š, ž, đ into cx, cy, sx, zx, and dx. When client receives response, he will also using JavaScript transform special characters back to normal, readable form.
This will simplify text manipulation and transferring text between client and server. After this transformation client creates post request with text as his post parameter queue. PHP script will do several transformations to the text. This will simplify text processing. Script will change all upper case letters to lower case (case folding). Also it will add space character before and after all punctuation marks. This will make punctuation marks separate tokens. After this, tokenization is performed.
There exist two approaches for stemming. One is algorithmic, while the other is dictionary based. To obtain perfect stems for Serbian language it is has to be applied hybrid approach. Most of words can be stemmed using suffix stripping algorithm. While some irregular verbs and some other types of words with irregular flections have to be stemmed using dictionary. Algorithm that will be used will look at dictionary if the word exists in it, if it exist it will change it with basic form, otherwise it will look in suffix rule list and strip or change suffix.
Dictionary of irregular words is matching whole words and changing it with others. Server side PHP script will use regular expressions to match suffixes and strip or change them. Stems should not have less than 2 characters, since they will become unusable, so algorithm is searching for suffixes after second character. This rule has to include special characters in Serbian language, since they are coded to two characters. If special character occurs it will look for suffixes after third character.
Suffix rules are organized as key-value dictionary. Full suffix is a key, and Stemmer for Serbian language suffix substitution is value. Most of values are empty strings, but since some suffixes need to be changed with some string, key-value dictionary data structure appeared as best solution.
Development of stemming rules for Serbian language
Development of stemming rules for Serbian language was started with 1000 rules from stemmer developed by Vlado Kešelj and Danko Šipka [4] adjusted for PHP. Since these stemming rules was created by machine learning algorithm it created some erroneous rules. It has also too many rules. Some of erroneous rules included rules that contained x or y character at it beginning. These rules should contain full special character, but machine learning algorithm was not aware about coding of Serbian special characters. There was too many rules, that made in some cases that stemmer will use wrong rule.
First step building stemming rules was to clear the list of rules from erroneous and unneeded rules. Doing this we came to list of about 180 rules. Clearing of unneeded rules were done manually. Rules starting with x or y were deleted, but also rules longer than 5 characters. There were some rules identified as badly formed, because they will strip more than suffix, or that they will strip some part of previously defined stem for that word. It was identified that different forms of same word has different stems. Since stemmer should perform same stems for all forms of same word, this problem had to be fixed by deleting bad stemming rules and adding new good rules. Since it was observed that stemmer cannot stem correctly some forms, it was needed to add some new rules. These newly added rules were not discovered by machine learning algorithm described by Kešelj and Šipka.
Two approaches were used developing new rules for stemmer. First one was consulting grammar of Serbian language about word forms and transformations. This approach improved quality of stems quite well, but it was observed that some of words still are not correctly stemmed. The other approach was to manually identify words that cannot be correctly stemmed and try to create rule for that word form.
Since imperfect tense is no longer used in modern Serbian language and because it's forms are much different from the root of verb, it is not supported in this stemmer.
Dictionary of words was considered as solution only when there was no other acceptable solution for some words and transformations. Since irregular verbs like "biti", "hteti" and "jesam", "moći" has different forms of base in each tense or person, they had to be stemmed using dictionary. There were also other verbs on which dictionary rules were applied like "naći", "doći", "ići", "otići", "stići", "vući", and some more. Also this rules was also applied as suffix changing rules, since there are lot of verbs that is build adding prefix on this verbs like "pronaći", "prevući", "dovući" etc. Stemmer for Serbian language
Evaluation
Stemmer for Serbian language is evaluated using 522 word text taken from newspaper "Politika". Two methods of evaluation were performed. In first one, text from newspaper were manually stemmed and compared to stemmer output. Person who manually stemmed the text knew the rules that stemmer was using, but also was taking care about output to be logical and not under stemmed. Second method involves stemming, and then manually reading text. A stem is judged to be correct if the original meaning can be clearly predicted from the stem (no overstemming), and it seems that the stem covers all morphological variations of the lemma (no under-stemming).
Both evaluation criteria showed very good results. In case of manual stemming, there is a problem that person who stemmed knew the stemming rules, but tried to stay neutral. In this case there were 37 errors. This means that accuracy of stemmer is 92%. We can assume that there will be some additional errors that are not covered, since test text is quite small. But still results are satisfying since they are around 90%. Problematic words that created stems that did not covered all flections were words that contain some voice change. Most problematic was words that contained voice change called "nepostojano a", since rules cannot be created to cover both words that has this voice change and also words that do not. In the other case, where it was tried to retrieve original meaning of word we had similar results. About 90% of words are stemmed in that way that original meaning can be retrieved and stem seemed to cover all morphological variations. Problem was small words, 3-4 characters, which after stemming had only 2. These stems were covering morphological forms, but original meaning was hard to retrieve. But since many of those words can be considered as stop words in sense of information retrieval related tasks, this should not represent big problem.
Conclusion and further work
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