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Tato bakalářská práce se zabývá sestavením meteostanice připojitelné k PC pomocí USB
rozhraní. Cílem práce je navrhnout, sestrojit a naprogramovat meteostanici, která měří
hodnoty teploty, relativní vlhkosti a atmosférického tlaku vzduchu. Jádrem meteostanice
je programovatelný mikrokontrolér připojený na čidla určená k měření veličin. Hodnoty
veličin jsou uloženy v databázi a dají se zobrazit v grafu pomocí grafického uživatelského
rozhraní. O sběr dat do databáze se stará démon běžící na pozadí. V první části práce
se nachází teorie k měření meteorologických veličin. Další část je věnována popisu návrhu
zapojení meteostanice. Následující kapitola se zabývá komunikací mezi mikrokontrolérem,
čidly a počítačem. Softwarové řešení mikrokontroléru, grafického uživatelského rozhraní a
démona pro přenos naměřených dat do databáze se nachází v poslední části.
Abstract
This bachelor thesis deals with constructing of meteorological station connected to PC via
USB interface. The goal of the work is to design, construct and programme the meteoro-
logical station, which measures values of temperature, relative humidity and atmospheric
pressure. The core of the meteorological station is programmable microcontroller connec-
ted to sensors measuring the variables. The values of the variables are stored in database
and can be depicted as a graph using graphical user interface. Collecting of data in the
database is provided by daemon running in the background. The first part of the thesis is
focused on theory of measurement of meteorological values. The second part of the thesis
describes the design of the connection of the meteorological station. The next chapter deals
with communication between the microcontroller, sensors and computer. Software solution
of the microcontroller, graphical user interface and the daemon providing data transfer to
the database is in the last part of the thesis.
Klíčová slova
meteostanice, mikrokontrolér, teplota, tlak, vlhkost
Keywords
meteorological station, microcontroller, temperature, pressure, humidity
Citace
Jan Šimeček: Meteostanice připojitelná k PC, bakalářská práce, Brno, FIT VUT v Brně,
2012
Meteostanice připojitelná k PC
Prohlášení
Prohlašuji, že jsem tuto bakalářskou práci vypracoval samostatně pod vedením pana Ing.
Pavla Bartoše za použití odborné literatury. Uvedl jsem všechny literární prameny a pub-
likace, ze kterých jsem čerpal.




Rád bych v tomto místě poděkoval vedoucímu bakalářské práce Ing. Pavlu Bartošovi za
přínosnou odbornou pomoc a veškeré připomínky a podněty během vypracování bakalářské
práce. Dále bych rád poděkoval kolegovi Bc. Janu Chalupovi za rady při návrhu plošného
spoje. Také bych rád poděkoval Ing. Marianu Kručinovi a firmě LinuxBox za poskytnutí
knihovny pro tvorbu meteodémona.
c© Jan Šimeček, 2012.
Tato práce vznikla jako školní dílo na Vysokém učení technickém v Brně, Fakultě informa-
čních technologií. Práce je chráněna autorským zákonem a její užití bez udělení oprávnění
autorem je nezákonné, s výjimkou zákonem definovaných případů.
Obsah
Úvod
1 Měření meteorologických veličin 1
1.1 Teplota . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 1
1.2 Vlhkost . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
1.3 Tlak . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 2
2 Hardwarová část 3
2.1 Výběr a popis mikrokontroléru a čidel . . . . . . . . . . . . . . . . . . . . . 3
2.1.1 Mikrokontrolér ATmega8 . . . . . . . . . . . . . . . . . . . . . . . . 3
2.1.2 AD převodník . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 6
2.1.3 Tlakové čidlo MPX4115a . . . . . . . . . . . . . . . . . . . . . . . . 8
2.1.4 Teplotní a vlhkostní čidlo SHT15 . . . . . . . . . . . . . . . . . . . . 9
2.1.5 Status registr . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 13
2.2 Postup při vytváření plošného spoje . . . . . . . . . . . . . . . . . . . . . . 14
2.2.1 Blokové schéma . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 14
2.2.2 Návrh zapojení . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 15
2.2.3 Popis zapojení . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 16
3 Komunikace 17
3.1 Mikrokontrolér – teplotní a vlhkostní čidlo SHT15 . . . . . . . . . . . . . . 17
3.1.1 Resetovací sekvence . . . . . . . . . . . . . . . . . . . . . . . . . . . 18
3.2 Mikrokontrolér – tlakové čidlo MPX4115a . . . . . . . . . . . . . . . . . . . 18
3.3 Mikrokontrolér - PC . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
3.3.1 Potřes rukou - Handshaking . . . . . . . . . . . . . . . . . . . . . . . 19
3.3.2 CRC - 8 součet . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 19
4 Softwarová část 21
4.1 Programování mikrokontroléru . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.1.1 Popis funkcí . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.2 Grafické uživatelské rozhraní . . . . . . . . . . . . . . . . . . . . . . . . . . 23
4.2.1 Signály . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.2.2 Návrh uživatelského rozhraní . . . . . . . . . . . . . . . . . . . . . . 24
4.2.3 Popis jednotlivých prvků rozhraní . . . . . . . . . . . . . . . . . . . 25
4.2.4 Popis práce s aplikací . . . . . . . . . . . . . . . . . . . . . . . . . . 25
4.3 Popis důležitých tříd a jejich metod . . . . . . . . . . . . . . . . . . . . . . . 26
4.3.1 Config . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4.3.2 Database . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 26
4.3.3 Graph . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
4.3.4 Calendar . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
4.3.5 Gnuplot . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 27
4.4 Démon - čtení dat . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 28
4.5 Databáze . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 29
4.5.1 Instalace a nastavení databáze . . . . . . . . . . . . . . . . . . . . . 29
4.5.2 Propojení databáze a meteodémona . . . . . . . . . . . . . . . . . . 29
Závěr 31
A Přílohy 33
A.1 Schéma zapojení plošného spoje . . . . . . . . . . . . . . . . . . . . . . . . . 34
A.2 Návrh osazení desky plošného spoje . . . . . . . . . . . . . . . . . . . . . . 36
A.3 Seznam součástek na plošném spoji . . . . . . . . . . . . . . . . . . . . . . . 38
A.4 Seznam zkratek . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 39
A.5 Grafické uživatelské rozhraní . . . . . . . . . . . . . . . . . . . . . . . . . . 40
A.6 Meteostanice . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 42
Seznam obrázků
2.1 USART - synchronní mód, hodinový signál [2] . . . . . . . . . . . . . . . . . 5
2.2 USB konektor typu B [5] . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.3 Závislost výstupu tlakového čidla MPX4115a na absolutním tlaku [10] . . . 9
2.4 Maximální přesnost teploty různých typů senzorů SHTxx [13] . . . . . . . . 10
2.5 Maximální přesnost vlhkosti různých typů senzorů SHTxx [13] . . . . . . . 10
2.6 Operační podmínky teploty/vlhkosti [13] . . . . . . . . . . . . . . . . . . . . 11
2.7 Funkce pinů teplotního a vlhkostního čidla SHT15 [13] . . . . . . . . . . . . 12
2.8 Blokové schéma meteostanice . . . . . . . . . . . . . . . . . . . . . . . . . . 14
3.1 Komunikační sekvence čidla SHT15 [13] . . . . . . . . . . . . . . . . . . . . 18
3.2 Resetovací sekvence pro komunikaci čidla sht15 [13] . . . . . . . . . . . . . 18
3.3 Formát rámce komunikace mezi mikrokontrolérem => počítačem . . . . . . 19
3.4 Protokol komunikace mezi mikrokontrolérem a počítačem . . . . . . . . . . 20
A.1 Schéma zapojení mikrokontroléru ATmega8 . . . . . . . . . . . . . . . . . . 34
A.2 Schéma zapojení převodníku FT232BL . . . . . . . . . . . . . . . . . . . . . 35
A.3 Schéma zapojení usb konektoru . . . . . . . . . . . . . . . . . . . . . . . . . 36
A.4 Osazení plošného spoje - horní strana . . . . . . . . . . . . . . . . . . . . . 36
A.5 Osazení plošného spoje - dolní strana . . . . . . . . . . . . . . . . . . . . . . 37
A.6 Osazení plošného spoje s popisem součástek - obě strany . . . . . . . . . . . 37
A.7 Vedení spojů na desce - vrchní strana . . . . . . . . . . . . . . . . . . . . . 37
A.8 Ukázka grafického uživatelského rozhraní . . . . . . . . . . . . . . . . . . . . 41
A.9 Meteostanice - pohled na osazenou desku plošného spoje . . . . . . . . . . . 42
Seznam tabulek
2.1 Tabulka USB rozhraní[5] . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 8
2.2 Funkce pinů teplotního a vlhkostního čidla SHT15 [13] . . . . . . . . . . . . 12
2.3 Závislost hodnot koeficientů na napětí [13] . . . . . . . . . . . . . . . . . . . 12
2.4 Závislost hodnot koeficientů na typu převodu [13] . . . . . . . . . . . . . . . 13
2.5 Koeficienty pro výpočet vlhkosti [13] . . . . . . . . . . . . . . . . . . . . . . 13
4.1 Inicializace registrů . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 21
4.2 Třídy rozhraní . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . . 24
4.3 Tabulka meteo.meteostation . . . . . . . . . . . . . . . . . . . . . . . . . . . 30
A.1 Seznam součástek, jejich hodnot a balení . . . . . . . . . . . . . . . . . . . . 38
A.2 Seznam zkratek a jejich anglických/českých popisů . . . . . . . . . . . . . . 39
A.3 Seznam zkratek a jejich anglických/českých popisů (pokračování) . . . . . . 40
Úvod
S meteorologií, jakožto vědou zabývající se atmosférickými jevy, jejich vlastnostmi, stavy a
složením, se můžeme setkat už od pradávna. První výskyt použití slova meteorologie spadá
až hluboko ke kořenům samotné lidské existence. Při tzv. zemědělské revoluci kolem roku
5000 př.n.l se lidé poprvé začali zajímat o souvislosti mezi počasím a pěstováním plodin.
Člověk se s měřením meteorologických veličin potýká už nějaký čas, a tak se i v dnešní
době meteorologie podílí velkou měrou na zásadních rozhodnutích lidstva [11]. Ať už na
poli vědy při startu raketoplánů nebo běžného denního rozhodování zda si vzít ven deštník
či nikoliv. K měření hodnot fyzikálních veličin týkajících se počasí se využívají meteostanice.
Dnes se můžeme na trhu setkat s obrovským množstvím meteostanic, většinou připojených
s výstupem na LCD displej.
Tato práce je zaměřená na navrhnutí a sestavení meteorologické stanice a následné
zpracování dat meteorologických veličin, konkrétně teploty, tlaku a vlhkosti. Výstupním
subjektem je databáze, která poskytuje data pro uživatelské rozhraní. Databáze je ideálním
úložištěm pro měřená data, jelikož je rychlá, flexibilní a člověk z ní dokáže brát přesně ta
data, která potřebuje. V práci je postupně popsán teoretický plán řešení, návrh a způsob
vytvoření plošného spoje, výběr součástek, návrh zapojení. Následující kapitoly se věnují
programování mikrokontroléru, uživatelské rozhraní pro tvorba grafů a skriptu na propojení
s databází. Téma bakalářské práce jsem si zvolil, jelikož mě vždy zajímala z části softwarová
a z části hardwarová oblast informačních technologií.
Kapitola 1
Měření meteorologických veličin
Základními meteorologickými veličinami, které slouží k předpovědi počasí, jsou teplota,
tlak a vlhkost. Každá veličina se měří jinými metodami. Ke zpracování naměřených dat
se využívají meteostanie. V ČR se můžeme setkat s nejvyšším počtem amatérských, tzv.
klimatologických meteorologických stanic. V následujících odstavcích jsou shrnuty metody
měření jednotlivých veličin elektrotechnickými senzory, které byly použity při výrobě me-
teostanice.
1.1 Teplota
Teplota je skalární fyzikální veličina související s kinetickou energií částic. Čím vyšší tato
energie je, tím je vyšší teplota. Přímo ovlivňuje všechny živé organismy na Zemi, a proto se
řadí k nejdůležitějším meteorologickým veličinám. Teplota je také důležitým indikátorem
stavu počasí, a tudíž je pro člověka výhodné, aby ji měřil a zaznamenával údaje (např.
pro následné předpovědi počasí) [7]. Základní jednotkami pro měření teploty jsou stupeň
Celsia (◦C), Kelvin (K) a stupeň Fahrenheita (◦F). Teplota se měří pomocí teploměrů, které
můžeme rozdělit na několit typů:
• dilatační teploměry - Využívají roztažnosti látek při změně teploty (např. rtuť či líh).
• elektrické teploměry
1. odporové snímače teploty - Jsou založeny na teplotní závisloti elektrického od-
poru kovů nebo polovodičů.
2. kovové odporové snímače teploty - Využívají změny elektrolytické vodivosti.
3. termoelektrické snímače teploty - Při různé teplotě konců vodiče se na každém
konci objeví jiný potenciál.
4. PN snímače teploty - Využívají závislosti teploty na napětí u PN přechodu v pro-
pustném směru.
• barevné teplotní indikátory - Určují přibližnou teplotu povrchu tělesa. Při styku s po-
vrchem tělesa dojde k chemické reakci a změně barvy indikátoru.
• bezdotykové teploměry - Jsou založeny na zachycení elektromagnetického záření, které
tělesa vyzařují.
Meteostanice měří teplotu pomocí termoelektrického snímače teploty.
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1.2 Vlhkost
Vlhkost udává, jaké množství vodní páry obsahuje dané množství vzduchu. Relativní vlhkost
vzduchu udává poměr mezi okamžitým množstvím vodních par ve vzduchu a množstvím
vodních par, jaké by měl nasycený vzduch při stejném tlaku a teplotě [6]. K měření vlhkosti
můžeme použít tyto metody:
• váhová - Je přesná a spočívá v porovnání hmotnosti vzduchu před a po jeho vysušení.
• kondenzační - Stanovení teploty rosného bodu pomocí ochlazování měřící plošky,
v okamžiku orosení je teplota na plošce rovna teplotě rosného bodu, poté se určí
vlhkost.
• infračervená - Vodní pára ve vzduchu absorbuje infračervené záření - čím méně ho
projde na detektor, tím je větší vlhkost.
• hydroskopická - Hydroskopické látky mění při absorbování vlhkosti ze vzduchu své
geometrické vlastnosti (např. lidský vlas).
• elektrické
1. kapacitní - Změna kapacity kondenzátoru, jehož dielektrikum je vytvořeno ze
speciálního polymeru, změnou vlhkosti se mění vlastnosti polymeru.
2. odporová - Využívá změny elektrolytické vodivosti.
Meteostanice měří vlhkost pomocí kapacitní metody. Důležitým pojmem při měření
vlhkosti je tzv. ”rosný bod“. Rosný bod je teplota, při které má vzduch relativní vlhkost
100 % a je tudíž maximálně nasycen vodními parami.
1.3 Tlak
Tlak je fyzikální veličina vyjadřující poměr síly, která působí kolmo na rovinnou plochu.
Základní jednotkou je Pascal (Pa). Z meteorologického hlediska je tlak důležitý, jelikož se
podle něj dá zjistit směr a rychlost proudění vzduchu [1]. Tlak se měří například těmito
způsoby:
• barometr - skleněná trubička, která otevřeným koncem přechází do baňky
• aneroid - ručička na ciferníku ukazuje tlak pomocí deformace krabičky, na kterou je
připojena
• elektrické
1. Wheatstonův můstek - složen ze čtyř odporových cest, které mění svůj odpor se
změnou svých rozměrů vlivem tlaku na membránu
2. využitím křemíkových piezorezistorů, které při změně tlaku samy generují napětí
na elektrických ploškách




2.1 Výběr a popis mikrokontroléru a čidel
Pro sestavení meteostanice je nejprve potřeba vybrat patřičné součástky, které budou do-
hromady meteostanici tvořit. Jádrem problému je nalezení vhodné kombinace mikrokontro-
léru a čidel, které budou spolu vzájemně kompatibilní a budou poskytovat měření hodnot
s odpovídající přesností. V následující kapitole budou popsány tyto komponenty, jejich
vlastnosti a důvod výběru.
2.1.1 Mikrokontrolér ATmega8
ATmega8 se řadí k rodině mikrokontrolérů AVR s RISC architekturou a patří mezi mik-
rokontroléry přizpůsobené programovacímu jazyku C. Jelikož obsahuje 120 instrukcí, při-
bližuje se mikrokontrolérům s architekturou CISC. Všechny ostatní vlastnosti však po-
ukazují na skutečnost, že se jedná o architekturu RISC (zpracování instrukcí v jednom
hodinovém cyklu). Výsledkem jsou poměrně rychlé programy, které nezabírají příliš hodně
místa. RISC jsou procesory s redukovanou instrukční sadou a optimalizovanou sadou stro-
jových instrukcí, a proto je Atmega8 až několikrát rychlejší než architektura CISC [12].
Instrukční kód má šířku 16 bitů a je tedy dostatečně velký, aby mohl v jednom instrukčním
slově pojmout jak instrukci, tak operand [12].
AVR architektura vychází z koncepce rychle přístupného registrového pole, které obsa-
huje třicet dva obecně použitelných registrů délky osm bitů. Přístup do registrového pole
je proveden v jediném strojovém cyklu. V jednom strojovém cyklu lze tedy provést jednu
aritmeticko-logickou operaci, což znamená načíst oba operandy, vypočítat výsledek a uložit
jej zpět. Mikrokontroléry AVR používají předvýběr instrukcí, čímž je implementováno jed-
nofázové zřetězené provádění instrukcí. To znamená, že je z programové paměti nejprve
načtena první instrukce a při provádění této instrukce v dalším hodinovém cyklu se auto-
maticky předvybírá intrukce druhá [12].
ATmega8 má tyto vlastnosti:
• 8 kB flash paměť
• 512B EEPROM
• 1kB SRAM
• 23 vstupních/výstupních pinů
• 32 obecně pracujících registrů
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• tři flexibilní čítače
• vnitřní i vnější přerušení
• programovatelný USART
• šestikanálový AD převodník (osmikanálový v TQFP a QFN/MLF pouzdře) - viz 2.1.2
• programovatelný časovač s interním oscilátorem s desetibitovou přesností
• pět softwarově selektivních napěťových módů tzv.
– ”Idle“ mód zastaví běh mikrokontroléru
– v Power-save módu běží asynchronní čítač povolující uživateli nastavovat časo-
vač, zatímco zbytek zařízení spí
– v ”ADC Noise Reduction“ módu se zastaví CPU a všechny vstupní/výstupní
moduly kromě asynchronního časovače a AD převodníku
– v Standby módu je spuštěn krystalový oscilátor, zatímco zbytek zařízení spí, to
zaručuje velmi rychlý náběh mikrokontroléru v kombinaci s nízkou spotřebou
energie
USART
Atmega8 obsahuje komponentu USART, která využívá sériový port pro komunikaci. Toho
lze využít, potřebujeme-li navázat komunikaci s počítačem na sériovém portu. Meteosta-
nice je ovšem připojena na USB rozhraní a o převod mezi USB a sériovou linkou se stará
převodník FT232BL. Sériový port má tři základní vodiče - zem, vodič na odesílání dat a
vodič na příjem dat.
Vlastnostmi USART jsou:
• plně duplexní operace - dovoluje zapisovat i přijímat data najednou
• asynchronní či synchronní operace
• ”master“ nebo ”slave“ časově synchronní operace
• generátor přenosových rychlostí
• podpora sériového rozhraní pro 5, 6, 7, 8, nebo 9 datových bitů a 1 až 2 stop bity
• podpora sudé a liché parity a hardwarová kontrola parity
• detekce přetečení dat
• detekce přetečení rámce
• filtrace rušení zahrnující ”false“ bit a ”start“ bit detekci a filtr detekující nízkofrekve-
nční signály
• tři oddělené přerušení zahrnující kompletní odeslání, prázdný odesílací datový registr
a kompletní příjem
• multiprocesorová komunikace
• dvourychlostní asynchronní komunikační mód
Přenos dat: Při využití synchronního režimu (bit UMSEL = 1) , bude nějaký pin ho-
dinový signálu (označení XCK) použit buď jako hodinový vstup nebo hodinový výstup.
Základní princip je, že vstupní data jsou vystavena na opačnou hranu vystavení výstupních
dat. Na které hraně se budou vzorkovat data rozhoduje bit UCPOL v registru UCRSC jak
je uvedeno na obrázku 2.1.
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Obrázek 2.1: USART - synchronní mód, hodinový signál [2]
Inicializace: USART musí být inicializován před započetím jakékoliv komunikace. Tento
proces obyčejně sestává z nastavení přenosové rychlosti, formátu rámce a povolení pří-
jmu/odesílání paketů podle potřeby. Globální přerušení by mělo být deaktivováno během
inicializace. Při změně přenosové rychlosti nebo formátu rámce a opětovné inicializace musí
být zajištěno, aby nebyla posílána/přijímána žádná data. Informace o tomto stavu posky-
tují příznakové bity TXC a RXC. Příklad inicializace komponenty USART (2.1.1) v jazyce
C ukazuje asynchronní komunikaci využívající dotazování (bez povolení přerušení) a kon-
stantního formátu rámce. Přenosová rychlost je předána jako parametr funkce. Při zápisu
funkce do UCSRC registru musí být URSEL bit (MSB) nastaven pro sdílení umístění vstu-
pu/výstupů UBRRH a UCSRC bitem. UBRRH sdílí stejné umístění vstupu/výstupu jako
umístění UCSRC registru. Proto musíme brát v potaz některé podmínky pro čtení/zápis
z tohoto registru. Při zápisu se vybere registr podle URSEL bitu. Pokud je nastaven na 0,
obnoví se UBRRH, v opačném případě UCSRC.
void USART Init ( unsigned i n t ubrr )
{
/∗ Set baud ra t e ∗/
UBRRH = ( unsigned char ) ( ubrr>>8);
UBRRL = ( unsigned char ) ubrr ;
/∗ Enable r e c e i v e r and t ran smi t t e r ∗/
UCSRB = (1<<RXEN)|(1<<TXEN) ;
/∗ Set frame format : 8data , 2 stop b i t ∗/
UCSRC = (1<<URSEL)|(1<<USBS)|(3<<UCSZ0 ) ;
}
[2]
Odesílání dat přes USART Transmitér: Povolení odesílání dat je nastaveno v TXEN
bitu v UCSRB registru. Jestliže je odesílání povoleno, funkcionalita portu je pozměněna a
port se chová jako sériový výstup. Přenosová rychlost, mód operace a formát rámce musí
být nastaven před odesíláním dat. Pokud se použije synchronní operace, XCK pin bude
použit jako hodinový signál. Inicializace odesílání dat je provedena zápisem do výstupního
zásobníku. CPU aktivuje odesílání zápisem na adresu UDR výstupu. Data v zásobníku
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budou následně přesunuta do posuvného registru ve chvíli, kdy bude registr připraven na
odeslání nového rámce. Registr je připraven, pokud není momentálně aktivní žádná odesílací
operace (nečinný stav), nebo okamžitě po detekci odeslání posledního stop bitu předchozího
rámce. Když jsou v posuvném registru obsažena data, pošle USART komponenta celý
rámec. Následující kód jazyka C přibližuje, jak by mohla vypadat implementace odesílání
pomocí dotazování se na UDRE (prázdná data v registru) příznak.
void USART Transmit ( unsigned char data ){
/∗Wait f o r empty transmit b u f f e r ∗/
whi l e ( ! ( UCSRA & (1<<UDRE) ) )
;
/∗ Put data in to bu f f e r , sends the data ∗/
UDR = data ;
}
[2]
Z kódu je zřejmé, že funkce čeká na odesílací zásobník kontrolou UDRE příznaku, než
odešle data. Pokud je UDRE neplatný, přerušením se zapíšou data na zásobník, aby se
mohla poslat.
Příjem dat: Pro příjem dat musíme RXEN bit v UCSRB (Receive Enable) registru
nastavit na 1. Pokud je příjem dat povolen, normální chování pinu RxD je přepsáno kom-
ponentou USART a jeho funkcionalita je pozměněna na příjmový sériový vstup. Přenosová
rychlost, formát rámce a mód operace musí být nastaven před příjmem jakýchkoliv dat.
Pokud používáme synchronní operaci, XCK pin bude použit jako časový signál. Příjem
dat začíná detekcí validního startovacího bitu. Každý bit, který následuje, bude vzorkován
přenosovou rychlostí nebo XCK hodinovým signálem a posunut do přijímacího posuvného
registru dokud nebude přijat první stop bit rámce. Druhý stop bit je ignorován. Při příjmu
prvního stop bitu (celý sériový rámec se nachází v přijímacím posuvném registru), bude
obsah tohoto registru přemístěn do přijímacího zásobníku. Přijímací zásobník může být
přečten čtením adresy UDR vstup.
Prerušení a příznaky: Komponentat USART obsahuje tři důležité příznaky, kterými
se dá kontrolovat jeho stav.
• UDRE bit značící prázdný datový registr
• RXC bit značící ukončení kompletního příjmu dat
• RXC bit značící ukončení kompletního odeslání dat
2.1.2 AD převodník
AD převodník se využívá k převodu mezi analogovou a digitální hodnotou a je zabudován
přímo v mikrokontroléru. AD převodník - vlastnosti:
• desetibitový výstup, který se počítá postupnou aproximací
• výstup se nachází v registru ADC - rozdělen na ADCH (horní část - MSB) a ADCL
(spodní část - LSB)
• 0.5 LSB integrální nelinearity
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• absolutní přesnost s odchylkou 2 LSB
• 13 – 260 µs doba převodu
• připojen na osmikanálový multiplexor
• obsahuje ”sample and hold circuit“ obvod pro udržení konstantní úrovně napětí během
konverze
• má vlastní přerušení, které může být aktivováno po ukončení převodu
• má kompenzátor rušení od vstupních/výstupních zařízení
Proces převodu Převod začíná zapsáním jedničky do startovacího bitu AD převodníku
(ADSC). Tento bit zůstává v jedniče tak dlouho, dokud není konverze ukončena. Poté se
hardwarově zapíše do tohoto bitu nula. Jestliže je během konverze změněn datový kanál,
převodník nejprve dokončí konverzi a až poté provede změnu. Pro jednostrannou konverzi






ADC – výstup AD převodu
VIN – je napětí na zvoleném vstupním pinu
VREF – referenční napětí
USB–Serial převodník
Pro převod mezi sériovým a USB rozhraním je použit čip FT232BL od firmy FTDI. Klíčo-
vými vlastnostmi převodníku jsou[3]:
• USB Transceiver - poskytuje plně kompatibilní rozhraní pro příjem/odesílání dat přes
USB 1.1 / USB 2.0
• 6 MHz oscilátor - generuje referenční hodinový signál osmikanálovému multiplikátoru
z externího 6 MHz krystalu či rezonátoru
• x8 hodinový multiplikátor - přijímá frekvenci 6 MHz z oscilátoru a generuje 12 MHz
referenční hodinový signál pro sériové rozhraní, USB Protocol Engine a UART vstup-
ní/výstupní frontu
• sériové rozhraní - provádí převod mezi paralelním a sériovým tokem dat
• dvouportový výstupní zásobník (128 bajtů) - přebírá data z USB výstupu a přeposílá
je na výstupní UART registr pod kontrolou UART FIFO kontroléru
• dvouportový vstupní zásobník (384 bajtů) - přebírá data z UART vstupního registru
a přeposílá je na vstupní USB datový vodič
• UART FIFO kontrolér - zpracovává požadavky na přenos dat mezi vstupními a vý-
stupními zásobníky a UART registry
• UART - poskytuje 7 a 8 bitovou konverzi z paralelního na sériový přenos dat a naopak
pomocí RS232 rozhraní.
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• generátor přenosové rychlosti - bere referenční frekvenci 48 MHz a dokáže vytvořit
přenosovou rychlost v rozmezí 183 – 3000000 baud.
Funkce pinů USB rozhraní je znázorněno v tabulce 2.1 a obrázku 2.2. Schéma zapojení
je zobrazeno na obrázku A.2.
Tabulka 2.1: Tabulka USB rozhraní[5]
Pin Jméno Barva Funkce
1 VBus červená +5V DC
2 D- bílá data -
3 D+ zelená data +
4 GND černá zem
Obrázek 2.2: USB konektor typu B [5]
2.1.3 Tlakové čidlo MPX4115a
Čidlo MPX4115a společnosti Motorola je navrženo tak, aby snímalo absolutní tlak vzduchu.
Obsahuje bipolární zesilovač pro lepší analogový převod a teplotní kompenzaci.
O převod výstupu tlakového čidla na hodnoty tlaku v požadovaných jednotkách (Pa) se
stará desetibitový AD převodník mikrokontroléru. Ten převede hodnotu výstupního napětí
z čidla na digitální hodnotu, která se zpracuje v meteodémonu. Výsledek poté získáme
pomocí vyjádření tlaku z rovnice 2.2. Závislost výstupu čidla na hodnotě tlaku znázorňuje
obrázek 2.3 a rovnice 2.2.
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Vout – výstupní napětí
VS – napájecí napětí
P – tlak
Error – chyba způsobená nepřesností čidla při teplotách hodně se lišících 0 – 80 ◦C
Obrázek 2.3: Závislost výstupu tlakového čidla MPX4115a na absolutním tlaku [10]
2.1.4 Teplotní a vlhkostní čidlo SHT15
Toto čidlo měří teplotu i vlhkost. Řešení je vhodnější než měření obou veličin vlastními
čidly, jelikož nedochází k tak velké odchylce chyb díky přesnějšímu měření [13]. Je snadno
dostupné v obchodech v ČR, prodává se v SMD provedení a má digitální výstup. Má v sobě
zabudované senzory pro měření teploty a vlhkosti a poskytuje plně kalibrovaný digitální
výstup. A/D převodník je čtrnáctibitový, tím pádem poskytuje relativně přesný výsledek.
Ochrana čidla je vylepšena o odstínění vnějšího rušení. Čidlo obsahuje také zesilovač a
OTP paměť . Zařízení splňuje podmínky evropských norem RoHS a WEEE, což znamená,
že neobsahuje žádné částice olova, kadmia, rtuti, šestimocného chromu, polybromované
bifenyly a polybromované difenylethery. Čip je individuálně kalibrován v komoře, která
je určena speciálně pro získání referenční počáteční hodnoty vlhkosti. Sériové rozhraní a
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vnitřní regulace napětí umožňuje snadný a rychlý systém integrace. Čidlo jsem si vybral,
protože dokáže měřit dvě veličiny najednou a v poměru cena/výkon/náročnost realizace se
jevilo jako dobré řešení.
Čidlo SHT15 se mírně liší od svých předchůdců kvalitou měření teploty i vlhkosti. Grafy
2.4 a 2.5 ukazují maximální přesnosti jednotlivých typů senzorů.
Obrázek 2.4: Maximální přesnost teploty různých typů senzorů SHTxx [13]
Obrázek 2.5: Maximální přesnost vlhkosti různých typů senzorů SHTxx [13]
Operační podmínky senzoru
Operační podmínky senzoru jsou ukázány na obrázku 2.6. Dlouhodobé používání senzoru
mimo tyto podmínky může způsobit vyšší nepřesnoti v měření, v průměr až +3 % vlhkosti
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po třech hodinách v tomto stavu. Také má za následek rychlejší stárnutí a opotřebení čidla.
Po přesunu čidla do prostředí s normálními podmínkami se senzor automaticky kalibruje na
tovární nastavení. Výrobce uvádí, že by se měl senzor skladovat při teplotě 10 ◦C – 50 ◦C a
vlhkosti mezi 20 – 60 %. Čidlo by mělo být taktéž skladováno mimo dosah toxických látek
jako jsou chemická lepidla, pěny, nemělo by přijít do styku s lepící páskou apod.
Obrázek 2.6: Operační podmínky teploty/vlhkosti [13]
Po stavu, kdy je čidlo v extrémních podmínkách (tj. mimo normální rozsah teplot a
vlhkosti měření), se musí čidlo nechat projít procedurami ohřevu a zvlhčení, aby se dostalo
do kalibrovaného stavu.
• pro ohřev je potřeba mít čidlo 10 hodin v podmínách při teplotě 100 – 105 ◦C a
vlhkosti < 5 %
• pro zvlhčení je potřeba mít čidlo 12 hodin v podmínkách při teplotě 20 – 30 ◦C a
vlhkosti přibližně 75 %
Jelikož je měření vlhkosti velmi náchylné na teplotu vzduchu, ve kterém se měří, je
potřeba udržovat vlhkostní senzor při stejné teplotě jakou má vzduch. Osvětlení nemá
na čidlo žádný vliv. Jelikož mnoho materiálů absorbuje vlhkost, je potřeba pečlivě zvážit
materiál použitý pro výrobu krabičky meteostanice.
Síla signálu Výrobce uvádí, že vedení hodinového a datového spoje nesmí být od sebe
vzdálené více než 10 cm, jinak mohou nastat problémy s komunikací. Jelikož samotný plošný
spoj nepřesahuje tuto délku, neměly by tyto problémy nastat. Piny pro napětí a zem musí
být odděleny 100 nF kondenzátorem (viz. A.1). Kondenzátor by měl být co nejblíže senzoru.
Rozhraní čidla
V tabulce 2.1.4 a na obrázku 2.7 jsou uvedeny jednotlivé funkce pinů čidla.
Vstupní napětí čidla SHT15 musí být v rozmezí 2.4 – 5.5 V, doporučené napětí je
3.3 V. Datový pin (DATA) zprostředkovává čtení/zápis čidla. Při zápisu dat do čidla jsou
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Tabulka 2.2: Funkce pinů teplotního a vlhkostního čidla SHT15 [13]
PIN Jméno Komentář
1 GND zem
2 DATA sériová data, obousměrná
3 SCK sériové hodiny, pouze vstup
4 VDD napájecí napětí
NC NC musí být nepřipojeno
Obrázek 2.7: Funkce pinů teplotního a vlhkostního čidla SHT15 [13]
platná data při nástupné hraně hodinového signálu (SCK) a musí zůstat stabilní dokud je
hodinový signál nastaven na 1. Po detekci sestupné hrany hodinového signálu mohou být
data změněna. Abychom se vyhli problémům odesílání neplatných dat, musí mikrokontrolér
řídit datový vodič pouze při jeho hodnotě rovné nule. Pro zlepšení udržení logické hodnoty
datového vodiče v 1 se využívá tzv ”pull-up“ rezistor
1. ”Pull-up“ rezistor může být využit
buď z mikrokontroléru (pokud je jeho součástí), nebo připojen externě. Doporučená hodnota
rezistoru je 10 kΩ.
Výpočet teploty a vlhkosti
Pro výpočet teploty se použije vzorec 2.4. Tabulky 2.3 a 2.4 ukazují hodnoty koeficientů
použité v rovnici 2.4.
Tabulka 2.3: Závislost hodnot koeficientů na napětí [13]










Tabulka 2.4: Závislost hodnot koeficientů na typu převodu [13]
SOT konverze d2(◦C) d2(◦F )
14 bitů 0.01 0.018
12 bitů 0.04 0.072
T = d1 + d2·SOT (2.4)
Kde:
T – výsledná teplota v ◦C
d1 – teplotní koeficient
d2 – teplotní koeficient
SOT – digitální výstup čidla
Pro výpočet vlhkosti se použije vzorec 2.5, kde c1, c2 a c3 jsou koeficienty převzaté
z tabulky 2.5.
RHlinear = c1 + c2 · SORH + c3 · SO2RH(%RH) (2.5)
Kde:
RHlinear – relativní vlhkost ve ◦C
c1 – vlhkostní koeficient
c2 – vlhkostní koeficient
c3 – vlhkostní koeficient
SORH – hodnota digitálního výstupu čidla
Tabulka 2.5: Koeficienty pro výpočet vlhkosti [13]
SORH c1 c2 c3
12 bitů -2.0468 0.0367 -1.5955E-6
8 bitů -2.0468 0.5872 -4.0845E-4
2.1.5 Status registr
Ve status registru se nachází bity, kterými se dají měnit hodnoty:
• přesnosti měření - Obecné nastavení je přesnost 14 bitů pro měření teploty a 12 bitů
pro měření vlhkosti. Tyto hodnoty se dají změnit na 12/8 bitové měření.
• konec baterie - Funkce detekuje a upozorňuje na napětí nižší než 2.47 V s odchylkou
0.05 V.
• topné těleso - Prvek zabudovaný na čipu může zvýšit teplotu čidla pomocí příkazu
zapsaného do status registru. Topné těleso může zvýšit teplotu čidla o 5–10 ◦C a
spotřebovává při tom v průměru příkon 40 mW.
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2.2 Postup při vytváření plošného spoje
Následující kapitola vysvětluje zapojení částí meteostanice. Bylo potřeba vytvořit schéme-
tický návrh meteostanice a poté návrh osazení desky součástkami. Návrh byl vytvořen co
nejjednodušeji, aby zároveň zachoval zamýšlenou funkčnost.
2.2.1 Blokové schéma
Meteostanice byla odpočátku vyvíjena tak, aby byla schopná několikrát za minutu změřit
údaje o teplotě, vlhkosti a tlaku vzduchu. Dalším cílem bylo propojení meteostanice s počí-
tačem a odesílání dat přes USB rozhraní do databáze. Výsledky měly být jednoduše prezen-
tovatelné pomocí grafického uživatelského rozhraní. Jádrem meteostanice je mikrokontrolér
ATmega8, který musí zpracovat digitální výstup teplotního a vlhkostního čidla SHT15 a
analogový výstup tlakového čidla MPX4115a. S příjmem digitálního signálu není problém,
protože se jednoduše načtou do proměnné všechny přijímané validní bity tak, jak je po-
psáno v kapitole Komunikace (3). Ke zpracování analogového výstupu byl využit interní
AD převodník mikrokontroléru. Přenos dat přes USB rozhraní řeší čip FT232BL, který se
stará o konverzi paralelního a sériového přenosu. Naměřené údaje jsou přeneseny do data-
báze pomocí meteodémona, který běží na pozadí. Grafické uživatelské rozhraní je navrženo
tak, aby bylo schopno kdykoliv do databáze přistoupit a dotázat se na požadovaná data.
Výsledné blokové schéma meteostanice je vidět na obrázku 2.8.
Obrázek 2.8: Blokové schéma meteostanice
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2.2.2 Návrh zapojení
Nejprve byl vytvořen návrh celého plošného spoje v programu Eagle. Rozhodl jsem se
vytvořit plošný spoj svépomocí metodou ozařování UV lampou. Jako filmová předloha byl
použit pauzák. Na něj byl laserovou tiskárnou vytisknut návrh. Poté byla deska plošného
spoje překryta předlohou a nechala se ozářit na pět minut. Jako UV lampa bylo použito
50 LED diod a podle nejlepších zkušeností z praxe byla doba ozáření stanovena na 5 –
8 minut. Tento čas se dle předchozích zkušeností a experimentů jevil jako nejideálnější.
Následovala fáze vyvolání v roztokuNaOH. Poté byl plošný spoj položen jemně do ohřátého
roztoku FeCl3. Tento proces trval přibližně deset minut. Jako poslední část výroby se
musely vyvrtat do desky díry o průměru 8 mm pro usazení součástek.
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2.2.3 Popis zapojení
Při osazení plošného spoje součástkami jsem se snažil o co nejmenší a nejjednodušší ná-
vrh. Základním kamenem je opět mikrokontrolér, který komunikuje s čidly, programátorem
a USB převodníkem. Tlakové čidlo MPX4115a má pouze jeden výstupní vodič, který je
připojen na nultý pin portu C mikrokontroléru. Jeho funkcionalita je nastavena tak, aby
sloužil jako vstup z AD převodníku. Teplotní a vlhkostní čidlo SHT15 má 2 výstupní piny
spojené s mikrokontrolérem. Hodinový vodič je připojen k PD6. Datový vodič je připojen
k PD7. Pro správnou funkčnost čidla bylo potřeba oddělit zem a napájecí napětí 100 nF
kondenzátorem.
USART mikrokontrolér komunikuje s USB převodníkem FT232BL, jehož vstup (RXD) je
připojen na pin PD1 mikrokontroléru, který se chová jako USART výstup. Analogicky
výstup FT232BL (TXD) je připojen na pin PD0, který se chová jako USART vstup. Pro-
gramátor je připojen na 3 piny mikrokontroléru, zem a reset:
• PB3 - MOSI (master output, slave input )
• PB4 - MISO (master input, slave output )
• PB5 - hodinový signál (SCK)
Zbytek vstupních/výstupních pinů mikrokontroléru je nezapojen, jak je k vidění na obrázku
A.1.
Další částí je FT232BL převodník, jehož připojení k mikrokontroléru již bylo vysvětleno.
Připojení na USB konektor typu B je řešeno pomocí dvou pinů:
• USBDP - data plus signál je připojen na DP pin USB rozhraní
• USBDM - data mínus signál je připojen na DM pin USB rozhraní
Dále je k čipu pomocí dvou pinů připojen krystal (XTIN, XTOUT) a je od země oddělen
27 pF kondenzátory. K detekci příjmu a odesílání dat jsou připojeny na čip 2 LED diody
na piny TXLED a RXLED. Všechny části jsou napájené pomocí napětí z USB. Schéma




Kapitola se zabývá popisem komunikace mezi třemi nejdůležitějšími částmi meteostanice,
konkrétně mikrokontrolérem, čidly a počítačem. V následujících odstavcích bude vysvětlen
princip přenosu dat pomocí analogového i digitálního signálu, využití crc součtu a návrh
jednoduchého protokolu mezi meteostanicí a počítačem.
3.1 Mikrokontrolér – teplotní a vlhkostní čidlo SHT15
Na začátku komunikace je na čidlo přivedeno napájecí napětí. Rychlost přechodu by neměla
klesnout pod 1 V/ms. Poté se čidlo dostane do spícího stavu a setrvá v něm po dobu 11 ms.
Během této doby nesmí být posílány čidlu žádné příkazy. Pro inicializaci spojení se musí
poslat startovací sekvence. Po ní následuje poslání příkazu, který má velikost jednoho bajtu
a je rozdělen na dvě části:
• tři adresovací bity (podporována hodnota ”000“)
• pět bitů samotného příkazu.
Čidlo rozpozná správné zachycení příkazu tím, že nastaví datový vodič na 0 (potvrzo-
vací bit) po detekci sestupné hrany osmého hodinového signálu. Datový vodič je uvolněn
a nastaven na 1 po detekci sestupné hrany hodinového signálu. Po přijetí měřícího příkazu
(”00000101“ pro relativní vlhkost, ”00000011“ pro teplotu) musí mikrokontrolér čekat na
dokončení měření. To trvá 20/80/320 ms podle zvoleného 8/12/14 bitového měření. Čas
se liší podle rychlosti vnitřního oscilátoru a může být snížen až o 30%. Jako potvrzení
dokončení měření čidlo nastaví datový vodič na nulu a zůstane v nečinném módu. Mik-
rokontrolér musí počkat na tento signál, aby mohl obnovit hodinový signál pro opětovné
čtení. Naměřená data jsou skladována tak dlouho, dokud nejsou přečtena, a proto může mi-
krokontrolér pokračovat s jinými úkoly a číst data dle potřeby. Naměřená data se posílají
ve formátu
• dva bajty hodnot
• jeden bajt jako volitelný kontrolní součet (CRC)
Mikrokontrolér musí potvrdit příjem dat (ACK) tím, že nastaví hodnotu datového vodiče
na nulu. Všechny hodnoty jsou posílány od nejvíce podstatného bitu (MSB). Komunikace
se ukončí po potvrzujícím (ACK) bitu volitelného CRC součtu. Pokud není použit CRC
součet, ukončí se komunikace podle detekce posledního datového bitu a nastaví se hodnota
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ACK na 1. Zařízení se po skončení měření a komunikace automaticky přepne do spícího
módu. U měření teploty je také důležité, abychom nezahřívali čidlo tím, že bude neustále
v chodu. Proto by mělo čidlo fungovat maximálně 10 % celkového času. Pro 12 bitový převod
to vychází na zhruba jedno měření za vteřinu. Kompletní popis komunikace je možno vidět
na obrázku 3.1.
Obrázek 3.1: Komunikační sekvence čidla SHT15 [13]
3.1.1 Resetovací sekvence
Resetovací sekvence se používá, jestliže jsme ztratili komunikaci s čidlem. Při hodnotě da-
tového vodiče rovné jedné opakovaně provedeme nastavení hodinového signálu na 1=>0
minimálně devětkrát, jak je ukázáno na obrázku 3.2. Poté musí následovat startovací sek-
vence a teprve za ní příkaz. Resetovací sekvence nezpůsobí vymazání registrů, a proto může
mikrokontrolér pokračovat beze ztráty dat ve čtení.
Obrázek 3.2: Resetovací sekvence pro komunikaci čidla sht15 [13]
3.2 Mikrokontrolér – tlakové čidlo MPX4115a
Jelikož čidlo MPX4115a poskytuje analogový výstup, musí být jeho výstupní hodnota pře-
vedena na digitální. O konverzi z analogového signálu na digitální se stará desetibitový AD
převodník zabudovaný v mikrokontroléru.
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3.3 Mikrokontrolér - PC
Pro komunikaci mikrokontroléru s počítačem je využit jednoduchý protokol, který umožňuje
posílat naměřená data a kontrolní součet. Naměřené hodnoty pro každou veličinu jsou
obsaženy ve dvou bajtech. Při měření teploty je přesnost 14 bitů, u vlhkosti 12 bitů. U tlaku
jsou data získávána z AD převodníku s 10bitovou přesnotí. Formát posílaného paketu je ve
k vidění na obrázku 3.3.
Obrázek 3.3: Formát rámce komunikace mezi mikrokontrolérem => počítačem
Naměřené hodnoty jsou posílány po bajtech. Každá naměřená hodnota je uložena ve 2
bajtech. Na každý datový bajt připadá jeden bajt crc součtu, který se kontroluje v meteo-
démonovi.
3.3.1 Potřes rukou - Handshaking
S anglickým pojmem ”handshaking“ se setkáváme v informatice z důvodu ověření úspěšné
komunikace mezi dvěma zařízeními. V překladu výraz znamená potřesení rukou a vztáhneme-
li význam tohoto gesta do informatiky, zjistíme, že se lidskému potřesení rukou dost podobá.
Mezi komunikací může dojít k problémům z různých důvodů (přenos dat internetem a ne-
dostupnost protějšího konce, špatný překlad dns adresy, špatné směrování, výpadek proudu
atd.) . Abychom předešli těmto problémům, můžeme využít ”handshaking“ např. u většího
přenosu dat anebo v situaci, kdy může dojít ke zvýšené pravděpodobnosti ztráty dat. Větši-
nou se jedná o cyklus odesílání zpráv mezi oběma stranami tak dlouho, dokud jedna z nich
nepřeruší komunikaci. Na první straně (dále jen meteodémon) se pošle požadavek na získání
dat z meteostanice. Druhá strana (meteostanice) přijme požadavek a zpracuje jej, pošlou se
požadovaná data následované potvrzujícím paketem a tato akce opakuje. Problém nastává
v tom, která strana si má říct o konec komunikace. V našem případě to je meteodémon,
který si žádá data z meteostanice a také ukončuje komunikaci. Na obrázku 3.4 je graficky
znázorněna posloupnost odesílání a přijímání dat. Pokud nastane situace, že meteodémon
nechce dále zpracovávat data, pošle meteostanici příkaz na ukončení. Příkaz na ukončení
je poslání třech po sobě jdoucích znaků obsahujících písmena ”END“. Mikrokontrolér má
v kódu nastavenou proměnnou jako pole znaků. Pokud se toto pole naplní znaky ”END“,
přepne se do spícího režimu, kdy není zatížen procesor a neprobíhá komunikace mezi mik-
rokontrolérem a čidlem ani žádné výpočty.
3.3.2 CRC - 8 součet
Při komunikaci může docházet k neočekávaným ztrátám dat. Abychom zamezili tomuto
problému, můžeme při komunikaci využít tzv. CRC součet, který eliminuje vždy určitý
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Obrázek 3.4: Protokol komunikace mezi mikrokontrolérem a počítačem
počet chybových bitů. V našem případě jsem využil osmibitového CRC součtu (CRC).
Pro protokol mezi mikrokontrolérem a počítačem je použit CRC s generující polynomem
z rovnice
x8 + x5 + x4 + 1 (3.1)
Chyby detekované crc součtem
• jakékoliv liché číslo vyskytující se kdekoliv v transakci
• všechny dvoubitové chyby v transakci
• jakýkoliv klastr chyb v osmi bitovém ”okně“ (1 - 8 bitů chyby)
CRC registr se inicializuje na hodnotu ”00000000“. CRC pokrývá celou komunikaci
mezi meteostanicí a meteodémonem. Na přijímací straně může mikrokontrolér začít počítat
CRC po poslání prvního bajtu zprávy. Následně výsledek porovná s přijatým referenčním
CRC součtem (další přijatý bajt). V případě nesrovnalostí CRC součtu pošle meteodémon
meteostanici příkaz na ukončení měření (”END“) a začne komunikovat znovu. V našem
případě je pro kontrolu CRC použit algoritmus ”Bit-wise“.
”Bit-wise“
Jedná se o metodu, kdy příjemce (meteodémon) má implementován softwarově nebo hard-
warově stejný algoritmus pro výpočet CRC jako mikrokontrolér. Algoritmus vypadá násle-
dovně:
1. Inicializujeme bity CRC proměnné
2. Porovnáme přijatý bit se 7. bitem (první zleva)
3. Pokud se bity rovnají, posuneme CRC registr doleva a nastavíme 0. bit na 0
4. Pokud se bity nerovnají, posuneme registr doleva, invertujeme 4. a 5. bit a 0. bit
nastavíme na 1
5. Přijmeme další bit a pokračujeme bodem 2




V této kapitole bude popsáno softwarové řešení meteostanice. První část bude obsahovat
popis kódu mikrokontroléru psaného v jazyce C. Ve druhé části bude popis grafického
uživatelského rozhraní pro vizualizaci sbíraných dat. Třetí část bude patřit meteodémonovi,
který se stará o sběr dat z meteostanice a ukládání dat do databáze.
4.1 Programování mikrokontroléru
Pro programování mikrokontroléru bylo použito vývojové prostředí Codevision, které slouží
jako generátor kódu pro mikrokontroléry rodiny Atmel AVR. Na programování mikrokon-
troléru byla použita utilita AsixUp, která umí přeprogramovat paměť mikrokontroléru a
nahrát do ní kód uložený v hexadecimálních hodnotách. Po vytvoření nového projektu bylo
potřeba nastavit důležité hodnoty některých registrů:
Tabulka 4.1: Inicializace registrů
Registr Hodnota Význam
UCSRB 0x58 povolena veškerá přerušení, odesílání a příjem přes USART
UCSRC 0x86 délka 8 bitů pro přenos dat přes USART
UBRRL 0x19 baud rate nastaven na 9600, chyba 0.2%
ACSR 0x80 analogový komparátor je zapnut
Dále byly nastaveny konfigurační pojistky.
4.1.1 Popis funkcí
Kód mikrokontroléru obsahuje několik funkcí starajících se o komunikaci mikrokontroléru
s čidly a počítačem. Další funkce jsou použity pro zpracování dat z ADC převodníku a
zpracování inicializačního řetězce pro nastartování měření. Většina kódu je tvořena nasta-
vováním hodinového signálu na 1 a 0, jelikož si to vyžaduje komunikace mezi čidlem SHT15
a mikrokontrolérem.
interrupt [USART TXC] void int txc (void)
Zpracovává přerušení vytvořené výskytem dat na poslání v registru UDR. V programu se
nejdříve zapíší veškerá data, která se mají odeslat, do výstupního pole. Při zápisu první
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položky pole do registru UDR se vyvolá přerušení, které zpracovává tato funkce. Do registru
UDR se přidávají data a automaticky se znovu generuje přerušení tak dlouho, dokud nejsou
odeslána všechna data z pole.
unsigned int read adc(unsigned char adc input)
Stará se o přečtení a vrácení výstupní hodnoty AD převodníku. V cyklu while neustále
kontroluje registr ADCSRA, konkrétně bit ADIE (ADC Interrupt Enable), který označuje
konec převodu. Je-li tento bit nastaven na hodnotu 1, vrátí funkce výsledek převodu.
unsigned char USART Receive(void)
Kontroluje, zda se v přijímacím registru nevyskytují nějaká data. Při kontrole se využívá
bit RXC, který slouží jako příznak dat, která se mají přijmout. Pokud ano, vrátí tato data.
Pokud ne, vrátí ’f’.
void sht15(unsigned char command)
Jako parametr přijímá znak, který může být ’h’ pro měření vlhkosti nebo ’t’ pro měření
teploty. Na začátku se pošle čidlu SHT15 řetězec obsahující informaci o adrese (standardně
”000“, nic jiného nepodporuje). Poté se pošle posloupnost bitů, která označuje, jaká veličina
se bude měřit. Pro teplotu se posílá posloupnost ”00011“, pro vlhkost ”00101“. Po poslání
příkazu musí být vykonávání programu pozastaveno, aby stihlo čidlo SHT15 vyhodnotit vý-
sledky (400ms u teploty, 100ms u vlhkosti). Pak následuje nastavování hodinového signálu
opětovně na 1 a 0. Když je hodinový signál nastaven na hodnotu 1, jsou vystavena také
validní data na datovém vodiči a může se tato hodnota přečíst a uložit do proměnné pro-
gramu. Tato proměnná se pak posune o jeden bit doleva, aby se mohl na konec přičíst další
bit při změně hodinového signálu. Po načtení všech bitů se proměnná uloží do paketového
pole, které se později pošle meteodémonovi.
void command humidity(void)
Pošle čidlu SHT15 příkaz na měření vlhkosti.
void command temperature(void)
Pošle čidlu SHT15 příkaz na měření teploty.
char crc(char crc)
Přijímá jako parametr jeden bajt, ze kterého vypočítá pomocí bitových operací crc součet.
Crc součet je počítán tzv ”Bit-wise“ metodou. Po přepočtení crc součtu se výsledek vrátí,
aby se mohl následně odeslat meteodémonovi.
void start()
Měří postupně všechny veličiny a ukládá je do paketového pole. Po změření hodnot teploty,
tlaku a vlhkosti zapíše první paket do UDR registru, čím vyvolá prerušení, které se opakuje
tak dlouho, dokud nejsou poslány všechny pakety.
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void main(void)
Hlavní funkce, ve které se inicializují počáteční hodnoty registrů mikrokontroléru. Obsahuje
nekonečný cyklus while(1), ve kterém se neustále kontroluje příjem dat pomocí funkce
USART Receive. Pokud jsou v přijímacím registru nepřečtená data, přečtou se a zapíší do
proměnné init string (řetězec) . Podle obsahu init string se mikrokontrolér rozhodne,
co má dělat:
• init string == ”START“ => nastaví se příznak start flag na ’t’ a v každém
cyklu se měří hodnoty veličin, které se pošlou meteodémonovi
• init string == ”END“ => nastaví se příznak start flag na ’f’ a neměří se žádné
veličiny, nic se neposílá a mikrokontrolér tak není zatížen
Cyklus se opakuje každých 5 sekund, aby bylo dosaženo optimálních výsledků z čidel.
Kdyby se provádělo měření častěji, čidla by mohla posílat zkreslený či úplně mylný výsledek
z důvodu nadměrné vytíženosti.
4.2 Grafické uživatelské rozhraní
Pro tvorbu grafického uživatelského rozhraní jsem se rozhodl využít objektově orientovaný
skriptovací jazyk Python a jeho knihovny pro spolupráci se sadou knihoven GTK [8]. Pro-
gramovací jazyk Python začal vyvíjet v roce 1991 Guido van Rossum a měl být snadno
rozšiřitelným multiparadigmatickým jazykem. Po určité době začaly vznikat pro Python
nadstavby v podobě knihoven a jelikož je Python vyvíjen jako open source projekt, je vyu-
žitelný od malých skriptů až po vysoce sofistikované aplikace různého zaměření. Pro tvorbu
grafického rozhraní existuje v Pythonu několik knihoven (např PyQt či PyGTK), a proto
se jeví jako vhodný kandidát v tomto projektu. Rozhodl jsem se pro knihovnu PyGTK, je-
likož je multiplatformní, volně šiřitelná a neustále se vyvíjí. GTK (GIMP Toolkit) je sadou
knihoven, které umožňují programátorovi jednoduchým způsobem tvořit grafické rozhraní.
V poslední době se tento nástroj stal jedním ze dvou nejoblíbenějších vedle tzv. Qt. GTK
je součástí GNU projektu a je šířen pod licencí LGPL. Z tohoto důvodu se jeví jako dobrá
volba pro řešení rozhraní u projektů v nekomerční sféře. Z historického hlediska se GTK
vyvíjelo jako soubor knihoven pro rastrový grafický editor GIMP, nicméně se díky kladným
ohlasům ze strany uživatelů stala součástí GNOME [4]. Ukázku rozhraní je možno vidět
v dodatcích na obrázku A.8.
V prostředí gtk se využívá tzv. ”widgetů“ - objektů, které mají za úkol programátorovi
usnadnit práci a poskytnout mu většinu běžně využívaných částí GUI. Widgety obsahují
metody a vlastnosti. Vlastnosti jsou třídní proměnné, u kterých lze využít metod
• set - pro nastavení hodnoty dané vlastnosti
• get - pro vrácení hodnoty dané vlastnosti
V GTK se využívá plně objektový přístup k jednotlivým grafickým strukturám, což
vede k jednoduššímu pochopení a přímočařejším řešením problémů. Například dědičnost
jednoduchého tlačítka gtk.Button lze znázornit stromovou strukturou
23
+−− gob j e c t . GObject
+−− gtk . Object
+−− gtk . Widget
+−− gtk . Container
+−− gtk . Bin
+−− gtk . Button
Tím se dává najevo, že programátor může využít jednak své vlastní definované metody,
které jsou provázané s objektem tlačítka, ale také veškeré metody odvozených (rodičov-
ských) tříd jako je např. gtk.Widget. Programátorovi tím pádem stačí využít dědičnosti a
zavolat si například metodu na zrušení widgetu od rodičovské třídy gtk.Object, která tuto
metodu obsahuje.
4.2.1 Signály
K tomu, aby se vykonala nějaká určitá akce po jiné uživatelem provedené akci (např. kliknutí
na widget či pouhý pohyb myší) se využívá teorie signálů. V tomto odstavci však pojem
signály v gtk nemá nic společného se signály v unixové terminologii. Signály v gtk nejsou
žádnou součástí a nejsou ani implementované pomocí unixových signálů.
Jak signály fungují
Po akci na daném widgetu se vyšle signál odpovídající zaregistrované metodě. Tyto metody
se registrují již při vytvoření objektu samotného gtk widgetu. Signály se dají rozdělit na
• zděděné (např. signál při zničení objektu)
• specifické (některé signál přepínačů - ”toggle button“)
4.2.2 Návrh uživatelského rozhraní
Při návrhu grafického uživatelského rozhraní jsem vycházel z myšlenky, že by mělo být
jednoduché, přehledné, intuitivní a mělo by poskytovat základní potřeby uživatele jako jsou
otevření/uložení konfiguračního souboru, možnost nastavení jednotlivých křivek v grafu,
výběr časového rozmezí, pro které se bude graf vytvářet apod. Celý program je rozdělen na
3 oddělené části jak je ukázáno v tabulce 4.2.
Tabulka 4.2: Třídy rozhraní
Třída popis
Graph vytváří hlavní okno, ve kterém se nachází menu, tlačítka pro
výběr křivek, informace o připojení na databázi
Database vlastní připojení na databázi, posílá dotazy a obsahuje in-
formace o připojení
Config obsahuje informace o nastavení kalendáře, grafu a menu
Calendar Vytváří okno kalendáře, kde si uživatel zvolí datum a čas
výběru dat z databáze
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4.2.3 Popis jednotlivých prvků rozhraní
Zaškrtávací tlačítka křivek Podle zaškrknutého políčka se při vytváření grafu vyhod-
notí, jaké hodnoty veličin se v grafu zobrazí.
Menu Menu je rozděleno na čtyři rozbalovací položky.
Konfigurace (Menu=>File) Poskytuje možnost vytvoření nového okna, otevření sou-
boru s konfigurací nebo uložení konfigurace dvěma způsoby:
• ”Save cfg“ - umožní uživateli uložit aktuální nastavení do defaultního souboru s ná-
zvem ”config.cfg“
• ”Save As“ - umožní uživateli uložit aktuální nastavení do souboru zvoleného vyska-
kovacím oknem
Počáteční a koncový čas grafu (Menu=>Timerange)
• ”From“ - otevře nové okno třídy Calendar, ve kterém může uživatel vybrat daný rok,
měsíc, den a čas v hodinách, minutách a sekundách
• ”To“ - otevře nové okno třídy Calendar, ve kterém může uživatel vybrat daný rok,
měsíc, den a čas v hodinách, minutách a sekundách
Nastavení databáze (Menu=>Database) Tato část obsahuje informace týkající se
připojení na databázi. Všechny čtyři položky jsou textová pole, ve kterém se nachází host-
name, název databáze, uživatelské jméno a heslo pro připojení na databázi. Pokud položka
heslo obsahuje prázdný řetězec, připojení na databázi je bez hesla. Za textovými poli je
tlačítko pro test připojení a nastavení databáze. Pokud se podaří úspěšně spojit s danou
databází, na obrazovce se objeví vyskakovací okno a v něm se zobrazí hláška o úspěšném při-
pojení. Jestliže se nepodaří navázat spojení s databází, ve vyskakovacím okně bude hláška
o daném problému.
Nastavení databáze (Menu=>Help) Obsahuje jednoduchou nápovědu, jak může uži-
vatel s aplikací pracovat.
4.2.4 Popis práce s aplikací
Aplikace se spustí pomocí příkazu ”python graph.py“. Tím se vykreslí základní okno, ve
kterém se nacházejí jednotlivé prvky grafického uživatelského rozhraní. Uživatel má ná-
sledně možnost vybrat si z několika nastavení položek. Pro správné vykreslení grafu je
třeba nastavit:
• počáteční čas měření hodnot
• koncový čas měření hodnot
• jaké veličiny se budou měřit (teplota, tlak nebo vlhkost)
• nastavení připojení na databázi, tj. hostname, databázi, jméno a příjmení
• připojit se na databázi
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Tyto parametry se dají nastavit ručně, nebo načíst z vybraného konfiguračního texto-
vého souboru s koncovkou ”.cfg“. V tomto souboru by se měla nacházet data strukturovaná
tak, aby je bylo možné načíst do programové části aplikace jako datový typ slovník jazyka
Python (např. ”’time to’: 0, ’time from’: 0, ’temperature flag’: False, ’humidity flag’: False,
’pressure flag’: False“). Po úspěšném nastavení veškerých těchto parametrů může uživatel
kliknout na tlačítko ”Proceed“, které spustí akci na tvorbu grafu. Tvorba grafů se odehrává
v několika málo krocích a to konkrétně zpracování signálu kliku tlačítka, následná kontrola
úspěšného připojení na databázi a nastavení všech parametrů. Nakonec se podle časového
rozmezí a daných výběrů veličin vyberou data z databáze a pomocí programu Gnuplot se
vykreslí do souboru, který se použije jako hlavní výplň okna. Při změně jakéhokoliv parame-
tru se nevykresluje graf znovu, pouze se nastaví tyto parametry v softwarové části aplikace.
Pro opětovné vykreslení grafu je potřeba opět kliknout na tlačítko ”Proceed“. Uživatel má
možnost kdykoliv nastavené parametry a označené veličiny uložit (viz 4.2.3).
4.3 Popis důležitých tříd a jejich metod
4.3.1 Config
Tato třída se stará o otevření a ukládání konfiguračních souborů pomocí dialogových oken
převzatých ze třídy gtk.FileChooserDialog z knihovny gtk.
init (self)
Konstruktor pouze vytvoří slovník options, ve kterém se nachází jednotlivá nastavení
grafu:
• ”temperature“, ”humidity“, ”pressure“ - boolean hodnoty křivek, které se mají v grafu
vyskytnout
• položka ”time to“ a ”time from“ obsahující údaje o rozsahu hodnot, které program
načte z databáze
save cfg(self)
Otevře soubor ”config.cfg“ v aktuálním adresáři a uloží do něj proměnnou ”options“
typu slovník v textové podobě.
save as cfg(self)
Otevře dialogové okno, ve kterém si uživatel zvolí existující nebo nový soubor, do kterého
se zapíše proměnná ”options“ typu slovník. Dialogové okno má filter pro rozlišení čistě cfg
souborů nebo všech souborů.
open cfg(self)
Otevře dialogové okno, ve kterém si uživatel zvolí existující soubor a po úspěšném
načtení se pomocí funkce ast.literal eval zapíše do slovníku ”options“. Dialogové okno
má filter pro rozlišení čistě cfg souborů anebo všech souborů
4.3.2 Database
Třída se stará o komunikaci s databází Postgres - inicializaci připojení, tvorbu dotazů.
Využívá knihovny psycopg2.
init (self, cfg)
Inicializuje proměnné pro data vrácená z databáze, příznak připojení na databázi a
konfigurační objekt.
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do query to file(self, time from, time to)
Vytvoří dotaz na databázi, který vrátí všechny hodnoty limitované parametry time from
a time to seřazené vzestupně a uloží je do proměnné self.data. Takto máme připravená
data již seřazená, což je důležité pro tvorbu grafu v Gnuplotu, jelikož chceme, aby se křivky
vykreslovaly postupně. Tato data následně uložíme do souboru ”data.txt“, který slouží jako
sklad výstupu z databáze a vstup pro vykreslování Gnuplotu.
test and set connection(self)
Pomocí pythonovské knihovny psycopg2 se pokusíme připojit na databázi. Jako přihla-
šovací údaje jsou vybrána data z instance třídy Config uložené v proměnné self.cfg.
Při úspěšném připojení na databázi vytvoříme objekt spjatý s databází a kurzor, abychom
mohli vytvářet dotazy.
4.3.3 Graph
Třída pro vytvoření hlavního okna aplikace, komunikuje s ostatními třídami a také s Gnuplo-
tem pomocí Python knihovny Gnuplot.
make graph(self)
Stará se o vytvoření obrázku grafu do souboru pomocí Gnuplotu. Nejprve zkontroluje,
jestli je označen počáteční a koncový čas pro výběr dat z databáze. Poté kontroluje da-
tabázové připojení a výběr veličin, které se mají vykreslit. Pokud je vše nastavené, pošle
Gnuplotu data vytažená z databáze. Gnuplot vytvoří graf do souboru ”img.svg“ a z něj se
pak výsledný graf zobrazí v hlavním okně aplikace.
init (self)
Konstruktor, který inicializuje objekty databáze, kalendářů a konfigurační třídy. Dále
nastaví výchozí hodnoty proměnné ”options“, ve které jsou uloženy informace o tvorbě
grafu. Vytváří většinu tzv. ”widgetů“ jako jsou menu, tlačítko pro tvorbu grafu (”Proceed“)
a zaškrtávací tlačítka pro výběr veličin.
Skript obsahuje také jednu beztřídní funkci pop up window(title, msg), které se pošle
jako parametr hláška a na obrazovce se vytvoří vyskakovací okno s touto hláškou.
4.3.4 Calendar
Třída pro tvorbu okna kalendáře, umožňuje výběr právě jednoho přesného data pro počá-
teční a koncový čas grafu.
do unix time(self)
Vybere označený čas kalendáře, převede ho na unixový čas ve vteřinách (od roku
1.1.1970) a vrátí výsledek.
set time from unix time(self, ctime)
Zpětně konvertuje unixový čas na roky, měsíce, dny, hodiny, minuty a sekundy.
init (self,cfg)
Vytváří okno kalendáře, které obsahuje tabulku dnů určitého měsíce a roku. Dvojklikem
se dá vybrat právě jeden den, který bude použit s nastavením hodin, minut a času pro dotaz
na databázi.
4.3.5 Gnuplot
Gnuplot je multiplatformní utilita pro tvorbu grafů. Byl vyvinut pro potřeby studentů, kteří
potřebovali interaktivně vizualizovat své výsledky. Gnuplot umí zpracovávat údaje uložené
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v souborech a má mnoho možností, jak tato data prezentovat. Umí vytvořit graf interak-
tivního výstupu na obrazovku, poslat výstup přímo do tiskáren anebo ukládat výstupy do
souborů ve formě obrázků. Disponuje velkým množstvím nastavení - pro meteostanici lze
využít například dvou svislých os, na jedné ose je zaznamenána teplota ve ◦C a na druhé
vlhkost v %. Do jednoho grafu můžeme vynést hodnoty obou těchto veličin, aniž bychom
museli upravovat rozsah hodnot souřadnic. Gnuplot lze využít pro tvorbu 3D i 2D grafů a
z tohoto hlediska se hodí na prezentaci výsledků dosažených sběrem dat z meteostanice. Pro
programovací jazyk Python existuje několik knihoven zabývajících se komunikací Pythonu
a Gnuplotu. Jedna z nich se jmenuje přímo Gnuplot a zprostředkovává jednoduché rozhraní
pro práci s Gnuplotem v Pythonu. Python komunikuje s Gnuplotem pomocí roury nebo
pomocí dočasných souborů. Knihovna umožňuje programátorovi využít objektově oriento-
vaný přístup, a proto umožňuje jednoduše nastavovat možnosti grafu a vytvořit i několik
sezení najednou. Knihovna byla testována na unixovém systému.
V grafickém uživatelském prostředí se využívá Gnuplotu pro tvorbu grafů. Tvorba grafu
se skládá z několika kroků. V prvním kroku se musí GUI připojit na databázi, aby skript
věděl, z jakých dat se má graf tvořit. Během této operace musí být nastaveny všechny po-
vinné parametry. Jelikož knihovna neumožňuje programátorovi číst data přímo z Gnuplotu,
využije se dočasný soubor, kde je graf uložen ve formátu svg. Formát svg je textová interpre-
tace obrázku, a proto ho lze jednoduše editovat a případně ukladát do databáze. Z tohoto
souboru pak GUI načte výsledný graf.
Popis grafu:
• na spodní x ose se nacházejí hodnoty času (formát času je automaticky zvolen dle
daného rozmezí)
• na levé y ose se nacházejí hodnoty teploty ve stupních Celsia
• na pravé y ose se nacházejí hodnoty vlhkosti vyjádřené v procentech a také hodnoty
tlaku (v KPa)
Podle zvolených veličin se v grafu zobrazí jednotlivé křivky.
• červená - teplota
• modrá - tlak
• zelená - vlhkost
4.4 Démon - čtení dat
Démon je označení pro proces, který většinou běží v pozadí na tzv. ”multitasking“ systé-
mech. Meteostanice by měla být zapojená k nějakému serveru, na kterém poběží databáze
a budou se do ní neustále přidávat data. Aby nemusel být skript spouštěn jako obvyklý
program a uživatel se o něho nemusel starat, rozhodl jsem se vytvořit skript na čtení
z meteostanice jako unixového démona. Démon má tu výhodu, že se jeho spuštění může
automaticky spouštět ihned po startu systému. Kdyby se server dostal do nějakého neoče-
kávaného stavu a musel by být restartován, automaticky se po startu zapne databázový
démon a meteodémon a ukládání dat může bez obtíží pokračovat dál. V tomto případě se
o spuštění skriptu postará proces init, který je spouštěn při startu systému a má PID 1.
Pro vytvoření démona z běžného programu je nutné udělat několik opatření [4].
1. Zavřít všechny otevřené popisovače souborů mimo standardních vstupů a výstupů.
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2. Nastavit obsluhy všech signálů, až na SIGKILL a SIGSTOP na SIG DFL.
3. Nastavit masku blokovaných signálů pomocí sigprocmask.
4. Zavolat první fork(2) pro vytvoření procesu na pozadí.
5. Zavolat setsid().
6. Zavolat druhý fork(2) a ukončit prvního potomka.
7. V démonizovaném procesu potom nastavit umask(2) na 0.
8. Změnit pracovní adresář na /, aby démon nebránil případnému odpojení oddílů.
9. Dále připojit standardní vstupy a výstupy na /dev/null, protože démoni komunikují
přes sokety a informace zapisují přes syslog. Tímto se vyhneme selháním v operacích
printf, která nikdo obvykle nečeká.
10. Poznamenat PID démona obvykle do souboru /var/run/démon.pid. Tady probíhá
také kontrola, zda tato služba již neběží.
11. V původním procesu zavolat exit().
O tento postup se stará Pythonovská knihovna lbasync převzatá z firmy linuxbox. Jedná se
o knihovnu, která dokáže spustit proces jako démona, logovat zprávy do vlastního souboru
a umožnit například znovupřipojení po výpadku meteostanice z USB či zachycení nějaké
výjimky.
4.5 Databáze
V této části bude popsána databáze a její propojení s meteodémonem, který obdržená data
z meteostanice pošle rovnou do databáze. Při výběru databáze jsem zvolil PostgreSQL,
jelikož mám s touto databází zkušenosti, je volně dostupná a vyvíjená jako open source. Je
kompatibilní s několika programovacími jazyky a mohly by ji tudíž využívat i jiné aplikace
pro tvorbu grafů. Na ukládání dat z meteostanice stačí bohatě jedna tabulka, která ukládá
čas a hodnoty jednotlivých veličin. Samotná databáze je vytvořena na operačním systému
linux - distribuce Fedora 15.
4.5.1 Instalace a nastavení databáze
Nejprve bylo potřeba nainstalovat balíček ”postgresql91“ pro psql konzoli a ”postgresql91-
server“ jako databázový server pomocí balíčkového systému yum. Po instalaci bylo možno
pracovat s databází ihned po startu systému [9]. Základní nastavení bylo připraveno pouze
pro uživatele ”postgres“, proto byl přidán pro práci s meteostanicí uživatel ”meteostation“.
Pro meteostanici bylo vytvořeno schéma ”meteo“ a v něm tabulka ”meteostation“. Struk-
tura tabulky vypadá takto:
Indexy: ”meteostation pkey“ PRIMARY KEY, btree (daemon id, ctime)
Při vytvoření tabulky se automaticky vytvoří také index, který je složen ze sloupců
daemon id a ctime, oba sloupce musí obsahovat nějakou hodnotu.
4.5.2 Propojení databáze a meteodémona
Pro Python existuje knihovna psycopg2, která implementuje Python DB API 2.0 specifikaci.
Podporuje Python od verze 2.4 do 3.2 a PostgreSQL od verze 7.4 do verze 9.1. Umí pracovat
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Tabulka 4.3: Tabulka meteo.meteostation
Sloupec Typ Modifikátory




daemon id character varying not null
s vlákny a dokáže také komunikovat s databází či posílat a přijímat asynchronní upozornění
(NOTIFICATION), čehož by se dalo využít při rozšiřování projektu.
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Závěr
Výsledkem bakalářské práce je funkční řešení meteostanice, která umí měřit aktuální hod-
noty teploty, vlhkosti a tlaku několikrát za minutu. K vizualizaci dat je možno využít
grafické uživatelské rozhraní. O ukládání dat do databáze se stará meteodémon běžící na
pozadí.
K sestavení meteostanice byl vytvořen návrh a následně realizován plošný spoj. Jako
řídící jednotka byl vybrán miktrokontrolér ATmega8, jelikož svými vlasnostmi dostatečně
vyhovuje požadovaným podmínkám - zpracování analogového a digitálního přenosu dat,
sériová komunikace přes USART. Pro měření meteorologických veličin bylo vybráno tlakové
čidlo MPX4115a firmy Motorola a teplotní a vlhkostní čidlo SHT15 firmy SENSIRION.
Obě čidla měří hodnoty veličin minimálně s desetibitovou přesností, což stačí pro využití
meteostanice k amatérským účelům.
V rámci práce byly vytvořeny dva softwarové produkty. Grafické uživatelské rozhraní
umožňuje uživateli vidět výstupní grafy vytvořené ze zvoleného časového rozmezí. Mete-
odémon byl vytvořen na operačním systému linux a byl nainstalován jako rpm balík. Po
spuštění démona a připojení meteostanice k počítači se začnou data automaticky ukládat
do databáze.
Projekt by se dal v budoucnu rozšířit o výpočet hodnot rosného bodu, podrobnější
analýzu naměřených dat nebo rozšíření grafického uživatelského rozhraní.
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A.1 Schéma zapojení plošného spoje
Obrázek A.1: Schéma zapojení mikrokontroléru ATmega8
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Obrázek A.2: Schéma zapojení převodníku FT232BL
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Obrázek A.3: Schéma zapojení usb konektoru
A.2 Návrh osazení desky plošného spoje
Obrázek A.4: Osazení plošného spoje - horní strana
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Obrázek A.5: Osazení plošného spoje - dolní strana
Obrázek A.6: Osazení plošného spoje s popisem součástek - obě strany
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37
A.3 Seznam součástek na plošném spoji































Tabulka A.2: Seznam zkratek a jejich anglických/českých popisů
Zkratka Anglický popis Český popis
LCD Liquid crystal display displej s tekutými krystaly
PN přechod přechod, který propouští elektrický proud pouze
jedním směrem
RISC Reduced instruction set com-
puting
mikrokontroléry s redukovanou instrukční sadou
CISC Complex instruction set com-
puting
mikrokontroléry s obsáhlou instrukční sadou
AVR rodina 8bitových mikročipů typu RISC od firmy
ATMEL
EEPROM Electrically Erasable Progra-
mmable Read-Only Memory
elektronicky smazatelná programovací paměť
pro čtení
SRAM Static Random Access Me-
mory
statická paměť
USART Universal Synchronous /
Asynchronous Receiver and
Transmitter
univerzální synchronní / asynchronní přijímač a
vysílač
ADC Analog to Digital Converter Analogově digitální převodník
QFP Quad Flat-pack typ připojení součástky na plošný spoj
TQFP thin Quad Flat-pack typ připojení součástky na plošný spoj
MLF micro-leadframe typ připojení součástky na plošný spoj
SPI Serial Peripheral Interface sériové periferní rozhraní
CPU Central processor unit mikroprocesor
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Tabulka A.3: Seznam zkratek a jejich anglických/českých popisů (pokračování)
Zkratka Anglický popis Český popis
FTDI Future Technology Device In-
ternational
firma zabývající se výrobou polovodičových sou-
částek
USB Universal Serial Bus univerzální sériová sběrnice
MSB Most significant bit/byte nejvíce podstatný bit/bajt
LSB Least significant bit/byte nejméně podstatný bit/bajt
FIFO First In, First Out označuje datovou strukturu fronta
SMD Surface-mount device zařízení připojené na povrchu plošného spoje
OPT one time programmable jedenkrát programovatelná peměť
RoHS Restriction of Hazardous Sub-
stances Directive
nařízení EU týkající se užívání škodlivých ma-
teriálů v elektrických zařízeních
WEEE Waste Electrical and Electro-
nic Equipment Directive
směrnice týkající se recyklování elektronických
výrobků
UV Ultraviolet light ultrafialové záření
LED Light-emitting diode elektrotechnická součástka vyzařující světlo
CRC Cyclic redundancy check Cyklický redundantní součet
GNU GNU is Not Unix zkratka pro operační systém založený na unixu
GIMP GNU Image Manipulation
Program
grafický program pro úpravu obrázků
GTK GIMP Toolkit sada knihoven pro grafický editor GIMP
GNOME GNU Network Object Model
Environment
GNU
LGPL GNU Lesser General Public
License
licence svobodného softwaru
GUI Graphical user interface grafické uživatelské rozhraní
PID process identifier identifikátor procesu běžícího v operačním sys-
tému
DB database databáze
API Application programming in-
terface
rozhraní pro programování aplikací
A.5 Grafické uživatelské rozhraní
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Obrázek A.8: Ukázka grafického uživatelského rozhraní
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A.6 Meteostanice
Obrázek A.9: Meteostanice - pohled na osazenou desku plošného spoje
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