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El presente trabajo se titula “Sistema generador de aplicaciones web a 
partir de modelos físicos de datos”, al cual lo denomine GENCRUD para 
facilitar la denominación de la presente propuesta. 
 
Hoy en día, cuando hablamos del tiempo de desarrollo de software y la 
inversión de dinero en la construccion de sistemas, provoca ciertos problemas 
como lo es; la no culminación de estos sistemas propuestos, es decir, Al iniciar 
un proyecto de desarrollo de software se requiere una buena cantidad de 
tiempo y dinero para que sea un éxito la solución requerida. Muchos de los 
sistemas de informacion que una empresa requiere son pequeños y simples, 
por lo que, no requiere seguir rigurosamente las etapas del ciclo de vida del 
desarrollo de un sistema, en la práctica solo se requiere el modelo físico de 
datos y luego implementar las interfaces de usuario necesarias. 
 
Se propuso como objetivo “desarrollar un sistema generador de 
aplicaciones web a partir de modelo físico de datos para la construcción de 
aplicaciones web”. 
 
El desarrollo de GENCRUD reduce el tiempo de desarrollo, facilita y 





metodología de desarrollo utilizada fue la iteratica incremental, apoyada por 
prototipos evolutivos, es por ello que el sistema fue cambiando y evolucionando 
hasta hacerse la herramienta resultante, con un proceso de generacion 
totalmente sencillo, amigable y rápido. 
 
La metodología de investigación que se utilizó en el presente trabajo es 
el estudio de casos y que posteriormente se convirtió en propositivo, ya que el 
objetivo fundamental es solucionar el problema de la generacion de 
aplicaciones web utilizando en modelo físico de datos. La metodología de 
estudio de casos es cualitativa y de carácter descriptivo, y se emplea en este 
caso para estudiar un sistema, los estudios de casos no permiten hacer 
generalizaciones en base a muestras o hipótesis, sin embargo, el punto fuerte 
radica en la capacidad para hacer explicaciones o interpretaciones. 
 
El sistema GENCRUD fue satisfactorio para las empresas y para los 
usuarios que lo utilizaron, mostraron gran inicciativa para poder aportar nuevas 
ideas en la construcción de la nueva o próxima versión del GENCRUD, 
respecto a los programadores que compararon el tiempo de desarrollo de un 
sistema web con el GENCRUD aceptaron con gran ánimo al nuevo sistema por 
su facilidad de manejo. 
 
Se concluyó que el modelo fisico de datos fue determinante para la 










This work is entitled "Web application generator from physical data 
models System" to which it denominated GENCRUD to facilitate the designation 
of this proposal. 
 
Today, when we talk about software development time and investment of 
money in building systems, causing certain problems as it is; non-completion of 
these proposed systems, ie When starting a software development project a lot 
of time and money to make it a success the required solution is required. Many 
information systems requires a business are small and simple, therefore, 
requires not strictly follow the stages of the development life cycle of a system, 
in practice only the physical data model is required and then implement required 
user interfaces. 
 
It sets a target "to develop a web application generator system from 
physical data model for building web applications." 
 
The development of GENCRUD reduces development time, facilitates 
and accelerates the definition of requirements and functionality of the system 
development methodology used was the incremental iteratica, supported by 
evolutionary prototyping, which is why the system was changing and evolving to 







The research methodology was used in this work is the study of cases 
and later became purposeful, since the main objective is to solve the problem of 
the generation of web applications using physical data model. The case study 
methodology is qualitative and descriptive, and is used here to study a complex 
phenomenon or a system, the studies do not allow generalizations from 
samples or hypothesis, however, the strength lies the ability to make 
explanations or interpretations. 
 
The GENCRUD system was satisfactory for businesses and users who 
used it showed great inicciativa to bring new ideas in the construction of the 
new or next version of GENCRUD respect to programmers who compared the 
time to develop a web system with GENCRUD accepted with great 
encouragement to the new system for its ease of use. 
 
It was concluded that the physical data model was crucial to the 











El “sistema generador de páginas web a partir de modelos físicos de 
datos” nace en función a la necesidad de obtener una página web dinámica con 
datos que necesitamos obtener en tiempo record. El sistema generador de 
aplicaciones web surge como una alternativa para aquellas personas que 
carecen de los conocimientos necesarios para crear, por si mismos su propia 
aplicación web. 
El desarrollo de software es un proceso laborioso y complejo, 
probablemente más que cualquier otra actividad profesional humana, el diseño 
y programación es tan complejo y propenso a errores que es subestimado por 
la mayoría de usuarios que desconocen la programación de computadores. El 
grupo para el que desarrollamos el presente software no tiene idea del tamaño 
o complejidad que implica el desarrollo de un sistema. El proceso de desarrollo 
de sistemas es netamente manual y requiere ser realizado por personas 
altamente calificadas como son los ingenieros de sistemas. Como 
consecuencia de las razones anteriormente mencionadas se ha desarrollado la 
presente propuesta de generación de páginas web. 
En el capítulo I, presentamos “el problema” en el cual explicamos el 
análisis de la situación problemática del tema a investigar, nos planteamos el 
problema, justificamos la investigación, plantemos nuestros objetivos. En el 





de la investigación, base teórica relacionada al tema de investigación y el 
marco conceptual. En el capítulo III se vio la metodología de la investigación, 
los métodos que usarán, las técnicas y los instrumentos. En el capítulo IV se 
vio los resultados, en el cual podemos mostrar el análisis del sistema, la 
metodología de desarrollo de software que es muy diferente a la metodología 
de la investigación, la arquitectura y diseño del sistema, la metodología de 
desarrollo aplicada y requerimientos para el uso del GENCRUD. En anexos 




















I. EL PROBLEMA 
 
1.1. ANÁLISIS DE LA SITUACIÓN PROBLEMÁTICA 
El desarrollo de sistemas informáticos que permitan administrar y 
manipular datos, actualmente es imprescindible para cualquier 
organización, ya sea pública o privada. Sin embargo, para tener un 
sistema de información útil, en la práctica, requiere de planificación, 
análisis, diseño, implementación y finalmente la puesta en marcha de la 
aplicación terminada, lo que lleva un tiempo considerable.  
Por otro lado, muchos de los sistemas de información que son 
necesarios en una organización son pequeños, independientes y 
simples. En este contexto, es preferible implementar prototipos en vez 
de verdaderos proyectos de sistemas de información. La 
implementación de estos prototipos, por su naturaleza no requiere 
seguir rigurosamente todas las etapas del ciclo de vida del desarrollo 
de un sistema de información, por lo que, en la práctica simplemente se 
requiere construir el modelo físico de datos y luego implementar las 
interfaces de usuario necesarias. Pero, la implementación de un 





tiempo, el cuál puede ser ahorrado si es que se establece una manera 
de automatizar este proceso. 
Decimos que se puede automatizar el proceso de construcción de 
prototipos de sistemas de información, porque estos poseen 
características similares, a saber, interfaces para el ingreso 
(almacenamiento), consulta, modificación y eliminación de datos. 
Entonces todas estas interfaces casi siempre son similares las cuales 
pueden generarse de manera automática a partir del modelo físico de 
datos. 
1.2. FORMULACIÓN O PLANTEAMIENTO DEL PROBLEMA 
Por lo expuesto anteriormente se deduce la siguiente interrogante 
general: 
¿Cómo desarrollar un sistema generador de aplicaciones web a partir 
de modelos físicos de datos? 
1.2.1. FORMULACIÓN DE PROBLEMAS ESPECÍFICOS 
Subsecuentemente se plantea las interrogantes específicas: 
- ¿De qué manera se puede analizar el sistema generador 
de aplicaciones web a partir de modelos físicos de 
datos? 
- ¿Qué aspectos son importantes en el diseño del sistema 
generador de aplicaciones web a partir de modelos 





- ¿Cuál es el paradigma de codificación que más aporta 
en el sistema de generador de aplicaciones web a partir 
de modelos físicos de datos? 
1.3. JUSTIFICACIÓN DE LA INVESTIGACIÓN 
La implementación de sistemas de información, comúnmente se 
lleva de manera tradicional, donde inicialmente se hace el análisis, 
luego el diseño, la implementación y finalmente el uso del sistema de 
información terminado. Específicamente en la etapa de 
implementación, una vez que se ha realizado el diseño del modelo de 
datos, se repite todo el proceso y muchas veces es similar al de otros 
sistemas de información, inclusive a sistemas que se han desarrollado 
dentro de la misma organización.  
Por consiguiente, se hace necesario establecer maneras 
automatizadas de evitar este proceso mecánico y repetitivo, que a su 
vez es el que más tiempo gasta durante el desarrollo de un sistema de 
información. Por tales razones se propone la implementación de un 
sistema para creación automática de aplicaciones web a partir de 
modelos físicos de datos. 
1.4. OBJETIVOS DE LA INVESTIGACIÓN 
1.4.1. OBJETIVO GENERAL 
Desarrollar un sistema generador de aplicaciones web a partir 







1.4.2. OBJETIVOS ESPECÍFICOS 
- Analizar el sistema generador de aplicaciones web a 
partir de modelos físicos de datos para detallar los 
procesos. 
- Diseñar el sistema generador de aplicaciones web a 
partir de modelos físicos de datos. 
- Codificar el sistema generador de aplicaciones web a 





















II. MARCO TEÓRICO 
 
2.1. ANTECEDENTES DE LA INVESTIGACIÓN 
Diversas investigaciones sobre la construcción de generadores de 
aplicaciones han sido propuestas durante las últimas décadas, 
principalmente porque el desarrollo de aplicaciones consta de la 
realización de procesos o tareas similares.  La investigación de este tema 
tiene sus inicios en los años 80s, donde algunos de los precursores [1], 
[2], [3], [4] y [5] presentaron propuestas para la construcción de nuevas 
herramientas de desarrollo de software que permitieran generar software, 
llevando a un nuevo orden de magnitud en la productividad, ya que el 
diseño, implementación y mantenimiento de sistemas se hace de manera 
mucho más rápida.  
Según [5], en su artículo, indican que sistemas generadores de 
aplicaciones son esencialmente importantes por permitir acortar el ciclo 
de desarrollo de sistemas y por consiguiente reducir costos. Generadores 
de aplicaciones son bloques de construcción de software estandarizados 
que pueden ser usados para ensamblar sistemas de información en vez 
del desarrollo tradicional que se realiza mediante la implementación 







Recientemente, en [6] resaltan la importancia de construir un 
generador de aplicaciones cuando hay necesidad de construir 
aplicaciones con características similares, y es que por estas razones 
ellos implementaron LACIE un framelet1 que permite a los desarrolladores 
generar aplicaciones rápidamente.  
Generadores de aplicaciones no solo son útiles para desarrollar 
software común basado en características similares, estas herramientas 
pueden agilizar el proceso de construcción de sistemas mayores 
automatizando la construcción de sub sistemas o sistemas específicos, ya 
que en un buen porcentaje el desarrollo de software involucra los mismos 
procesos.  
En [7] implementó un generador de aplicaciones usando 
especificaciones XML.  Más adelante, [8] implementó un generador de 
aplicaciones para sistemas que requieren documentar bases de 
conocimiento, basándose en el uso de especificaciones XML. Por otra 
parte, [9] presentaron el desarrollo de un sistema generador de 
aplicaciones inteligente para aplicaciones que requieren hacer minería de 
datos. 
En [10] La idea de construir herramientas para generación 
automática de software a través de especificaciones mínimas, cada vez 
más, es un recurso utilizado por diversas áreas tecnológicas y de 
                                                          
1
Son marcos pequeños, son fáciles de entender y pueden modificarse, estos bloques de construcción de 
arquitectura permiten la integración de tecnología de marco en las aplicaciones heredadas. Además los 





tecnologías de información. Actualmente se vive en la era de la 
información y se requieren maneras de organizar datos para consulta, 
soporte a la toma de decisiones, entre otros propósitos. Sin embargo la 
construcción de un software que facilite esta disponibilidad de datos, por 
el método tradicional de desarrollo de software lleva tiempo, motivo por el 
cual muchas personas aún prefieren realizar la administración de sus 
datos incluso de manera manual. Herramientas de generación automática 
de software pueden adaptarse para diversos campos e inclusive con 
diversos requerimientos de hardware, básicamente se requiere colocar las 
especiaciones necesarias para que se pueda generar el código 
correspondiente. Lo importante de este tipo de sistemas es que permiten 
agilizar el proceso de desarrollo de software y por consiguiente tipos de 
software, entre ellos sistemas de información.  
Por otro lado, desde hace ya más de una década, la explosión de las 
aplicaciones web ha ido cambiando el día a día de las personas, desde 
aplicaciones web sociales hasta aplicaciones que en el pasado solamente 
podían ser aplicaciones de escritorio.  
Actualmente si hay determinadas aplicaciones para escritorio 
también las hay para web. Se puede decir que el futuro es la web, y no es 
por gusto, que actualmente la mayor parte del desarrollo de software está 
orientado a la web.  
En este contexto, sistemas para generar aplicaciones web son 
también esencialmente útiles, ya que por lo expuesto anteriormente, 






2.2. BASE TEÓRICA 
2.2.1. GENERADOR 
Según [11] el significado de la palabra generador es: 
Que genera, produce o crea una cosa. 
Por otro lado [12] indica que la procedencia de la palabra 
producir es del latín. Proviene de produco, producis, producere, 
produxi, productum. Está formado por el prefijo pro- cuyo 
significado es delante, en adelante, a la vista, a favor y por el 
verbo duco, ducis, ducere, duxi, ductum que significa hacer, llevar 
hacia, guiar, conducir. La raíz de este verbo latino procede del 
indoeuropeo *deuk que significa guiar, arrastrar. Por tanto el 
concepto de este vocablo es conducir hacia adelante, llevar en 
adelante, hacer avanzar, hacer crecer. 
Así mismo [13] Generación es un término con origen en el 
latín generatio que tiene diversos significados y usos. Puede 
utilizarse para nombrar a la acción y efecto de 
engendrar (entendido como procrear) o de generar (como 
sinónimo de producir o de causar algo). 
Podemos encontrar la palabra generación en diferentes 
áreas, sobre todo con mayor énfasis en relación al área de 





informática, podemos decir que generador es crear o producir 
algo a partir de otro algo de manera automática. 
2.2.2. PÁGINA  WEB 
En [14] “La Web es compleja: hay páginas estáticas y 
dinámicas, públicas y privadas, con o sin metadatos2, que 
representan la semántica de la Web”. 
Las páginas estáticas son aquellas que existen todo el 
tiempo en un archivo en algún servidor Web. Las paginas 
dinámicas son aquellas que se crean cuando una persona 
interactúa con un servidor Web, por ejemplo la respuesta a una 
consulta en un buscador o el resultado de rellenar un formulario 
en un sitio de comercio electrónico. Actualmente la mayor parte 
de la Web es dinámica, y como en algunos sitios se puede 
generar un número no acotado de páginas dinámicas, la Web que 
podemos crear es infinita. 
Las páginas públicas son las que todas las personas 
pueden ver y las privadas son las que están protegidas por una 
clave o se encuentran dentro de una intranet. Como cada persona 
tiene acceso a distintas páginas privadas, la Web pública depende 
del observador. En particular cada buscador refleja una Web 
pública distinta. 
                                                          
2
Es un dato estructurado sobre la información, o sea información sobre información, datos sobre datos, lo 







Además [15] dice: Una Página Web es un documento 
electrónico que forma parte de la WWW (World Wide Web) 
generalmente construido en el lenguaje HTML (Hyper Text 
MarkupLanguage o Lenguaje de Marcado de Hipertexto) ó en 
XHTML (eXtensibleHyper Text MarkupLanguage o Lenguaje de 
Marcado de Hipertexto Extensible). Este documento puede 
contener enlaces (característica del hypertext) que nos direcciona 
a otra Página Web cuando se efectúa el click sobre él. Para 
visualizar una Página Web es necesario el uso de un Browser o 
navegador. Una Página Web puede estar alojada en un 
ordenador local o en un ordenador remoto. Al servidor donde esté 
alojada la Página Web se le denomina Servidor Web. El Servidor 
Web atiende las peticiones de Páginas Web utilizando el protocolo 
HTTP (HyperText Transfer Protocol); del lado del cliente es el 
Browser o navegador el que recibe y muestra las Páginas Web 
utilizando el mismo protocolo. Otra característica importante es 
que una Página Web puede ser estática (su contenido siempre es 
el mismo) o dinámica (su contenido se construye a partir de la 
información introducida por el usuario). Una Web es un conjunto 
de Páginas Web interrelacionadas que conforman lo que se 
conoce como un Sitio Web. 
La WWW o la Web es todo conjunto de información 
interrelacionada que se haya disponible en Internet, ésta se 





por dominios (nombres lógicos asociados a instituciones o 
empresas, otorgados por empresas registradoras oficiales). 
2.2.3. APLICACIÓN WEB 
En [16] la ingeniería de software se denomina aplicación 
web a aquellas herramientas que los usuarios pueden utilizar 
accediendo a un servidor web a través de Internet o de 
una intranet mediante un navegador. En otras palabras, es una 
aplicación software que se codifica en un lenguaje soportado por 
los navegadores web en la que se confía la ejecución al 
navegador. 
Las aplicaciones web son populares debido a lo práctico 
del navegador web como cliente ligero, a la independencia del 
sistema operativo, así como a la facilidad para actualizar y 
mantener aplicaciones web sin distribuir e instalar software a 
miles de usuarios potenciales. Existen aplicaciones como los 
webmails wikis, weblogs, tiendas en línea y la propia wikipedia 
que son ejemplos bastante conocidos de aplicaciones web. 
Es importante mencionar que una página Web puede 
contener elementos que permiten una comunicación activa entre 
el usuario y la información. Esto permite que el usuario acceda a 
los datos de modo interactivo, gracias a que la página responderá 





formularios, participar en juegos diversos y acceder a gestores de 
base de datos de todo tipo. 
En [17] “Una aplicación Web es un sitio Web que contiene 
páginas con contenido sin determinar, parcialmente o en su 
totalidad. El contenido final de una página se determina sólo 
cuando el usuario solicita una página del servidor Web. Dado que 
el contenido final de la página varía de una petición a otra en 
función de las acciones del visitante, este tipo de página se 
denomina página dinámica.” 
Las aplicaciones Web se crean en respuesta a diversas 
necesidades o problemas. 
2.2.4. SERVIDOR 
En [18] Un servidor, como la misma palabra indica, es  un 
ordenador o máquina informática que está al “servicio” de otras 
máquinas, ordenadores o personas llamadas clientes y que le 
suministran a estos, todo tipo de información. 
A modo de ejemplo,  imaginemos que estamos en nuestra 
casa, y tenemos una despensa. Pues bien a la hora de comer 
necesitamos unos ingredientes por lo cual vamos a la despensa, 
los cogemos y nos lo llevamos a la cocina para cocinarlos. 
Así en nuestro ejemplo, nuestra máquina servidor sería la 
despensa, y los clientes somos nosotros como personas que 





bien con este ejemplo podemos entender ahora un poco mejor 
qué es un servidor. 
Por tanto un servidor en informática será un ordenador u 
otro tipo de dispositivo que suministra una información requerida 
por unos clientes (que pueden ser personas, o también pueden 
ser otros dispositivos como ordenadores, móviles, impresoras, 
etc.). 
Por regla general, las máquinas servidoras suelen ser algo 
más potentes que un ordenador normal. Sobre todo suelen tener 
más capacidad tanto de almacenamiento de información como de 
memoria principal, ya que tienen que dar servicio a muchos 
clientes. Pero como todo, también depende de las necesidades, 
ya que podemos tener un servidor de menores prestaciones si 
vamos a tener pocos clientes conectados, o si los servicios que 
queramos en el servidor no requieren una gran capacidad 
servidora. A modo de ejemplo, podríamos hacer funcionar un 
ordenador en nuestra casa como si fuera un servidor, aunque esto 
no es lo más habitual. Por  general, los servidores suelen estar 
situados en centros de datos de empresas (edificios con grandes 
salas dedicadas a alojar a los servidores). 
2.2.5. SERVIDOR WEB 
En [19] Almacena principalmente documentos HTML (son 





visualización de páginas web en los navegadores de los clientes), 
imágenes, videos, texto, presentaciones, y en general todo tipo de 
información. 
Además se encarga de enviar estas informaciones a los clientes. 
2.2.6. GENERADOR DE APLICACIONES WEB 
En [20] Un Generador de Aplicaciones Web es una 
herramienta que permite facilitar el proceso de creación de 
aplicaciones Web que impliquen el acceso a una base de datos. 
Su diseño da a un grupo de usuarios, poco o nada familiarizados 
en la programación en Internet, crear aplicaciones Web con base 
de datos sin la necesidad de tener conocimientos sobre ningún 
lenguaje de programación, pudiendo actualizar los datos que 
serán publicados en las aplicaciones Web desde su hogar, 
haciendo uso del navegador. 
Por otro lado, elimina al Web máster de gran parte del 
esfuerzo de administración y mantenimiento de las aplicaciones y 
de las bases de datos pertenecientes a dichos usuarios 
2.2.7. CARACTERÍSTICAS DE UN GENERADOR DE 
PÁGINAS WEB 
Se ha producido una gran evolución en el desarrollo y 





páginas Web eran de tipo estático, la tendencia actual es la de 
crear páginas Web dinámicas3 
En ocasiones el usuario tiene la necesidad de reunir, 
procesar información y obtener un resultado, esto implica que el 
desarrollo de una aplicación Web lleva asociada una capa de 
programación.  Esto quiere decir, que un usuario que quiera 
publicar datos almacenados en una base de datos a través de una 
aplicación web, es necesario que tenga que programar. El 
problema es que no todos los usuarios disponen de 
conocimientos suficientes para crear su propia aplicación. 
2.2.8. VENTAJAS DE UN GENERADOR DE PÁGINAS WEB 
El sistema generador de aplicaciones Web surge como una 
alternativa, a aquellas personas que carecen de los conocimientos 
necesarios para crear, por sí mismos, su propia aplicación Web (o 
servir en la mayor ayuda posible). Habilita un procedimiento 
sencillo de administración y mantenimiento, tanto de las 
aplicaciones Web, como de las bases de datos asociadas a las 
mismas. 
2.2.9. MODELO FÍSICO DE DATOS 
Según [21] “El diseño de una base de datos se 
descompone en tres etapas: diseño conceptual, lógico y físico. La 
etapa del diseño lógico es independiente de los detalles de 
                                                          
3





implementación y dependiente del tipo de SGBD que se vaya a 
utilizar. La salida de esta etapa es el esquema lógico global y la 
documentación que lo describe”. 
Mientras que en el diseño lógico se especifica qué se 
guarda, en el diseño físico se especifica cómo se guarda. Para 
ello, el diseñador debe conocer muy bien toda la funcionalidad del 
SGBD concreto que se vaya a utilizar y también el sistema 
informático sobre el que éste va a trabajar. El diseño físico no es 
una etapa aislada, ya que algunas decisiones que se tomen 
durante su desarrollo, por ejemplo para mejorar las prestaciones, 
pueden provocar una reestructuración del esquema lógico. 
2.2.10. METODOLOGÍA DE DISEÑO FÍSICO PARA BASE DE 
DATOS RELACIONALES 
El objetivo de esta etapa es producir una descripción de la 
implementación de la base de datos en memoria secundaria. 
Esta descripción incluye las estructuras de almacenamiento y los 
métodos de acceso que se utilizarán para conseguir un acceso 
eficiente a los datos.  
El diseño físico está compuesto por una serie de pasos: 
 Traducir el esquema lógico global para el SGBD 
específico.  






 Diseñar las reglas de negocio para el SGBD 
específico.  
 Diseñar la representación física. 
 Analizar las transacciones.  
 Escoger las organizaciones de ficheros.  
 Escoger los índices secundarios.  
 Considerar la introducción de redundancias 
controladas.  
 Estimar la necesidad de espacio en disco.  
 Diseñar los mecanismos de seguridad.  
 Diseñar las vistas de los usuarios.  
 Diseñar las reglas de acceso. Monitorizar y afinar el 
sistema.  
 Traducir el esquema lógico global 
2.2.11. DISEÑAR LAS RELACIONES BASE PARA EL SGBD 
ESPECÍFICO 
Las relaciones base se definen mediante el lenguaje de 
definición de datos del SGBD. Para ello, se utiliza la información 
producida durante el diseño lógico: el esquema lógico global y el 
diccionario de datos. El esquema lógico consta de un conjunto 
de relaciones y, para cada una de ellas, se tiene: 
El nombre de la relación. La lista de atributos entre 
paréntesis. La clave primaria y las claves ajenas, si las tiene. Las 





En el diccionario de datos se describen los atributos y, para 
cada uno de ellos, se tiene: 
Su dominio: tipo de datos, longitud y restricciones de 
dominio. El valor por defecto, que es opcional. Si admite nulos. 
Si es derivado y, en caso de serlo, cómo se calcula su valor. 
A continuación, se muestra un ejemplo de la definición de 
la relación INMUEBLE con el estándar SQL2. 
CREATE DOMAIN pnum AS VARCHAR(5); CREATE DOMAIN 
enum AS VARCHAR(5); CREATE DOMAIN onum AS 
VARCHAR(3); CREATE DOMAIN inum AS VARCHAR(5); 
CREATE DOMAIN calle AS VARCHAR(25); CREATE DOMAIN 
area AS VARCHAR(15); CREATE DOMAIN poblacion AS 
VARCHAR(15); CREATE DOMAIN tipo AS VARCHAR(1) 
CHECK(VALUE IN (`A',`C',`D',`P',`V')); CREATE DOMAIN hab 
AS SMALLINT CHECK(VALUE BETWEEN 1 AND 15); CREATE 
DOMAIN alquiler AS DECIMAL(6,2) CHECK(VALUE BETWEEN 
0 AND 9999); CREATE TABLE inmueble ( inum INUM NOT 
NULL, calle CALLE NOT NULL, area AREA, poblacion 
POBLACION NOT NULL, tipo TIPO NOT NULL DEFAULT `P', 
hab HAB NOT NULL DEFAULT 4, alquiler ALQUILER NOT 
NULL DEFAULT 350, pnum PNUM NOT NULL, enum ENUM, 
onum ONUM NOT NULL, PRIMARY KEY (inum), FOREIGN 
KEY (pnum) REFERENCES propietario ON DELETE no action 





plantilla ON DELETE set null ON UPDATE cascade, FOREIGN 
KEY (onum) REFERENCES oficina ON DELETE no action ON 
UPDATE cascade); 
2.2.12. DISEÑAR LAS REGLAS DE NEGOCIO PARA EL 
SGBD ESPECÍFICO 
Las actualizaciones que se realizan sobre las relaciones de 
la base de datos deben observar ciertas restricciones que 
imponen las reglas de negocio de la empresa. Algunos SGBD 
proporcionan mecanismos que permiten definir estas 
restricciones y vigilan que no se violen. 
Por ejemplo, si no se quiere que un empleado tenga más 
de diez inmuebles asignados, se puede definir una restricción en 
la sentencia CREATE TABLE de la relación INMUEBLE: 
CONSTRAINT inmuebles_por_empleado CHECK (NOT 
EXISTS (SELECT enum FROM inmueble GROUP BY enum 
HAVING COUNT(*)>10)) 
Otro modo de definir esta restricción es mediante 
un disparador ( trigger): 
CREATE TRIGGER inmuebles_por_empleado ON 
inmueble FOR INSERT,UPDATE AS IF ((SELECT COUNT(*) 





PRINT "Este empleadoyatiene 10 inmueblesasignados" 
ROLLBACK TRANSACTION END 
Hay algunas restricciones que no las pueden manejar los 
SGBD, como por ejemplo: a las 20:30 del último día laborable de 
cada año archivar los inmuebles vendidos y borrarlos. Para 
estas restricciones habrá que escribir programas de aplicación 
específicos. Por otro lado, hay SGBD que no permiten la 
definición de restricciones, por lo que éstas deberán incluirse en 
los programas de aplicación. 
Todas las restricciones que se definan deben estar 
documentadas. Si hay varias opciones posibles para 
implementarlas, hay que explicar porqué se ha escogido la 
opción implementada. 
2.2.13. ANALIZAR LAS TRANSACCIONES 
Para realizar un buen diseño físico es necesario conocer 
las consultas y las transacciones que se van a ejecutar sobre la 
base de datos. Para cada transacción, hay que especificar: 
La frecuencia con que se va a ejecutar. Las relaciones y los 
atributos a los que accede la transacción, y el tipo de acceso: 
consulta, inserción, modificación o eliminación. Los atributos que 
se modifican no son buenos candidatos para construir 
estructuras de acceso. Los atributos que se utilizan en los 





pueden ser candidatos para construir estructuras de acceso 
dependiendo del tipo de predicado que se utilice. Si es una 
consulta, los atributos involucrados en el join de dos o más 
relaciones. Estos atributos pueden ser candidatos para construir 
estructuras de acceso. Las restricciones temporales impuestas 
sobre la transacción. Los atributos utilizados en los predicados 
de la transacción pueden ser candidatos para construir 
estructuras de acceso. 
2.2.14. ESCOGER LA ORGANIZACIÓN DE LOS FICHEROS 
El objetivo de este paso es escoger la organización de 
ficheros óptima para cada relación. Por ejemplo, un fichero 
desordenado es una buena estructura cuando se va a cargar 
gran cantidad de datos en una relación al inicializarla, cuando la 
relación tiene pocas tuplas, también cuando en cada acceso se 
deben obtener todas las tuplas de la relación, o cuando la 
relación tiene una estructura de acceso adicional, como puede 
ser un índice. Por otra parte, los ficheros dispersos (hashing) son 
apropiados cuando se accede a las tuplas a través de los 
valores exactos de alguno de sus campos (condición de igualdad 
en el WHERE). Si la condición de búsqueda es distinta de la 
igualdad (búsqueda por rango, por patrón, etc.), la dispersión no 
es una buena opción. Hay otras organizaciones, como la ISAM o 





Las organizaciones de ficheros elegidas deben 
documentarse, justificando en cada caso la opción escogida. 
2.2.15. ESCOGER LOS ÍNDICES SECUNDARIOS 
Los índices secundarios permiten especificar caminos de 
acceso adicionales para las relaciones base. Por ejemplo, la 
relación INMUEBLE se puede haber almacenado en un fichero 
disperso a través del atributo inum. Si se accede a menudo a 
esta relación a través del atributo alquiler, se puede plantear la 
creación de un índice sobre dicho atributo para favorecer estos 
accesos. Pero hay que tener en cuenta que estos índices 
conllevan un coste de mantenimiento que hay que sopesar 
frente a la ganancia en prestaciones. A la hora de seleccionar 
los índices, se pueden seguir las siguientes indicaciones: 
Construir un índice sobre la clave primaria de cada relación 
base. No crear índices sobre relaciones pequeñas. Añadir un 
índice sobre los atributos que se utilizan para acceder con 
mucha frecuencia. Añadir un índice sobre las claves ajenas que 
se utilicen con frecuencia para hacer joins. Evitar los índices 
sobre atributos que se modifican a menudo. Evitar los índices 
sobre atributos poco selectivos (aquellos en los que la consulta 
selecciona una porción significativa de la relación). Evitar los 





Los índices creados se deben documentar, explicando las 
razones de su elección. 
2.2.16. CONSIDERAR LAS REDUNDANCIAS 
En ocasiones puede ser conveniente relajar las reglas de 
normalización introduciendo redundancias de forma controlada, 
con objeto de mejorar las prestaciones del sistema. En la etapa 
del diseño lógico se recomienda llegar, al menos, hasta la 
tercera forma normal para obtener un esquema con una 
estructura consistente y sin redundancias. Pero, a menudo, 
sucede que las bases de datos así normalizadas no 
proporcionan la máxima eficiencia, con lo que es necesario 
volver atrás y desnormalizar algunas relaciones, sacrificando los 
beneficios de la normalización para mejorar las prestaciones.  
Es importante hacer notar que la desnormalización sólo 
debe realizarse cuando se estime que el sistema no puede 
alcanzar las prestaciones deseadas. Y, desde luego, la 
necesidad de desnormalizar en ocasiones no implica eliminar la 
normalización del diseño lógico: la normalización obliga al 
diseñador a entender completamente cada uno de los atributos 
que se han de representar en la base de datos. Por lo tanto, hay 
que tener en cuenta los siguientes factores: 
La desnormalización hace que la implementación sea más 





flexibilidad. La desnormalización puede hacer que los accesos a 
datos sean más rápidos, pero ralentiza las actualizaciones. 
Por regla general, la desnormalización de una relación 
puede ser una opción viable cuando las prestaciones que se 
obtienen no son las deseadas y la relación se actualiza con poca 
frecuencia, pero se consulta muy a menudo. Las redundancias 
que se pueden incluir al desnormalizar son de varios tipos: se 
pueden introducir datos derivados (calculados a partir de otros 
datos), se pueden duplicar atributos o se pueden hacer joins de 
relaciones. 
El incluir un atributo derivado dependerá del coste adicional 
de almacenarlo y mantenerlo consistente con los datos de los 
que se deriva, frente al coste de calcularlo cada vez que se 
necesita. 
No se pueden establecer una serie de reglas que 
determinen cuándo desnormalizar relaciones, pero hay algunas 
situaciones muy comunes en donde puede considerarse esta 
posibilidad: 
Combinar relaciones de uno a uno.  Cuando hay relaciones 
(tablas) involucradas en relaciones de uno a uno, se accede a 
ellas de manera conjunta con frecuencia y casi no se les accede 
separadamente, se pueden combinar en una sola relación 
(tabla). Duplicar atributos no clave en relaciones de uno a 





se pueden incluir atributos de la relación (tabla) padre en la 
relación (tabla) hijo de las relaciones de uno a muchos. Tablas 
de referencia. Las tablas de referencia ( lookup) son listas de 
valores, cada uno de los cuales tiene un código. Por ejemplo 
puede haber una tabla de referencia para los tipos de inmueble, 
con las descripciones de estos tipos y un código asociado. Este 
tipo de tablas son un caso de relación de uno a muchos. En la 
relación INMUEBLE habrá una clave ajena a esta tabla para 
indicar el tipo de inmueble. De este modo, es muy fácil validar 
los datos, además de que se ahorra espacio escribiendo sólo el 
código y no la descripción para cada inmueble, además de 
ahorrar tiempo cuando se actualizan las descripciones. Si las 
tablas de referencia se utilizan a menudo en consultas críticas, 
se puede considerar la introducción de la descripción junto con 
el código en la relación (tabla) hijo, manteniendo la tabla de 
referencia para validación de datos. Duplicar claves ajenas en 
relaciones de uno a muchos para reducir los joins. Para evitar 
operaciones de join, se pueden incluir claves ajenas de una 
relación (tabla) en otra relación (tabla) con la que se relaciona 
(habrá que tener en cuenta ciertas restricciones). Duplicar 
atributos en relaciones de muchos a muchos para reducir los 
joins. Durante el diseño lógico se eliminan las relaciones de 
muchos a muchos introduciendo dos relaciones de uno a 
muchos. Esto hace que aparezca una nueva relación (tabla) 





la relación de muchos a muchos, se tiene que realizar el join de 
tres relaciones (tablas).  
Para evitar algunos de estos joins se pueden incluir 
algunos de los atributos de las relaciones (tablas) originales en 
la relación (tabla) intermedia. Introducir grupos repetitivos. Los 
grupos repetitivos se eliminan en el primer paso de la 
normalización para conseguir la primera forma normal. Estos 
grupos se eliminan introduciendo una nueva relación (tabla), 
generando una relación de uno a muchos.  
A veces, puede ser conveniente reintroducir los grupos 
repetitivos para mejorar las prestaciones. 
Todas las redundancias que se introduzcan en este paso 
se deben documentar y razonar. El esquema lógico se debe 
actualizar para reflejar los cambios introducidos. 
2.2.17. ESTIMAR LA NECESIDAD DE ESPACIO EN EL 
DISCO 
En caso de que se tenga que adquirir nuevo equipamiento 
informático, el diseñador debe estimar el espacio necesario en 
disco para la base de datos. Esta estimación depende del SGBD 
que se vaya a utilizar y del hardware. En general, se debe 
estimar el número de tuplas de cada relación y su tamaño. 






2.2.18. DISEÑAR LAS VISITAS DE LOS USUARIOS 
El objetivo de este paso es diseñar las vistas de los 
usuarios correspondientes a los esquemas lógicos locales. Las 
vistas, además de preservar la seguridad, mejoran la 
independencia de datos, reducen la complejidad y permiten que 
los usuarios vean los datos en el formato deseado. 
2.2.19. DISEÑAR REGLAS DE ACCESO 
Según [22]. El administrador de la base de datos asigna a 
cada usuario un identificador que tendrá una palabra secreta 
asociada por motivos de seguridad. Para cada usuario o grupo 
de usuarios se otorgarán permisos para realizar determinadas 
acciones sobre determinados objetos de la base de datos.  
Por ejemplo, los usuarios de un determinado grupo pueden 
tener permiso para consultar los datos de una relación base 
concreta y no tener permiso para actualizarlos. 
2.2.20. IMPORTANCIA DEL MODELO FÍSICO DE DATOS 
Recibe como entrada el esquema lógico y da como 
resultado un esquema físico, que es una descripción de la 
implementación de una base de datos en la memoria 
secundaria, describe las estructuras de almacenamiento y los 






2.2.21. DISEÑO DE LA BASE DE DATOS 
En [23] El diseño de una base de datos es de suma 
importancia ya que de ello dependerá que nuestros datos estén 
correctamente actualizados y la información siempre sea exacta. 
Si hacemos un buen diseño de base de datos podremos obtener 
reportes efectivos y eficientes. 
En cualquier base de datos la información está almacenada 
en tablas las cuales a su vez están formadas por columnas y 
filas. La base de datos más simple consta de una sola tabla 
aunque la mayoría de las bases de datos necesitarán varias 
tablas. 
Las filas de una tabla también reciben el nombre 
de registros y las columnas también son llamadas campos. 
DISEÑAR Y MODELAR UNA BASE DE DATOS 
Al diseñar una base de datos determinamos las tablas y 
campos que darán forma a nuestra base de datos. El hecho de 
tomarnos el tiempo necesario para identificar, organizar y 
relacionar la información nos evitará problemas posteriores. 
Es por eso que para diseñar una base de datos es 
necesario conocer la problemática y todo el contexto sobre la 
información que se almacenará en nuestro repositorio de datos. 
Debemos determinar la finalidad de la base de datos y en base a 





continuación los 5 pasos esenciales para realizar un buen diseño 
y modelo de una base de datos. 
- IDENTIFICAR LAS TABLAS. debemos identificar 
adecuadamente los elementos de información y dividirlos en 
entidades (temas principales) como pueden ser las 
sucursales, los productos, los clientes, etc. Para cada uno 
de los objetos identificados crearemos una tabla. 
- DETERMINAR LOS CAMPOS. Cada entidad representada 
por una tabla posee características propias que lo describen 
y que lo hacen diferente de los demás objetos. Esas 
características de cada entidad serán nuestros campos de la 
tabla los cuales describirán adecuadamente a cada registro. 
Por ejemplo, una tabla de libros impresos tendrá los campos 
ISBN, título, páginas, autor, etc. 
- DETERMINAR LAS LLAVES PRIMARIAS. Una llave 
primaria es un identificador único para cada registro (fila) de 
una tabla. La llave primaria es un campo de la tabla cuyo 
valor será diferente para todos los registros. Por ejemplo, 
para una tabla de libros, la llave primaria bien podría ser el 
ISBN el cual es único para cada libro. Para una tabla de 
productos se tendría una clave de producto que los 
identifique de manera única. 
- DETERMINAR LAS RELACIONES ENTRE TABLAS. 





alguna relación entre ellas. Cuando encontramos que existe 
una relación entre dos tablas debemos identificar el campo 
de relación. Por ejemplo, en una base de datos de productos 
y categorías existirá una relación entre las dos tablas porque 
una categoría puede tener varios productos asignados. Por 
lo tanto el campo con el código de la categoría será el 
campo que establezca la relación entre ambas tablas. 
- IDENTIFICAR Y REMOVER DATOS REPETIDOS. 
Finalmente examina cada una de las tablas y verifica que no 
exista información repetida. El tener información repetida 
puede causar problemas de consistencia en los datos 
además de ocupar más espacio de almacenamiento. 
2.2.22. CREACIÓN DE UNA BASE DE DATOS 
En [24] Prácticamente, la creación de la base de datos 
consiste en la creación de las tablas que la componen. En 
realidad, antes de poder proceder a la creación de las tablas, 
normalmente hay que crear la base de datos, lo que a menudo 
significa definir un espacio de nombres separado para cada 
conjunto de tablas. 
La sintaxis empleada por SQL, pero también por las DBMS 
más difundidas, es la siguiente: 





Una vez creada la base de datos, se pueden crear las 
tablas que la componen. La instrucción SQL propuesta para este 
fin es: 
CREATE TABLE nombre_tabla (nombre_columna tipo_columna) 
Nombre_columna: es el nombre de la columna que 
compone la tabla.  
Tipo_columna: es la indicación del tipo de dato que la 
columna podrá contener.  
PRIMARY KEY, que indica que la columna es la llave primaria 
de la tabla. 
Ejemplo de creación de una tabla: 
CREATE TABLEPublicacion (ID INTEGER PRIMARY 
KEY,typeCHAR(18)NOTNULL); 
La instrucción anterior crea la tabla Publicacion, formada 
por las dos columna ID de tipo INTEGER, y type de tipo 
CHAR(18). ID es la llave primaria de la relación. En el atributo 
type hay un vínculo de no nulidad. 
La instrucción SQL que lleva a cabo la inclusión de una 
nueva línea en una tabla es INSERT. La sintaxis con la que ésta 





INSERT INTO Nombre_tabla [(Lista_campos)]VALUES 
(Lista_valores) 
 
Nombre_tabla: es el nombre de la tabla en la que se tiene que 
incluir la nueva línea. 
Lista_campos: es la lista de los nombres de los campos a los 
que hay que asignar un valor, separados entre sí por una coma.  
Lista_valores: es la lista de los valores que se les darán a los 
campos de la tabla en el orden y número especificados por la 
lista_campos o en la de la definición de la tabla (si no se 
especifica lista_campos).  
El ejemplo anterior de inclusión se ejecuta a través de las 
siguientes instrucciones SQL: 
INSERT INTO Person VALUES (1, 'Agosti', 'Maristella') 
INSERT INTO Person VALUES (2, 'Benfante', 'Lucio'); 
INSERT INTO Person VALUES (3, 'Melucci', 'Massimo'); 
INSERT INTO Person VALUES (4, 'Spaccapietra', 'S.'); 
INSERT INTO Person VALUES (5, 'Maryansky', 'F.'); 
2.2.23. DISEÑO FÍSICO DE BASE DE DATOS 
El diseño físico de la base de datos optimiza el rendimiento 
a la vez que asegura la integridad de los datos al evitar 
repeticiones innecesarias de datos. Durante el diseño físico, se 





atributos en columnas. Podemos mostrar un ejemplo sobre el 
análisis de un sistema de matrícula, el cual mencionamos a 
continuación: 
Estructura de la Base de Datos del Sistema de Matrícula y 
Registro Académico. 
 Tabla Alumnos 







































Identifica el año académico 
Identifica el grado del estudiante 
Identifica a la sección del estudiante 
Identifica el código del estudiante 
Identifica el apellido y nombre del alumno 
Identifica el sexo del estudiante 
Hace referencia a la fecha de nacimiento 
Identifica si es ingresante, regular, repitente 
Identifica el país de procedencia 
Campo que señala si aun vive el padre 
Campo que señala si aun vive la madre 
Campo que señala la lengua materna 
Campo que señala la segunda lengua 
Campo que señala si el estudiante trabaja 
Campo que señala las horas de trabajo por 
semana 
Muestra el grado de instrucción de la madre 
Muestra el código de la escuela de donde 





NombreProcedencia VarChar (30) 
 
Muestra el nombre de la escuela 
 























Formado por los campos (Annio, Grado, 
CodigoAlumno) 
Formado por  el campo(SituacionMatricula) y 
se relaciona con la tabla SituaciónAlumno 
Formado por  el campo(LenguaMaterna) y se 
relaciona con la tabla Lengua 
Formado por  el campo(SegundaLengua) y se 
relaciona con la tabla Lengua 
Formado por  el campo(Pais) y se relaciona 
con la tabla PaisAlumno 
Formado por  el campo(EscolaridadMadre) y 
se relaciona con la tabla EstudioMadre 
 Tabla Lengua 





Identifica el código de la lengua 
Identifica el nombre de la lengua  
CLAVES TIPO DE CLAVE DESCRIPCIÓN 
PK_Lengua Principal  Formado por  el campo(Codigo) 
 Tabla SituacionAlumno 







Identifica el código de situación del alumno que 
puede ser I,P,R,RE. 
Identifica el nombre de situación del alumno  
CLAVES TIPO DE CLAVE DESCRIPCIÓN 





 Tabla PaisAlumno 





Identifica el código del país 
Identifica el nombre del país  
CLAVES TIPO DE CLAVE DESCRIPCIÓN 
PK_PaisAlumno Principal  Formado por  el campo(Codigo) 
 
 Tabla EstudioMadre 







Identifica el código del nivel de instrucción de la 
madre 
Identifica la descripción del nivel de instrucción  
CLAVES TIPO DE CLAVE DESCRIPCIÓN 
PK_EstudioMadre Principal  Formado por  el campo(Codigo) 
 
 Tabla Cursos 











Identifica el año académico 
Identifica el grado 
Identifica el código del curso 
Campo que señala el nombre del curso 
Campo que identifica el código del docente que 
está a cargo del curso  
 






Formado por los campos (Annio, Grado, 
CodigoCurso) 





Foránea relaciona con la tabla docentes 
 
 Tabla Docentes 







Identifica el código del docente 
Campo que identifica el nombre del docente 
Campo que identifica la dirección del docente 
CLAVES TIPO DE CLAVE DESCRIPCIÓN 
PK_Docentes Principal  Formado por el campo (CodigoDocente) 
 
 Tabla Notas 



















Identifica al  año académico 
Identifica el grado del alumno 
Identifica la sección donde está el alumno 
Identifica el código del alumno 
Identifica el código del curso 
Campo que identifica la primera nota 
Campo que identifica la segunda nota 
Campo que identifica la tercera nota 
Campo que identifica la nota final 










Formado por los campos (Annio, Grado, 
CodigoAlumno, CodigoCurso) 
Formado por los campos(Anio, Grado, 
CodigoCurso) y se relaciona con la tabla cursos 
Formado por los campos(Anio, Grado, 







 Tabla Usuarios 









Identifica el código del usuario 
Identifica el nombre del usuario 
Campo que  señala el tipo de usuario 
Campo que señala la clave del usuario 
CLAVES TIPO DE CLAVE DESCRIPCIÓN 
PK_Usuarios Principal  Formado por  el campo(CodigoUsuario) 
A continuación mostramos las relaciones de las tablas, listas para 
generar la aplicación web, en este un sistema de matrícula. 
 







2.3. MARCO CONCEPTUAL 
2.3.1. BASE DE DATOS 
Una base de datos es un “almacén” que nos permite 
guardar grandes cantidades de información de forma organizada 
para que luego podamos encontrar y utilizar fácilmente. 
2.3.2. GENERADOR 
Un generador es un sistema que permite crear otro sistema 
a partir de un diseño de base de datos. 
2.3.3. MODELO 
Un modelo es una representación de un objeto, sistema o 
idea. El propósito de los modelos es ayudarnos a explicar, 
entender o mejorar un sistema. 
2.3.4. MODELO LÓGICO DE DATOS 
Recibe como entrada el esquema conceptual y da como 
resultado un esquema lógico, que es una descripción de la 
estructura de la base de datos. 
2.3.5. MODELO FÍSICO DE DATOS 
Es una descripción de la implementación de una base de 
datos en la memoria secundaria, describe las estructuras de 





efectivo a los datos. Prácticamente un modelo físico de  datos es 
la representación del modelo físico de datos en el mismo SGDB. 
2.3.6. SISTEMA 
Un sistema es un conjunto de partes o elementos 


























III. METODOLOGÍA DE LA INVESTIGACIÓN 
  
3.1. METODOLOGÍA DE LA INVESTIGACIÓN 
La metodología que se utilizó en el presente trabajo de 
investigación es mixta: Basado en un estudio de caso y por 
consiguiente es propositivo, ya que el objetivo fundamental es 
solucionar el problema de la generación de aplicaciones web a  
partir del modelo físico de datos. 
La metodología de estudio de caso, es cualitativa y de 
carácter descriptivo, y se emplea en este caso para estudiar un 
fenómeno complejo o un sistema. 
Como es sabido, los estudios de caso no permiten hacer 
generalizaciones en base a muestras e hipótesis; sin embargo, el 
punto fuerte radica en la capacidad para hacer explicaciones o 
interpretaciones, las cuales pueden ser propagadas en un estudio 
comparativo posterior; tales interpretaciones como metodología, se 
elaboran a través de un proceso progresivo de definición de temas 
relevantes, recolección de datos, interpretación, validación y 
redacción del caso. Del mismo modo, los estudios de caso tienen 





relevantes que son los que orientan el estudio, por sobre una 
hipótesis como ocurre en la investigación científica; en este sentido, 
el objetivo central es el marco sobre el que se elaboró la 
información. 
Por otro lado, la investigación propositiva, es un análisis 
crítico de algún tema para evaluar fallas y por último proceder a 
cambios concretos. La investigación propositiva es aquella que 
conduce a la creación de nuevas estructuras de investigación 
mediante la relación sustantivamente significativa entre los 
problemas de la realidad y sus alternativas de solución. 
De igual forma, investiga y crea conocimientos sobre la 
realidad, a través de  técnicas y procedimientos propios de la 
investigación propositiva. Se  convierte en consecuencia en una de 
las estrategias fundamentales, fundamentando el conocimiento y la 
acción en el  análisis teórico, la investigación rigurosa y la reflexión 
crítica y propositiva  respecto de la realidad social, como aportes a 




La presente investigación tiene la función primordial de 
solucionar una problemática, aportando investigación cualitativa, y 
dentro de ésta, la metodología de la  investigación – acción. 
Por lo tanto, para que el proceso sea eficiente y eficaz, además de 





técnicas e instrumentos que  proporciona la investigación científica, 
los mismos que sirvieron y se aplicaron durante el proceso 
investigativo. 
 
Se hizo uso y aplicación de los métodos generales o lógicos, 
así: 
 
Inductivo: El cual nos permitió llegar a conclusiones de carácter 
general,  siguiendo todos los pasos que este método implica, desde 
aspectos de carácter  puntual y particular, no sólo para la tabulación 
y análisis de la información del  diagnóstico, sino también para los 
demás aspectos o capítulos como el marco  teórico, la propuesta y 
principalmente el análisis de los impactos (propuestas,  entrevistas 
entre otras) 
 
Deductivo: Método que sin lugar a dudas sirvió de mucho 
fundamentalmente  en los aspectos de carácter técnico y científico, 
ya que teorías, modelos  corrientes, paradigmas, entre otros, fueron 
analizados desde sus aspectos más  generales, hasta llegar 
cronológicamente a aplicar, relacionar y puntualizar en  aspectos de 
carácter particular en todo el proceso investigativo. Este método 
que proporciona un mejor conocimiento de las diferentes esferas de 
actividad, mediante ella se aplicó los principios descubiertos a 





los  aspectos generales a los aspectos o casos particulares que se 
presenta en  una investigación. 
 
Analítico: Toda la teoría, hechos y acontecimientos fueron 
analizados  técnicamente de tal forma que se entendió estructurada 
coyunturalmente todos los aspectos relacionados con esta 
investigación. 
 
Sintético: Como todos los anteriores, este método general permitió 
como  consecuencia del análisis, sintetizar la información relevante 
relacionada con esta temática, de tal forma, que no solo 
mentalmente nos permitió organizar  ideas y hechos, sino que 
también se pudo explicitar en el informe a través  de la metodología 




Observación: La observación se realizó directamente en el lugar 
de los hechos y fue muy útil y significativa, puesto que sólo el 
contacto directo y la relación con la problemática y propuesta 
permitió captar información real, confiable y objetiva, la cual una vez 
procesada aportó en todos los aspectos en la presente 






Análisis documental: Esta técnica para captar información 
secundaria permitió no solo estar a la vanguardia de los últimos 
adelantos técnicos y científicos de los componentes del proyecto, 
sino también de aspectos que otras ciencias y áreas puedan aportar 
a la  investigación. La información secundaria se obtuvo a través de 
una serie de documentos, levantamientos bibliográficos, revistas, 




Para operativizar las técnicas anteriormente mencionadas, fue 
necesaria una serie de instrumentos de investigación que nos 
permitieron captar la información, siendo el más utilizado el registro 
de observación 
 
3.5. PRUEBA DE HIPÓTESIS 
 
En el presente trabajo no se aplica prueba de hipótesis, dado 
que la investigación es de tipo cualitativa en la que se pretende dar 
solución a un problema, a través del análisis, diseño y codificación 
de un Sistema de generador de aplicaciones a partir de modelos 












IV. PRESENTACIÓN DE RESULTADOS 
 
 
4.1. ANÁLISIS DEL SISTEMA 
En este punto se identifican los requisitos que satisfacen los 
objetivos planteados, el cómo se llegó a estos requisitos, y 
posteriormente se presenta la metodología que se utilizó para la 
realización de GENCRUD, la planificación inicial y su evolución en el 
tiempo. 
4.1.1. REQUISITOS DEL SISTEMA. 
Los requisitos que serán presentados a continuación para 
el desarrollo del GENCRUD fueron cambiando y evolucionando 
en el tiempo, con el conocimiento adquirido por el autor con la 
investigación de técnicas y tecnologías usadas para la 
generación de código, la creación de prototipos evolutivos de 
puntos críticos del generador y con cada incremento de 






4.1.2. DESCRIPCIÓN GENERAL 
Como ya se ha definido, GENCRUD es una herramienta 
orientada a acelerar y facilitar la creación de aplicaciones Web, 
por medio de la generación de código fuente para operaciones 
CRUD para cada una de las tablas seleccionadas del esquema 
de datos.   
Su funcionamiento se basa en un modelo de datos del cual 
se desea crear la aplicación Web, y el generador toma las 
definiciones de las tablas, campos y sus relaciones y genera la 
presentación para cada una de sus tablas seleccionadas, 
cuando el generador se ejecute con el modelo de datos 
seleccionado, lo que permite obtener una aplicación Web 
multicapa lista para ser ejecutada. 
La herramienta permite al usuario varios parámetros de 
configuración para la generación, con un proceso sencillo y 
amigable, y permite la evolución de la aplicación generada por 
medio de la regeneración de código siguiendo un proceso no 
destructivo.  
Estos son los requisitos de manera general que debe 
cumplir la aplicación, y aunque parecen ser simples y claros, la 
mayoría del trabajo es altamente técnico y se encuentra en las 






4.1.3. REQUISITOS FUNCIONALES 
Los parámetros de configuración para la generación son 
capturados en forma organizada y son los siguientes:   
 Datos de la conexión con la BD: Host, Usuario MySql, 
Password 
 Modelo físico de datos, esquema de datos  
 Selección de tablas a ser generadas en base al esquema 
de datos seleccionado.  
 Selección de tabla de manejo de usuarios y de campos de 
usuario y Password dentro de esta tabla y que serán 
usados para tener una autenticación básica de usuarios a 
la aplicación generada.  
 Selección de campos a generar, esta será una selección 
por tabla. Además, se podrá especificar el campo de 
búsqueda que será usado por las tablas hijo relacionadas a 
la tabla que se está configurando.  
 Pre-visualización de la plantilla de presentación de 
aplicación generada.    
 Al ejecutar la generación se presenta una serie de 
mensajes de avance del proceso de generación. 
A continuación mostramos el caso de uso que permite 














Fig.2Casos de Uso para la generación 
Después de observaciones realizadas y de la creación de 
los primeros prototipos se encontró que para que las 
aplicaciones generadas sean realmente útiles, deberían tener 
ciertas funcionalidades ya generadas, como son: 
 La elección de la aplicación con o sin Autenticación de 
usuarios, por medio de usuario y password que deberán 
ser validados contra una tabla en el esquema de base de 
datos.  
 Menú de navegación para acceso a la administración 




Configurar conexion a BD
Seleccion de tablas, campos y 
relaciones
Base de datos








Para la administración CRUD de cada tabla:  
 Presentación descriptiva de relaciones padre: cuando 
exista una clave foránea perteneciente a una tabla padre, 
se deberá presentar el campo de búsqueda o descripción 
de la tabla padre a cambio del identificador. Esto permite 
que sea mucho más descriptiva y clara la información que 
se presenta como parte de cada registro.  
 Filtrado de resultados: en los listados existe filtrado de 
resultados por todos los campos, excepto por la clave 
primaria. En el caso de la búsqueda de relaciones padre, 
tiene la capacidad de búsqueda y selección fácil del 
resultado.   
 Paginación de resultados: los resultados de los listados 
pueden ser paginados, con una administración de la 
paginación que permite definir el número de resultados por 
página y la página a la que se desea ir. 
4.1.4. ATRIBUTOS DE CALIDAD 
Entre los atributos de calidad más importantes que se ha 
definido, son los siguientes:  
 USABILIDAD, que permite la instalación del generador y 
del ambiente de manera sencilla y que además el proceso 





menor a 5 minutos) para alguien con experiencia media en 
el ambiente de desarrollo.  
 PORTABILIDAD, el sistema GENCRUD puede ser 
ejecutado en múltiples sistemas operativos.  
 MANTENIBILIDAD, El sistema GENCRUD permite realizar 
modificaciones y aumentos de funcionalidad al generador 
con mínimo esfuerzo.  
 EXTENSIBILIDAD, se pueda agregar al proceso de 
generación, de manera sencilla nuevas bases de datos.  
Como atributos no funcionales, se tomó en cuenta los 
puntos críticos o áreas de riesgo para el desarrollo como son:  
 Creación de una abstracción del modelo de datos y sus 
relaciones. Esta abstracción debe ser simple, pero a la vez 
lo suficientemente completa y robusta para que se pueda 
generar una serie de elementos de código en base a este 
modelo de datos y sus relaciones.  
 Generación de código en base a plantillas: para hacer que 
el resultado de la generación pueda ser mantenible y 
editable de manera más sencilla.  
 Regeneración de código de la aplicación: permite que 





aplicación generada  con los cambios hechos al esquema 
de base de datos.  
4.2. DESARROLLO DE SOFTWARE 
4.2.1. METODOLOGÍA DE DESARROLLO DEL SISTEMA 
GENERADOR DE APLICACIONES WEB A PARTIR 
DEL MODELO FÍSICO DE DATOS 
Para la realización del proyecto se utilizó una metodología 
iterativa-incremental en la cual se realizaron 4 iteraciones y en 
cada una de ellas se agregó al sistema parte de la funcionalidad 
requerida y se realizaron mejoras.  
El desarrollo Iterativo permite hacer repeticiones que pasan 
por todas las actividades del desarrollo como son: análisis, 
arquitectura, diseño, implementación, pruebas e instalación. Se 
dice que un proceso es iterativo incremental cuando en cada 
iteración se añade algo nuevo de valor que nos acerca cada vez 







It1 It2 It3 It4 It5 Itn
It = Iteración  





En la Figura se puede ver una representación en el tiempo 
de lo que es desarrollo iterativo incremental y el esfuerzo 
empleado en cada una de las actividades del desarrollo 
conforme avanza el proyecto. 
Para el desarrollo de GENCRUD además del uso de 
incrementos se usó prototipos evolutivos, lo que permitió que la 
definición de los requisitos y necesidades de la herramienta 
fueran madurando y evolucionando, durante el tiempo de 
desarrollo, hasta convertirse en el producto funcional y deseado.  
También, se tomó en cuenta los puntos críticos o áreas de 
riesgo para el desarrollo, para valorar los elementos que 
requerían ser parte de un prototipo o serían implementados en 
las primeras iteraciones; de esta manera se logró reducir el  
riesgo de la construcción de la herramienta en las etapas más 
tempranas del desarrollo.   
4.3. ARQUITECTURA Y DISEÑO DEL SISTEMA 
En la metodología de desarrollo se presenta una descripción 
general que sirve de introducción a las decisiones que se tomaron como 
parte de  la arquitectura y el diseño. 
Posteriormente se describen 3 de los niveles importantes de la 
arquitectura que son: el ambiente de ejecución del generador, la 
arquitectura del generador en sí y, por último, la arquitectura que tendrán 





detallado de los componentes más importantes que componen el 
generador y las soluciones generadas.  
4.4. DESCRIPCIÓN DEL GENERADOR DE APLICACIONES 
Para el desarrollo de GENCRUD, además del uso de 
incrementos, se usó prototipos evolutivos lo que permitió que la 
definición de los requisitos, el diseño y la arquitectura de la herramienta 
fueran madurando y evolucionando, durante el tiempo  de desarrollo, 
hasta convertirse en el producto funcional deseado.  
También, se tomó en cuenta los puntos críticos o áreas de riesgo 
para el desarrollo para valorar los elementos que requerían ser parte de 
un prototipo o serían implementados en las primeras iteraciones; de esta 
manera se logró reducir el  riesgo de la construcción de la herramienta 
en las etapas más tempranas del desarrollo.  
Una de las decisiones más importantes para poder satisfacer los 
atributos de calidad y los requisitos no funcionales planteados para 
GENCRUD, es la del ambiente de ejecución que debe ser una 
plataforma completa que permita ser extensible, flexible y que se pueda 
ejecutar en múltiples plataformas (sistemas operativos). 
4.5. ARQUITECTURA DEL GENCRUD 
El contexto en el cual funciona el sistema generador, se basa en 
tomar los metadatos del esquema de la Base de Datos que se quiere 





las definiciones de las tablas, campos, tipos de datos, sus relaciones, 
claves primarias y foráneas. Con esto construye una representación en 
memoria de estas definiciones y genera los elementos necesarios en 
base a las plantillas  para que se pueda hacer el mantenimiento CRUD 
de cada tabla con sus respectivas relaciones. Se crearán elementos 
generales de la aplicación y elementos específicos por tabla. 
A continuación se presenta, un esquema de frontera del 
funcionamiento de GENCRUD en donde se puede apreciar el 
funcionamiento básico del generador. Toma los metadatos del esquema 
de datos que se desea generar desde el motor de base de datos y en 











Fig.4 Funcionamiento Propuesto para el sistema 





















El desarrollador instala, ejecuta y configura GENCRUD dentro de 
un navegador de Internet para acceder a la información de metadatos 
del esquema del que se desea generar la aplicación Web. La aplicación 
generada también funciona dentro de la plataforma de Internet y es 
modificada y ejecutada por el desarrollador para manejar los datos del 








Fig.5 GENCRUD y  las aplicaciones generadas 
GENCRUD está compuesto por 3 grandes componentes que son:  
MANEJADOR DE PRESENTACIÓN: es el componente que se encarga 
de la integración con la plataforma del Navegador de Internet; es decir 
contiene la implementación de los elementos visuales específicos de la 
plataforma para que el desarrollador pueda interactuar y realizar la 
generación de manera sencilla. Se encarga de la captura  de 
información, de las notificaciones al desarrollador y de las 
actualizaciones necesarias a la plataforma.   
Desarrollador
Plataforma de Navegador de 
Internet 
SISTEMA GENERADOR 













MANEJADOR DE BD: Es el componente que se encarga de proveer el 
manejo  de la conexión al motor de base de datos y la creación del 
modelo de abstracción o representación de metadatos (tablas, campos, 
tipos de datos, relaciones, claves primarias y foráneas, etc.) que será 
usado por GENCRUD para que el desarrollador configure cuáles de 
estos elementos desea generar y para la generación en sí. Por medio de 
este componente se logra desacoplar el generador del lugar que se 
obtiene la representación de los metadatos, pudiendo tener varias 
fuentes de datos e implementaciones de acceso a datos.  
MANEJADOR DE GENERACIÓN: Es el componente que se encarga de 
la generación de los archivos físicos. En este componente se encuentra 
la implementación de la creación de todos los archivos necesarios para 
tener una aplicación Web en base a la representación de metadatos y 
parámetros de configuración.  
4.6. METODOLOGÍA DE DESARROLLO APLICADA 
Esta sección describe las herramientas que se utilizaron para 
construir GENCRUD, los prototipos evolutivos realizados y por último 
especifica la metodología de desarrollo aplicada detallando las 
iteraciones realizadas. 
4.6.1. ITERACIÓN 1. 
La iteración uno de la construcción de GENCRUD 
comprendió la creación de los prototipos 1 y 2, además de su 





funcional para generación de aplicaciones Web que pudieran ser 
importadas como proyectos, editados y evolucionados.  
El objetivo de esta primera iteración fue el reducir la mayor 
cantidad de riesgos posibles para la generación de aplicaciones, 
pero además que se pudiera tener una primera versión de 
GENCRUD que pudiera ser probada y usada. Es por esto que se 
atacó los 2 puntos críticos complementarios, que son: el de 
creación de la representación del modelo de metadatos y el de 
generación de la aplicación.  
Esta primera versión era visualmente muy rústica para el 
usuario y además requería de varios procesos manuales de 
importación y actualización de archivos y proyectos para poder 
usar las aplicaciones generadas.  
4.6.2. ITERACIÓN 2 
La primera versión totalmente funcional de GENCRUD se 
usó como una de las herramientas para la creación del sistema 
Simple - Sistema de Implementación de Mejora de Procesos, 
con lo cual se pudo obtener retroalimentación sobre las 
limitaciones y necesidades del sistema de generación deseado. 
El objetivo de la segunda iteración fue el poder  corregir 
algunas de las limitaciones y necesidades encontradas por el 
uso de GENCRUD en el proyecto real. Estas limitaciones se 





aplicaciones Web y también en la representación del modelo de 
metadatos en el que se basan, ya que se requería de funciones 
CRUD más ricas hacia los usuarios, como son las de búsqueda 
(filtrado) por varios campos, ordenamiento, paginación y 
búsqueda de relaciones de clases padre.  
En esta iteración se hizo un trabajo conjunto y cercano con 
el proyecto Simple para que este proyecto fuera utilizando los 
avances que se realizaban en GENCRUD para seguir 
construyendo la herramienta. La capacidad de poder contar con 
una validación casi al instante aceleró la evolución de las 
plantillas para aplicaciones Web y de la representación de 
modelos de metadatos, hasta llegar a un punto donde el autor 
las consideró bastante maduras para poder crear otras 
aplicaciones. 
4.6.3. ITERACIÓN 3 
Se realizó el prototipo 3 para la integración con la 
plataforma de navegador de internet para poder reducir este 
riesgo. Una vez finalizado el prototipo, se procedió a la 
integración completa de GENCRUD con el IDE del navegador, 
esto implicó la refactorización de algunos de los componentes 







4.6.4. ITERACIÓN 4 
La última iteración se centró en la capacidad de 
regeneración de los proyectos generados, dado que este es uno 
de los puntos más valiosos de GENCRUD. Se refactorizó la 
aplicación para que se pueda reutilizar muchos de los elementos 
visuales que se usan en el Wizard de generación para el Editor 
de regeneración, también se creó la funcionalidad para 
almacenar los valores ingresados por el usuario en la generación 
en el módulo: módulos, que sirven para la regeneración.  
En esta iteración se trató de cerrar todos los pequeños 
cambios pendientes para finalizar el proyecto, como por ejemplo 
parámetros de configuración faltantes. Otra funcionalidad 
importante que se realizó como parte de esta iteración fue la 
creación del proyecto de Feature y del proyecto de Updatesite 
para poder empaquetar y distribuir GENCRUD de manera 
estándar para su instalación. 
En todas las iteraciones y prototipos se realizaron pruebas 
generando aplicaciones de ejemplo; pero al final de esta 
iteración se creó un ejemplo de validación final de GENCRUD 
que es presentado como parte de esta tesis 
4.7. CÓDIGO FUENTE DEL SISTEMA GENCRUD 
El código fuente de un programa software es un conjunto 





la computadora para ejecutar dicho programa, básicamente es el motor 
de nuestra investigación. Por tanto, en el código fuente de un programa 
está escrito por completo su funcionamiento. 
El código fuente del presente programa fue escrito en php. 
El código fuente del sistema propuesto está definido en función a 
archivos, debidamente almacenado en el servidor, por la importancia en 






$dbname = $_GET['Database']; 
$tablename = $_GET['Tabla']; 
 




//Campos da consulta 
$colunas = $_GET['Colunas']; 
//Valores para los filtros 
$campo0 = $_GET['Field0']; 
$campo1 = $_GET['Field1']; 
$campo5 = $_GET['Field5']; 
$cond1 = $_GET['Cond1']; 
$cond5 = $_GET['Cond5']; 
$val1 = $_GET['Valor1']; 
$val5 = $_GET['Valor5']; 
$order = $_GET['Order']; 
 
//Limitando cantidad de registros retornados 
$start = $_GET['start'];; 
$limit = $_GET['limit'];; 
$lim = "$start, $limit"; 
 
//Monta Consulta SQL 
mysql_query("SET NAMES 'utf8';"); 
 







 if ($php_ver == "php5_x"){  
  $colun = json_decode(stripslashes($colunas)); 
 } 
 else {   
  $c = json_decode(stripslashes(json_encode($colunas))); 
  $colun = json_decode($c); 
 }  
 foreach ($colun as $value) { 




 $sql -> Add("col",$campo0); 
} 
$sql -> Add("table",$tablename);  
 if ($val1<>""){ 
  $sql -> Add("where","$campo1 $cond1 '$val1'"); 
 }; 
 if ($val5<>""){ 
  $sql -> Add("where","$campo5 $cond5 '$val5'"); 
 };  
$sql -> Add("orderby",$order); 
$queryTotal = $sql->toSql(); 
$sql -> Add("limit",$lim); 
  
 //Montando retorno json para Extjs 
 $query = $sql->toSql(); 
 $arr_data = array(); 
 $result = mysql_query($query); 
 $ncampos = mysql_num_fields($result); 
  
 //Contando total da cosulta sem el limite 
 $resultTotal = mysql_query($queryTotal); 
 $num_rows = mysql_num_rows($resultTotal); 
  
 //Contando total de registros da tabla 
 $count = mysql_query("SELECT COUNT($campo0) FROM 
$tablename"); 
 $rowCount = mysql_fetch_array($count); 
 $total_count = $rowCount[0];  
  
 //Datos retornados da consulta 
 while ($row = mysql_fetch_assoc($result)) { 
  $arr_data[] = ($row);  
 } 
 
 //Retorno JSON 
 //echo '{"sql" : '.json_encode($sql->toSql()).'}'; 
 echo '{"success":"true",  
 "dbname":"'.$dbname.'",  
 "tablename":"'.$tablename.'", 
 "chave":"'.$campo0.'",  














//Clase Generadora de Consulta SQL 
class SqlQuery 
 { 
  var $Fields = array ("col", "table", "where", "groupby", "having", 
"orderby", "value", "campos", "limit"); 
  var $Sql = array(); 
   
  var $typeQuery = "select";   
   
  function SqlQuery($typeQuery) 
  { 
    $this->typeQuery = $typeQuery; 
  } 
   
  function Add($method,$param) 
  { 
   if(in_array(strtolower($method),$this->Fields))  
   { 
    $this->Sql[$method][] = $param; 
   } 
  } 
   
  function addWhereMulti($column, $values, $possitive = TRUE) { 
  
   foreach ($values as $value) 
    $where[] = "$column = '$value'"; 
  
   $sqlWhere = implode($where, " OR "); 
   if (!$possitive) 
    $sqlWhere = "NOT (".$sqlWhere.") OR $column IS 
NULL";; 
  
   $this->addWhere($sqlWhere); 
  
  } 
  
  function toSql() { 
  
   if (!($this->Sql["table"])) { 
    return FALSE; 
   } 
  
   $query = FALSE; 






    // SELECT 
    case ("select") :  
     if (!($this->Sql["col"])) break; 
     $query = "SELECT `".implode($this->Sql["col"], 
"`, `")."` FROM ".implode($this->Sql["table"], " "); 
     if (isset ($this->Sql["where"])) 
      $query .= " WHERE (".implode($this-
>Sql["where"], ") AND (").")"; 
     if (isset ($this->Sql["groupby"])) 
      $query .= " GROUP BY ".implode($this-
>Sql["groupby"], ", "); 
     if (isset ($this->Sql["having"])) 
      $query .= " HAVING ".implode($this-
>Sql["having"], " AND "); 
     if (isset ($this->Sql["orderby"])) 
      $query .= " ORDER BY ".implode($this-
>Sql["orderby"], ", "); 
     if (isset ($this->Sql["limit"])) 
      $query .= " LIMIT ".implode($this-
>Sql["limit"], ", "); 
     break; 
      
    // SELECT ALL 
    case ("selectAll") :  
     if (!($this->Sql["col"])) break; 
     $query = "SELECT ".implode($this->Sql["col"], ", 
")." FROM ".implode($this->Sql["table"], " "); 
     if (isset ($this->Sql["where"])) 
      $query .= " WHERE (".implode($this-
>Sql["where"], ") AND (").")"; 
     if (isset ($this->Sql["groupby"])) 
      $query .= " GROUP BY ".implode($this-
>Sql["groupby"], ", "); 
     if (isset ($this->Sql["having"])) 
      $query .= " HAVING ".implode($this-
>Sql["having"], " AND "); 
     if (isset ($this->Sql["orderby"])) 
      $query .= " ORDER BY ".implode($this-
>Sql["orderby"], ", "); 
     break;  
  
    // INSERT 
    case ("insert") :  
     if (empty($this->Sql["value"])) break; 
  
     $query = "INSERT INTO ".implode($this-
>Sql["table"], ", "); 
     //  
     if (isset ($this->Sql["col"])) { 
      if (count($this->Sql["col"]) != count($this-
>Sql["value"])) 
       genError ("INSERT: Nao foi 
possivel execuar a operacao.", 1); 






     } 
     $query .= " VALUES (".implode($this-
>Sql["value"], ",").")"; 
     break; 
  
    // UPDATE 
    case ("update") :  
     if (empty($this->Sql["col"]) || empty($this-
>Sql["value"])) 
      break; 
  
     $query = "UPDATE ".implode($this-
>Sql["table"], ", "); 
     //  
     if (count($this->Sql["col"]) != count($this-
>Sql["value"])) 
      genError ("UPDATE: Nao foi possivel 
execuar a operacao.", 1); 
     //  
     for ($i=0; $i<count($this->Sql["col"]); $i++) { 
      $temp[] = $this->Sql["col"][$i]." = '".$this-
>Sql["value"][$i]; 
     } 
  
     $query .= " SET ".implode($temp, "', "); 
     if (isset ($this->Sql["where"])) 
      $query .= "' WHERE ".implode($this-
>Sql["where"], ") AND ("); 
     break; 
  
    // DELETE 
    case ("delete") :  
     $query = "DELETE FROM ".implode($this-
>Sql["table"], ", "); 
     if (isset ($this->Sql["where"])) 
      $query .= " WHERE (".implode($this-
>Sql["where"], ") AND (").")"; 
     break; 
      
    // ALTERTABLE 
    case ("altertable") :  
     $query = "ALTER TABLE ".implode($this-
>Sql["table"], ", "); 
     if (isset ($this->Sql["campos"])) 
      $query .= " ADD ".implode($this-
>Sql["campos"], " ADD ")." "; 
     break; 
      
  
    default: 
     genError ("Invalid type of query - $this-
>typeQuery.", 1); 
     return FALSE; 
   } 






  } 
    






mysql_query("SET NAMES 'utf8';"); 
 
$dbname = $_POST['Database']; 
$tablename = $_POST['Tabla']; 
 
$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}');
  
 
if ($link){  
  
 $campo1 = $_POST['Field1']; 
 $val1 = $_POST['Val1']; 
 $cond1 = "="; 
 $campos = array(); 
 $valores = array(); 
 $campos = $_POST['Fields']; 
 $valores = $_POST['Valores']; 
 $length = $_POST['Length']; 
 
$sql = new SqlQuery("update"); 
 
if ($php_ver == "php5_x"){  
 $camp = json_decode(stripslashes($campos));  
 $valo = json_decode(stripslashes($valores)); 
} 
 else {   
 $ca = json_decode(stripslashes(json_encode($campos))); 
 $camp = json_decode($ca);  
 $va = json_decode(stripslashes(json_encode($valores))); 
 $valo = json_decode($va); 
}   
 
 if ($campo1<>""){  
 foreach ($camp as $value) { 
  $sql -> Add("col",$value); 
 } 
 foreach ($valo as $val) { 
     $sql -> Add("value",$val); 
 }  
 }; 
 $sql -> Add("table",$tablename); 






 mysql_query($sql->toSql()) or die ('{"success":"false"}'); 
  
 echo '{"success":"true"}'; 
} 
else{ 








$dbname = $_POST['Database']; 
$tablename = $_POST['Tabla']; 
 




//campos y valores de consulta 
$tabla = $_POST['Tabla']; 
$campo = $_POST['Campo']; 
$type = $_POST['Type']; 
$nulo = $_POST['Nulo']; 
$ncampos = $_POST['Length']; 
 
$sql = new SqlQuery("altertable"); 
if ($php_ver == "php5_x"){  
 $camp = json_decode(stripslashes($campo));  
 $typ = json_decode(stripslashes($type)); 
 $n = json_decode(stripslashes($nulo)); 
} 
else{ 
 $ca = json_decode(stripslashes(json_encode($campo))); 
 $camp = json_decode($ca);  
 $ty = json_decode(stripslashes(json_encode($type))); 
 $typ = json_decode($ty); 
 $nul = json_decode(stripslashes(json_encode($nulo))); 
 $n = json_decode($nul); 
} 
 
$arr = array(); 
$result = mysql_query("SHOW COLUMNS FROM $tabla"); 
while ($row = mysql_fetch_assoc($result)) { 
 $arr[] = $row['Field']; 
} 
 
$cp_diff = array_diff($camp, $arr); 
$num_diff = sizeof(array_diff($camp, $arr)); 






$sql -> Add("table","`$tabla`"); 
 




 if ($nl == "YES") { 
  $nl="NULL"; 
 }else { 
  $nl="NOT NULL"; 
 }  
 $cmp_diff=$cp_diff[$j];  
    if ($cp == $cmp_diff){ 
 if ($num_diff == 1){ 
  $sql -> Add("campos", "`$cp` $tp $nl");       
 }else{ 
  if($y+1 <> $ncampos){  
    $sql -> Add("campos", "`$cp` $tp $nl,"); 
   }else{ 
    $sql -> Add("campos", "`$cp` $tp $nl"); 
   } 
 } 
    }else{      
    //si los campos existen, altera. 
} 
    $j++; 
} 
 
















$dbname = $_GET['Database']; 
 




 //Retorno JSON 





 "campos": '.json_encode($colun).', 
 "fields": '.json_encode($arrField).', 











 $server = "localhost"; 
 $user = "root"; 






$php_ver = 'php5_x';  . 
 
// testea conexion Mysql 
 
if ($server != "" and ($link = @mysql_connect($server,$user,$passw))) {  
 mysql_query("SET NAMES 'utf8';"); 
} else { 








$dbname = $_POST['Database']; 
 
$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}');
  
 
if ($link){  
  
 $nombretabla = $_POST['NombreTabla']; 
 
 $sqlid = "CREATE TABLE $nombretabla (id INT(11) NOT NULL 





















$dbname = $_POST['Database']; 
 
$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}');
  
 
if ($link){  
  
 $nombretabla = $_POST['NombreTabla']; 
 $passwadmin = $_POST['PasswAdmin']; 
 
//Crea tabla users 
 $sql1 = "DROP TABLE IF EXISTS `users_$nombretabla`";  
 $sql2 = "CREATE TABLE IF NOT EXISTS `users_$nombretabla` ( 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `login` varchar(50) NOT NULL, 
  `passw` varchar(50) NOT NULL, 
  `nombre` varchar(50) NOT NULL, 
  `email` varchar(50) NOT NULL, 
  `grupo` varchar(50) NOT NULL, 
  PRIMARY KEY (`id`) 
) ENGINE=InnoDB  DEFAULT CHARSET=latin1 AUTO_INCREMENT=4"; 
 $sql3 = "INSERT INTO `users_$nombretabla` (`id`, `login`, `passw`, `nombre`, 
`email`, `grupo`) VALUES 
(1, 'admin', '$passwadmin', 'administrador', 'admin@admin.com.br', 
'admin_users')";  
 
//Crea tabla de grupos  
 $sql4 = "DROP TABLE IF EXISTS `grupos_$nombretabla`";  
$sql5 = "CREATE TABLE IF NOT EXISTS `grupos_$nombretabla` ( 
  `id` int(10) NOT NULL AUTO_INCREMENT, 
  `grupo` varchar(30) NOT NULL, 
  `visualizar` varchar(30) NOT NULL, 
  `inserir` varchar(30) NOT NULL, 
  `atualizar` varchar(30) NOT NULL, 
  `deletar` varchar(30) NOT NULL, 
  PRIMARY KEY (`id`) 





$sql6 = "INSERT INTO `grupos_$nombretabla` (`id`, `grupo`, `visualizar`, 
`inserir`, `atualizar`, `deletar`) VALUES 
(1, 'admin_users', 'true', 'true', 'true', 'true'), 
(2, 'view_users', 'true', 'false', 'false', 'false'), 
(3, 'insert_users', 'true', 'true', 'false', 'false'), 
(4, 'update_users', 'true', 'false', 'true', 'false'), 
(5, 'delete_users', 'true', 'false', 'false', 'true'), 






















$dbname = $_GET['Database']; 
$tablename = $_GET['Tabla']; 
$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}'); 
if ($link){ 
mysql_query("SET NAMES 'utf8';"); 
//Campos e valores da consulta 
$campo1 = $_GET['Field1']; 
$val1 = $_GET['Val1']; 
$cond1 = "="; 
 
$sql = new SqlQuery("delete"); 
 $sql -> Add("table",$tablename); 
 $sql -> Add("where","$campo1 $cond1 '$val1'");  
 mysql_query($sql->toSql()) or die ('{"success":"false"}');  
 echo '{"success":"true"}'; 
} 
else{ 












$dbname = $_GET['Database']; 
 




//Colunas da GRID e Campos Form 
$nombreaplic = $_GET['NombreAplic']; 
$acesso = $_GET['Acesso']; 
$grupo = $_GET['Grupo']; 
$dbase = $_GET['Dbase']; 
$dbasex = $_GET['Dbasex']; 
$tablename = $_GET['Tabla']; 
$colunas = $_GET['Colunas']; 
$control = $_GET['Control']; 
$rotulo = $_GET['Rotulo']; 
$storecb = $_GET['Storecb']; 
$datast = $_GET['DataStore']; 
$validacao = $_GET['Validacao']; 
$tamanho = $_GET['Tamanho']; 
$plug = $_GET['Plugin']; 
$invisivel = $_GET['Invisivel']; 
$editavel = $_GET['Editavel']; 
$nulo = $_GET['Nulo']; 
$soLeitura = $_GET['SoLeitura']; 
$maximo = $_GET['Maximo']; 
//Valores para los filtros 
$campo0 = $_GET['Field0']; 
$campo1 = $_GET['Field1']; 
$campo5 = $_GET['Field5']; 
$cond1 = $_GET['Cond1']; 
$cond5 = $_GET['Cond5']; 
$val1 = $_GET['Valor1']; 
$val5 = $_GET['Valor5']; 
$order = $_GET['Order']; 
 
$sql = new SqlQuery("select"); 
 
if (isset($colunas)){ 
 if ($php_ver == "php5_x"){ 
  $colun = json_decode(stripslashes($colunas)); 
 } 
 else { 
  $c = json_decode(stripslashes(json_encode($colunas))); 
  $colun = json_decode($c); 
 }  
 foreach ($colun as $value) { 











$sql -> Add("table",$tablename); 
  
 if ($val1<>""){ 
  $sql -> Add("where","$campo1 $cond1 '$val1'"); 
 }; 
 if ($val5<>""){ 
  $sql -> Add("where","$campo5 $cond5 '$val5'"); 
 }; 
  
$sql -> Add("orderby",$order); 
  
 //Montando retorno json para form 
 $query = $sql->toSql(); 
 $text = "text";  
 $dataIndex = "dataIndex"; 
 $flex = "flex"; 
 $xtype = "xtype"; 
 $name = "name"; 
 $id = "id"; 
 $fieldLabel = "fieldLabel"; 
 $store = "store"; 
 $datastorecombo = "datastorecombo"; 
 $vtype = "vtype"; 
 $width = "width"; 
 $hidden = "hidden"; 
 $editable = "editable"; 
 $plugin = "plugins"; 
 $allowBlank = "allowBlank"; 
 $maxLength = "maxLength"; 
 $readOnly = "readOnly"; 
 $arr_items = array(); 
 $arr_col = array(); 
 $result = mysql_query($query); 
 $ncampos = mysql_num_fields($result); 
  
 //Contando total de registros da tabla 
 $count = mysql_query("SELECT COUNT($campo0) FROM 
$tablename"); 
 $rowCount = mysql_fetch_array($count); 
 $total_count = $rowCount[0];  
  
 //Lista Todos los campos da tabla 
 $arrField = array(); 
 $resultField = mysql_query("SHOW COLUMNS FROM $tablename"); 
 while ($rowField = mysql_fetch_assoc($resultField)) { 
$arrField[] = ($rowField); 
    } 
 
    //Lista campos escogidos para GRID y Formulario 
 for( $y=0; $y<$ncampos; $y++){ 
  $campo=mysql_field_name($result,$y); 






  $arr_col[] = ($campo1); 
 } 
   
 //Propiedades de campos escogidos para el Formulario 
 if ($php_ver == "php5_x"){  
  $dbs = json_decode(stripslashes($dbase)); 
  $dbsx = json_decode(stripslashes($dbasex)); 
  $contr = json_decode(stripslashes($control)); 
  $rot = json_decode(stripslashes($rotulo)); 
  $stcb = json_decode($storecb); 
  $dtst = json_decode($datast); 
  $valid = json_decode(stripslashes($validacao)); 
  $tam = json_decode(stripslashes($tamanho)); 
  $msk = json_decode(stripslashes($plug)); 
  $vis = json_decode(stripslashes($invisivel)); 
  $nul = json_decode(stripslashes($nulo)); 
  $sole = json_decode(stripslashes($soLeitura)); 
  $max = json_decode(stripslashes($maximo)); 
     $edit = json_decode(stripslashes($editavel)); 
 }else{ 
  $bs = json_decode(stripslashes(json_encode($dbase))); 
  $dbs = json_decode($bs); 
  $bsx = json_decode(stripslashes(json_encode($dbasex))); 
  $dbsx = json_decode($bsx);   
  $co = json_decode(stripslashes(json_encode($control))); 
  $contr = json_decode($co); 
  $ro = json_decode(stripslashes(json_encode($rotulo))); 
  $rot = json_decode($ro); 
  $st = json_decode(stripslashes(json_encode($storecb))); 
  $stcb = json_decode($st); 
  $dsto = json_decode(stripslashes(json_encode($datast))); 
  $dtst = json_decode($dsto); 
  $va = json_decode(stripslashes(json_encode($validacao))); 
  $valid = json_decode($va); 
  $ta = json_decode(stripslashes(json_encode($tamanho))); 
  $tam = json_decode($ta); 
  $mk = json_decode(stripslashes(json_encode($plug))); 
  $msk = json_decode($mk); 
  $vs = json_decode(stripslashes(json_encode($invisivel))); 
  $vis = json_decode($vs); 
  $nu = json_decode(stripslashes(json_encode($nulo))); 
  $nul = json_decode($nu); 
  $soleit = json_decode(stripslashes(json_encode($soLeitura))); 
  $sole = json_decode($soleit); 
  $maxi = json_decode(stripslashes(json_encode($maximo))); 
  $max = json_decode($maxi); 
  $ed = json_decode(stripslashes(json_encode($editavel))); 
  $edit = json_decode($ed); 
 } 
 for( $y=0; $y<$ncampos; $y++){ 
  $campo=mysql_field_name($result,$y); 
  $ctrl=$contr[$y]; 
  $rotu=$rot[$y]; 
  $stc=json_decode(stripslashes($stcb[$y])); 





  $val=$valid[$y]; 
  $tama=$tam[$y]; 
  $ms=$msk[$y]; 
  $visi=$vis[$y]; 
  $nl=$nul[$y]; 
  $sl=$sole[$y]; 
  $mx=$max[$y]; 
  $edt=$edit[$y]; 
  $items1=array( 
   $xtype=>$ctrl,  
   $name=>$campo,  
   $id=>$campo, 
   $plugin=>$ms, 
   $hidden=>$visi, 
   $editable=>$edt,  
   $allowBlank=>$nl, 
   $maxLength=>(int)$mx,  
   $fieldLabel=>$rotu,  
   $vtype=>$val,  
   $width=>(int)$tama, 
   $readOnly=>$sl 
  );   
  $items2=array($store=>$stc); 
  $items3=array($datastorecombo=>$datst); 











 //graba configuración individual para cada tablaen nombre_tabla.json 
 sleep(1); 
 $jsontab = fopen("../../modulos/$nombreaplic/php/json/$tablename.json", 
"w"); 
 $datajson = json_encode(array( 
   "success" => "true", 
   "dbname" => $dbname, 
   "tablename" => $tablename, 
   "grupo" => $grupo, 
   "chave" => $campo0, 
   "fields" => $colun, 
   "columns" => $arr_col, 
   "items" => $arr_items 
  )); 












//FUNCIÓN PARA COPIAR DIRECTORIO 
function copyr($source, $dest){ 
 if (is_file($source)) { 
  return copy($source, $dest); 
 }  
 if (!is_dir($dest)) { 
  mkdir($dest, 0777); 
 }  
 $dir = dir($source); 
 while (false !== $entry = $dir->read()) { 
 if ($entry == '.' || $entry == '..') { 
   continue; 
 }  
 if ($dest !== "$source/$entry") { 
   copyr("$source/$entry", "$dest/$entry"); 
 } 
 }  
 $dir->close(); 
 return true;  
}  
//copia template 
if ($acesso == 'true'){ 
 copyr('../../template/crud_99999', '../../modulos/'.$nombreaplic.'');  
}else{ 
 copyr('../../template/crud_88888', '../../modulos/'.$nombreaplic.'');  
} 
// Copia las extjs para módulos a ser usado por cruds generados 
if (!is_dir('../../modulos/'.$nombreaplic.'/extjs')) { 
     copyr('../../extjs', '../../modulos/'.$nombreaplic.'/extjs/'); 
} 
  
//graba un archivo con nombre Config.php  
 
sleep(1);  
$config = fopen("../../modulos/$nombreaplic/php/Config.php", "w+"); 
$conf = ' 
<?php 
//Conexion Mysql 
$php_ver = "'.$php_ver.'";  //Se a versao do seu PHP php5_2 ou php5_x para 
maior que 5.2"; . 
$local_server = "'.$server.'"; //seu servidor 
$usuario_server = "'.$user.'"; //seu usuario 
$passw_server = "'.$passw.'"; //sua passw 





$json = fopen("../../modulos/$nombreaplic/php/json/base.json", "w+"); 





   "success" => "true", 
  "nombreaplic" => $nombreaplic, 
   "base" => $dbsx, 













































































$dbname = $_POST['Database']; 
$tablename = $_POST['Tabla']; 
 
$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}');
  
 
mysql_query("SET NAMES 'utf8';"); 
 
if ($link){  
  
 $campo1 = $_POST['Field1']; 
 $val1 = $_POST['Val1']; 
 $cond1 = "="; 
 $campos = array(); 
 $valores = array(); 
 $campos = $_POST['Fields']; 
 $valores = $_POST['Valores']; 
 $length = $_POST['Length']; 
 
$sql = new SqlQuery("insert"); 
 
 if ($php_ver == "php5_x"){  
 $camp = json_decode(stripslashes($campos));  
 $valo = json_decode(stripslashes($valores)); 
 } 
 else {   
 $ca = json_decode(stripslashes(json_encode($campos))); 
 $camp = json_decode($ca);  
 $va = json_decode(stripslashes(json_encode($valores))); 
 $valo = json_decode($va); 






 if ($campo1<>""){  
 foreach ($camp as $value) { 
  $sql -> Add("col",$value); 
 } 
 foreach ($valo as $val) { 
     $sql -> Add("value","'$val'"); 
 }  
 }; 
 $sql -> Add("table",$tablename); 
  
 mysql_query($sql->toSql()) or die ('{"success":"false"}'); 
  
 echo '{"success":"true"}'; 
 //echo '{"sql" : '.json_encode($sql->toSql()).'}'; 
} 
else{ 








$dbname = $_GET['Database']; 
$tablename = $_GET['Tabla']; 
 
mysql_query("SET NAMES 'utf8';"); 
 
$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}');
  
 
$arr = array(); 
 
$result = mysql_query("SHOW COLUMNS FROM $tablename"); 
 
if ($link) { 
  
 if ($result){ 
 $arr = array(); 
 if (mysql_num_rows($result) > 0) { 
 while ($row = mysql_fetch_assoc($result)) { 
  $config=array( 
  'Control'=>'textfield',  
  'Tamanho'=>'400',  
  'Rotulo' => $row['Field'],  
  'Storecb'=>'', 
  'DataStore'=>'',  
  'Validacao'=>'',  
  'Plugin'=>'',  
  'Invisivel'=>false, 
  'Editavel'=>true,  





  'Maximo'=>'1024', 
  'SoLeitura'=>false); 
  $arr[] = ($row+$config); 
 } 
 } 
 echo '{"success":"true", "config": '.json_encode($arr).'}';  
 }else{ 
  echo '{"success":"false"}'; 
 }  
} 
else { 







$dbname = $_GET['Database']; 
$tablename = $_GET['Tabla']; 
 
mysql_query("SET NAMES 'utf8';"); 
//$dbname = 'test'; 
//$tablename = 'teste'; 
 
$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}');
  
 
$arr = array(); 
 
$result = mysql_query("SHOW COLUMNS FROM $tablename"); 
 
if ($link) { 
  
if ($result){ 
 if (mysql_num_rows($result) > 0) { 
 while ($row = mysql_fetch_assoc($result)) { 
























$arr = array(); 
//$db_list = mysql_list_dbs($link); 
$db_list = mysql_query("SHOW DATABASES", $link); 
 while ($rowDB = mysql_fetch_assoc($db_list)) { 
 $arr[] = $rowDB; 
 } 
 echo json_encode($arr); 
} 
else{ 









$dbname = $_GET['Database']; 
$tablename = $_GET['Tabla']; 
 
mysql_query("SET NAMES 'utf8';"); 
 




$arr = array(); 
$result = mysql_query("SELECT * FROM $tablename"); 
if ($result){ 
 while ($rowTable = mysql_fetch_array($result)) { 
 $arr[] = $rowTable; 
 } 
 echo json_encode($arr); 
} 
else { 












$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}'); 
//lista Tablas 
$arr = array(); 
$result = mysql_query("SHOW TABLES FROM $dbname"); 
if ($result){ 
 while ($rowTable = mysql_fetch_array($result)) { 
 $arr[] = $rowTable; 
 } 
 echo json_encode($arr); 
} 
else { 






function limparDiretorios($caminhoParaDiretorio) { 
$erros = array (); 
$diretorio = new RecursiveDirectoryIterator ( $caminhoParaDiretorio ); 
$arquivos = new RecursiveIteratorIterator ( $diretorio, 
RecursiveIteratorIterator::CHILD_FIRST ); 
foreach ( $arquivos as $arquivo ) { 
if ($arquivo->isWritable ()) { 
if ($arquivo->isDir ()) { 
rmdir ( $arquivo->getPathname() ); 
} elseif ($arquivo->isFile ()) { 
unlink ( $arquivo->getPathname() ); 
} 
} else { 
$erros [] = 'O arquivo ' . $arquivo->getPathname() . ' tiene permissões ' . 
$arquivo->getPerms () . ' e não pode ser excluído.'; 
} 
} 
if (count ( $erros )) { 
return implode ( '<br />', $erros ); 
} else { 
return 'Arquivos excluídos com sucesso.'; 
} 
 }  




$server = $_POST['server']; 
$user  = $_POST['user']; 
$passw  = $_POST['passw']; 
$data = <<<EOD 
<?php 
 \$server = "$server"; 













if ($server != "" and ($link = @mysql_connect($server,$user,$passw))) {  
 echo '{"success":true}'; 
} else { 






class MySQLDump { 
 var $hexValue = false; 
 var $filename = null; 
 var $file = null; 
 var $isWritten = false; 
 function MYSQLDump($db = null, $filepath = 'dump.sql', $compress = 
false, $hexValue = false){ 
  $this->compress = $compress; 
  if ( !$this->setOutputFile($filepath) ) 
   return false; 
  return $this->setDatabase($db); 
 } 
 
 function setDatabase($db){ 
  $this->database = $db; 
  if ( !@mysql_select_db($this->database) ) 
   return false; 




  return $this->database; 
 } 
 
 function setCompress($compress){ 
  if ( $this->isWritten ) 
   return false; 
  $this->compress = $compress; 
  $this->openFile($this->filename); 











 function setOutputFile($filepath){ 
  if ( $this->isWritten ) 
   return false; 
  $this->filename = $filepath; 
  $this->file = $this->openFile($this->filename); 








  if ( !$this->setDatabase($this->database) ) 
   return false; 
  // Structure Header 
  $structure = "-- \n"; 
  $structure .= "-- Table structure for table `{$table}` \n"; 
  $structure .= "-- \n\n"; 
  $structure .= "CREATE TABLE `".$table."` (\n"; 
  $records = @mysql_query('SHOW FIELDS FROM `'.$table.'`'); 
  if ( @mysql_num_rows($records) == 0 ) 
   return false; 
  while ( $record = mysql_fetch_assoc($records) ) { 
   $structure .= '`'.$record['Field'].'` '.$record['Type']; 
   if ( !empty($record['Default']) ) 
    $structure .= ' DEFAULT \''.$record['Default'].'\''; 
   if ( @strcmp($record['Null'],'YES') != 0 ) 
    $structure .= ' NOT NULL'; 
   if ( !empty($record['Extra']) ) 
    $structure .= ' '.$record['Extra']; 
   $structure .= ",\n"; 
  } 
  $structure = @ereg_replace(",\n$", null, $structure); 
 
  $structure .= $this->getSqlKeysTable($table); 
  $structure .= "\n)"; 
 
  $records = @mysql_query("SHOW TABLE STATUS LIKE 
'".$table."'"); 
  echo $query; 
  if ( $record = @mysql_fetch_assoc($records) ) { 
   if ( !empty($record['Engine']) ) 
    $structure .= ' ENGINE='.$record['Engine']; 
   if ( !empty($record['Auto_increment']) ) 
    $structure .= ' 
AUTO_INCREMENT='.$record['Auto_increment']; 
  } 
 
  $structure .= ";\n\n------------------------------------------------------\n\n"; 
  $this->saveToFile($this->file,$structure); 
 } 
 
 function getTableData($table,$hexValue = true) { 





   return false; 
  // Header 
  $data = "-- \n"; 
  $data .= "-- Dumping data for table `$table` \n"; 
  $data .= "-- \n\n"; 
 
  $records = mysql_query('SHOW FIELDS FROM `'.$table.'`'); 
  $num_fields = @mysql_num_rows($records); 
  if ( $num_fields == 0 ) 
   return false; 
  // Field names 
  $selectStatement = "SELECT "; 
  $insertStatement = "INSERT INTO `$table` ("; 
  $hexField = array(); 
  for ($x = 0; $x < $num_fields; $x++) { 
   $record = @mysql_fetch_assoc($records); 
   if ( ($hexValue) && ($this->isTextValue($record['Type'])) ) 
{ 
    $selectStatement .= 'HEX(`'.$record['Field'].'`)'; 
    $hexField [$x] = true; 
   } 
   else 
    $selectStatement .= '`'.$record['Field'].'`'; 
   $insertStatement .= '`'.$record['Field'].'`'; 
   $insertStatement .= ", "; 
   $selectStatement .= ", "; 
  } 
  $insertStatement = @substr($insertStatement,0,-2).') VALUES'; 
  $selectStatement = @substr($selectStatement,0,-2).' FROM 
`'.$table.'`'; 
 
  $records = @mysql_query($selectStatement); 
  $num_rows = @mysql_num_rows($records); 
  $num_fields = @mysql_num_fields($records); 
  // Dump data 
  if ( $num_rows > 0 ) { 
   $data .= $insertStatement; 
   for ($i = 0; $i < $num_rows; $i++) { 
    $record = @mysql_fetch_assoc($records); 
    $data .= ' ('; 
    for ($j = 0; $j < $num_fields; $j++) { 
     $field_name = 
@mysql_field_name($records, $j); 
     if ( $hexField[$j] && 
(@strlen($record[$field_name]) > 0) ) 
      $data .= "0x".$record[$field_name]; 
     else 
      $data .= 
"'".@str_replace('\"','"',@mysql_escape_string($record[$field_name]))."'"; 
     $data .= ','; 
    } 
    $data = @substr($data,0,-1).")"; 
    $data .= ( $i < ($num_rows-1) ) ? ',' : ';'; 
    $data .= "\n"; 





    if (strlen($data) > 1048576) { 
     $this->saveToFile($this->file,$data); 
     $data = ''; 
    } 
   } 
   $data .= "\n-- --------------------------------------------------------
\n\n"; 
   $this->saveToFile($this->file,$data); 
  } 
 } 
 
 function getDatabaseStructure(){ 
  $records = @mysql_query('SHOW TABLES'); 
  if ( @mysql_num_rows($records) == 0 ) 
   return false; 
  while ( $record = @mysql_fetch_row($records) ) { 
   $structure .= $this->getTableStructure($record[0]); 
  } 
  return true; 
} 
 
 function getDatabaseData($hexValue = true){ 
  $records = @mysql_query('SHOW TABLES'); 
  if ( @mysql_num_rows($records) == 0 ) 
   return false; 
  while ( $record = @mysql_fetch_row($records) ) { 
   $this->getTableData($record[0],$hexValue); 
  } 
} 
 
 function doDump() { 
  $this->saveToFile($this->file,"SET FOREIGN_KEY_CHECKS = 
0;\n\n"); 
  $this->getDatabaseStructure(); 
  $this->getDatabaseData($this->hexValue); 
  $this->saveToFile($this->file,"SET FOREIGN_KEY_CHECKS = 
1;\n\n"); 
  $this->closeFile($this->file); 
  return true; 
 } 
  
 function writeDump($filename) { 
  if ( !$this->setOutputFile($filename) ) 
   return false; 





 function getSqlKeysTable ($table) { 
  $primary = ""; 
  unset($unique); 
  unset($index); 
  unset($fulltext); 





  if ( @mysql_num_rows($results) == 0 ) 
   return false; 
  while($row = mysql_fetch_object($results)) { 
if (($row->Key_name == 'PRIMARY') AND ($row->Index_type == 'BTREE')) { 
if ( $primary == "" ) 
 $primary = "  PRIMARY KEY  (`{$row->Column_name}`"; 
 else 
 $primary .= ", `{$row->Column_name}`"; 
 } 
if (($row->Key_name != 'PRIMARY') AND ($row->Non_unique == '0') AND 
($row->Index_type == 'BTREE')) { 
if ( (!is_array($unique)) OR ($unique[$row->Key_name]=="") ) 
$unique[$row->Key_name] = "  UNIQUE KEY `{$row->Key_name}` (`{$row-
>Column_name}`"; 
else 
$unique[$row->Key_name] .= ", `{$row->Column_name}`"; 
 } 
if (($row->Key_name != 'PRIMARY') AND ($row->Non_unique == '1') AND 
($row->Index_type == 'BTREE')) { 
if ( (!is_array($index)) OR ($index[$row->Key_name]=="") ) 
$index[$row->Key_name] = "  KEY `{$row->Key_name}` (`{$row-
>Column_name}`"; 
 else 
$index[$row->Key_name] .= ", `{$row->Column_name}`"; 
} 
if (($row->Key_name != 'PRIMARY') AND ($row->Non_unique == '1') AND 
($row->Index_type == 'FULLTEXT')) { 
if ( (!is_array($fulltext)) OR ($fulltext[$row->Key_name]=="") ) 
$fulltext[$row->Key_name] = "  FULLTEXT `{$row->Key_name}` (`{$row-
>Column_name}`"; 
 else 
$fulltext[$row->Key_name] .= ", `{$row->Column_name}`"; 
   } 
  } 
  $sqlKeyStatement = ''; 
  // generate primary, unique, key and fulltext 
  if ( $primary != "" ) { 
   $sqlKeyStatement .= ",\n"; 
   $primary .= ")"; 
   $sqlKeyStatement .= $primary; 
  } 
  if (is_array($unique)) { 
   foreach ($unique as $keyName => $keyDef) { 
    $sqlKeyStatement .= ",\n"; 
    $keyDef .= ")"; 
    $sqlKeyStatement .= $keyDef; 
 
   } 
  } 
  if (is_array($index)) { 
   foreach ($index as $keyName => $keyDef) { 
    $sqlKeyStatement .= ",\n"; 
    $keyDef .= ")"; 
    $sqlKeyStatement .= $keyDef; 





  } 
  if (is_array($fulltext)) { 
   foreach ($fulltext as $keyName => $keyDef) { 
    $sqlKeyStatement .= ",\n"; 
    $keyDef .= ")"; 
    $sqlKeyStatement .= $keyDef; 
   } 
  } 
  return $sqlKeyStatement; 
 } 
 
 function isTextValue($field_type) { 
  switch ($field_type) { 
   case "tinytext": 
   case "text": 
   case "mediumtext": 
   case "longtext": 
   case "binary": 
   case "varbinary": 
   case "tinyblob": 
   case "blob": 
   case "mediumblob": 
   case "longblob": 
    return True; 
    break; 
   default: 
    return False; 
  } 
 } 
  
  $file = false; 
  if ( $this->compress ) 
   $file = @gzopen($filename, "w9"); 
  else 
   $file = @fopen($filename, "w"); 
  return $file; 
 } 
 
 function saveToFile($file, $data) { 
  if ( $this->compress ) 
   @gzwrite($file, $data); 
  else 
   @fwrite($file, $data); 
  $this->isWritten = true; 
 } 
 
 function closeFile($file) { 
  if ( $this->compress ) 
   @gzclose($file); 
  else 













$dbname = $_GET['Database']; 
mysql_select_db($dbname, $link)or die ('{"success":"false"}'); 
//Varariaveis do filtro 
$campo1 = $_GET['Field1']; 
$cond1 = $_GET['Cond1']; 
$val1 = $_GET['Valor1']; 
$tablename = $_GET['Tablename']; 
$chave = $_GET['Chave']; 
$colunas = $_GET['Campos']; 
 
mysql_query("SET NAMES 'utf8';"); 
$sql = new SqlQuery(); 
if (isset($colunas)){ 
 if ($php_ver == "php5_x"){  
  $colun = json_decode(stripslashes($colunas)); 
 } 
 else {   
  $c = json_decode(stripslashes(json_encode($colunas))); 
  $colun = json_decode($c); 
 } 
 foreach ($colun as $value) { 
  $sql -> Add("col", $value); 
 } 
} 
$sql -> Add("table",$tablename);  
 if ($val1<>""){ 
  $sql -> Add("where","$campo1 $cond1 '$val1'"); 
 };  
$sql -> Add("orderby",$campo1); 
 
$query = $sql->toSql(); 
 




 //Query com limite 
 $result = mysql_query($query); 
  
 //Datos retornados da consulta 
 $arr_data = array(); 
 while ($row = mysql_fetch_assoc($result)) { 
  $arr_data[] = ($row);  
 }  
 //Retorno JSON 
 //echo $json; 
 echo json_encode(array( 
   "success" => "true", 





   "dbname" => $dbname, 
   "tablename" => $tablename, 
   "chave" => $chave, 
  "datos" => $arr_data, 










class SqlQuery { 
  var $Fields = array ("col", "table", "where", "value", "limit"); 
  var $Sql = array(); 
  function Add($method,$param){ 
   if(in_array(strtolower($method),$this->Fields)) 
   { 
   $this->Sql[$method][] = $param; 
   } 
  } 
  function addWhereMulti($column, $values, $possitive = TRUE) {
  
   foreach ($values as $value) 
    $where[] = "$column = '$value'";  
    $sqlWhere = implode($where, " OR "); 
   if (!$possitive) 
    $sqlWhere = "NOT (".$sqlWhere.") OR $column IS 
NULL";;  
   $this->addWhere($sqlWhere);  
  } 
  function toSql() {  
   if (!($this->Sql["table"])) { 
    return FALSE; 
   }  
   $query = FALSE;  
$query = "SELECT `".implode($this->Sql["col"], "`, `")."` FROM ".implode($this-
>Sql["table"], " "); 
if (isset ($this->Sql["where"])) 
$query .= " WHERE (".implode($this->Sql["where"], ") AND (").")"; 
if (isset ($this->Sql["orderby"])) 
$query .= " ORDER BY ".implode($this->Sql["orderby"], ", "); 
if (isset ($this->Sql["limit"])) 
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$dbname = $_GET['Database']; 
$tablename = $_GET['Tabla']; 
 
$db_selected = mysql_select_db($dbname, $link)or die ('{"success":"false"}');
  
 
mysql_query("SET NAMES 'utf8';"); 
 
if ($link){ 
//Valores para los filtros 
$colunas = array(); 
$colunas = $_GET['Colunas']; 
$campo0 = $_GET['Field0']; 
$campo1 = $_GET['Field1']; 
$campo5 = $_GET['Field5']; 
$cond1 = $_GET['Cond1']; 
$cond5 = $_GET['Cond5']; 
$val1 = $_GET['Valor1']; 
$val5 = $_GET['Valor5']; 
$order = $_GET['Order']; 
 
$sql = new SqlQuery("select"); 
 
if (isset($colun)){ 
 if ($php_ver == "php5_x"){  
  $colun = json_decode(stripslashes($colunas)); 
 } 
 else {   
  $c = json_decode(stripslashes(json_encode($colunas))); 
  $colun = json_decode($c); 
 } 
 foreach ($colun as $value) { 




 $sql -> Add("col",$campo0); 
}  
 
$sql -> Add("table",$tablename); 
  
 if ($val1<>""){ 
  $sql -> Add("where","$campo1 $cond1 '$val1'"); 
 }; 
 if ($val2<>""){ 
  $sql -> Add("where","$campo2 $cond2 '$val2'"); 
 }; 





  $sql -> Add("where","$campo3 $cond3 '$val3'"); 
 }; 
 if ($val4<>""){ 
  $sql -> Add("where","$campo4 $cond4 '$val4'"); 
 }; 
 if ($val5<>""){ 
  $sql -> Add("where","$campo5 $cond5 '$val5'"); 
 }; 
  
$sql -> Add("orderby",$order); 
  
//echo json_encode($sql->toSql());  
  
$query = $sql->toSql(); 
 
//NUMERO RANDOMICO PARA O RELATORIO 
$rel = rand(0, 99999)."relatorio.pdf"; 
//TÍTULO RELATÓRIO 
$titulo      =  "Relatorio PDF"; 
//LOGO QUE SERÁ COLOCADO 
$imagem      =  "./logo.png"; 
//BIBLIOTECA FPDF 
$end_fpdf    =  "./Fpdf"; 
//NUMERO DE RESULTADOS POR PÁGINA 
$por_pagina  =  25; 
//LUGAR DONDE SERÁ GENERADO EL PDF 
$end_final   = "./RelGer/$rel"; //relatorio.pdf"; 
$tipo_pdf    =  "F"; 
 
//EXECUTA QUERY 
$sqlpdf    =   mysql_query($query, $link); 
$rowpdf    =   mysql_num_rows($sqlpdf); 
 
//VERIFICA SE RETORNA ALGUNA LINEA 
if(!$rowpdf) { echo "Nno retorna ningun registro"; die; } 
 
//CALCULA QUANTAS PÁGINAS SERAO NECESSARIAS 
$paginas   =  ceil($rowpdf/$por_pagina); 
 
//PREPARA PARA GENERAR PDF 
define("FPDF_FONTPATH", "$end_fpdf/font/"); 
require_once("$end_fpdf/fpdf.php"); 
$pdf   =   new FPDF('L'); 
 
//INICIALIZA LAS VARIABLES 
$linha_atual =  0; 




for($x=1; $x<=$paginas; $x++) { 
//VERIFICA CANTIDAD DE LINEAS 
$inicio      =  $linha_atual; 
$fim         =  $linha_atual + $por_pagina; 










$pdf->SetFont("Arial", "B", 7); 
 
$pdf->Image($imagem, 10, 5); 
$pdf->Ln(1); 
$pdf->Cell(260, 5, "Página $x de $paginas", 0, 1, 'R'); 
$pdf->Ln(8); 




$c = 0; 
$j = 0; 
$col = sizeof($colun)-1; 
foreach ($colun as $value) { 
 $pdf->Cell(45, 5, $value, 1, $c, 'L'); 
 $j++; 
 if($j==$col) $c=1; 
} 
 
//MUESTRA  LOS REGISTROS 
$pdf->SetFont("Arial", "", 7); 
$quant = sizeof($colun)-1; 
for ($i=$inicio; $i<$fim; $i++) { 
 $f = 0; 
 $p = 0; 
foreach ($colun as $value) { 
 $pdf->Cell(45, 5, mysql_result($sqlpdf, $i, $value), 1, $p, 'L'); 
 $f++; 
























PRIMERA: Fue factible desarrollar un sistema generador de aplicaciones web a partir 
de modelo físico de datos, utilizando la metodología ágil, básicamente la metodología 
de desarrollo iterativo incremental, la cual nos permitió centrarnos más en el producto 
final que en la documentación de desarrollo.  
SEGUNDA: El Análisis del sistema generador de aplicaciones web a partir de modelos 
físicos de datos permitió obtener las necesidades del cliente y los detalles del proceso 
del sistema para elaborar un buen diseño del sistema propuesto. 
TERCERA: Fue posible diseñar el sistema generador de aplicaciones web a partir de 
modelos físicos, así mismo este diseño nos mostró un panorama más detallado de la 
arquitectura del sistema propuesto para su posterior implementación en un lenguaje de 
programación. 
CUARTA: El uso del lenguaje de programación PHP, JavaScript y HTML me permitió 
codificar el sistema generador de aplicaciones web a partir de modelos físicos de 













- Dada la amplitud del tema se sugiere que nuevos programadores 
puedan añadir nuevas funcionalidades al sistema GENCRUD para 
aplicaciones web más complejas. 
- Nuevos investigadores deben de realizar aportes científicos utilizando la 
presente propuesta.  
- Los usuarios que manejen el sistema deben de tener un ligero 
conocimiento de diseño de base de datos, es decir deben de aprender a 
crear tablas, relacionarlas y normalizarlas. 
- Se sugiere a los estudiantes que diseñarán sistemas similares mejorar el 
sistema actual a partir del código fuente que pongo a disposición de las 
personas investigadoras en el campo de la ingeniería de sistemas. 
- Usar la metodología ágil como método de desarrollo de software debido 
a que se centra más en el producto final que en la arquitectura y 
presentación del informe de desarrollo. 
- Se sugiere que las empresas con poco capital social usen el sistema 
generador de aplicaciones web para la administración de su empresa. 
- Se recomienda el uso de la norma de la IEEE o la norma ACM para la 
presentación de informe de investigación en el campo de la ingeniería de 
sistemas puesto que usar las normas APA o Vancouver no son nada 
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ADMINISTRACIÓN DEL SISTEMA PROPUESTO 
FUNCIONAMIENTO DEL GENCRUD 
Se presenta los requisitos para la instalación y configuración del GENCRUD, 
así como el uso de la aplicación GENCRUD, por último se presenta una guía 
de los elementos que componen las soluciones generales y cómo usarlas. 
INSTALACIÓN Y CONFIGURACIÓN 
REQUERIMIENTOS 
- Servidor Apache instalado en el computador cliente. Ejm: easyphp, 
wamp, xamp, appserver, etc. 
- Verifique que su instalador posea unaversion de PHP superior a la 5.2 
- La mayoría de software instalador de servidor Apache ya viene con 
Servidor de Bases de datos MySQL, caso no haya sido instalado, 
instalar MySQL 
- Gestor de Bases de datos MySQL. Ejm: heidiSQL, SQL WorkBench, 
etc. 










Copiar o descomprimir la aplicación GENCRUD en el directorio web local de su 
computadora.  
Fig.6 Directorio local web 
No debe haber otro directorio GENCRUD dentro del directorio GENCRUD (vea 













USO DEL GENCRUD 
Asegúrese de que el servidor Web (Servidor Apache) este en ejecución (en 
casos de APPSERV, XAMP, la ejecución es automática al iniciar el 
computador, solo en caso de instalar por separado cada componente se 
necesita inicializarla como el ejemplo de la figura de abajo) 
 
Fig.8Ejecución de servidores 
Abrir un navegador web y verificar si el servidor web funciona
 





Poner la dirección de la aplicación web (dependerá del servidor web que 
instale). Ejemplo:http://localhost/gencrud 
 
Fig. 10Generador de Aplicaciones Web 
Se necesita tener acceso a una base de datos a la que se pueda generar algún 
tipo de aplicación web, para ello se debe probar la conexión a la BD. 
 





Normalmente los parámetros son: 
 
Fig.12 Ingreso de parámetros para conexión con la base de datos 
 
Pero debe verificar el usuario y el password, Una vez que se puso el usuario y 
password correctos debe probar la conexión, si Ud. Está seguro de que los 
datos de conexión son correctos, no hay la necesidad de probar la conexión. 
 







Fig.14 Ventana de confirmación de conexión con la base de datos 
Y muestra el mensaje “Conexión OK”. Ahora ya podemos empezar a crear una 













Fig.15 Ventana de generador de aplicaciones web 
 
Previamente debíamos de tener una base de datos, a lo que llamamos modelo 
físico de datos, que nos servirá como punto de partida para generar nuestra 
aplicación, para nuestro caso o como ejemplo crearemos una base de datos 






Fig.16 Ventana de Creación de la base de datos 
Donde debemos seleccionar una BD, por ejemplo escogemos “agenda” en la 
que existe una tabla “datos” 
 






Seleccionamos la base de datos agenda y la tabla datos, puede haber mas 
tablas, podemos seleccionarlas conforme nos convenga. 
 
Fig.18 Ventana de selección de tablas 
 
Ya podemos crear una aplicación para una sola tabla, que en este caso se 
llama datos. 
 
Fig.19 Ventana de creación de las tablas 
Luego debemos de llenar los datos de la ventana del medio, en el cual en la 
primera caja de texto debemos de digitar un nombre para la aplicación que 
estamos generando, y si el programa generado tendrá control de acceso 
debemos de poner la contraseña, en caso contrario dejarlo en blanco. Luego 






Fig.20 Ventana de opciones para el uso del generador 
Elegimos con control de acceso, es decir con contraseña para el acceso a 
nuestra aplicación 
 
Fig.21 Ventana de control de acceso 
Damos click en yes, luego el sistema nos informa la creación de las tablas 
 





Unavez vistas las creaciones de nuestro GENCRUD presionamos en OK y nos 
muestra la siguiente figura:  
 
Fig.23 Ventana de validación de campos 
Hacemos click en guardar e ir a la próxima tabla 
 
Fig.24 Guardar e ir a la próxima  tabla
 





Nos mostrará el módulo generado, debemos hacer click en visualizar 
 
Fig.26 Visualización del módulo generado 
 
Después de visualizar nos aparecerá un mensaje en donde nos informa que la 
aplicación generada será abierta en una nueva ventana 
 






Como habíamos elegido con clave, es decir con control de acceso, nos pedirá 
el usuario y contraseña, debemos de escribir la clave 
 
Fig. 28Clave de acceso para ingresar al sistema generado 
 
El nuevo sistema nos muestra los campos de la tabla generada, en donde 
podemos agregar registros, eliminarlos, etc. 
 
Fig. 29 Aplicación generada 
