Collaborative Product Development (CPD) is an engineering process that involves decision-making through iterative communication and coordination among product designers throughout the lifecycle of the product. The high level of collaboration and communication of a CPD environment requires a robust Distributed Information System. In this paper, we review existing research related to CPD and propose an information framework termed VE4PD based upon the integration of Web services and agent technologies to manage the CPD process. An implementation system is developed to validate the application.
Introduction
Competitive global markets, rapid technology advances and increased customer demands are forcing companies to reduce product development cycles in order to retain and grow market share. To succeed in this environment, a company must introduce products at competitive costs and must possess the ability to coordinate the geographically-dispersed internal teams and external partners of the product development chain. It has been reported that an upward of 70 percent of a product's manufacturing cost is influenced by decisions made during the product design stage [1] . Benefits of an effective product development process include a reduction in design changes [2] , lower life cycle costs [3] and shortened product development time [4] . The relationship between product development time and market share shows that as time to market is decreased, potential market share increases [5] . Given the importance of effective product development, there is considerable pressure to develop methods to improve communication and coordination. Such methods will facilitate decreased costs, decreased time to market and increased product innovation. One strategy is Collaborative Product Development (CPD), a process that involves not only coordination of dispersed product development functions, but also information management across multiple product development phases. Extensive research has been documented in related areas to assist different disciplines in many aspects of the CPD process from requirement elicitation and analysis to iterative product design and manufacturing [6] . Svensson and Barfod [7] emphasized the need to effectively manage the product information flow in a supply chain network. Rupp and Ristic [8] stated that the lack of coordination and inaccurate information flows made production planning and control a difficult task. Grayson [9] stated that the average discrete manufacturer realized a 20 percent reduction in development costs and a 7 percent reduction in manufacturing costs by collaborating with partners within the supply chain early in the design process. Over the last few decades, computer based information management tools have been introduced to facilitate the application of CPD. Advances in CPD are utilizing technologies to manage, track, control and support collaboration on product design processes, manufacturing processes, and knowledge management processes across product development phases. Specifically, the developments in communications, primarily based on Internet technologies and standards, offer the promise of implementing seamless CPD information systems. As the Internet and distributed computing technology progress, novel distributed platforms for CPD have evolved to enable globally distributed collaborative development environments [10] . Most CPD platform development efforts have been focused on enhanced collaboration by leveraging information technology and have emphasized the following issues: § What is and how to develop a proper distributed information/knowledge management and sharing platform [6, 10, 11] ? § What is an acceptable standard for information/knowledge exchange and presentation [6, 12] ? § How to standardize processes across the collaborative product development life cycle [13, 14, 15] ? § What is an efficient information/knowledge schema to be shared among collaborators [16, 17] ? § What are the rules/strategies and how to assign them to support a stable and secured information/ knowledge sharing [18, 19, 20] ? § How to improve detailed functionalities of the CPD system, such as project management [21, 22] , portfolio management [23] , visualization tools [24, 25, 26] and workflow management [27, 28] ? In this research, we focus on the first issue. That is, developing a suitable information/knowledge sharing platform. This platform is the foundation upon which distributed decision support for CPD is built. Within the practice of CPD, the importance of and difficulties in the implementation of such framework are increased due to the issues of multi-partnership, e.g., inter-enterprise communication. What has added to the importance of this framework is the existence of conflict, which may arise among different partners as they have discrepancies in goals, strategies and roles. Therefore, one important process in CPD is design negotiation which requires design parameters, design files, and the design processes being maintained in a timely manner. The intent of this paper is to take an initial step to develop an information/knowledge sharing platform to support design negotiation. A variety of information frameworks have been developed ranging from Web service based frameworks [29, 30, 31, 32] , remote service based frameworks [33, 34, 35, 36, 37] , to remote repository based frameworks [38, 39] . However, Web service based frameworks only permit reactive information access and updates and have difficulty in the integration of server and client applications. Remote service and repository based frameworks lead to severe challenges for system development and deployment and are discussed later in the paper. Therefore, there is a need to explore a suitable information framework for effective CPD. The primary research issue addressed in this research is:
To identify, develop and implement a suitable information framework for CPD. In this paper, we review current research related to CPD systems in Section 2. In Section 3, we propose our approach and implementation structure followed by a case study presented to illustrate the application of the proposed framework in Section 4. The contributions of this research are three fold: First, a hybrid Web server-client framework is proposed which is suitable for CPD. Second, agent technology is applied to achieve information consistency and to leverage the server and client side integration. Third, an implementation system is developed to validate the application.
Remote Repository Based Information Framework
Remote repository frameworks allow for the storage and versioning of information. In this type of framework, most of the functional modules reside in the clients, where the server only deals with the storage of part of the common information. One example of a remote repository based information framework is Eclipse [38] . By applying plug-in technology on the client side, Eclipse can build an open, integrated development environment, which can not only support a development environment but also provide a simple and clear information exchange structure. To our knowledge, remote repository based frameworks have been used to integrate software development, yet less effort has been spent on the CPD application. One reason might be the rapid development of Internet driven CPD, which focuses more on the server side development.
Summary of Existing Frameworks
In this section, we review and evaluate projects from the distributed system architecture point of view. Comparisons are summarized in Table 1 . : Here, thin and thick refer to the level of complexity and process load, respectively. For instance, a thick client refers to the situation where the client is heavily loaded and operated upon. Due to the fact that Web service based frameworks focus on the server, it therefore has a "thin client" and "thick server". On the contrary, remote repository based framework has a "thin server" and "thick client", while remote service based framework stands in between and usually provides the medium size client and server. § Information Consistency: This is a critical issue of CPD information framework. Information consistency refers the system having ability to maintain the information consistency. For example, WebBlow provides a server side mechanism to check the information consistency. Eclipse provides a client side consistency checking mechanism. § Replication: This indicates if the system provides a backup mechanism for the information repository.
Only Web-PDM and Eclipse provide server side replication and client side replication respectively. § System Extension: This validates if the system has the capability to integrate with other function modules and make the framework extendable. WebBlow uses agent technologies to achieve the integration on the server side. Eclipse uses Java plug-ins to realize the integration on the client side. § Client/Server Tech: This indicates various technologies used to implement the project including Servlet, SOAP, XML, CGI, Corba and Java, etc.
In analyzing these frameworks, Web service based frameworks are relatively simple to design, implement and deploy. However, two major drawbacks restrict their application to CPD. First, product development is a complex and comprehensive process consisting of many phases and involving a variety of software packages running in different environments. Web service based frameworks are limited to support this in that the "thin client"/"thick server" process primarily utilizes Internet/server resources and less attention is paid to the variety resources provided by the client. Even though WebBlow attempts to tackle this issue, it still leaves many open issues regarding achieving complete server side integration. One reason is that most of the software packages are too complicated to be integrated entirely on the server side. Second, Web service based frameworks follow a reactive process. That is, the system will not start an operation unless the user makes the request. Such a reactive process requires the user to update the information manually instead of initiating the information consistency checking automatically.
Remote service based frameworks require medium size client and server side programs. Compared to Web service based frameworks, remote service based frameworks are difficult to deploy, maintain and even implement. There also exist some limitations related to remote service supporting technologies such as scalability and security issues [36] . For these reasons, most of the on-going research projects use remote service to support only part of the system functionality within an Intranet/local-network scope. For example, the Web-PDM project provides an additional CORBA layer to map the STEP to the standard data object which can help the clients without STEP APIs [28] . Ebbesmeyer et al. [43] provide a solution to build a special data transfer channel based on CORBA to satisfy the high security requirements of the Virtual Web Plant project.
Remote repository based frameworks are a promising approach to CPD due to their ability to achieve system integration with clear relationships between client/server repositories. Nevertheless, the "thick client" and "thin server" process makes system development a difficult task. Although Eclipse proposes an interesting methodology to integrate external software packages to realize information sharing, the operation of the system makes it extremely complicated for users. It also poses potential problems for the system implementation, installation and updates [38] .
Recently, a number of PLM systems have emerged. It is interesting to note that most PLM systems are Web service based. While many commercial PLM systems are effective, there exist a number of limitations including the following: 1. Many commercial PLM system focus heavily on design integration but neglect steps of design negotiation. Therefore, many PLM systems concentrate on how information is shared among different partners. However, we have not found a system that addresses design negotiation. It seems these systems assume the design components are ready to be assembled which is not the case in many CPD projects. Design negotiation is a critical aspect to product development. 2. Some commercial PLM models utilize a check-in/check-out protocol built upon an information system that does not support integration. Though some attempts have been made for system integration, such models fall into the category of pessimistic checkout (copy and lock), that is, synchronization processes are manually initiated by users. Such models can lead to delays in the CPD process. During these delays duplication and design conflict may occur. Therefore, consistency maintenance is an issue. This problem is exacerbated when considering the span of the lifecycle and the need to integrate up and down a supply chain to have true collaborative product development environment. 3. PLM solutions need to address client side extensions to all executable programs on the client side. In current PLM systems, it is impossible to have all executable programs running off of the server. Therefore, many software applications run on the client side, such as CAD, CAM, CAE packages. The issue arises of how to integrate these software applications from the client side to truly integrate the system to move towards a category of an optimistic checkout capability. In summary, each of these existing approaches outlined in Table 1 has merits and drawbacks in building an effective information framework for CPD. Due to the fact that CPD is a complex process, one major concern i n choosing a CPD information framework is the development and deployment effort. In this regard, Web service based frameworks have advantages over remote service and remote repository based frameworks, as they are relatively simple to design, implement and deploy. Yet, the drawbacks of Web services need to be addressed. We seek the solution from an emerging technology called agents, a software program which acts in an intelligent and independent manner. Therefore, we propose to develop a Virtual Environment for Product Development (VE4PD) based on Web services with agent technology as a CPD information framework.
Proposed Approach: VE4PD

Overview
Information management across product development phases is a major task in developing an effective CPD information framework. The iterative nature of the product development process poses a challenging issue owing to the need to maintain the information consistency. In general, the information can be represented by (1) design parameters: the textual data, which can be easily controlled by using database concepts and (2) design files: these files have a variety of formats such as design sketches or customer requirement documents, and (3) the relationship between the design parameters and design files: the design parameters are in general the abstract elements of the design files. Due to the lack of standards for information exchange and presentation, our proposed approach, termed VE4PD, will address the information consistency maintenance by taking advantage of distributed computing technologies such as that used in Web services, as well as agent technology. VE4PD provides a flexible and reusable information framework to support communication and information sharing within the virtual enterprise context (shown in Fig. 2 ). In addition, agent technology enables optimistic checkout procedures, which have been extensively used in software development but less so in the area of product development. The agent in VE4PD will notify the design changes made in not only design parameters and design files but also business document objects, which provides the foundation to facilitate design negotiation. In general, VE4PD consists of three main components: the shared information repository, the data management layer and the distributed structure layer.
Fig 2: Outline of VE4PD
At the core of VE4PD, is the shared information repository which functions as the storage module to keep the product development information such as the product information, process data and development knowledge. The next layer is the data management layer, which is the major operation control module for VE4PD. The third layer is distributed structure layer, which functions as an infrastructure manager handling the issues such as how to share the information.
Architecture of VE4PD
To provide an efficient information sharing space, a Web services based approach is applied as the foundation in developing VE4PD. In addition, agent concepts are introduced to proactively assess and update information. VE4PD is structured with two major segments (shown in Fig. 3): (1) the functional agents including the project agent and the local consistent monitor agent are located at the client and the server consistent monitor agent is located at server; and (2) the operation layer including the data management system, Web presentation, regular Web browser and other product development tools available on the client side and information repository (client + server), which consists of data and file storage. Fig 3: VE4PD system architecture § The project agent is an agent on the client side that structures and manages the local storage. The major advantage of adding this agent is to provide a simple development environment on client side by controlling the development output files, so that it eases the integration of various product development commercial tools. § The local consistent monitor agent is added on the client side to access system information proactively.
This agent detects changes in the local repository and notifies the data management component directly for the current development operations with the help of the project agent. § Similar to the local consistent monitor agent, an agent is added on the server side termed the server consistent monitor agent. This agent works not only as the monitor agent but also serves to make the concurrent operation decisions based on the relationship between the design parameters and design files. For instance, how to notify the associated client with the related design changes from the server. § Data management (service logic) is the system operation module that decides how to respond to different system scenarios based on retrieved data/information. This operation layer also enables the integration with other development tools such as the project management tools, portfolio management tools, visualization, workflow management tools and decision support system. § Web presentation builds a suitable interface for the end user. § Information repository is the information storage comp onent of the VE4PD system, consisting of one development data storage database and two development file storage databases. The development data storage database contains all the text -oriented design parameters, design file structure management information and the knowledge for the product development. The two development file storage databases are located (1) in the server, which contains all the product development files and (2) in the client, which keeps partial product development files for the specified user. In a traditional information system, the data structure of development data storage database is based primarily on relational database related architecture [11] and most of them only involve the design parameters and project management information. As discussed by Taner and Dennis [44] and Macgregor et al. [14] , such a data structure has limitations. Without an open architecture data model, there could be a serious problem related to the reusability and flexibility of design information/knowledge. With the advances of computing technology and the research in product data standardization, many information systems have been developed for modeling different kinds of product development data [6, 30] . In order to provide a reusable, flexible and open architecture for the VE4PD framework, a simple CPD system data schema is introduced and named VE4PD Information/Knowledge Base Infrastructure. Three different kinds of data (design parameters, design file related data and development knowledge) and their relationships are modeled. This data schema is based on an object oriented data structure and can be implemented with either a relational database or an XML based object-oriented database. To save space, we will not explain the details of the VE4PD data schema. Interested readers may refer to [45] . For illustration purposes, an example of the information knowledge base is shown in Fig. 4 .
Fig 4: An Abstract of the VE4PD Information/Knowledge Base
The static working space (in the upper left hand side of Fig. 4 ) contains common product development knowledge such as general knowledge, domain specific knowledge, procedural or process knowledge as classified by Amrit et al. [17] and knowledge about collaborators such as virtual enterprise partners, supplier information and system user information. This space is independent of the particular product development project. When each project is initialized, the relationships are configured from this space to the particular project development information. According to Rezayat [46] and Lubell et al. [47] , XML can play an important role in the knowledge representation in a collaborative development environment. In this paper, we assume the necessary knowledge has been provided in XML format, so that the data schema of VE4PD can easily employ any existing knowledge set and generate the relationships between the knowledge and development information. The dynamic working space (as shown in Fig. 4 ) is a project oriented data structure. For each product development project, an instance of the dynamic working space is created and the development information can be stored based on the structure of this space. The relationships among design parameters, design files and knowledge are also defined. Those relationships are the important operational fundamental for the data management layer. In reality, the complete data schema of CPD system could be a large and complicated structure. Figure 4 serves as a snapshot to demonstrate how to use the data structure to realize the relationships among the design parameters, design files and knowledge. For example, when a product development project is initialized on the VE4PD, an instance of a node termed "project architecture" and its sub nodes will be generated from the dynamic working space. The sub node termed "development rule base" contains some of the design parameters and is connected to the domain specific knowledge of the static working space through some attributes assigned to the specified data object. For each of the decomposed functional module of the product, an instance of the sub node termed "decomposed functional architecture" is realized. This node contains not only the information of this specific module but also the relationships between this module and its physical or functional related modules. When one module is modified in the iterative development process, all the physical or functional connections among the modules will be detected based on their relationships and modified accordingly. Moreover, the relationship between this model and its related knowledge, such as specifications, design rules, constraints and rationale as pointed out by Szykman and Sriram [6] , are established as well for future design change evaluation. In the same procedure, other sub nodes are instanced to keep different kinds of development information and their relationships. For instance, the sub node termed "process activity base" will be linked to the procedural or process knowledge component and house the system activities, behaviors and their relationships. The instances of the node termed "document structure base" contain the information structure of the design file storage and the relationship between the design files and their related design parameters retrieved from the node termed "development rule base". In order to clarify VE4PD system architecture and illustrate system activities, an abstract level System Sequence Diagram presented by Unified Modeling Language (UML) is shown in Fig. 5 . Some detailed scenarios are listed in Table 2 . The realization of the scenarios is illustrated in a case study in Section 4. Step 1 to 4 The Project Manager arrives and initializes the product development project. The instance of a VE4PD Project Information Base (Dynamic Working Space) will be created. Moreover, the structure of the server side development file storage for the particular project and its developer's profile and access channel will be set up.
Step 5 to 10
The project developers arrive, sign up, download and set up their local project agents. The local repository structure and files will be set up and downloaded from a server based on assigned access profile. The project agents will start to monitor the local repositories.
Step 11 to 19 The particular project developer starts the iterative development process by using their enveloping tools. When a revision occurs, the project agent will catch up the updating event and update the server side project information base. The project information base will based on its structure update and invoke a consistency checking process. The related files and developers will be detected based on the structure of the project information base and will be assigned to the particular consistency channel. The result will be broadcast to all developers based on the selected channel.
Step 20 to 27 The particular project developer will be notified when their project development files are updated on the server side and the consistency checking process will help the developer to apply these modifications and keep the developers on the same page.
Fig 5: The Abstract of VE4PD System Sequence Diagram
Rather than relying on traditional check-in/check-out procedures, the VE4PD platform also takes advantage of the remote local agent to achieve a more efficient remote synchronization of offline activities. Since the remote agent can work as the windows service, even in the offline situation (as shown in the step 20 of Fig.  5 ), the local agent will still capture and record the updated information within the local development repository. As long as the local system is connected back to the network (as shown in the step 21 of Fig. 5 ), the local agent will automatically link to the VE4PD Web services and invoke the consistency checking mechanism to achieve synchronization. Based on the data structure of VE4PD's Information/Knowledge base, the Web service will set up the consistency channel by detecting related development files and design parameters. Then the Web service will notify the remote local agents for the selected developers through the consistency channel. This allows remote synchronization to be achieved and eliminates the problem of the traditional check-in/check-out method in most PLM systems where the information consistency is controlled by the users.
It is important to note that product development activities generate product information (e.g., engineering drawings, product assembly structures, etc.) and process information (e.g., partner selection, product fabrication, etc.). Streamlining the information through the product development process has been one of the primary focus areas for leading companies during the past decade. Recent literature highlights the importance of information management in this area. However, much of this work has been based on improving the operation of existing supply chains to reduce response times and costs for existing products rather than including the collaboration considerations in the early design stage. This inclusion of collaboration mechanisms allow for important CPD dynamics such as confliction resolution and design negotiation. For example, what if the suppliers are not happy with the integration? Another scenario might be what if one supplier wants to change the design? What will be the cost and lead time implications? To answer these questions collaboration aspects are included in VE4PD. VE4PD allows for negotiation processes with the following characteristics (a) the inclusion of detailed design information including parameters and files (b) conducted in a timely manner and (c) supporting cross-platform activities. Therefore, VE4PD has the following benefits: (a) VE4PD supports the accessing/storing of both design parameters and files, (b) VE4PD utilizes agent technology, which enables the proactive information access and reduces the chance of time delay existing in most unsynchronized systems, and (c) the use of Web services in VE4PD supports cross-platform activities. Note that VE4PD can be further enhanced with accessing/storing/sharing design knowledge, which provides the capability to handle the complex relationships implicit in CPD processes.
Implementation and Deployment of VE4PD
In order to validate VE4PD, we develop a prototype implementation system. This system includes six different components, as illustrated in Fig. 6(a) : (1) The design parameter/file management/knowledge database is the relational database that is implemented with SQL Server 2000; (2) the server side repository is based on file structure management of the server's operation system and supported by an FTP server; (3) the local side repository is based on the client operation system's file structure management; (4) VE4PD Web services is the implementation of both the Data Management system and server consistent monitor agent coming from the VE4PD architecture design. This component applies the .NET Web-Services, and performs most of the system operations and builds the interface between the remote client and server database; (5) The VE4PD Web server is based on the ASP.NET for the Web page creation. (6) The VE4PD remote client is implemented by the C#.NET windows form. Note that since the communication between the VE4PD remote client and the VE4PD Web services is based on the standard SOAP protocol, other programming languages such as Java could be used to develop a VE4PD remote client. The implementation system can be deployed in six distributed nodes: the VE4PD Remote Client, the Web browser client, the server repository, the VE4PD Web services, the VE4PD Web server and database server, as illustrated in Fig. 6(b) . Note: In complex applications, this deployment could be simplified by allocating multiple physical nodes in one single server.
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Fig 6: VE4PD system Implementation and Deployment
The communication within the VE4PD system is based on different protocols for various situations and is shown in Table 3 . 
VE4PD: Case Study
The collaborative design of a water pump project is chosen as a case study to illustrate the design and implementation of the VE4PD system. The water pump is a small electro-mechanical system that can be decomposed into several parts for the developers from different disciplines. The collaborative development process can be summarized to create the testing scenarios: one group of mechanical engineers designs the pump body, another group designs the transmission box, electrical engineers design the motor that can drive the pump through the transmission system, analysis engineers perform stress analysis of the shafts and the strength of the cover and send feedback to the designers, the manufacturing engineers evaluate the manufacturability of the components based on the domain knowledge and send feedback to all the designers, and procurement personnel are involved in purchasing components. Thus, this case can be used to explore the information and knowledge sharing among people not only from different divisions within a company but also from different enterprises. The testing of the VE4PD system can be assigned two different operation scenarios: 1. Scenario I: Using the pure Web Services based functions to simulate the CPD process. 2. Scenario II: Taking advantage of the remote agents to achieve an improved development environment with the capability to maintain information consistency and help the sever-client application integration. Scenario I is illustrated in Fig. 7 : First, assume the basic layout of the product has been determined and such information is uploaded to the VE4PD Web-Server. The development draft files and the structure are initialized with the instance of VE4PD Information/Knowledge Base being created (Part 1 in Fig. 7) . Second, the information and knowledge can be retrieved/download from this VE4PD project initialization (Part 2 in Fig. 7) . The information retrieval for this step is based on the login user's properties. In this example, the pump body is shown in the Fig. 7 . All the design parameters, design files and related knowledge of the decomposed product components are presented according to the user properties. The relationships between and within the design parameters, design files and knowledge are established by following the instances of VE4PD Information Knowledge Base infrastructure. Third, the Web browser client can update the design parameters and design files, as shown in Part 3 of Fig.  7 . When the design files are changed, the related development concurrent operation services will be invoked to check the related parameters, files and knowledge in order to keep development consistency. These operations are conducted by the VE4PD Web services and the result will be sent back to VE4PD Web server. Scenario II introduces the agent concept and takes advantage the distributed framework of .Net to provide a clear and powerful product development environment (as shown in Fig. 8a and 8b) . The VE4PD remote client is the implementation of the remote agent and is downloadable from the server (shown in Part I of Fig. 8a ). In this project, a Windows based client has been implemented by using the C# programming language. As an improvement of Web Services based collaborative development approach, a typical procedure of testing VE4PD remote client can be described as follows. First, by login to the VE4PD remote client, an information access channel is assigned. The first time launching remote client, the users are asked to initialize the local repository by following server side existing data structure, as shown in the Part II of Fig. 8a . As the result of initialization, the local repository is the created as the identical subset of server repository as shown in the Part III of Fig. 8a . Second, after the local repository is created, the VE4PD client starts to work as a monitor to check the information repository and capture the server notification such as the information update message. The VE4PD client can also detect the change on the local repository and ask the server to update. Third, as soon as the design file is renewed on the server repository, the VE4PD client will be notified (Part IV of Fig. 8a ) and action will be taken in order to maintain the consistency between the two repositories. Fourth, when the updating process is invoked, the development concurrent operation on the VE4PD Web services will check the consistency of the system file and any related design parameters. If the updating has no consistency problems, the new design file will be uploaded to the server, and the design version on both client and server will be updated accordingly (Part V of Fig. 8b ). Finally, if information consistency problems arise, the client upload will fail in that the design on the server always has higher priority than the designs from the clients and thus cannot be overridden by the client updates (Part VI of Fig. 8b ). In this situation, the client will invoke the VE4PD server for more information. As shown in Part VII of Fig. 8b , two different designs of the water pump body and related design parameters are illustrated. A decision support system can be applied to decide how to update the server information. This eliminates the problem of the check-in/check-out method where in most PLM systems, the information consistency is maintained by the users as the user checks in the files, checks out the files. This is not acceptable for design negotiation which requires timely track the changes including duplications and conflicts to support the distributed decision support system. Given the use of agent technology in VE4PD, consistency is automatically conducted by the agents. Even if the user is off-line, the client-side agent will keep track of the information. Therefore, it will align with the distributed decision support. Additional benefits of VE4PD include the use of agents which monitor the local development repository to detect the design file/parameter modifications which eases the task of integration. In addit ion, VE4PD uses a combination of a Web service framework and agent technology provides more convenient and effective remote client platform solutions. This case study has shown how VE4PD can be used as an information framework for CPD. The use of a Web service framework makes the development and deployment straightforward, the use of agent technology achieves information consistency. The methodology allows for increased levels of collaboration across different product development entities and allows the product to be managed through product development phases.
Conclusion
In today's highly dynamic, globalized and competitive environment, companies are under pressure to improve the product designs in order to meet customer demands and effectively support the product throughout its lifecycle. Many companies therefore, adopt a Collaborative Product Development (CPD) strategy to achieve business excellence. In this paper, we propose an information framework, termed VE4PD that integrates Web services technology and agent technology to address some of the drawbacks existing in current CPD systems while highlighting the protection of information consistency and serverclient integration. Contributions of VE4PD include the following: 1. The use of agent technology in VE4PD improves consistency by proactively accessing information. This minimizes the delay of consistency checking found in developer oriented unsynchronized CPD systems. 2. VE4PD has the capability to support distributed decision support, particularly for design negotiation through an object oriented information/knowledge schema and the development of a consistency channel. 3. VE4PD enables cross platform information sharing via XML based communication. 4 . Since the remote agent is designed as an add-on in the VE4PD platform, the remote agent can be easily applied any existing Web service based CPD Platform for additional features. 5. Finally, the VE4PD remote agent provides a flexible client side product development environment which reduces the comp lexity of client side system integration and the difficulties of the server side system integration. By sharing the right information to the right person at the right time, VE4PD has the potential to shorten the product development time, reduce the product development cost and increase the quality of the product. In addition, it allows for collaboration throughout the life cycle of the product. Though promising, we need to extend the verification and validation of the framework with more case studies under various product environments. In addition, the enhancement and detail to the VE4PD information knowledge base infrastructure is needed as is the development a general, reusable and standardized template. The communication among the VE4PD remote agents should also be improved to take advantage of the efficiencies of the multiple agent system. 
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