Current underwater crawling vehicles could benefit by using rotating head sonar data to avoid collisions with obstacles. We have developed and optimized a fuzzy logic controller using software for simulation of an underwater environment. The optimization results show near an order of magnitude increase in performance over both straight line and lawnmower search patterns with relatively small changes in the system parameters. The fuzzy logic controller has the capability of navigating a crawler safely and quickly between mission specific points.
INTRODUCTION
Even in a time of relative world peace there is still a need to maintain the largest and most effective navy in the world. Autonomous mine countermeasures is a relatively old idea that is just recently being realized. Single autonomous vehicles or fleets of autonomous vehicles are being used to search for and classify mines in shallow water and surf zones. Some applications for this process are shallow water warfare, amphibious assaults, mine reconnaissance, and terrain identification. Such vehicles have been used successfully in Operation Iraqi Freedom, and are being commissioned by the Navy to serve in future operations.
Crawling Autonomous Underwater Vehicles (AUVs) are referred to as crawlers ( Figure 1 ). Underwater crawlers are currently under development for use by the Navy. The purpose of a crawler is to sweep areas of very shallow water, surf zones, and beaches while detecting and classifying mines and non-threats. Lawnmower style search patterns are typically performed. A crawler will receive position updates from Long BaseLine (LBL) acoustic transponders while in the water and can receive Global Positioning System (GPS) positions when on shore. LBL transponders, at least two, are placed up to a mile away from the crawler's location and can be used to triangulate vehicle position.
Current crawler control systems use modern control theory to move between mission specific locations (referred to as waypoints). In the event that there is an obstacle between two waypoints, current vehicles use a "bumper" to determine when contact with an obstacle has been made. The vehicle then does a predetermined set of movements to avoid the object and continue back on course. This control method works well for sparsely populated obstacle fields.
In the presence of more obstacles or Counter Counter Measures (CCMs), such as net lines, pits, or wire traps used to disable a crawler, the use of a "bumper" for obstacle avoidance is not optimal. Densely populated obstacle fields make a pre-determined movement pattern unreliable since it is highly probable that the vehicle will encounter many obstacles
Figure 1 -Example of an Underwater Crawler
in the attempt to avoid one. Letting a vehicle drive into a CCM will likely trap the vehicle and effectively end its mission.
The University of Idaho has developed a way to control crawlers through obstacle fields. A fuzzy logic control has been developed and optimized that uses data from a rotating head sonar to safely and quickly navigate between waypoints. The controller has been developed in a simulated environment and optimized using the simplex method.
VEHICLE
Crawlers are typically tracked vehicles measuring about 24" in width, 36" in length, with the highest point extending up to 36". The vehicle is propelled by an electric motor using battery packs for energy storage. The sensor package can vary for each specific vehicle and mission [1] . The simulated vehicle used shaft encoders, a magnetic compass, and rotating head sonar. No mine detection or classification was done in this simulation.
Shaft encoders provide motion feedback from the motors and when used along with the magnetic compass provides the vehicle's location. Such internal navigation systems can accumulate large bias errors. For the simulation, it was assumed that the vehicle receives frequent updates from an LBL system so that bias errors can be neglected.
Rotating head sonar can operate in frequencies between 300 kHz and 1 MHz with a maximum range of 200 meters. The simulation assumed a range of 20 meters and that the returned data consisted of the distance to the nearest object for each degree of head rotation. A typical rotating head sonar is shown in Figure 2 .
ENVIRONMENT AND SIMULATION
The software used for the simulation environment is the Autonomous Littoral Warfare Systems Evaluator -Monte Carlo (ALWSE-MC) developed and maintained by Naval Surface Warfare Center Panama City [2] . ALWSE-MC is a kinematic, statistical AUV mission simulator. Mine fields are created with obstacles and CCMs. Vehicles are simulated by a point object using customizable sensor packages and kinematic constraints.
Waypoints can be defined, and underwater acoustic communication is simulated to give position updates. Many other simulation options are available inside ALWSE-MC. ALWSE-MC has a behavior module option that when activated will execute Matlab control script every simulation time step. Our algorithms were written in Matlab script and run in ALWSE-MC in this manner.
CONTROLS
A hierarchical fuzzy logic control system has been chosen that uses behavior modules. The fuzzy logic control system was designed to exhibit both obstacle avoidance and path finding behaviors see Figure 3 . When a vehicle approaches an obstacle, it uses the rotating head sonar data to determine the most efficient route around the obstacle and then finds the best way back to the original path. The idea is to have the vehicle travel in a straight line between waypoints with minimal deviation. The vehicle only deviates from the path for short distances to move around an obstacle and return to the path. The ability of the vehicle to stay on a straight line path helps ensure consistent area coverage over multiple passes either by one or multiple vehicles.
Fuzzy logic is a superset of conventional logic that has been extended to handle the concept of partial membership in a set [3] . In fuzzy logic an expression can be "partly true" or "partly false" instead of just being true or false. It is well known that fuzzy logic has been used to model the experience or a skill of a human expert and is needed to represent knowledge in a manner that is both faithful to the human style of processing information as well as a form amenable to computer manipulation [4] . The fuzzy logic control system designed is a hierarchical controller. Obstacle avoidance and path finding are the two stand-alone behavioral modules with the third being the supervisory module. The supervisory module determines how to combine the headings from the two behavioral modules or to give priority to the obstacle avoidance module. Test with forest robots have shown that hierarchical systems perform better than individual modules [5] . The crawler fuzzy logic control system is a three input, 
RULES
The fuzzy logic rules define how each input variable is mapped to an output. The fuzzy logic controller uses height defuzzification to determine the vehicle's heading from the value of the input variables and their membership in the different fuzzy sets. Figure 4 and Table 1 define the control variables used in the fuzzy logic controller. The input and output fuzzy sets are shown in Figures 5-8 and are discussed in more detail in the next section. Table 2 shows the rules for the path finding behavioral module. The direction of the turn is determined inside the controller. So, if the path is far and to the left, the output with be a medium turn to the left to try to return to the path. The direction of theta is determined in a similar fashion. If θ is small, meaning the vehicle's heading is close to the path direction, φ will be small or soft.
Table 1 -Definition of Control Variables

Table 2 -Path Finding Fuzzy Rules
The obstacle avoidance rules are shown in Table 3 . In addition to using the distance to the nearest obstacle, s, the
Table 3 -Obstacle Avoidance Fuzzy Rules
The supervisory module combines all the above rules and determines the final heading by using height defuzzification for most situations. However, when an obstacle is very near, which means the membership value µ_near is large, then the control output, φ, is the value determined by the obstacle avoidance module. The parameter µ_near is the membership value in the fuzzy set Near, see Figure 5 . The logic is shown in Table 4 .
Table 4 -Supervisory Module Fuzzy Rules
The supervisory module allows the vehicle to operate safely in the presence of many obstacles. The parameter  µ_near defines if an obstacle is "very near" or not. Without this hierarchical control structure there are situations where a collision with an obstacle occurs because the path finding and obstacle avoidance modules have contradictory headings.
INPUTS
The three inputs for the fuzzy logic controller are the distance to the nearest obstacle (s), the distance the vehicle is from the path (d), and the angle difference between the vehicle heading and the path direction (θ). Each input uses symmetric membership functions so simplifications could be made for the optimization routine.
The obstacle membership set is defined by the distance the vehicle is from the nearest obstacle ( Figure 5 ). Obstacle is composed of three membership functions: near, medium and far. With the simplification that the membership functions are symmetric, all three functions are defined by α.
The path membership set is defined by the perpendicular distance the vehicle is from the path (Figure 6 ). Path is composed of two membership functions: near and far. With the simplification that the membership functions are symmetric, the functions can be defined by β.
The theta membership set is defined by the angle difference between the vehicle heading and the path direction ( Figure 7) . Theta is composed of two membership functions: 
Figure 4 -Diagram of Control Variables
small and large. With the simplification that the membership functions are symmetric, the functions can be defined by the parameter γ.
OUTPUTS
The heading membership set is the control system output. Heading is defined as degrees of yaw from current course. It is composed of three singleton membership functions: soft, medium, and hard. The functions are evenly spaced, so they can be fully defined by δ.
OPTIMIZATION
We use an optimization routine along with the software ALWSE-MC that simulates the underwater environment to optimize multiple variables. The optimization is done in Matlab using the simplex method with a modified version of the function fminsearch [6] . The Matlab routine calls ALWSE-MC to run the simulation ten times with one set of control parameters. The vehicle performance is recorded for each run and evaluated at the end of the ten runs. The simplex method is then used to determine a set of new control parameters and the process is repeated until an optimal set of control parameters is found.
Table 5 -Optimization Variables
The control parameters that were optimized can be found in Table 5 . This set of control parameters fully defines all the fuzzy logic membership functions. The reason for allowing the outputs to become parameters is that the height defuzzification method uses a weighted average for all of the rule base outputs according to the fuzzy membership for each rule [7] .
Optimization procedures need a performance criterion to optimize.
Vehicle performance was evaluated on the deviation from a straight line path and collisions with obstacles. The distance the vehicle was from a straight line path at each time step was summed for the duration of the run (180 seconds). This was added to a penalty for each collision with an obstacle. The final performance index was: PI = Σd + 500*Collisions
The constant 500 was used as a scaling factor on the collision penalty to drive the number of collisions in a run toward zero. Typical Σd values for a single run were 200-300. The performance index is an important metric in the design approach since it drives the optimization of membership functions such that the inferences made by the fuzzy system closely match the inferences made by the human expert [8] .
The criteria for the optimization were as follows. A 200' by 200' lane was created and filled with a randomly generated obstacle field with 450 obstacles. The vehicle started on the left side of the field and tried to move in a straight line to the right. The run would time out after about 180' so the vehicle could never leave the obstacle field during the run. Ten runs were done for each set of control variables and every run had a different randomly generated obstacle field. Each set of control variables and their resulting performance index were saved for later reference.
RESULTS
Before optimization, the fuzzy logic controller could navigate the vehicle through an obstacle field with few collisions (Figure 9 ). One to two collisions were typical over the span of ten runs. The vehicle did deviate some from a straight line path, but it did move back toward the path. After optimization, the vehicle could navigate safely through an obstacle field with very little deviation from a straight line path (Figure 10 ). Obstacles in the vehicle path were avoided and then the vehicle quickly returned to the original path.
The visual difference between before and after optimization is apparent. The data shows a very clear difference as well, see Table 6 . The initial control variables gave a performance index of 1190. After optimization the performance index dropped to 130. The optimal value was achieved over the course of only twelve function simplex method calls. Figure 11 , shows the performance index history for each function simplex method call. The error bars show the standard deviation of the ten runs. As the performance index is minimized, the run standard deviation decreases as well. We believe this result occurs because the controller is becoming more stable. The importance of staying on a straight line path is more apparent when a vehicle makes multiple passes. The straight line path assures consistent area coverage. After optimization was completed, two lawnmower type search patterns were performed using the controllers before and after optimization (Figures 12, 13) .
The results show good performance in the simulation environment. Future work includes implementation and testing of the fuzzy logic controller on a prototype crawler platform. Environmental factors such as currents, slopes, and unknown friction coefficients are expected to be constraints on normal navigation. We will determine how the crawler reacts to holes, cliffs, and obstacle fields of different population densities and obstacle sizes. Further work includes more advanced strategies scanning strategies with the rotation head sonar to best use the available time for each scan.
CONCLUSION
The designed fuzzy logic controller is a system based on the idea that acting to avoid a collision is more effective than reacting to a collision. Even before optimization the controller could navigate the vehicle through an obstacle field with very few collisions. After optimization, the number of collisions over ten runs was reduced to zero, and the deviation from a straight line path was reduced significantly. The performance index decreased almost an order of magnitude (from 1190 to 130) without a drastic change in any of the control parameters. Not only does this prove that the optimization routine works, but it also shows that the original controller had the capability to be improved.
Optimization was done over a straight-line path, but it was shown that the improvement can be seen over a lawnmower search pattern. This shows that the results are independent of the set of waypoints chosen, and that optimizing over a single straight line path was a valid procedure. The simulation environment of ALWSE-MC provided a convenient way to implement the fuzzy logic controller into an environment that is developed for AUV simulation. The fuzzy logic controller has the capability of safely maneuvering a crawler through an obstacle field to complete its specific mission.
