Service discovery has been recognised as an important aspect in the development of service centric systems, i.e., software systems which deploy web services. To develop such systems, it is necessary to identify services that can be combined in order to fulfill the functionality and achieve quality criteria of the system being developed. In this paper, we present a framework supporting architecture-driven service discovery (ASD) − that is the discovery of services that can provide functionalities and satisfy properties and constraints of systems as specified during the design phase of the development lifecycle based on detailed system design models. Our framework assumes an iterative design process and allows for the (re-)formulation of design models of service-centric systems based on the discovered services. The framework is composed of a query extractor, which derives queries from behavioural and structural UML design models of service centric systems, and a query execution engine that executes these queries against service registries based on graph matching techniques. The paper describes a prototype tool that we have developed to demonstrate and evaluate our framework and the results of a set of preliminary experiments that we have conducted to evaluate it.
INTRODUCTION
The development of service centric systems (SCS) − that is the construction of software systems that deploy autonomous web services that can fulfil various functional and quality characteristics − is increasingly recognised as an important paradigm of software system development (Chammabasavaiah, Holley et al. 2003) ( Kramler, Kapsammer et al. 2005) (Papazoglou, 2003) .
This paradigm requires the extension of current software development practices with new processes, methods, and tools to support the effective discovery and composition of web services into an SCS which, in addition to such services, may also use legacy code or software components. Depending on the stage that it occurs within the development life-cycle of an SCS, web service discovery (or simply "service discovery" for the purpose of this paper) can be distinguished into (Jones, Kozlenkov et al. 2005) :
early service discovery (ESD) − this is service discovery that occurs in the requirements analysis phase in the development life-cycle of an SCS and is driven by its requirements specification, architecture-driven service discovery (ASD) − this is service discovery that occurs during the design phase of the development life cycle of an SCS and is driven by the specification of the functionality, quality properties and constraints of the SCS and the services that the SCS is envisaged to deploy by its design models 1 , and run-time service discovery (RSD) − this is service discovery that occurs during the deployment of an SCS and is concerned with the replacement of existing services of an SCS that become unavailable or malfunction during the execution of the system. The work presented in this paper focuses on a framework to support architecture-driven service discovery. This form of service discovery requires the development of capabilities to address some important challenges including: (i) The extraction of service discovery queries from SCS architecture and design models specifying the functionality and quality properties of such systems; (ii) The provision of a query language supporting both the expression of arbitrary logical combinations of prioritised functionalities and quality properties criteria for the required services, and similarity-based queries of the form "find a service that is similar to service X"; (iii) The efficient matching of service discovery queries against service specifications and return of services that may have varying degrees of match with the queries; (iv) The assistance to system designers to select services for an SCS in cases where the discovery process identifies more than one candidate services satisfying a query or services that do not satisfy a query entirely; (v) The integration of the discovered services into an iterative design process in which SCS architecture and design models may be re-formulated following the discovery of services.
The above challenges have been identified by industrial partners in the areas of telecommunications, automotive, and software in an integrated European project focusing on service centric system engineering (SeCSE) ("Electronic source," n.d.). These challenges constitute the main driver underpinning the ASD framework that we present in this paper.
Our framework adopts an iterative architecture-driven service discovery process, and assumes the use of UML to specify structural and behavioural design models of SCS. The framework includes a query extractor, which derives queries from UML design models, and a query execution engine, which performs these queries against service registries. The execution of queries is based on a two stage approach. In the first stage, services which satisfy certain functional and quality criteria are located and maintained for further processing. In the second stage, the fit of the services located in the first stage with the services required by the query is assessed by (a) computing distances between the descriptions of the former and the latter services, and (b) selecting the set of the former services that has the minimum aggregate distance to the services required by the query.
The remainder of this paper is structured as follows. In Section 2, we introduce a scenario for ASD that we use subsequently to demonstrate our approach. In Section 3, we describe our ASD process and framework with its main components. In Section 4, we describe the query language used in our framework. In Section 5, we discuss the mechanisms for the query execution and distance functions underpinning it. In Section 6, we give an overview of the implementation of our framework. In Section 7, we present the results of an initial set of experiments that we have conducted to evaluate our framework. In Section 8, we give an account of related work. Finally, in Section 9, we summarise our approach and outline directions for future work.
SCENARIO FOR ARCHITECTURE-DRIVEN SERVICE DISCOVERY
To illustrate our approach, in the rest of this paper, we will use an example of designing a driver assistant management service centric system (DAM_SCS) as a subsystem of a car-based Haptical device. This example has been extracted from an evaluation scenario that has been specified by the industrial partners of the SeCSE project. The DAM_SCS offers its users various functionalities including the identification of routes to get from one place to another, display of maps, location of different points of interest in selected geographical areas, consultation and updates of personal agendas of drivers, and checks for conflicts between scheduled meetings and the time required to reach meeting places.
More specifically, our scenario focuses on the design of an interaction of DAM_SCS for a driver, who, whilst driving to a pre-arranged meeting, realises that s/he will be late due to unforeseen traffic. The interaction can (a) calculate the time of arrival at the meeting location, (b) check for a conflict between the time of arrival at the meeting location against the time of the meeting specified in the driver's agenda, (c) find the phone number of the contact person at the meeting from the driver's agenda, (d) allow the driver to make phone calls in order to re-arrange the meeting, (e) update the new time of the meeting in the driver's agenda, and (f) locate different points of interest in selected geographical areas.
Figure 1: Part of the behavioural model for DAM_SCS TripChecker scenario
Based on requirements related to the above functionalities of the system, suppose that a designer has produced a behavioural model of the above interaction and a structural model defining the data types used in the interaction, which are shown in Figures 1 and 2 , respectively. These models are specified as UML sequence and class diagrams, respectively.
The sequence diagram in Figure 1 specifies five operations that the Haptical device of the car should use in order to realize the functionalities described above. These operations are: Get Location, Calculate Trip Time, Check Schedule, Update Schedule, and Find POI. The operation Get Location finds the geographical co-ordinates of a given address. The operation Calculate Trip Time returns the arrival time of the driver given the coordinates of the current and destination locations, and the local time at the current location. The operation Check Schedule verifies if there is a conflict between the time of a meeting and the arrival time of the driver given the user identification, information about the meeting, and the arrival time. The operation Update Schedule updates the driver's agenda with a new time for the meeting. Finally, the operation Find POI identifies the position of a point of interest (POI) close to a specified location given the type of this point, its location, and a radius determining the acceptable distance. The sequence diagram specifies the arguments of these operations and placeholders for the services that will provide them and are to be discovered. The latter are represented by the interfaces INavigationService, IAppointments, and ILocationService. The messages exchanged between the actor and the Haptical device are also represented in the sequence diagram. 
OVERVIEW OF THE FRAMEWORK
As indicated in Section 1, our framework adopts an iterative architecture-driven service discovery process, and assumes the use of UML to specify structural and behavioural design models for an SCS − the key components for specifying architectural and detailed design of real systems (Larman, 2002) 
ASD Process
The framework views ASD as an integral part of the design process of SCS systems. In the ASD process, queries are derived from system design models and identify services that can subsequently be integrated into these models. The process is iterative and starts from the construction of initial system structural and behavioural models (referred to as "SySM" and "SyBM" models respectively in our framework) by the system designers as in the example of Section 2. The SyBM model describes interactions between operations of an SCS that can be provided by web services, legacy systems or software components. The SySM model specifies the types of the parameters of the operations in SyBM, and constraints for these operations and their parameters (e.g., variants, pre-and post-conditions).
Our approach assumes that the SyBM and SySM models are expressed in UML using sequence and class diagrams, respectively. This is because UML is the de-facto standard for designing software systems and can effectively support the design of service-centric systems as it has been argued in (Baresi, Heckel et al.) (Deubler, Meisinger et al. 2005 ) (Gardner, 2004) (Kramler, Kapsammer et al. 2005) . Furthermore, UML has the expressive power to represent the types of the design models that we use, and specify ASD queries as we show in Section 4. The general model of the ASD process is presented in Figure 3 . According to this model, the interactions in SyBM and the classes and interfaces in SySM are used to specify ASD queries. These queries are used to identify candidate services and operations that can fulfil parts of or all the functionality of the system. Designers may select some of the discovered services and operations and bind them to the design models. This binding results in a reformulation of both the SyBM and the SySM models. The new versions of these models may then be used to specify further queries to discover other services that could satisfy properties and constraints of the system or provide more elaborated functionality.
When the results of ASD are not adequate, designers may reformulate their queries and execute them again. It is also possible that, during the ASD process, designers may realise that certain parts of the system cannot be fulfilled by available services. In such cases they may alter their designs to reflect that the relevant parts of the system functionality will be realised by existing legacy code and components, or by developing new software code. Designers may decide to terminate the ASD process at any point or when it becomes clear that further queries cannot discover services matching with the existing design models. It should be noted that the termination of the ASD process is entirely at the discretion of designers and the process itself does not incorporate any termination criteria.
ASD Framework
In order to support the above process, we have developed an ASD framework that is composed of two main components: a UML 2.0 integration module and a query execution engine. Figure 4 presents the architecture of the framework.
The UML 2.0 integration module is combined with a UML CASE tool and is responsible for: (i) extracting queries specifying the service functionality, properties, and constraints as expected in the design models, based on the designer's selections, and (ii) integrating the discovered candidate services back into the design models.
Figure 4: Architecture of ASD framework
The query engine executes the queries by searching for services in different service registries. The search is based on a graph-matching algorithm that computes distances between specifications of services in an ASD query and specifications of service in service registries. The ASD framework assumes that service specifications are composed of parts, called facets, which describe different aspects of services. Facets can, for example, include information stored in service registries based on standard UDDI and ebXML technologies such as service interface specifications expressed in WSDL ("Electronic source," n.d.), behavioural service specifications expressed as BPEL4WS ("Electronic source," n.d.) or OMML (Hall and Zisman 2004) , semantic service specifications expressed in OWL ("Electronic source," n.d.), WSMO ("Electronic source," n.d.), or WSML ("Electronic source," n.d.), and other information types (e.g., cost, test, quality) described in XML format. The framework supports different types of facets specified by appropriate XML schemas. Each instance of a facet type contains a reference to the schema of the facet represented by a URI to facilitate its identification. The results of the query are passed to a result processor which is part of the UML 2.0 Integration Module and has responsibility for integrating them in the UML model. 
QUERY SPECIFICATION
To specify an ASD query in our framework, the user has to select an interaction I from SyBM, create a copy I' of it called query interaction, select the messages in I' that should be realised by operations of the services to be discovered, and specify various constraints for these operations (e.g., restrictions on the number of their parameters, their maximum execution time). Constraints may also be specified for the services that provide the operations (e.g., provider of the service) or the interaction as a whole. The framework also allows the user to automatically query all messages in the interaction I' 2 .
An ASD query is specified by applying a UML 2.0 profile that we have defined for this purpose, called ASD Profile. This profile defines a set of stereotypes for different types of UML elements that may be found in: (i) a query interaction (e.g., messages), (ii) the results of query execution (e.g. operations, services), or (iii) the SySM model of a system and are referenced by elements of the query interaction or the query results (e.g., operations, classes that define the types of the arguments of interaction messages).
Stereotypes are used to specify the role of different elements in a query interaction. More specifically, a message in an interaction may be stereotyped as: (i) query message (<<asd_query_message>>) to indicate that the message invokes an operation that should be provided by a service that is to be discovered; (ii) context message (<<asd_context_message>>) to indicate that the message defines additional constraints for the query messages (e.g. if a context message has a parameter p1 with the same name of a parameter p2 of a query message, then the type of p1 should be taken as the type of p2); or (iii) bound message (<<asd_bound_message>>) to indicate that the message is bound to a concrete operation that has been discovered by an ASD query executed in some previous iteration.
All the messages in a query interaction, which are not stereotyped by any of the above three stereotypes, are considered as messages which are not directly related to the query messages in I'. These messages are treated as indicating parts of the design which are not fully elaborated and finalized yet and therefore should not restrict the services to be discovered in any way. They are, however, maintained when integrating the results of a query back to I' as they may become the parts of the design that will lead to specification of further ASD queries in subsequent iterations.
The stereotyping of a message as a context message is useful when the designers want certain parts of an interaction to be fixed and preserved in subsequent elaborations of the design of an SCS. For example, when an adequate service operation is discovered for a message and is bound to it, the message may be stereotyped as a context message to ensure that the types and functionality of the discovered operation is taken into account in subsequent service searches.
The stereotypes of the ASD Profile have properties which are used to specify additional information for the elements of a query to which the stereotypes apply. Stereotype properties are distinguished in two categories: parameters and constraints.
Parameters are stereotype properties that have scalar values or lists of scalar values and, depending on the stereotype that they belong to, are used to limit the target search space during the execution of a query or limit and record the information that is returned by the query execution engine. For example, the parameter paramMaxCandidates of the stereotype <<asd_query_package>> determines the maximum number of candidate operations that will be maintained in the results of a query for each of the query messages in it. Also, the parameter distance of the stereotype <<asd_bound_operation>>, which may be applied to an operation O that has been discovered for a query message to indicate that O is bound to the query message, has a value that indicates the aggregate distance between the operation invoked by the message in the query and O (see Section 5). Further examples of stereotype parameters are given in Table 1 .
Constraints are stereotype properties which are used to specify conditions about the services and operations that should be discovered by an ASD query (e.g., conditions about the provider of a service, the number of the parameters of an operation or the performance of different operations of a service and the cost of deploying them). Constraints are distinguished into hard and soft. Hard constraints must be satisfied by all the discovered services and operations. Soft constraints influence the identification of the services/operations that have the best match with a query but may not be satisfied by all the services/operations that match with it (see Section 5). The importance of a soft constraint in an ASD query is expressed by a weight that designers must assign to it. Constraints are specified as complex types that include: (a) the type of the constraint (i.e., hard or soft), (b) the body of the constraint that is specified as an OCL ("Electronic source," n.d.) expression and (c) an (optional) weight of the constraint if the constraint is soft (real value between 0.0 and 1.0).
The OCL formulas that constitute the body of stereotype constraints are specified in reference to a model that represents the structure of the service specification facets in UML. This model is called facet metamodel (FM) and is extracted automatically from the XML schema that defines the structure of the facets in the XML registry used by our framework. The specification of constraints in OCL is motivated by the fact that OCL is the standard formal language for specifying constraints for UML models and the need to be able to specify all the aspects of ASD queries in the single modeling framework of UML. Our framework makes full use of OCL. Thus, the formula in the body of a stereotype constraint can be a complex logical expression that makes use, for example, of existential and universal quantification and conditions over collections of values and objects. Our framework supports the syntactic validation of OCL constraints based on the facet metamodel FM and evaluates constraints by an OCL engine.
The element to which a stereotype applies determines the scope of the properties of the stereotype. The scope of properties of stereotypes that apply to an ASD query as a whole is global and the scope of properties of stereotypes which apply to specific query elements is local. Global properties are considered as default values in the query that can be overridden by local properties. When, for example, a query involves several query messages and all but one of these messages require service operations which should be provided by the same service provider, it is possible to define a global constraint regarding the service provider and a local constraint specifying the different provider required for the particular message which will override the global constraint. Table 1 shows the list of stereotypes defined in the ASD profile. For each stereotype, it shows the type of the UML elements which the stereotype can be applied to, gives a description of the stereotype, and lists the parameters and constraints defined for the stereotype. It should be noted that the stereotype properties and constraints that have been defined in the ASD profile, have been indicated by an analysis of the requirements for architecture-driven service discovery specified by the industrial partners of the SeCSE project and our experience in developing software systems.
Our approach to specify ASD queries as stereotyped UML models exploits the expressive power of UML in defining complex dependencies between the messages in query interactions (e.g. parameter dependencies, operation execution orderings) and complex object types for operation parameters. This expressiveness is further extended by the use of special purpose ASD querying stereotypes and properties. Furthermore, our ASD query specification approach ensures the integration of the query elaboration process into the design of an SCS based on UML and makes the process of creating and maintaining ASD queries an integral part of this process.
Following the specification of a query interaction, our framework generates an ASD query package. An ASD query package is a set of UML model elements that includes the specifications of all the elements of the design model which are related to a query and is formally defined as
M Q is the set of the context and query messages of the query; DC Q is a set that includes the classes that define the types of the parameters of the context and query messages in the query, the classes which appear in the specification of the properties of the messages in M Q and the classes which represent the services to be discovered in the query; and IC Q is the set of classes which are referenced directly or indirectly by the classes in DC Q .
The classes in IC Q are identified by traversing the transitive closure of the relations (e.g. association and generalization relations and attributes) connecting the classes in DC Q with other classes in the design model that incorporates the query interaction. An ASD query package is represented in XMI 2.0 − the standard XML based format for representing UML 2.0 models.
Example.
As an example of a query specification, suppose that the designer of DAM_SCS wants to specify a query (called Trip Checker Query 1) to identify services that can provide the operations Get Location and Find POI in the interaction shown in Figure 1 . Suppose also that for this query the designer wants to restrict the number of candidate service operations that should be returned for each of the query messages in Trip Checker Query 1 to 4 and the maximum number of services that should be searched in the registry to 100. Figure 5 shows how these restrictions may be specified as values of the parameters Maximum Candidates and Maximum Services of the stereotype <<asd_query_package>> using the stereotype property editor of the prototype implementing our framework.
After specifying the parameter values, the framework generates a query interaction, which is represented and stored in the system design model as a query package. The query package is stereotyped as <<asd_query_package>> and includes a copy of the sequence diagram (interaction) and the values of all the properties of the stereotype <<asd_query_package>> that have been defined (i.e., the global properties of the query). Following the specification of the global parameters, the designer should stereotype the messages that invoke the operations Get Location and Find POI that need to be discovered as <<asd_query_message>> to indicate that the query should identify operations for these two messages. The stereotyping of messages is done by using the stereotype sub-panel of the property editor of our framework. Values for the properties of the stereotypes that have been applied to various query elements may also be specified using the same editor. Suppose, for instance, that the designer does not want the search process to consider services for the operations Get Location and Find POI which are provided by a particular provider (e.g. ArcWeb ("Electronic source," n.d.)). This restriction may be specified as an OCL constraint for the element description.Provider in the specification facet of the service ILocationService, which in the query interactions of Figures 5 and 6 designates the service that provides the operations Get Location and Find POI. The OCL constraint that specifies this restriction is shown in Figure 6 . Following the graphical specification of Trip Checker Query 1, our framework generates a representation of it in XMI.
QUERY EXECUTION ENGINE
Service discovery queries are executed by the query execution engine in a two-stage process. In the first stage, referred to as filtering, the query execution engine searches service registries in order to identify services with operations that satisfy the hard constraints of a query and retrieves the specifications of such services. In the second stage, referred to as best operation matching, the query execution engine searches through the services identified in the filtering phase, to find the operations that have the best match with the soft constraints of the query.
Selection of Best Operation Matching
The detection of the best possible matching between the operations required by an ASD query and the candidate service operations identified in the filtering stage is formulated as an instance of the assignment problem 0. More specifically, given the set of operations required by an ASD query Q (Oper(Q)) and the set of service operations identified in the filtering stage (Oper S (Q)) an operation matching graph is constructed with two disjoint sets of vertices V Q and V S defined as
where DV k is a set of k special vertices representing dummy operations
The set of edges of the graph, E(V Q ,V S ), includes all the possible edges between the required operations in V Q and the retrieved service operations in V S . These edges are weighted by a measure D (F, v 
where F is the set of the facets in the descriptions of service operations and Σ f∈F w f =1.
The distance function D is defined to have a value in the range [0,…,1] for all the pairs of operations drawn from Oper(Q) and Oper S (Q). In the case of comparisons between an existing operation and a dummy operation D' s value is defined to be 1. This favours the possibility of mapping an existing operation onto a requested operation rather than leaving without a counterpart. Finally, D is defined to take an infinitum value (∞) in the case of operations which − by virtue of the constraints defined in Q − should not be mapped onto each other. This precludes the matching of such operations when the optimal matching between V Q and V S is selected.
Following the computation of the D distances for all the edges of the operation matching graph, the best matching between the operations in V Q and V S is detected in two steps. In the first step, a
) and minimises the function
is selected by using standard algorithms for the assignment problem (e.g. the Hungarian method 0). In the second step, O(V Q ,V S ) is restricted to include only the edges whose distance
The initial set of facets F that we are using for the computation of the overall operation distance D includes: (i) a signature facet (F-sig) which specifies the name of an operation and the name and type of each of its input and output parameters. (ii) a service behaviour facet (F-beh) which specifies the behaviour of the service that provides an operation (this behaviour is specified as a state machine), and (iii) a constraint facet (F-con) which specifies various constraints for the operation.
The partial distance functions that we are using to calculate the distance between two operations with respect to the above facets are described in the following. Prior to the introduction of these partial distance functions, however, it should be noted that the ASD framework has been designed to allow modifications in the set of facets F which are used for specifying services. More specifically, if new facets are added in F, D can be extended by introducing additional partial distance functions enabling operation comparisons with respect to these facets in its computation, and re-adjusting the facet weights w f .
F-sig distance
The partial distance that is used to compare the facets specifying the signatures of two operations is defined as
In this formula, d L is a linguistic distance built on top of the WordNet lexicon 0 and d PS is a function computing the distance between the input and output parameters of two operations. For two sets of parameters S1 and S2, d PS is computed by finding the best possible morphism between the edges in the type graphs of the parameters in S1 and S2. The type graph TG S of a set S of parameters p 1 ,…,p m of types T 1 , …, T m , is defined as a graph with a set of labeled directed edges of the form <edge-name, (edge-source-node, edge-destination-node)> as follows: 
Edges(OppositeType(x))
Given the above definition of the type graph of a set S of parameters, the distance between two sets of parameters is defined as 
), name(T 2 D )) + w 4 * d EDGES (Edges(T 1 D ), Edges(T 2 D )))
According to the above definition, d PS (P1,P2) is a function that computes the distance between two sets of operation parameters by finding the best possible morphism between the structures of the types of the parameters in these sets.
F-beh distance
The partial distance that is used to compare the behaviour of the service that receives the message calling an operation v Q in a query (referred to as Q-service in the following) with the service that provides a candidate operation v S for this message in the service registry (referred to as R-service in the following) is calculated by comparing the behavioural model of the R-service with a behavioural model of the Q-service that is extracted from the query.
The behavioural model of an R-or Q-service S is defined as a state machine
σ is the set of states of S, O is the set of the signatures of the operations provided by S, T is a set of transitions between the states in σ which are triggered by the execution of specific operations in O defined as: T ⊆ σ × σ × O, σ I is the initial state of S (σ I ∈ σ), and σ E is the set of the final states of S − these are the states for which there is no transition in T that has them as its origin (σ E ⊂ σ). It should be noted that the construction of a state machine for a query service QS is based only on a single query interaction and any other interactions which may involve QS are ignored. The reason underpinning this approach is that the construction of a state machine reflecting all the interactions that involve a specific service would require the resolution of any inconsistencies which may exist between these interactions prior to the formulation of the state machine. The resolution of such inconsistencies prior to service discovery, however, would be inefficient as the discovered services may fit only partially with a query interaction and, therefore, introduce new inconsistencies into the model that will need to be resolved again. Thus, our approach is to first try to produce elaborated forms of an SCS design model by discovering services that can (even partially) fit into single interactions and then check the overall consistency of the model and resolve any inconsistencies that may exist (including inconsistencies caused by the discovered services and inconsistencies irrelevant to them).
The distance between a query service QS and a registry service RS is computed by a search algorithm that finds for the single path p of SM QS a path q of SM RS 5 that has the minimum distance with p. Formally, the path q is identified through the computation of the following distance function 6 :
min u= len(p)−k…len(p)+k (min q∈ SM RS and len(q)= u (min m ∈Morphs (|len(p)−u|) (p,q) ( 1/(max(len(p),len(q)) ( t i ∈p and m(t i ) ≠ NULL d f-sig (oper(t i ),oper(m(t i )))+ ( t i ∈p and m(t i )= NULL 1) + ( t j ∈q and m -1 (t j )= NULL 1))))) where
len(p) and len(q) are the number of transitions in paths p and q, respectively Morphs (n) (p,q) is the set of all the possible 1-1 mappings m between the transitions of p and q that preserve the ordering of the transitions within these paths (i.e. for all transitions t i and t j in p such that t i p t j it also holds that m(t i ) q m(t j ) 7 ) and leave n transitions in p or q without counterparts (the counterpart of all such transitions will, by convention, be the dummy transition NULL). m -1 is the inverse mapping of a mapping m from p to q k is a parameter defining the maximum number of the transitions of p or q that are allowed not to have a counterpart in the mappings between these paths (k∈ [0,…,min o3}. This flexibility makes it possible to discover services whose behaviour is similar to the behaviour of the required service but not identical to it. In such cases, the NULL mappings are also reported to designers who may use them as hints for how to alter the SyBM and SySM design models of a system in order to integrate the discovered service operations. Table 2 : Distances of alternative SM paths for path p in Figure 7 On the basis of d Beh , the service behaviour facet distance d F-beh of two operations is defined as follows:
) ;k) where SERVICE(x) is the service that provides the operation x in a query or the service registry and SM SERVICE(x) is the behavioural model of this service as we defined it above.
F-con distances
The default partial distance that corresponds to a constraint facet f-con is defined as
defined for a query message v Q is not satisfied by the constraint facet F-con(v S ) of a service operation v S and 0 if the constraint is satisfied. The users of the ASD framework may, however, define alternative distance functions for different types of constraints.
Query Results
The result of an ASD query identified by the query execution engine (i.e., best candidate services with smallest distances) is represented as an ASD results package.
The ASD results package contains a copy of the interaction used by the designer to create the query together with the structural model for the elements in the interaction, and various ASD service packages, that represent each of the candidate services that were identified by the query execution engine. The ASD service packages contain elements representing concrete discovered services together with all data types used in the XSD schemas of the services. The framework constructs the service packages by extracting the interface and data models of candidate services from the description facets of these services in a service registry (e.g. WSDL). The attributes and relationships of these data types are represented as a UML class diagram. The operations in the service packages can be either bound, candidate, or uncharacterized. A bound operation signifies the service operation with the best match to a query message. A candidate operation reflects another possible result for the query message, but not necessarily the best match.
The framework allows designers to analyse the results of a query and select alternative candidate operations to bind to query messages. After analyzing the results, the designer can (a) accept the results of the query, (b) return to the previous query, modify it and execute it again, or (c) investigate the non bound candidate services that were retrieved by the query and decide to bind any of these services and operations to query messages.
After the designer selects a particular service from the returned candidate services, the structural model in the ASD results package is automatically updated with concrete data of the chosen service, and the interaction is modified to reflect the binding of this service and its operations. The designer can then copy the structural and behavioural models to the original design model of the SCS, thereby modifying its design. A modified design model can be used in a next iteration of the ASD process as the basis of specifying further ASD queries.
Example. In the case of the query Trip Checker Query 1 shown in Figure 6 , the query execution engine selected four services for each of the two query messages Get Location and Find POI in the filtering phase of the querying process. These services are shown in Tables 3 and 4 and were selected from a registry of 59 different services, based on the hard constraints specified in the query (see Section 7 for a description of the services used in our experiments). The selected services were subsequently used in the best operation matching phase to find the service operations that had the smallest distance to the query messages in the query. During this phase the information about the operation signatures and the structural type model in the service specifications were also taken into account. Table 3 presents the best possible operations that were found for the query messages Get Location and Find POI in the Trip Checker Query 1. These results have been generated given the constraints specified for this query in Section 4 (these constraints were that the maximum number of service operations returned for each query message should be 4 and that services should not be provided by ArcWeb). The table shows the best 4 operations that match each query message, the name and the provider of the service that offers these operations, and the distance between the discovered operation and the operation requested by the query message as calculated by the algorithm (the input and output parameters of the operations are not shown in the tables). (impl:request,impl:check) :impl:getPoiListReturn returns a list of points of interest, with detailed information of these points, given a request (input parameter impl:request) and security information identifying the user of the service (input parameter impl:check). The impl:request parameter represents information about the type of the point of interest, the location for this point (e.g., center and radius), and the number of points to be returned. The operation getCompactPoiList (impl:request, impl:check) :impl:getCompactPoiListReturn also returns a list of points of interest, given the same input parameters, but with less detailed information about the returned points. Figures 9 and 10 show class diagrams incorporating the data types of the return parameters impl:getPoiListReturn (complex type tns1:FindLocations) and impl:getCompactPoiListReturn (complex type tns1: FindPOI). As shown in these diagrams, the parameter impl:getPoiListReturn represents more detailed information than the parameter impl:getCompactPoiListReturn. The prefixes impl and tns1 used in the input and return parameters of the above candidate operations, and in the data types of these parameters are prefixes of the namespaces used by ViaMichelin:FindNearbyPOIService service 8 .
Results of query execution for message Get Location in
The distances between the candidate operations getPoiList(impl:request,impl:check):impl:getPoi ListReturn and getCompactPoiList(impl:request, impl:check) :impl:getCompactPoiListReturn and the operation invoked by the query message Find POI were 0.19936 and 0.21276, respectively. The computation of these distances was based on distances between the data types of the input and return parameters of these operations and the respective data types of the input and return parameters of Find POI. Figures 9 and 10 show how the data type POI of the return parameter of Find POI was mapped onto the data types of the return parameters impl:getPoiListReturn and impl:getCompactPoiListReturn by virtue of computing the d F-sig distances.
More specifically, as shown in Figure 9 , the class Address, which constitutes the data type POI of the return parameter poi of the query message Find POI, was mapped onto the class FindNearbyPOIService.tns1:Address. The class FindNearbyPOIService.tns1:Address is part of the data type of the return parameter tns1:FindLocations of the candidate operation getPoiListReturn. This mapping was created because the two classes shared a significant number of pairs of attributes with similar names and identical types, namely: In the case of the data type tns1:FindPOI of the return parameter impl:getCompactPoiListReturn of the operation getCompactPoiListReturn, none of its attributes is sufficiently similar to the attributes in POI. More specifically, as shown in Figure 10 , none of the attributes street, country, (i) executes a second query (Query 2) to identify the best match for the operation Calculate Trip Time that returns the operation GetArrivalTime() of the service WNavigation as the best match for this query, and accepts this operation (ii) executes a third query (Query 3) to find an operation for the message Check Schedule() that returns the operation CheckMeeting() of the service AAgenda as the best match for this query, and the operation CheckAppointments of the service XAgenda as a second candidate operation, and decides to bind CheckAppointments to the query message Check Schedule() (iii) executes a fourth query (Query 4) to find an operation for the message Update Schedule, after stereotyping the operation CheckAppointments that was found by the third query as a context message.
Figure 11: Results of the matching for all queries
In Query 4, since the context message Check Schedule, which the operation CheckAppointments was bound to at the end of the Query 3, has input parameters with the same data type as the query message Update Schedule (i.e., Meeting and Time as shown in Figure 1) , the query will be constrained to find candidate operations for Update Schedule that are similar to the data types which Meeting and Time were mapped to at the end of Query 3, after the decision to bind CheckAppointments to Check Schedule. As a consequence, the results of Query 4 are likely to suggest candidate operations of services that have the same provider as the service that offers CheckAppointments. This is because the best matching algorithm takes into consideration the minimal distances between operation names, parameters, and (nested) data types. Following the execution of Query 4, the query execution engine returns the operation CheckAppointments of the service XAgenda as the best match. Figure 11 shows the sequence diagram with the results for all the iterations described above including the bound services and operations.
IMPLEMENTATION
The ASD framework has been implemented as an Eclipse plug-in for IBM Rational Software Modeler/Architect 6.0 (RSM/RSA). RMS/RSA supports UML v2.0 and XMI 2.0 model serialization, and is based on the extensible and open Eclipse 3.0 IDE. The ASD Profile described in Section 3 is also implemented as an Eclipse plug-in, so that it can be deployed in RSM/RSA and can be applied to UML models either via RSM/RSA' s GUI or programmatically. The specification of the stereotype properties is assisted by the use of Eclipse wizards and property editors.
The definition of OCL constraints is assisted by IntelliSense live syntax checking and help. The query execution engine is implemented as part of the plug-in and retrieves the facets which describe services in a service registry that has been implemented as an eXist database 0.
In future implementations of the framework, our plan is to wrap the query execution engine as a web service that will get as input the XMI representation of the ASD queries and return its results in an XML representation. This will allow the execution of ASD queries, independently of the use of a particular CASE tool.
EVALUATION
To evaluate our framework, we have conducted a preliminary set of experiments whose objective was to evaluate: (i) the precision of the services retrieved by our ASD framework; and (ii) the efficiency in the execution of service discovery queries.
In the experiments, we used services that are publicly available through the web service search engine WOOGLE ("Electronic source," n.d.) 9 . More specifically, we downloaded 59 web services offering a total of 183 operations and imported their WSDL specifications in the registry of our tool. These services were selected randomly and covered a diverse range of domains including:
banking and business transaction services (e.g. credit card validation services, e-payment services, services supporting transactions over fixings of precious metals) business news services (e.g. stock quote and financial news services, mortgage index data services) services for financial decision making (e.g. services for investment break-even analysis) communication services (e.g. services for sending SMS, services for validating email addresses, remote number calling services, prepaid telephone card PIN dispatching services) location services (e.g. address verification, retrieval and correction services, geographic coordinates retrieval services, point-of-interest identification services, distance calculation services) demographic data services (e.g. services providing demographic data such as income and age data for specific areas)
In the experiments, we used three different system design scenarios specifying:
(i) an interaction for finding routes to airports (AirportTrip model);
(ii) an interaction for purchasing pre-paid telephone cards over the internet (PrePaidCard model); and (iii) an interaction for supporting stock purchasing over the internet (PurchaseStock model).
For each of these scenarios, we specified 6 service discovery queries according to the generic patterns shown in Table 4 (the identity of message identifiers in the table signifies the use of query messages that invoke operations with the same signatures and receiver services in the actual queries). According to Table 4 , queries Q1 and Q2 contain a single query message, query Q3 is composed of two query messages, queries Q4 and Q5 contain one query message and one context message, and query Q6 contains two query messages and one context message. The context message used in queries Q4, Q5, and Q6 is the bound message discovered after execution of query Q1. The deployed query specification pattern enabled us to investigate differences in the precision of the ASD framework in cases of querying: for single vs. many service operations (e.g. Q1−Q2 vs. Q3, and Q4−Q5 vs. Q6) with and without the use of context messages (e.g. Q4, Q5 and Q6 vs. Q1, Q2 and Q3, respectively)
The queries used in our experiment had different complexities. The complexity of a query was measured by the number of edges of the type graphs of the parameters of the query messages in it as defined in Section 5.2. Table 5 shows the number of edges of these type graphs for each of the six queries of the three design scenarios used in our experiment. The interactions for each of the three different scenarios used in our experimentation and the six different queries defined using them were specified by designers independently. The designers who specified the queries had substantial knowledge in the areas of service centric engineering and object-oriented modeling and the only restriction that they had to adhere to was that the queries specified for each interaction should adopt the general query patterns shown in Table 4 .
The designers who specified the queries for each scenario also assessed the precision of the results of these queries by indicating whether or not the operations returned by them could be bound to the query message for which they were retrieved. It should be noted, however, that in the execution of these queries we did not use the d Beh function since none of the services that we used had a behavioural model specified for it. The precision of our framework was measured by the formula #ROi/#DO where #DO was the number of the operations discovered by a query and #RO i was the number of these operations that the designer i considered to be relevant to the query messages in the query (i.e., the standard definition of precision in information retrieval 0). Based on this formula, we assessed precision at three different cut-off points (COP): (i) the first most similar operation to a query message (COP=1), (ii) the two most similar operations to a query message (COP=2), and (iii) the three most similar operations to a query message (COP=3). Table 6 summarises the precision measures that we recorded following this process. The precision measures in each of the cells of this table represent the precision of the results obtained by each of the query types at a given COP across all the three design scenarios. The main observations that may be drawn from the precision measures of Table 6 are that:
(i) The precision in the case of queries with bound context messages (i.e., queries in which operations that had been discovered in an earlier iteration became context messages) was worse than the precision in the case of queries with no context messages at all the three different cut-off points. This is evident when contrasting the combined precision measure for Q4−Q6 with the relevant measure for Q1−Q3. The reason for this phenomenon is that the use of context messages with bound operations makes it more likely in a subsequent query to discover operations offered by the same service that provides the bound operation(s). This is because the additional operations of this service are likely to use the same data types with the already bound operation(s) of the service and this affects the d F-sig distances. This effect was particularly strong in our experiments because we did not use any behavioural distances between operations and query messages (d Beh distances) due to the unavailability of behavioural models for the 59 services that we deployed in the experiments. Our expectation is that, as behavioural distances would normally be high between query messages and service operations which are irrelevant to them, such distances would counterbalance the low signature distances between query messages and irrelevant operations coming from services already bound in a model. This, in combination with the use of a maximum threshold value for the D (F,v Q i ,v S j ) distances to determine whether a service operation should be regarded as a candidate for a query message, might reverse the observed phenomenon. The effect of such thresholds, however, needs to be evaluated in further experiments.
(ii) The number of the query messages in a query did not affect the precision of the generated results. More specifically, as shown in Table 6 , the precision of the results for the two different query messages used in queries Q3 and Q6 were not different from the precision of queries Q1 and Q2 in the first case and queries Q4 and Q5 in the second which searched for operations using these messages separately (the numbers in parentheses for Q3 show the precision of the results for m 1 and m 2 separately and the numbers in parentheses for Q4 show the precision of the results for m 3 and m 4 separately). Due to the small number of queries that we executed, however, the effect of the number of the query messages to the precision of the results is not conclusive and should be verified by further experimentation.
In our experiments, we also recorded the time that it took to execute queries against the deployed service registry. Figure 12 shows the average execution time across queries which were classified in different ranges of structural complexity. This complexity was measured by the number of the edges in the type graphs of the parameters of each query message and the parameters of the operations in the service registry that the query message was compared with. As shown in the figure, the average execution time increased in line with the complexity of queries (up to queries having less than 60 edges) and then decreased for more complex queries. The observed decreases in the execution times for the last two edge ranges in the figure (i.e., queries with [61−80] edges and [81−100] edges, respectively) is likely to have been the result of the fewer data points that we had available at the relevant ranges and which may have skewed the average recorded times. A positive observation which may, however, be made on the basis of the time measures shown in Figure 12 is that the average execution time for a query does not appear to increase exponentially with its complexity.
Our conjecture from the above results is that the performance of the ASD framework both in terms of the precision of the results that it generates and the query execution time is promising and provides reasonable grounds for expecting our approach to have an average performance along these two dimensions that could scale for complex design models. Clearly, however, further experimentation will be necessary for the confirmation of these preliminary results.
RELATED WORK
There have been several strands of research in the literature focusing on service discovery. In the following, we give an account of these strands and compare them based on how they specify services and service discovery queries, and how they match queries with services.
In (Horrocks, Patel-Schneider et al. 2003) , the discovery of services is addressed as a problem of matching queries specified using a variant of Description Logic (DL) with service profiles specified in OWL-S ("Electronic source," n.d.). The matching process is based on the computation of subsumption relations between service profiles and supports different types of matching (exact, plug-in, subsume, intersection, and disjoint matching). Our view is that our framework is more flexible as it can support the discovery of services specified in various specification formats (facets) as we described in Section 3.2.
The work in (Hausmann, Heckel et al. 2004) proposes the use of graph transformation rules for specifying services and service discovery queries. Similarly to our work, these rules represent each service operation by two "source" and "target" object graphs whose nodes and edges correspond to data entities and relationships between them, respectively. Matching in this approach is based on the use of RDQL by testing subgraph relations and establishing if a specification matching relation holds between the query and the service description. Our matching criteria are more flexible as they are based on distance measures which quantify similarities between the graphs. In (Klein and Bernstein 2004) , the authors have also proposed the use of graph-matching for service discovery but very few details of the matching algorithm are available.
The approach in (Wu and Wu 2005) proposes four similarity assessment methods to support service matching, namely lexical, attribute, interface, and quality-of-service(QoS) similarity. These forms of similarity assessment can be used either separately or jointly. Their lexical similarity method calculates the distance between two words in concept hierarchies based on the lexicons WordNet and HowNet. The attribute similarity uses hyperonymy/hyponymy relations to construct hierarchical structures and calculates the similarity of two attributes based on the distance of the nodes that represent them in the hierarchy. The interface similarity is based on the comparison of the names and types of the parameters of the operations of two services. The parameter name similarity is assessed by using the lexical similarity while the similarity of the parameter data types is computed by using the data type mapping table proposed in (Cardoso and Sheth 2003) . In our approach the similarity between the operations in a query and the operations of a service is also computed using a linguistic distance between the names of the parameters and the distance between the parameters of the operations. However, the distance of the parameters is computed by finding the best possible morphism between the data types of the operation parameters. The QoS similarity is based on the similarity of time, reliability, fidelity, and security of two services. An evaluation of the approach in (Wu and Wu 2005) has shown precision between 42% and 62% for interface similarities whilst the preliminary evaluation of our approach showed precision figures in the range of 55% to 100%. Direct comparisons, however, between these precision results cannot be made as the experiments have been carried out using different experimental conditions.
METEOR-S (Aggarwal, Verma et al. 2004 ) is a system that adopts a constraint driven approach to service discovery in which queries are integrated into the composition process of a SCS and are represented as a collection of tuples of features, weight, and constraints. Details of the query matching process which is used in this system were not available to us. We should note, however, that in our approach, queries contain not only information about service features and constraints but also parts of the design models of the SCS in which a service will be deployed.
The approach in (Hoschek, 2002) uses service descriptions constructed as collections of annotated multi-purpose extensible data containers, called "tuples", which can be queried via XQuery ("Electronic source," n.d.). The service specifications assumed in (Klein and Berstein 2004) include only specifications of service operation signatures and do not incorporate QoS properties or behavioural descriptions of services. Thus, this approach is primarily focused on interface queries where operation signatures are matched using string matching. This form of matching is very limited as it cannot account for even small variations in operation signature specifications such as the use of different parameter names or alternative orderings of parameters.
In (Hall and Zisman 2004) , the authors advocate the use of (abstract) behavioural models of service specifications in order to increase the precision of service discovery. Their approach locates services, which satisfy task requirement properties expressed formally in temporal logic, by using a lightweight automated reasoning tool. Our approach can support the use of behavioural service specifications as those proposed in (Hall and Zisman 2004) .
In (Shen and Su2005) , the authors also argue that the use of behaviour signatures of web services such as conversations of web services, events and activities of services, and semantic descriptions of services can improve service discovery. Their approach proposes a behavioural model for services which associates messages exchanged between services with activities performed within the services. A query language based on first-order logic that focuses on properties of behaviour signatures is used to support the discovery process. These properties include temporal features of sequences of service messages or activities and semantic descriptions of activities. The discovery process is based on the use of evaluation algorithms for the query language.
Finally, there have been proposals for specific query languages to support web services discovery (Papazoglou, Aiello et al. 2002) , (Yunyao, Yang et al. 2005) . The query language proposed in (Papazoglou, Aiello et al. 2002 ) is used to support composition of services based on user's goals. NaLIX (Yunyao, Yang et al. 2005) , which is a language that was developed to allow querying XML databases based on natural language, has also been adapted to cater for service discovery.
Although the above approaches have contributed to the problem of service discovery, none of them supports service discovery as part of the design process of service centric systems. Also, to the best of our knowledge, there is no other approach that focuses on this aspect of service discovery. In our view, in many settings service discovery needs to be integrated with main stream software development processes as the UML-based design process that we assume in this paper and, in this respect, the approach that we have presented in this paper has clear elements of novelty.
CONCLUSION AND FUTURE WORK
In this paper, we have presented a framework that supports architecture-driven service discovery as part of an iterative process for UML-based design of service centric systems.
The framework is based on a query language that we have developed to support the specification of service discovery queries in reference to behavioural and structural UML design models of service centric systems. The language is based on a newly developed UML profile that includes stereotypes which allow the identification of the role of the different elements of a UML model in a query and the specification of constraints and parameters for these elements which drive the discovery process.
The ASD queries that may be expressed in our framework are executed against service registries based on similarity analysis techniques. The execution of a service discovery query occurs in two stages: initially a set of service operations that satisfy certain functional and quality properties are identified and then an optimal mapping of these service operations onto the operations required in a query is determined.
Our framework addresses significant challenges in architecture driven service discovery, notably the need to: (a) incorporate service discovery as part of iterative service centric system design processes that use well-established industrial modelling standards, and (b) provide efficient discovery processes that can identify alternative candidate service operations that might not satisfy a query entirely and indicate to designers how such service operations can be integrated in their design models.
In the current state of its development, our framework supports discovery based on structural and behavioural specifications of services. It may, however, be extended to support service discovery based on other types of service specifications (facets) including semantic specifications (e.g. OWL-S, WSML, WSMO) and alternative types of behavioural specifications (e.g. BPEL4WS, OMML, WSML). This would be possible by using appropriate distance functions for these types of service specifications.
It should also be noted that our ASD framework addresses service composition in an implicit way. The detailed descriptions of the mismatches between the queries and available services, as well as the use of context messages allow developers to re-formulate the design models in ways that may lead to the discovery of other services based on services already discovered. We are currently extending our framework to support service composition explicitly based on the use of aggregate distance measures and the computation of one-to-many message to service operation mappings. Additional on-going work on the framework is concerned with its further experimental evaluation in industrial case studies.
