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Appendix C: Source Code 
Modified Code 
Code.gs 
 
/** 
 * Runs when a document is opened. 
 */ 
function​ onOpen​(​e​)​ ​{ 
  ​var​ menu ​=​ ​DocumentApp​.​getUi​() 
      ​.​createAddonMenu​() 
      ​.​addItem​(​translate​(​'Review'​,​ e​),​ ​'showSidebar'​) 
//      .addItem('Grade', 'showGrading') 
      ​.​addItem​(​translate​(​'Revise'​,​ e​),​ ​'showPeerReview'​) 
      ​.​addSeparator​() 
      ​.​addItem​(​translate​(​'Rubric Manager'​,​ e​),​ ​'showFullRubricManager'​) 
      ​.​addItem​(​translate​(​'Rubric Setup'​,​ e​),​ ​'showRubric'​) 
      ​.​addItem​(​translate​(​'Select Rubric'​,​ e​),​ ​'promptForImport'​) 
      ​.​addItem​(​translate​(​'Show Reviewers\' Identity'​,​ e​),​ ​'showReviewerEmails'​) 
      ​.​addSeparator​() 
      ​.​addItem​(​translate​(​'Options'​,​ e​),​ ​'promptForOptions'​) 
//      .addSeparator() 
//      .addItem('DEVELOPER­Delete Comments', 'deleteAllComments') 
//      .addItem('DEVELOPER­Delete Summary Key', 'deleteSummaryKey') 
//      .addItem('DEVELOPER­Delete Rubric', 'deleteRubric') 
//      .addItem('DEVELOPER­Delete Saved User Rubrics', 'deleteUserRubrics') 
//      .addItem('DEVELOPER­Delete Email Key', 'deleteEmailKey'); 
//      .addItem('DEVELOPER­Delete Grading Syntax', 'deleteGradingSyntax')  
//    .addItem('DEVELOPER­Delete Rubric Selection', 'deleteSelectedRubric') 
//    .addItem('DEVELOPER­Log Summary', 'highlightSum'); 
      ​; 
  menu​.​addToUi​(); 
} 
 
/** 
 * Action for on install 
 */ 
function​ onInstall​(​e​)​ ​{ 
  onOpen​(​e​); 
} 
 
/** 
 * Clears formatting in a document. 
 */ 
function​ clearFormatting​()​ ​{ 
  ​var​ comments ​=​ getAllComments​(); 
  comments​.​forEach​(​ ​function​ ​(​comment​)​ ​{ 
    comment​.​unformat​(); 
  ​}); 
  ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"FormattingState"​,​ ​"Cleared"​); 
} 
 
/** 
 * Reapplys formatting in a document 
 */ 
function​ restoreFormatting​()​ ​{ 
  ​var​ comments ​=​ getAllComments​(); 
  ​var​ colors ​=​ getRubricColors​(); 
  ​var​ doc ​=​ ​DocumentApp​.​getActiveDocument​(); 
  comments​.​forEach​(​ ​function​ ​(​comment​)​ ​{ 
    ​if​ ​(!​comment​.​resolved​){ 
      comment​.​format​(​colors​.​getColor​(​comment​.​ccss​),​ doc​); 
    ​} 
  ​}); 
  ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"FormattingState"​,​ ​"Formatted"​); 
} 
 
/** 
 * Gets the docASSIST folder in the user's drive. If one does not exist, it is created. 
 * 
 * @return {Folder} The docASSIST folder 
 */ 
function​ getDriveFolder​()​ ​{ 
  ​var​ folders ​=​ ​DriveApp​.​getFoldersByName​(​"docASSIST"​); 
  ​if​ ​(​folders​.​hasNext​()​ ​==​ ​true​){ 
    ​return​ folders​.​next​(); 
  ​}​ ​else​ ​{ 
    ​return​ ​DriveApp​.​createFolder​(​"docASSIST"​); 
  ​} 
} 
 
/** 
 * DEVELOPER USE 
 * Deletes the last email list key 
 */ 
 ​function​ deleteEmailKey​(){ 
   ​PropertiesService​.​getDocumentProperties​().​deleteProperty​(​"ASSISTmentsLastEmailList"​); 
 ​} 
 
/** 
 * DEVELOPER USE 
 * Deletes the grading Syntax preference 
 */ 
 ​function​ deleteGradingSyntax​(){ 
   ​PropertiesService​.​getUserProperties​().​deleteProperty​(​"GradingSyntax"​); 
 ​} 
 
/** 
 * DEVELOPER USE 
 * Deletes the rubric that is saved within the document. 
 */ 
function​ deleteRubric​(){ 
  ​PropertiesService​.​getDocumentProperties​().​deleteProperty​(​"ASSISTmentsRubric"​); 
  ​PropertiesService​.​getDocumentProperties​().​deleteProperty​(​"ASSISTmentsRubricOwner"​); 
  ​PropertiesService​.​getDocumentProperties​().​deleteProperty​(​"ASSISTmentsRubricColorMap"​); 
} 
/** 
 * DEVELOPER USE 
 * Deletes the saved rubrics for a user. 
 */ 
function​ deleteUserRubrics​(){ 
  ​PropertiesService​.​getUserProperties​().​deleteProperty​(​"ASSISTmentsUserRubrics"​); 
} 
 
/** 
 * DEVELOPER USE 
 * Delets the key that indicates a summary has been generated 
 */ 
function​ deleteSummaryKey​(){ 
  ​PropertiesService​.​getDocumentProperties​().​deleteProperty​(​"ASSISTmentsSummary"​); 
} 
 
/** 
 * DEVELOPER USE 
 * Delets the key that indicates a summary has been generated 
 */ 
function​ deleteSelectedRubric​(){ 
  ​PropertiesService​.​getDocumentProperties​().​deleteProperty​(​"ASSISTmentsRubric"​); 
} 
 
/** 
 * Shows the sidebar for Peer Review 
 */ 
function​ showPeerReview​()​ ​{ 
  ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​'peerReview'​); 
  
  ​var​ rubric ​=​ getRubric​(); 
  ​if​ ​(​rubric ​==​ ​null​){ 
    promptForImport​(​"showPeerReview"​); 
    ​return​; 
  ​} 
  
  ​var​ secs ​=​ rubric​.​getKeys​(); 
  ​if​ ​(​getFilteredComments​(​"ccss"​,​ ​"ASSISTMENTS_GENERAL_FEEDBACK"​).​length ​>​ ​0​){ 
    secs​.​push​(​"ASSISTMENTS_GENERAL_FEEDBACK"​); 
  ​} 
  
  html​.​sections ​=​ secs​; 
  ​var​ evalHtml ​=​ html​.​evaluate​() 
      ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
      ​.​setTitle​(​translate​(​'Revise'​)) 
      ​.​setWidth​(​400​); 
  ​DocumentApp​.​getUi​() 
      ​.​showSidebar​(​evalHtml​); 
  ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"currentSidebar"​,​ ​"Revise"​); 
} 
 
/** 
 * Shows the sidebar to add a comment 
 */ 
function​ showSidebar​()​ ​{ 
  
  ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​'addComment'​); 
  ​var​ rubric ​=​ getRubric​(); 
  ​if​ ​(​rubric ​==​ ​null​){ 
    promptForImport​(​"showSidebar"​); 
    ​return​; 
  ​} 
  html​.​categories ​=​ rubric​; 
  ​var​ evalHtml ​=​ html​.​evaluate​() 
      ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
      ​.​setTitle​(​translate​(​'Review'​)) 
      ​.​setWidth​(​400​); 
  ​DocumentApp​.​getUi​() 
      ​.​showSidebar​(​evalHtml​); 
  ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"currentSidebar"​,​ ​"Review"​); 
   
   
} 
 
/** 
 * Shows the sidebar to grade 
 */ 
function​ showGrading​()​ ​{ 
  ​var​ gradingSyntax ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​"GradingSyntax"​); 
  ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​'grading'​); 
  ​var​ rubric ​=​ getRubric​(); 
  ​if​ ​(​rubric ​==​ ​null​){ 
    promptForImport​(​"showGrading"​); 
    ​return​; 
  ​} 
  html​.​isNumeric ​=​ ​(​gradingSyntax ​==​ ​"Numbers"​)​ ​||​ ​(​gradingSyntax ​==​ ​null​); 
  html​.​categories ​=​ rubric​; 
  ​var​ evalHtml ​=​ html​.​evaluate​() 
      ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
      ​.​setTitle​(​translate​(​'Grade'​)) 
      ​.​setWidth​(​400​); 
  ​DocumentApp​.​getUi​() 
      ​.​showSidebar​(​evalHtml​); 
  ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"currentSidebar"​,​ ​"Grade"​); 
} 
 
/** 
 * Reveals the identity of each feedback person. 
 * This is only allowed by people who can edit the rubric. 
 */ 
function​ showReviewerEmails​(){ 
  ​var​ authors ​=​ getAllRubricAuthors​(); 
  ​if​ ​(​authors​.​indexOf​(​Session​.​getEffectiveUser​().​getEmail​())​ ​==​ ​­​1​ ​&&​ authors​.​length ​!=​ ​0​){ 
    ​var​ html ​=​ ​HtmlService​.​createHtmlOutputFromFile​(​'rubric­error'​); 
    ​var​ evalHtml ​=​ html​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
                       ​.​setTitle​(​translate​(​"Reviewer Emails"​)) 
                       ​.​setHeight​(​200​) 
                       ​.​setWidth​(​800​); 
    ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ translate​(​"Reviewer Emails"​)); 
  ​}​ ​else​ ​{ 
    ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​'author­list'​); 
    html​.​authors ​=​ getCommentAuthors​(​getAllComments​()); 
    ​var​ evalHtml ​=​ html​.​evaluate​() 
        ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
        ​.​setTitle​(​translate​(​"Reviewer Emails"​)) 
        ​.​setWidth​(​500​) 
        ​.​setHeight​(​250​); 
  ​} 
  ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ translate​(​"Reviewer Emails"​)); 
} 
 
/** 
 * Saves the recently used emails as a document property 
 * @param {string[]} emails A list of email addresses. 
 */ 
 ​function​ saveEmailList​(​emails​){ 
   ​if​ ​(​emails​.​length ​>​ ​0​) 
      ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"ASSISTmentsLastEmailList"​, 
emails​.​join​(​"\n"​)); 
 ​} 
 
 
/** 
 * Shows the popup Rubric generator 
 */ 
function​ showRubric​(){ 
  ​var​ authors ​=​ getAllRubricAuthors​(); 
  ​if​ ​(​authors​.​indexOf​(​Session​.​getEffectiveUser​().​getEmail​())​ ​==​ ​­​1​ ​&&​ authors​.​length ​!=​ ​0​){ 
      promptForImport​(​"showRubric"​); 
  ​}​ ​else​ ​{ 
 
    ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​'rubric'​); 
    ​var​ rubric ​=​ getRubric​(); 
    ​var​ colors ​=​ getRubricColors​(); 
    ​if​ ​(​rubric ​==​ ​null​ ​||​ colors ​==​ ​null​){ 
      rubric ​=​ getDefaultRubric​(); 
      colors ​=​ getDefaultRubricColors​(); 
    ​} 
    html​.​rubric ​=​ rubric​; 
    html​.​map ​=​ colors​; 
    html​.​authors ​=​ getOtherRubricAuthors​(); 
    ​var​ evalHtml ​=​ html​.​evaluate​() 
        ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
        ​.​setTitle​(​'Rubric Setup'​) 
        ​.​setHeight​(​500​) 
        ​.​setWidth​(​800​); 
    ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ ​"Rubric Setup"​); 
  ​} 
} 
 
/** 
 * Here is the default rubric used if a custom one is not implemented 
 */ 
function​ getDefaultRubric​(){ 
  ​var​ defaultRubric ​=​ ​new​ ​Rubric​(); 
  defaultRubric​.​addCategory​(​"Thesis & Claim"​) 
               ​.​addCategory​(​"Evidence & Analysis"​) 
               ​.​addCategory​(​"Organization"​) 
               ​.​addCategory​(​"Style"​) 
               ​.​addCategory​(​"Writing Conventions"​) 
               ​.​addCategory​(​"MLA Style"​); 
   
  defaultRubric​.​addComment​(​"Thesis & Claim"​,​ ​"Responds effectively"​,​ ​false​) 
               ​.​addComment​(​"Thesis & Claim"​,​ ​"Responds appropriately"​,​ ​false​) 
               ​.​addComment​(​"Thesis & Claim"​,​ ​"Okay response"​,​ ​false​) 
               ​.​addComment​(​"Thesis & Claim"​,​ ​"Limited response"​,​ ​false​); 
   
  defaultRubric​.​addComment​(​"Evidence & Analysis"​,​ ​"Strong evidence"​,​ ​false​) 
               ​.​addComment​(​"Evidence & Analysis"​,​ ​"Minimal evidence"​,​ ​false​); 
  
  defaultRubric​.​addComment​(​"Organization"​,​ ​"Strong organization"​,​ ​false​) 
               ​.​addComment​(​"Organization"​,​ ​"Weak Organization"​,​ ​false​); 
  
  defaultRubric​.​addComment​(​"Style"​,​ ​"Effective style"​,​ ​false​) 
               ​.​addComment​(​"Style"​,​ ​"Weak Style"​,​ ​false​); 
  
  defaultRubric​.​addComment​(​"Writing Conventions"​,​ ​"Strong conventions"​,​ ​false​) 
               ​.​addComment​(​"Writing Conventions"​,​ ​"Weak conventions"​,​ ​false​); 
  
  defaultRubric​.​addComment​(​"MLA Style"​,​ ​"Consistent MLA"​,​ ​false​) 
               ​.​addComment​(​"MLA Style"​,​ ​"Weak MLA"​,​ ​false​); 
  
  ​return​ defaultRubric​; 
} 
 
/** 
 * Here is the default rubric color map used if a custom one is not implemented 
 */ 
 
function​ getDefaultRubricColors​(){ 
  ​var​ defaultMap ​=​ ​new​ ​RubricColorMap​(); 
  defaultMap​[​"Thesis & Claim"​]​ ​=​ ​"#66ffff"​; 
  defaultMap​[​"Evidence & Analysis"​]​ ​=​ ​"#00ff00"​; 
  defaultMap​[​"Organization"​]​ ​=​ ​"#ff9900"​; 
  defaultMap​[​"Style"​]​ ​=​ ​"#ffff00"​; 
  defaultMap​[​"Writing Conventions"​]​ ​=​ ​"#ff0000"​; 
  defaultMap​[​"MLA Style"​]​ ​=​ ​"#cc33ff"​; 
  ​return​ defaultMap​; 
} 
 
/** 
 * Reports an error to the user. 
 * @param {string} error to report 
 */ 
  
 ​function​ reportError​(​string​){ 
   ​DocumentApp​.​getUi​().​alert​(​string​); 
 ​} 
  
 ​/** 
  * Checks if the email is in the correct format 
  * @param {email} the email to be validated 
  */ 
  
  ​function​ validateEmail​(​email​){ 
      ​try​{ 
         ​DocumentApp​.​getActiveDocument​().​addViewer​(​email​); 
         ​if​(​email ​==​ ​"test"​) 
           ​return​ ​false​; 
         ​return​ ​true​; 
      ​} 
      ​catch​(​e​){ 
         ​return​ ​false​; 
      ​} 
  ​} 
 
  ​/** 
   * Opens the options menu 
   */ 
  ​/** 
   * Prompts the user to select their options. 
   * Save options to user properties 
   * @param {string} func Name of function to call at the end 
   */ 
  ​function​ promptForOptions​(){ 
    ​//if (PropertiesService.getDocumentProperties().getProperty("ASSISTmentsRubric") == 
null){ 
      ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​"options"​); 
      ​var​ evalHtml ​=​ html​.​evaluate​() 
          ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
          ​.​setTitle​(​translate​(​"Options"​)) 
          ​.​setHeight​(​350​) 
          ​.​setWidth​(​325​); 
      ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ translate​(​"Options"​));  
  ​} 
 
/** 
   * Prompts the user to import a rubric or use the default. 
   * Saved the rubric to the document properties 
   * @param {string} func Name of function to call at the end 
   */ 
  ​function​ showRubricManager​(​func​){ 
    ​if​ ​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubric"​)​ ​==​ ​null​){ 
      ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​"managerSelectRubric"​); 
      html​.​func ​=​ func​; 
      ​var​ evalHtml ​=​ html​.​evaluate​() 
          ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
          ​.​setTitle​(​translate​(​"Select Rubric"​)) 
          ​.​setHeight​(​250​) 
          ​.​setWidth​(​325​); 
      ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ translate​(​"Select Rubric"​)); 
    ​}​ ​else​ ​{ 
      showFullRubricManager​(); 
    ​} 
  ​} 
 
/** 
 * Shows the popup Rubric generator 
 */ 
function​ showFullRubricManager​(​func​,​ value​){ 
  ​var​ authors ​=​ getAllRubricAuthors​(); 
  ​if​ ​(​authors​.​indexOf​(​Session​.​getEffectiveUser​().​getEmail​())​ ​==​ ​­​1​ ​&&​ authors​.​length ​!=​ ​0​){ 
      promptForImport​(​"showRubric"​); 
  ​}​ ​else​ ​{ 
    ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​'rubricManager'​); 
    html​.​func ​=​ func​; 
    ​var​ rubric ​=​ getRubric​(); 
    ​var​ colors ​=​ getRubricColors​(); 
    ​if​ ​(​rubric ​==​ ​null​ ​||​ colors ​==​ ​null​){ 
      rubric ​=​ getDefaultRubric​(); 
      colors ​=​ getDefaultRubricColors​(); 
    ​} 
    html​.​rubric ​=​ rubric​; 
    ​if​(​value​){​html​.​rubric ​=​ getUserRubric​(​value​);} 
    html​.​map ​=​ colors​; 
    html​.​authors ​=​ getOtherRubricAuthors​(); 
    ​var​ evalHtml ​=​ html​.​evaluate​() 
        ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
        ​.​setTitle​(​translate​(​'Rubric Manager'​)) 
        ​.​setHeight​(​500​) 
        ​.​setWidth​(​800​); 
   
    ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ translate​(​"Rubric Manager"​)); 
  ​} 
} 
 
 
Comment.gs 
 
 
/** 
 * Describes the Comment object. 
 * Comments can be constracted using the given parameters. 
 * If an author is not supplied, it will be determined from the Session. 
 * @constructor 
 * @param {string} text Text of the comment 
 * @param {string} ccss Category of the comment (according to the Rubric) 
 * @param {string} author Email address of the person who wrote the comment. 
 * @param {number} id Optional. For use with testing. 
 */ 
var​ ​Comment​ ​=​ ​function​ ​(​text​,​ ccss​,​ req​,​ author​,​ id​){ 
  ​//ID logic to ensure unique 
  ​if​ ​(​id ​==​ ​null​){ 
    ​var​ tempId ​=​ ​Math​.​random​()​ ​*​ ​1000000​; 
    ​while​ ​(​getFilteredComments​(​"id"​,​ tempId​).​length ​!=​ ​0​){ 
      tempId ​=​ ​Math​.​random​()​ ​*​ ​1000000​; 
    ​} 
  ​}​ ​else​ ​{ 
    tempId ​=​ id​; 
  ​} 
  ​this​.​id ​=​ tempId​; 
  ​//Range of text associated with the comment 
  ​this​.​range ​==​ ​null​; 
  ​//Bookmark ID for link reference. Set along with range. 
  ​this​.​bookmark​; 
  ​//Number for reference 
  ​this​.​refNum ​=​ ​null​; 
  ​//text of comment 
  ​this​.​text ​=​ text​; 
  ​//A link to an audio file, if the comment contains audio. 
  ​this​.​audioId​; 
  ​//Common Core State Standard 
  ​this​.​ccss ​=​ ccss​; 
  ​//Determines if the comment requires a response 
  ​this​.​req ​=​ req​; 
  ​//Is this comment resolved? 
  ​this​.​resolved ​=​ ​false​; 
  ​//author's email 
  ​this​.​author​; 
  ​//author's explanations 
  ​//array of explanation objects 
  ​this​.​explanations ​=​ ​[]; 
  ​if​(​author ​==​ ​null​){ 
    ​this​.​author ​=​ ​Session​.​getEffectiveUser​().​getEmail​(); 
  ​}​ ​else​ ​{ 
    ​this​.​author ​=​ author​; 
  ​} 
} 
 
Comment​.​prototype ​=​ ​{ 
  ​/** 
   * Highligets the text associated with the comment 
   */ 
  highlight​:​ ​function​()​ ​{   
    ​DocumentApp​.​getActiveDocument​().​setSelection​(​this​.​getRange​()); 
  ​}, 
  
  ​/** 
   * Gets the range of text that a comment refers to. 
   * @return {Range} Text associated with a comment 
   */ 
  getRange​:​ ​function​()​ ​{ 
    ​return​ ​DocumentApp​.​getActiveDocument​().​getNamedRangeById​(​this​.​range​).​getRange​();  
  ​}, 
  
  ​/** 
   * Sets a comment's range based on the currently selected text 
   * Saves the range ID in the comment. 
   * @param {boolean} isPositive Is the comment positive? (Used for formatting) 
   * @return {Comment} This comment, for chaining 
   */ 
   setRange​:​ ​function​(​doc​)​ ​{ 
     ​if​ ​(​doc ​==​ ​null​){ 
       doc ​=​ ​DocumentApp​.​getActiveDocument​(); 
     ​} 
     ​var​ color ​=​ getRubricColors​().​getColor​(​this​.​ccss​); 
     ​var​ range ​=​ doc​.​getSelection​(); 
     ​if​(​range ​==​ ​null​){ 
       ​this​.​range ​=​ ​null​;​ ​//Range is null if an overall comment 
//       this.bookmark = null; 
     ​}​ ​else​ ​{ 
       ​this​.​range ​=​ doc​.​addNamedRange​(​"ASSISTments Comment"​,​ range​).​getId​(); 
       ​var​ elts ​=​ doc​.​getNamedRangeById​(​this​.​range​).​getRange​().​getRangeElements​(); 
       ​if​ ​(​elts​[​0​].​isPartial​()){ 
         ​var​ position ​=​ doc​.​newPosition​(​elts​[​0​].​getElement​(),​ elts​[​0​].​getStartOffset​()); 
       ​}​ ​else​ ​{ 
         ​var​ position ​=​ doc​.​newPosition​(​elts​[​0​].​getElement​(),​ ​0​); 
       ​} 
       ​this​.​bookmark ​=​ doc​.​addBookmark​(​position​).​getId​(); 
       ​this​.​format​(​color​,​ doc​); 
     ​} 
     ​return​ ​this​; 
   ​}, 
   
  ​/** 
   * @override 
   * @return {string} The text of a comment 
   */ 
  toString​:​ ​function​(){ 
    ​return​ ​this​.​text​; 
  ​}, 
  
  ​/** 
   * Summary string for reports. Includes a note number 
   * @return {string} String of the comment for reports 
   */ 
  toStringSummary​:​ ​function​()​ ​{ 
    ​var​ ​string​ ​=​ ​this​.​toString​(); 
    ​if​(​this​.​range ​&&​ ​this​.​refNum​){ 
      ​string​ ​+=​ ​" (Note "​ ​+​ ​this​.​refNum ​+​ ​")"​; 
    ​} 
    ​return​ ​string​; 
  ​}, 
  
  ​/** 
   * Gets the note reference string; 
   * @return {string} The note number formatted like '(Note ##)'. Returns 1 space string if 
not available (Prevents problems adding empty elements) 
   */ 
  getNotation​:​ ​function​ ​()​ ​{ 
    ​if​(​this​.​range​){ 
      ​return​ ​"(Note "​ ​+​ ​this​.​refNum ​+​ ​")"​; 
    ​} 
    ​return​ ​"(General Note "​ ​+​ ​this​.​refNum ​+​ ​")"​; 
  ​}, 
  
  ​/** 
   * Formats the text in the given range with the given color. 
   * This is used for showing where in a document a comment is. 
   * @param {string} color Color to highlight text. (Hex color code) 
   */ 
  format​:​ ​function​(​color​,​ doc​){ 
    ​if​ ​(​doc ​==​ ​null​){ 
      doc ​=​ ​DocumentApp​.​getActiveDocument​(); 
    ​} 
    ​if​ ​(!​this​.​range​){ 
      ​return​; 
    ​} 
    ​var​ namedRange ​=​ doc​.​getNamedRangeById​(​this​.​range​); 
    ​if​ ​(!​namedRange​){ 
      ​return​; 
    ​} 
     ​var​ elements ​=​ namedRange​.​getRange​().​getRangeElements​(); 
     ​var​ lastElement​; 
     ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ elements​.​length​;​ i​++)​ ​{ 
       ​var​ element ​=​ elements​[​i​]; 
       ​// Only modify elements that can be edited as text; skip images and other non­text 
elements. 
       ​if​ ​(​element​.​getElement​().​editAsText​)​ ​{ 
         ​var​ text ​=​ element​.​getElement​().​editAsText​(); 
         lastElement ​=​ element​; 
  
         ​// Bold the selected part of the element, or the full element if it's completely 
selected. 
         ​if​ ​(​element​.​isPartial​())​ ​{ 
           text​.​setBackgroundColor​(​element​.​getStartOffset​(), 
element​.​getEndOffsetInclusive​(),​ color​); 
         ​}​ ​else​ ​{ 
           text​.​setBackgroundColor​(​color​); 
         ​} 
       ​} 
     ​} 
     ​//Everything below adds a superscript number to the selection 
     ​var​ text ​=​ lastElement​.​getElement​().​editAsText​(); 
     ​var​ pos ​=​ lastElement​.​getEndOffsetInclusive​()​ ​+​ ​1​; 
     ​var​ position ​=​ ​DocumentApp​.​getActiveDocument​().​newPosition​(​lastElement​.​getElement​(), 
pos​); 
     ​if​ ​(​this​.​refNum ​==​ ​null​){ 
       ​this​.​refNum ​=​ getNextCommentNumber​(); 
     ​} 
     ​var​ numLength ​=​ ​this​.​refNum​.​toString​().​length​; 
   
     ​//Look for existing reference number. If there is none, then add it. 
     ​var​ textString ​=​ text​.​getText​().​substr​(​pos ​­​ numLength​,​ numLength​); 
     ​if​ ​(​textString​.​indexOf​(​this​.​refNum​)​ ​==​ ​­​1​)​ ​{ 
       text​.​insertText​(​pos​,​ ​" "​ ​+​ ​this​.​refNum​);​ ​//added + " " 
       text​.​setTextAlignment​(​pos​,​ pos ​+​ numLength​,​ ​DocumentApp​.​TextAlignment​.​SUPERSCRIPT​); 
     ​} 
   
   
     doc​.​setCursor​(​position​); 
   ​}, 
   
  ​/** 
   * Unformats the text in the given range. 
   * This is used when resolving a comment 
   */ 
  unformat​:​ ​function​(​shouldRemoveBookmark​){ 
    ​var​ doc ​=​ ​DocumentApp​.​getActiveDocument​(); 
   
    ​if​ ​(!​this​.​range​){ 
      ​Logger​.​log​(​"No range available for comment "​ ​+​ ​this​.​id​); 
      ​return​; 
    ​} 
   
    ​var​ namedRange ​=​ doc​.​getNamedRangeById​(​this​.​range​); 
   
    ​if​ ​(!​namedRange​){ 
      ​Logger​.​log​(​"Could not find range associated with comment "​ ​+​ ​this​.​id​); 
      ​return​; 
    ​} 
     ​var​ elements ​=​ namedRange​.​getRange​().​getRangeElements​(); 
 
     ​var​ lastElement​; 
     ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ elements​.​length​;​ i​++)​ ​{ 
       ​var​ element ​=​ elements​[​i​]; 
       ​// Only modify elements that can be edited as text; skip images and other non­text 
elements. 
       ​if​ ​(​element​.​getElement​().​editAsText​)​ ​{ 
         ​var​ text ​=​ element​.​getElement​().​asText​().​editAsText​(); 
         lastElement ​=​ element​; 
  
         ​// Unhighlight the selected part of the element, or the full element if it's 
completely selected. 
         ​if​ ​(​element​.​isPartial​())​ ​{ 
           text​.​setBackgroundColor​(​element​.​getStartOffset​(), 
element​.​getEndOffsetInclusive​(),​ ​"#ffffff"​); 
         ​}​ ​else​ ​{ 
           text​.​setBackgroundColor​(​"#ffffff"​); 
         ​} 
       ​} 
     ​} 
   
     ​var​ text ​=​ lastElement​.​getElement​().​asText​().​editAsText​(); 
     ​var​ numLength ​=​ ​this​.​refNum​.​toString​().​length​; 
   
     ​//Determine the starting position and length of the text in question 
     ​var​ startingPos ​=​ ​0​; 
     ​var​ textLength ​=​ text​.​getText​().​length​; 
     ​if​ ​(​lastElement​.​isPartial​()){ 
       startingPos ​=​ lastElement​.​getStartOffset​(); 
       textLength ​=​ lastElement​.​getEndOffsetInclusive​()​ ​­​ startingPos ​+​ ​1​; 
     ​} 
   
 
     ​//Trim the text to only search our desired location and then search for the refNum in 
superscript 
     ​//This search starts from the end of the string and works its way forward 
     ​var​ searchString ​=​ text​.​getText​().​substr​(​startingPos​,​ textLength​); 
     ​var​ result ​=​ searchString​.​lastIndexOf​(​this​.​refNum​); 
     ​var​ searchIndex ​=​ startingPos ​+​ result​; 
     ​while​ ​(​result ​!=​ ​­​1​)​ ​{ 
       ​if​ ​(​text​.​getTextAlignment​(​searchIndex​)​ ​==​ ​DocumentApp​.​TextAlignment​.​SUPERSCRIPT​){ 
         ​//Delete the extra space if we find it 
         ​if​ ​(​text​.​getText​().​charAt​(​searchIndex ​­​ ​1​)​ ​==​ ​' '​){ 
           text​.​deleteText​(​searchIndex ​­​ ​1​,​ searchIndex ​+​ numLength ​­​ ​1​); 
         ​}​ ​else​ ​{ 
           text​.​deleteText​(​searchIndex​,​ searchIndex ​+​ numLength ​­​ ​1​); 
         ​} 
         ​break​; 
       ​} 
       result ​=​ searchString​.​lastIndexOf​(​this​.​refNum​,​ result​); 
       searchIndex ​=​ startingPos ​+​ result​; 
     ​} 
   
     ​if​ ​(​shouldRemoveBookmark​){ 
       ​var​ bookmark ​=​ ​DocumentApp​.​getActiveDocument​().​getBookmark​(​this​.​bookmark​); 
       ​if​ ​(​bookmark​)​ ​{ 
         ​try​ ​{ 
           bookmark​.​remove​(); 
         ​}​ ​catch​ ​(​e​)​ ​{ 
           ​Logger​.​log​(​e​.​message​); 
         ​} 
       ​} 
     ​} 
  ​}, 
} 
 
/** 
 * Makes a comment with the given text and category. 
 * @param {string} value The text of the comment 
 * @param {string} cat The category (ccss) of a comment. 
 * @param {bool} req Does this require a response? 
 */ 
function​ makeComment​(​value​,​ cat​,​ req​){ 
  ​var​ range ​=​ ​DocumentApp​.​getActiveDocument​().​getSelection​(); 
  ​if​ ​(​range ​!=​ ​null​){ 
    saveComment​(​new​ ​Comment​(​value​,​ cat​,​ req​).​setRange​()); 
  ​}​ ​else​ ​{ 
    ​DocumentApp​.​getUi​().​alert​(​"Please select the text to associate with this comment"​); 
  ​} 
} 
 
/** 
 * Makes a custom comment that is not bound to a category. 
 * @param {string} text Text of the comment 
 * @param {string} cat Category that the comment is associated with 
 * @param {boolean} req True if the comment requires a response 
 */ 
 ​function​ makeCustomComment​(​text​,​ cat​,​ req​){ 
   saveComment​(​generateCustomComment​(​text​,​ cat​,​ req​)); 
 ​} 
  
 ​/** 
  * Generates a new custom comment 
  * @param {string} text Text of the comment 
  * @param {string} cat Category that the comment is associated with 
  * @param {boolean} req True if the comment requires a response 
  */ 
 ​function​ generateCustomComment​(​text​,​ cat​,​ req​){ 
   ​var​ range ​=​ ​DocumentApp​.​getActiveDocument​().​getSelection​(); 
   ​if​(​text​.​trim​()​ ​==​ ​""​){ 
     ​DocumentApp​.​getUi​().​alert​(​"Please enter text to comment."​); 
     ​return​ ​null​; 
   ​} 
   ​var​ comment​; 
   ​if​ ​(​cat ​==​ ​"General"​){ 
     comment ​=​ ​new​ ​Comment​(​text​,​ ​"ASSISTMENTS_GENERAL_FEEDBACK"​,​ req​); 
   ​}​ ​else​ ​{ 
     comment ​=​ ​new​ ​Comment​(​text​,​ cat​,​ req​); 
   ​} 
   
   comment​.​refNum ​=​ getNextCommentNumber​(); 
   
   ​if​ ​(​range ​!=​ ​null​){ 
     comment​.​setRange​(​null​); 
   ​} 
   
   ​return​ comment​; 
 ​} 
  
 ​/** 
  * Makes an audio comment that may or may not be bound to a category. 
  * @param {string} encodedAudio Base64 encoded audio file (mp3) 
  * @param {string} cat Category that the comment is associated with 
  * @param {boolean} req True if the comment requires a response. 
  * @return The reference number of the created comment. 
  */ 
function​ makeAudioComment​(​encodedAudio​,​ cat​,​ req​){ 
  ​var​ comment ​=​ generateCustomComment​(​"Audio feedback"​,​ cat​,​ req​); 
  comment​.​audioId ​=​ storeAudio​(​encodedAudio​,​ comment​.​refNum​); 
  saveComment​(​comment​); 
  ​return​ comment​.​id 
} 
 
/** 
 * Deletes a previously made comment by reference number 
 * @param {string} refNum Reference number of comment to delete 
 */ 
function​ deleteComment​(​refNum​){ 
  ​var​ comment ​=​ getCommentByRefNum​(​refNum​); 
  ​//If doesn't exist 
  ​if​ ​(!​comment​)​ ​{ 
    ​DocumentApp​.​getUi​().​alert​(​"There is no comment "​ ​+​ refNum ​+​ ​"."​); 
  ​} 
  ​//If no permission 
  ​if​ ​(​comment​.​author ​!=​ ​Session​.​getEffectiveUser​().​getEmail​()){ 
    ​DocumentApp​.​getUi​().​alert​(​"You can't delete comments you're not the author of."​);  
  ​} 
  
  ​if​(​comment​.​range​){ 
    ​var​ bookmark ​=​ ​DocumentApp​.​getActiveDocument​().​getBookmark​(​comment​.​bookmark​); 
    ​if​(​bookmark​){ 
      bookmark​.​remove​(); 
    ​} 
   
    comment​.​unformat​(​true​); 
  ​} 
  
  ​if​ ​(​comment​.​audioId​){ 
    deleteAudioFileWithId​(​comment​.​audioId​); 
  ​} 
  
  deleteCommentByRefNum​(​refNum​); 
} 
/** 
 * Sets the selection to the given range 
 * @param {string} id Comment id to highlight 
 */ 
function​ highlightRange​(​id​){ 
  ​var​ comment ​=​ getFilteredComments​(​"id"​,​ id​)[​0​]; 
  ​if​ ​(​comment​.​range ​==​ ​null​){ 
    ​Logger​.​log​(​"No range assocrated with Comment ID: "​ ​+​ id​); 
    ​return​; 
  ​} 
  ​var​ namedRange ​=​ ​DocumentApp​.​getActiveDocument​().​getNamedRangeById​(​comment​.​range​); 
  ​if​ ​(​namedRange ​==​ ​null​){ 
    ​Logger​.​log​(​"No range assocrated with Comment ID: "​ ​+​ id​); 
    ​return​; 
  ​} 
  ​DocumentApp​.​getActiveDocument​().​setSelection​(​namedRange​.​getRange​()); 
} 
   
/** 
 * Get the authors from the comment array 
 * @param {string} array Array of comments 
 * @return {string[]} Array of authors that made the comments 
 */ 
function​ getCommentAuthors​(​array​){ 
  ​var​ authors ​=​ ​[]; 
  ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ array​.​length​;​ i​++){ 
    ​if​(​authors​.​indexOf​(​array​[​i​].​author​)​ ​==​ ​­​1​){ 
      authors​.​push​(​array​[​i​].​author​); 
    ​} 
  ​} 
  ​return​ authors​; 
} 
 
 
Rubric.gs 
 
 
/** 
 * This file describes what a rubric is. There is no default constructor, rather, 
 * we supply methods to build up a rubric. Rubrics will be stored using XML, 
 * so this seemed to make sense. 
 * @constructor 
 */ 
  
 ​function​ ​Rubric​()​ ​{ 
  
   ​this​.​responseRequired ​=​ ​{}; 
   ​/** 
    * Adds an empty category to a rubric.  
    * @param {string} name Name of the category 
    * @throws {Error} if the category already exists 
    */ 
   ​this​.​addCategory ​=​ ​function​(​name​){ 
     ​if​ ​(​Object​.​keys​(​this​).​indexOf​(​name​)​ ​!=​ ​­​1​){ 
       ​throw​ ​new​ ​Error​(​"Category \""​ ​+​ name ​+​ ​"\" already exists!"​); 
     ​} 
     ​if​ ​(​Object​.​keys​(​new​ ​Rubric​()).​indexOf​(​name​)​ ​!=​ ​­​1 
         ​||​ name ​==​ ​"ASSISTMENTS_GENERAL_FEEDBACK" 
         ​||​ ​Object​.​keys​(​new​ ​RubricColorMap​()).​indexOf​(​name​)​ ​!=​ ​­​1​){ 
       ​throw​ ​new​ ​Error​(​cat ​+​ ​" is reserved for system use!"​); 
     ​} 
     ​this​[​name​]​ ​=​ ​[]; 
     ​this​.​responseRequired​[​name​]​ ​=​ ​[]; 
     ​return​ ​this​; 
   ​} 
   
   ​/** 
    * Adds a comment to a give category. 
    * @param {string} cat Category to add the rule to. 
    * @param {string} name Name of the rule (e.g. Period, Comma, Run­on) 
    * @param {boolean} required Does this comment require a response? 
    */ 
   ​this​.​addComment ​=​ ​function​(​cat​,​ name​,​ required​){ 
     ​if​(​Object​.​keys​(​new​ ​Rubric​()).​indexOf​(​cat​)​ ​!=​ ​­​1​)​ ​{ 
       ​throw​ ​new​ ​Error​(​cat ​+​ ​" is reserved for system use!"​); 
     ​} 
     ​if​ ​(​this​[​cat​]​ ​==​ ​null​){ 
       ​throw​ ​new​ ​Error​(​"Category "​ ​+​ cat ​+​ ​" does not exist."​); 
     ​} 
     ​this​[​cat​].​push​(​name​); 
     ​this​.​responseRequired​[​cat​].​push​(​required​); 
     ​return​ ​this​; 
   ​} 
   
   ​/** 
    * Creates an XML document and returns it so that the rubric can be stored. 
    * @return {Document} XML Document representing the Rubric. 
    */ 
   ​this​.​toXML ​=​ ​function​(){ 
     ​var​ root ​=​ ​XmlService​.​createElement​(​"Rubric"​); 
     ​var​ cats ​=​ ​this​.​getKeys​(); 
     ​Logger​.​log​(​"We HAVE to get here"​); 
     ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
       ​Logger​.​log​(​cats​[​i​]); 
       ​var​ elt ​=​ ​XmlService​.​createElement​(​"Category"​).​setText​(​cats​[​i​].​trim​()); 
       ​for​(​var​ j ​=​ ​0​;​ j ​<​ ​this​[​cats​[​i​]].​length​;​ j​++){ 
         ​var​ item ​=​ ​XmlService​.​createElement​(​"Item"​).​setText​(​this​[​cats​[​i​]][​j​].​trim​()); 
         item​.​setAttribute​(​"required"​,​ ​this​.​responseRequired​[​cats​[​i​]][​j​]); 
         elt​.​addContent​(​item​); 
       ​} 
       root​.​addContent​(​elt​); 
     ​} 
     ​return​ ​XmlService​.​createDocument​(​root​); 
   ​} 
   
   ​/** 
   * Gets the name of the rubric. 
   *@return {String} Rubric name. 
   */ 
   ​this​.​getName ​=​ ​function​(){ 
     ​return​ ​this​.​name​; 
   ​} 
   
   ​/** 
    * Returns all of the keys of the rubric (category names) while 
    * omitting the keys for functions. 
    * @return {string[]} Set of rubric categories. 
    */ 
    ​this​.​getKeys ​=​ ​function​(){ 
      ​var​ originalKeys ​=​ ​Object​.​keys​(​new​ ​Rubric​()); 
      ​var​ result ​=​ ​[]; 
      ​var​ allKeys ​=​ ​Object​.​keys​(​this​); 
      ​Logger​.​log​(​allKeys​); 
      ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ allKeys​.​length​;​ i​++){ 
        ​if​ ​(​originalKeys​.​indexOf​(​allKeys​[​i​])​ ​==​ ​­​1​){ 
          result​.​push​(​allKeys​[​i​]); 
        ​} 
      ​} 
      ​return​ result​; 
    ​} 
   
 ​} 
  
 ​/** 
  * Generates a rubric given the categories and their rules. Saves the rubric. 
  * @param {string[]} cats Categories for the given rubric. 
  * @param {string[][]} rules An array of arrays. Each array is a ruleset for a given 
category. 
  *                     They index of the ruleset must match the index of the category. 
  * @param {string[]} authors Email addresses of those that can edit the rubric. 
  * @param {string[]} colors Colors for each rubric category 
  * @param {string} name Name of the rubric 
  * @param {boolean[][]} required An array of arrays. Each array is a rulset for a category. 
  *                      The index of the requirement matches the index of the subcategory. 
  *                      Determines if a comment requires a response. 
  */ 
 ​function​ makeRubric​(​cats​,​ rules​,​ authors​,​ colors​,​ name​,​ required​){ 
   ​Logger​.​log​(​cats​[​0​]​ ​+​ rules​[​0​]​ ​+​ name​); 
   ​var​ rubric ​=​ ​new​ ​Rubric​(); 
   ​var​ map ​=​ ​new​ ​RubricColorMap​(); 
   ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
     rubric​.​addCategory​(​cats​[​i​]); 
     map​.​addColorMapping​(​cats​[​i​],​ colors​[​i​]); 
     ​for​(​var​ j ​=​ ​0​;​ j ​<​ rules​[​i​].​length​;​ j​++){ 
       rubric​.​addComment​(​cats​[​i​],​ rules​[​i​][​j​],​ required​[​i​][​j​]); 
     ​} 
   ​} 
   
   ​if​(​name ​!=​ ​null​ ​&&​ name​.​trim​()​ ​!=​ ​""​){ 
     ​Logger​.​log​(​"Making a user rubric"​); 
     makeUserRubric​(​rubric​,​ map​,​ authors​,​ name​.​trim​()); 
   ​} 
   
   ​Logger​.​log​(​"Saving Rubric Data"​); 
   saveRubricData​(​rubric​,​ map​,​ authors​,​ name​.​trim​()); 
   showSidebar​(); 
   generateRubricPreview​(); 
 ​} 
  
 ​/** 
  * Format the list of authors to be put into a Property 
  * @param {string[]} authors An array of author email addresses. 
  * @return String to store in Property 
  */ 
  ​function​ authorToString​(​authors​){ 
    ​var​ ​string​ ​=​ ​""​; 
    ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ authors​.​length ​­​ ​1​;​ i​++){ 
      ​string​ ​+=​ authors​[​i​]​ ​+​ ​"\n"​; 
    ​} 
    ​string​ ​+=​ authors​[​authors​.​length ​­​ ​1​]; 
    ​return​ ​string​; 
  ​} 
  
 ​/** 
  * Returns an array of author email addresses from the Property string 
  * @param {string} string String to be converted to author array 
  * @return Author array 
  */ 
  ​function​ stringToAuthor​(​string​){ 
    ​return​ ​string​.​split​(​"\n"​); 
  ​} 
  
 ​/** 
  * Gets all of the rubric authors. 
  * @return An array of author email addresses that can edit the rubric. 
  */ 
  ​function​ getAllRubricAuthors​(){ 
    ​if​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricOwner"​)​ ​== 
null​){ 
      ​return​ ​[] 
    ​} 
    ​return 
stringToAuthor​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricOwner
"​)); 
  ​} 
  
  
 ​/** 
  * Gets the authors of the Rubric. Excludes current user. 
  * @return An array of author email addresses that can edit the rubric 
  */ 
  ​function​ getOtherRubricAuthors​(){ 
    ​if​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricOwner"​)​ ​== 
null​){ 
      ​return​ ​[] 
    ​} 
    ​var​ authors ​= 
stringToAuthor​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricOwner
"​)); 
    ​var​ index ​=​ authors​.​indexOf​(​Session​.​getEffectiveUser​().​getEmail​()); 
    ​if​ ​(​index ​!=​ ​­​1​){ 
      authors​.​splice​(​index​,​ ​1​); 
    ​} 
    ​return​ authors​; 
  ​} 
  
  ​/** 
   * Loads a User rubric 
   * @param {string} name Name of the rubric to load 
   */ 
  ​function​ loadUserRubric​(​name​,​ manager​){ 
    ​var​ rubric ​=​ getUserRubric​(​name​); 
    ​var​ map ​=​ getUserRubricColorMap​(​name​); 
    ​var​ authors ​=​ getUserRubricAuthors​(​name​); 
    ​var​ idx ​=​ authors​.​indexOf​(​Session​.​getEffectiveUser​().​getEmail​()); 
   
    ​if​ ​(​idx ​!=​ ​­​1​){ 
      authors​.​splice​(​idx​,​ ​1​); 
    ​} 
    ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​'rubric'​); 
    ​if​ ​(​manager ​!=​ ​null​){ 
      html ​=​ ​HtmlService​.​createTemplateFromFile​(​'rubricManager'​); 
    ​} 
    html​.​rubric ​=​ rubric​; 
    html​.​map ​=​ map​; 
    html​.​authors ​=​ authors​; 
    html​.​loadedRubric ​=​ name​; 
    ​var​ evalHtml ​=​ html​.​evaluate​() 
        ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
        ​.​setTitle​(​'Rubric Setup'​) 
        ​.​setHeight​(​500​) 
        ​.​setWidth​(​800​); 
    ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ ​"Rubric Setup"​); 
  ​} 
   
 
 
RubricImport.gs 
 
 
  ​var​ RECENT_OWNERS_PROP ​=​ ​"ASSISTmentsRecentRubricOwners"​; 
  
  ​/** 
   * Prompts the user to import a rubric or use the default. 
   * Saved the rubric to the document properties 
   * @param {string} func Name of function to call at the end 
   */ 
  ​function​ promptForImport​(​func​){ 
    ​if​ ​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubric"​)​ ​==​ ​null​){ 
      ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​"rubricTool"​); 
      html​.​func ​=​ func​; 
      ​var​ evalHtml ​=​ html​.​evaluate​() 
          ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
          ​.​setTitle​(​"Select Rubric"​) 
          ​.​setHeight​(​250​) 
          ​.​setWidth​(​325​); 
      ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ ​"Select Rubric"​); 
    ​}​ ​else​ ​{ 
      ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​"rubricReset"​); 
      ​if​ ​(​func ​==​ ​null​){ 
        func ​=​ ​"promptForImport"​; 
      ​} 
      html​.​func ​=​ func​; 
      ​var​ evalHtml ​=​ html​.​evaluate​() 
          ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
          ​.​setTitle​(​"Reset Rubric?"​) 
          ​.​setHeight​(​175​) 
          ​.​setWidth​(​325​); 
      ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ ​"Reset Rubric?"​); 
    ​} 
  ​} 
 
/** ayy */ 
 
function​ requestRubricAttachment​(​name​,​ func​){ 
  ​var​ email ​=​ ​Session​.​getEffectiveUser​().​getEmail​(); 
  ​if​ ​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubric"​)​ ​!=​ ​null​){ 
  ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​"rubricReset"​); 
      ​if​ ​(​func ​==​ ​null​){ 
        func ​=​ ​""​; 
      ​} 
      html​.​func ​=​ func​; 
      ​var​ evalHtml ​=​ html​.​evaluate​() 
          ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
          ​.​setTitle​(​"Reset Rubric?"​) 
          ​.​setHeight​(​175​) 
          ​.​setWidth​(​325​); 
      ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ ​"Reset Rubric?"​); 
  ​} 
  ​else​{ 
   
   
      ​var​ rubricDataXML ​=​ fetchUserRubricData​(​name​,​ email​); 
      ​var​ rubricXML ​=​ rubricDataXML​.​getChild​(​"Rubric"​); 
      ​if​ ​(​rubricXML ​==​ ​null​){ 
        ​throw​ ​new​ ​Error​(​"Rubric data was not found"​); 
      ​} 
   
      ​var​ colorXML ​=​ getUserRubricColorMap​(​name​,​ email​).​toXML​(); 
 
      ​var​ authorXML ​=​ rubricDataXML​.​getChildren​(​"Author"​); 
      ​if​ ​(​authorXML ​==​ ​null​){ 
        ​throw​ ​new​ ​Error​(​"Malformed XML: Authors missing"​); 
      ​} 
      ​var​ authors ​=​ ​[]; 
      ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ authorXML​.​length​;​ i​++){ 
        authors​.​push​(​authorXML​[​i​].​getText​()) 
      ​} 
   
      ​var​ stringRubric ​=​ ​XmlService​.​getPrettyFormat​().​format​(​rubricXML​); 
      ​var​ stringColor ​=​ ​XmlService​.​getPrettyFormat​().​format​(​colorXML​); 
      ​var​ stringAuthor ​=​ authorToString​(​authors​) 
   
      importedRubric ​=​ ​XMLtoRubric​(​stringRubric​); 
      importedColorMap ​=​ ​XMLtoRubricColorMap​(​stringColor​); 
   
      ​PropertiesService​.​getDocumentProperties​().​setProperties​({ 
        ​"ASSISTmentsRubricName"​:​ name​, 
        ​"ASSISTmentsRubricOwner"​:​ stringAuthor​, 
        ​"ASSISTmentsRubricColorMap"​:​ stringColor​, 
        ​"ASSISTmentsRubric"​:​ stringRubric​, 
      ​}); 
      ​var​ owners ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​RECENT_OWNERS_PROP​); 
      ​if​ ​(​owners ​==​ ​null​ ​||​ ​typeof​ owners ​==​ ​'undefined'​){ 
        ​var​ emailList ​=​ authorToString​([​email​]); 
      ​}​ ​else​ ​{ 
        ​var​ array ​=​ owners​.​split​(​"\n"​); 
        ​if​ ​(​array​.​indexOf​(​email​)​ ​==​ ​­​1​){ 
          array​.​push​(​email​); 
        ​} 
        ​var​ emailList ​=​ authorToString​(​array​); 
      ​} 
      ​PropertiesService​.​getUserProperties​().​setProperty​(​RECENT_OWNERS_PROP​,​ emailList​); 
      ​if​ ​(​func ​!=​ ​null​){ 
        ​eval​(​func​+​"()"​); 
      ​} 
     ​//showSidebar(); 
     generateRubricPreview​(); 
   ​} 
  
} 
  ​/** 
   * Imports and stores the rubric into the document properties. 
   * @param {string} email Email address associated with the rubric. 
   * @param {string} name Name associated with the rubric. 
   * @param {string} func Name of function to call at the end 
   */ 
   ​function​ requestRubric​(​email​,​ name​,​ func​){ 
      ​var​ rubricDataXML ​=​ fetchUserRubricData​(​name​,​ email​); 
      ​var​ rubricXML ​=​ rubricDataXML​.​getChild​(​"Rubric"​); 
      ​if​ ​(​rubricXML ​==​ ​null​){ 
        ​throw​ ​new​ ​Error​(​"Rubric data was not found"​); 
      ​} 
   
      ​var​ colorXML ​=​ getUserRubricColorMap​(​name​,​ email​).​toXML​(); 
 
      ​var​ authorXML ​=​ rubricDataXML​.​getChildren​(​"Author"​); 
      ​if​ ​(​authorXML ​==​ ​null​){ 
        ​throw​ ​new​ ​Error​(​"Malformed XML: Authors missing"​); 
      ​} 
      ​var​ authors ​=​ ​[]; 
      ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ authorXML​.​length​;​ i​++){ 
        authors​.​push​(​authorXML​[​i​].​getText​()) 
      ​} 
   
      ​var​ stringRubric ​=​ ​XmlService​.​getPrettyFormat​().​format​(​rubricXML​); 
      ​var​ stringColor ​=​ ​XmlService​.​getPrettyFormat​().​format​(​colorXML​); 
      ​var​ stringAuthor ​=​ authorToString​(​authors​) 
   
      importedRubric ​=​ ​XMLtoRubric​(​stringRubric​); 
      importedColorMap ​=​ ​XMLtoRubricColorMap​(​stringColor​); 
   
      ​PropertiesService​.​getDocumentProperties​().​setProperties​({ 
        ​"ASSISTmentsRubricName"​:​ name​, 
        ​"ASSISTmentsRubricOwner"​:​ stringAuthor​, 
        ​"ASSISTmentsRubricColorMap"​:​ stringColor​, 
        ​"ASSISTmentsRubric"​:​ stringRubric​, 
      ​}); 
      ​var​ owners ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​RECENT_OWNERS_PROP​); 
      ​if​ ​(​owners ​==​ ​null​ ​||​ ​typeof​ owners ​==​ ​'undefined'​){ 
        ​var​ emailList ​=​ authorToString​([​email​]); 
      ​}​ ​else​ ​{ 
        ​var​ array ​=​ owners​.​split​(​"\n"​); 
        ​if​ ​(​array​.​indexOf​(​email​)​ ​==​ ​­​1​){ 
          array​.​push​(​email​); 
        ​} 
        ​var​ emailList ​=​ authorToString​(​array​); 
      ​} 
      ​PropertiesService​.​getUserProperties​().​setProperty​(​RECENT_OWNERS_PROP​,​ emailList​); 
      ​if​ ​(​func ​!=​ ​null​){ 
        ​eval​(​func​+​"()"​); 
      ​} 
     showSidebar​(); 
   ​} 
   
   ​/** 
    * Sets the rubric to our default templates. 
    * @param {string} func Name of function to call at the end 
    */ 
    ​function​ setRubricToDefault​(​func​){ 
      ​var​ rubric ​=​ ​XmlService​.​getPrettyFormat​().​format​(​getDefaultRubric​().​toXML​()); 
      ​var​ colors ​=​ ​XmlService​.​getPrettyFormat​().​format​(​getDefaultRubricColors​().​toXML​()); 
      ​var​ authors ​=​ authorToString​([​Session​.​getEffectiveUser​().​getEmail​()]); 
      ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"ASSISTmentsRubricName"​, 
"Default Rubric"​); 
      ​PropertiesService​.​getDocumentProperties​().​setProperties​({ 
        ​"ASSISTmentsRubricOwner"​:​ authors​, 
        ​"ASSISTmentsRubricColorMap"​:​ colors​, 
        ​"ASSISTmentsRubric"​:​ rubric​, 
        ​"ASSISTmentsRubricName"​:​ ​"Default Rubric"​, 
      ​}); 
   
      ​if​ ​(​func ​!=​ ​null​ ​&&​ func​.​trim​()​ ​!=​ ​""​){ 
        ​eval​(​func​+​"()"​); 
      ​} 
    ​} 
   
   ​function​ requestSettingRubricToDefault​(​func​){ 
     ​if​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubric"​)​ ​!=​ ​null​){ 
       ​var​ html ​=​ ​HtmlService​.​createTemplateFromFile​(​"rubricReset"​); 
      ​if​ ​(​func ​==​ ​null​){ 
        func ​=​ ​""​; 
      ​} 
      html​.​func ​=​ func​; 
      ​var​ evalHtml ​=​ html​.​evaluate​() 
          ​.​setSandboxMode​(​HtmlService​.​SandboxMode​.​IFRAME​) 
          ​.​setTitle​(​"Reset Rubric?"​) 
          ​.​setHeight​(​175​) 
          ​.​setWidth​(​325​); 
      ​DocumentApp​.​getUi​().​showModalDialog​(​evalHtml​,​ ​"Reset Rubric?"​); 
     ​} 
     ​else​{ 
      ​var​ rubric ​=​ ​XmlService​.​getPrettyFormat​().​format​(​getDefaultRubric​().​toXML​()); 
      ​var​ colors ​=​ ​XmlService​.​getPrettyFormat​().​format​(​getDefaultRubricColors​().​toXML​()); 
      ​var​ authors ​=​ authorToString​([​Session​.​getEffectiveUser​().​getEmail​()]); 
      ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"ASSISTmentsRubricName"​, 
"Default Rubric"​); 
      ​PropertiesService​.​getDocumentProperties​().​setProperties​({ 
        ​"ASSISTmentsRubricOwner"​:​ authors​, 
        ​"ASSISTmentsRubricColorMap"​:​ colors​, 
        ​"ASSISTmentsRubric"​:​ rubric​, 
        ​"ASSISTmentsRubricName"​:​ ​"Default Rubric"​, 
      ​}); 
      generateRubricPreview​(); 
      ​if​ ​(​func ​!=​ ​null​ ​&&​ func​.​trim​()​ ​!=​ ​""​){ 
        ​eval​(​func​+​"()"​); 
      ​} 
     ​} 
   ​} 
    ​/** 
     * Removes an email from the ASSISTments recent rubric owners. 
     * @param {string} email 
     */ 
     ​function​ removeEmailFromRecent​(​email​){ 
       ​if​ ​(​email​.​trim​()​ ​!=​ ​""​){ 
         ​var​ owners ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​RECENT_OWNERS_PROP​); 
         ​if​ ​(​owners ​==​ ​null​)​ ​{ 
           ​throw​ ​new​ ​Error​(​"Could not get recent email list"​); 
         ​}​ ​else​ ​{ 
           ​var​ array ​=​ owners​.​split​(​"\n"​); 
           ​var​ idx ​=​ array​.​indexOf​(​email​); 
           ​if​ ​(​idx ​==​ ​­​1​){ 
             ​throw​ ​new​ ​Error​(​"Could not find email "​ ​+​ email ​+​ ​" in recent rubric owner 
list"​); 
           ​}​ ​else​ ​{ 
             array​.​splice​(​idx​,​ ​1​); 
             ​if​ ​(​array​.​length ​==​ ​0​){ 
               ​PropertiesService​.​getUserProperties​().​deleteProperty​(​RECENT_OWNERS_PROP​); 
             ​}​ ​else​ ​{ 
               ​PropertiesService​.​getUserProperties​().​setProperty​(​RECENT_OWNERS_PROP​, 
authorToString​(​array​)); 
             ​} 
           ​} 
         ​} 
       ​} 
     ​} 
   
     ​/** 
      * Resets the rubric on the current document. 
      * @param {string} [func] Function to resume 
      */ 
     ​function​ resetRubric​(​removeSummary​,​ func​){ 
   
       ​var​ comments ​=​ getAllComments​(); 
       comments​.​forEach​(​function​(​comment​){ 
         comment​.​unformat​(​true​); 
       ​}); 
   
       ​if​ ​(​removeSummary​){ 
         removeRange​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​SUMMARYKEY​)); 
         removeRange​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​PREVIEWKEY​)); 
       ​} 
   
       ​PropertiesService​.​getDocumentProperties​().​deleteAllProperties​(); 
       ​if​ ​(​func​){ 
         ​eval​(​func​+​"()"​); 
       ​} 
     ​} 
 
 
Storage.gs 
 
 ​/** Base URL for rubric saving */ 
 ​var​ API_BASE_URL ​=​ ​"https://assistmentsdocfeedback.appspot.com/docassist/api/rubric/" 
 ​var​ COMMENT_BASE ​=​ ​"FeedbackNote"​; 
  
 ​/** 
  * Get saved comments 
  * @return {Comment[]} An array of comments saved in the properties 
  */ 
  ​function​ getSavedComments​()​ ​{ 
    ​//Backwards compatibility 
    ​var​ properties ​=​ ​PropertiesService​.​getDocumentProperties​().​getProperties​(); 
    ​var​ keys ​=​ ​Object​.​keys​(​properties​); 
   
    ​var​ property ​=​ properties​[​"ASSISTmentsComments"​]; 
    ​if​ ​(​property ​!=​ ​null​)​ ​{ 
      ​var​ doc ​=​ ​XmlService​.​parse​(​property​); 
      ​return​ convertXmlToJson​(​doc​); 
    ​} 
   
    ​var​ feedbackKeys ​=​ getFeedbackKeys​(​keys​); 
   
    ​var​ comments ​=​ ​[]; 
    feedbackKeys​.​forEach​(​function​(​key​)​ ​{ 
      comments​.​push​(​parseJson​(​properties​[​key​],​ ​Comment​.​prototype​)); 
    ​}); 
   
    ​return​ comments​; 
  ​} 
 
/** 
 * Gets an object from JSON and inherits the given prototype 
 * @param {String} json JSON representation of the object 
 * @param {Object} prototype Prototype of the new object. 
 * @return The object combining the JSON and the prototype 
 */ 
 ​function​ parseJson​(​json​,​ prototype​)​ ​{ 
   ​if​ ​(!​json​){ 
     ​return​ ​null 
   ​} 
   
   ​if​ ​(!​prototype​){ 
     ​return​ JSON​.​parse​(​json​); 
   ​} 
   
   ​var​ obj ​=​ ​Object​.​create​(​prototype​); 
   ​var​ props ​=​ JSON​.​parse​(​json​); 
   ​var​ keys ​=​ ​Object​.​keys​(​props​); 
   keys​.​forEach​(​function​(​key​)​ ​{ 
     obj​[​key​]​ ​=​ props​[​key​]; 
   ​}); 
   
   ​//Convert explanation objects to explanations, if they exist 
   ​if​ ​(​obj​.​explanations​)​ ​{ 
     obj​.​explanations​.​forEach​(​function​ ​(​exp​,​ index​,​ array​)​ ​{ 
       ​var​ newExp ​=​ ​Object​.​create​(​Explanation​.​prototype​); 
       ​var​ keys ​=​ ​Object​.​keys​(​exp​); 
       keys​.​forEach​(​function​(​key​)​ ​{ 
         newExp​[​key​]​ ​=​ exp​[​key​]; 
       ​}); 
       obj​.​explanations​[​index​]​ ​=​ newExp​; 
     ​}); 
   ​} 
   
   ​return​ obj​; 
 ​} 
 
/** 
 * Gets a comment by reference number 
 * @param {Number} refNum Reference number of the comment 
 * @return {Comment} the comment, or null if it does not exist 
 */ 
 ​function​ getCommentByRefNum​(​refNum​)​ ​{ 
   ​var​ commentJson ​=​ ​PropertiesService​.​getDocumentProperties​().​getProperty​(​COMMENT_BASE ​+ 
refNum​); 
   
   ​if​ ​(​commentJson​)​ ​{ 
     ​return​ parseJson​(​commentJson​,​ ​Comment​.​prototype​); 
   ​} 
   
   ​return​ ​null​; 
 ​} 
 
/** 
 * Deletes a comment by reference number 
 * @param {Number} refNum Reference number of the comment 
 */ 
 ​function​ deleteCommentByRefNum​(​refNum​)​ ​{ 
   ​PropertiesService​.​getDocumentProperties​().​deleteProperty​(​COMMENT_BASE ​+​ refNum​); 
 ​} 
  
/** 
 * Get properties keys for feedback 
 * @param {String[]} [keys] Optional. Keys to search through 
 * @return {String[]} A string of feedback note keys in the Document Properties 
 */ 
function​ getFeedbackKeys​(​keys​)​ ​{ 
  ​if​ ​(!​keys​){ 
    keys ​=​ ​PropertiesService​.​getDocumentProperties​().​getKeys​(); 
  ​} 
  
  ​var​ feedbackKeys ​=​ keys​.​filter​(​function​(​element​,​ index​,​ array​)​ ​{ 
    ​var​ regex ​=​ ​new​ ​RegExp​(​"^"​ ​+​ COMMENT_BASE​); 
    ​return​ element​.​match​(​regex​); 
  ​}); 
  
  feedbackKeys​.​sort​(​function​(​first​,​ second​)​ ​{ 
    ​var​ regex ​=​ ​new​ ​RegExp​(​"^"​ ​+​ COMMENT_BASE​); 
    ​var​ firstNum ​=​ ​Number​(​first​.​replace​(​regex​,​ ​""​)); 
    ​var​ secondNum ​=​ ​Number​(​second​.​replace​(​regex​,​ ​""​)); 
    ​return​ firstNum ​­​ secondNum​; 
  ​}); 
  
  ​return​ feedbackKeys​; 
} 
  
/** 
 * Converts XML comments to JSON and spreads them out in properties. 
 * For backwards compatibility 
 * @param {XmlDocument} doc Document to parse for comments. 
 * @return {Comment[]} The comments in an array 
 */ 
function​ convertXmlToJson​(​doc​)​ ​{ 
  ​Logger​.​log​(​"Converting legaxy XML comments to JSON style comments"​); 
  ​var​ commentElements ​=​ doc​.​getRootElement​().​getChildren​(​"Comment"​); 
  ​var​ commentArray ​=​ ​[]; 
  ​var​ handleLater ​=​ ​[]; 
  ​var​ maxRefNum ​=​ ​0​; 
  ​var​ propertiesToSet ​=​ ​{}; 
  ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ commentElements​.​length​;​ i​++){ 
    ​var​ comment ​=​ ​XmlToComment​(​commentElements​[​i​]); 
    commentArray​.​push​(​comment​); 
    ​//If no reference number, add on to the end 
    ​if​ ​(!​comment​.​refNum​)​ ​{ 
      handleLater​.​push​(​comment​); 
    ​} 
   
    ​if​ ​(​maxRefNum ​<​ comment​.​refNum​){ 
      maxRefNum ​=​ comment​.​refNum​; 
    ​} 
    propertiesToSet​[​COMMENT_BASE ​+​ comment​.​refNum​]​ ​=​ JSON​.​stringify​(​comment​); 
  ​} 
  
  ​//Handle any unreferenced comments 
  handleLater​.​forEach​(​function​ ​(​comment​,​ index​,​ array​)​ ​{ 
    ​Logger​.​log​(​"Handling comments without a refNum"​); 
    comment​.​refNum ​=​ maxRefNum ​+​ index ​+​ ​1​; 
    propertiesToSet​[​COMMENT_BASE ​+​ comment​.​refNum​]​ ​=​ JSON​.​stringify​(​comment​); 
  ​}); 
  
  
  ​var​ docProperties ​=​ ​PropertiesService​.​getDocumentProperties​(); 
  docProperties​.​setProperties​(​propertiesToSet​); 
  docProperties​.​deleteProperty​(​"ASSISTmentsComments"​) 
  ​return​ commentArray​; 
} 
 
 ​/** 
  * Gets the number of the superscript that will label a comment. This is stored 
  * so that the count does not start from scratch each type a doc opens. 
  * @return {number} Next comment reference number 
  */ 
  ​function​ getNextCommentNumber​(){ 
    ​var​ properties ​=​ ​PropertiesService​.​getDocumentProperties​().​getProperties​(); 
    ​var​ keys ​=​ ​Object​.​keys​(​properties​); 
   
    ​var​ feedbackKeys ​=​ getFeedbackKeys​(​keys​); 
    ​for​ ​(​var​ i ​=​ feedbackKeys​.​length ​­​ ​1​;​ i ​>=​ ​0​;​ i​­­){ 
      ​var​ key ​=​ feedbackKeys​[​i​]; 
      ​var​ comment ​=​ parseJson​(​properties​[​key​],​ ​Comment​.​prototype​); 
      ​if​ ​(​comment​.​refNum​){ 
        ​return​ comment​.​refNum ​+​ ​1​; 
      ​} 
    ​} 
    ​return​ ​1​; 
  ​} 
  
function​ getSavedAssignmentNames​()​ ​{ 
    ​var​ property ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​"ASSISTmentsNames"​); 
    ​if​ ​(​property ​==​ ​null​)​ ​{ 
      ​return​ ​null​; 
    ​} 
    ​return​ ​XmlService​.​parse​(​property​); 
  ​} 
 ​/** 
  * Saves a comment into document properties. 
  * If no comment exists yet, new properties are created for the add on. 
  * @param {Comment} comment object to be saved 
  * @return {string} XML representation of currently saved comments 
  */ 
 ​function​ saveComment​(​com​){ 
   ​if​ ​(!​com​.​refNum​){ 
     com​.​refNum ​=​ getNextCommentNumber​(); 
   ​} 
  
   ​var​ json ​=​ JSON​.​stringify​(​com​); 
   ​PropertiesService​.​getDocumentProperties​().​setProperty​(​COMMENT_BASE ​+​ com​.​refNum​,​ json​); 
   ​return​ json​; 
 ​} 
  
 ​/** 
  * Marks a comment as resolved or opened. 
  * @param {string} comId Comment ID to add explanation to; 
  * @param {boolean} resolvedTrue to resolve, false to reopen 
  * @return {string} True if resolved, false otherwise (permission issue) 
  */ 
 ​function​ markAsResolved​(​comId​,​ resolved​){ 
    ​var​ comment ​=​ getFilteredComments​(​"id"​,​ comId​)[​0​]; 
   
    ​if​ ​(​comment​.​req​){ 
      ​if​ ​(​comment​.​explanations​.​length ​==​ ​0​)​ ​{ 
        ​DocumentApp​.​getUi​().​alert​(​"Your teacher requires you to write an explanation of your 
explanation."​); 
        ​return​ ​false​; 
      ​} 
    ​} 
   
   
    ​if​ ​(​resolved ​&&​ comment​.​range ​!=​ ​null​){ 
      comment​.​unformat​(); 
    ​}​ ​else​ ​if​ ​(!​resolved ​&&​ comment​.​range ​!=​ ​null​)​ ​{ 
      comment​.​format​(​getRubricColors​().​getColor​(​comment​.​ccss​),​ ​null​); 
    ​} 
   
    comment​.​resolved ​=​ resolved​; 
    saveComment​(​comment​); 
    ​return​ ​true​; 
  ​} 
  
 ​/** 
  * Adds an explanation to an existing comment that is already saved. 
  * @param {string} comId Comment ID to add explanation to; 
  * @param {string} text Text of explanation to add. 
  * @param {boolean} audio True if audio feedback 
  * @return {string} Explanation added. 
  */ 
  ​function​ addExplanation​(​comId​,​ text​,​ audio​){ 
    ​var​ date ​=​ ​new​ ​Date​(); 
   
    ​var​ fullExplanation ​=​ ​new​ ​Explanation​(​text​); 
    fullExplanation​.​audio ​=​ audio​; 
   
    ​var​ comment ​=​ getFilteredComments​(​"id"​,​ comId​)[​0​]; 
    comment​.​explanations​.​push​(​fullExplanation​); 
    saveComment​(​comment​); 
   
    ​return​ fullExplanation​.​toPrettyFormat​(); 
  ​} 
  
  ​/** 
  * Given a rubric object, save it to the document properties 
  * @param {Rubric} rubric Rubric to save 
  */ 
 ​function​ saveRubric​(​rubric​){ 
   ​var​ stringXML ​=​ ​XmlService​.​getPrettyFormat​().​format​(​rubric​.​toXML​()); 
   ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"ASSISTmentsRubric"​,​ stringXML​) 
 ​} 
  
  ​/** 
  * Makes a rubric to the User's properties so that it can be used in future documents. 
Stores it 
  * @param {Rubric} rubric Rubric to save to the user. 
  * @param {RubricColorMap} map Map of the colors to the rubric categories. 
  * @param {string[]} authors A list of the email addresses that can access a rubric. 
  * @param {string} name Name of the Rubric. 
  */ 
 ​function​ makeUserRubric​(​rubric​,​ map​,​ authors​,​ name​){   
   ​var​ newRubric ​=​ ​XmlService​.​createElement​(​"UserRubric"​).​setText​(​name​); 
   ​var​ rubricXML ​=​ rubric​.​toXML​().​detachRootElement​(); 
   ​var​ children ​=​ rubricXML​.​getChildren​(); 
   ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ children​.​length​;​ i​++)​ ​{ 
     children​[​i​].​setAttribute​(​"color"​,​ map​.​getColor​(​children​[​i​].​getText​())); 
   ​} 
   
   newRubric​.​addContent​(​rubricXML​); 
   ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ authors​.​length​;​ i​++){ 
     newRubric​.​addContent​(​XmlService​.​createElement​(​"Author"​).​setText​(​authors​[​i​])); 
   ​} 
   saveUserRubric​(​newRubric​,​ name​); 
 ​} 
  
 ​/** 
  * Saves a rubric to the user's User Properties so that it can be used 
  * in future documents. 
  * @param {Document} doc XML Doc to be stored to the user's properties. 
  */ 
 ​function​ saveUserRubric​(​doc​,​ name​){ 
   ​var​ stringXML ​=​ ​XmlService​.​getPrettyFormat​().​format​(​doc​); 
   ​var​ response ​= 
UrlFetchApp​.​fetch​(​API_BASE_URL​+​Session​.​getEffectiveUser​().​getEmail​()+​"/"​+​encodeURIComponent​(
name​),{ 
     ​"method"​:​"put"​, 
     ​"payload"​:​stringXML​, 
   ​}); 
   ​if​ ​(​response​.​getResponseCode​()​ ​>​ ​300​){ 
     ​throw​ ​new​ ​Error​(​"Saving rubric failed with response code "​ ​+ 
response​.​getResponseCode​()); 
   ​} 
 ​} 
  
 ​/** 
  * Gets a list of available saved user rubrics. 
  * @param {string} email Email address to look for (optional) 
  * @return {string[]} A list of rubric names that the user has saved 
  */ 
 ​function​ getUserRubricNames​(​email​){ 
   ​if​ ​(​email ​==​ ​null​){ 
     email ​=​ ​Session​.​getEffectiveUser​().​getEmail​(); 
   ​} 
   ​var​ response ​=​ ​UrlFetchApp​.​fetch​(​API_BASE_URL​+​email​); 
   ​if​ ​(​response​.​getResponseCode​()​ ​>=​ ​300​){ 
     ​return​ ​[]; 
   ​}​ ​else​ ​{ 
     ​var​ array ​=​ response​.​getContentText​().​split​(​"\n"​); 
     array​.​splice​(​array​.​length ​­​ ​1​); 
     ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ array​.​length​;​ i​++){ 
       array​[​i​]​ ​=​ array​[​i​].​split​(​"%20"​).​join​(​" "​).​trim​(); 
     ​} 
     ​return​ array​; 
   ​} 
 ​} 
  
  
 ​/** 
  * Gets the rubric, color map, and authors from the external source 
  * @param {string} name Name of the user rubric 
  * @param {XML} XML document that belongs to the name; 
  */ 
  ​var​ lastKnownRubric ​=​ ​null​; 
  ​var​ lastKnownRubricName ​=​ ​""​; 
  ​var​ lastKnownRubricEmail ​=​ ​""​; 
  ​function​ fetchUserRubricData​(​name​,​ email​){ 
    ​if​ ​(​email ​==​ ​null​){ 
      email ​=​ ​Session​.​getEffectiveUser​().​getEmail​(); 
    ​} 
    ​if​ ​(!(​name ​==​ lastKnownRubricName ​&&​ email ​==​ lastKnownRubricEmail​)){ 
      ​var​ response ​=​ ​UrlFetchApp​.​fetch​(​API_BASE_URL​+​email​+​"/"​+​encodeURIComponent​(​name​)); 
      ​if​ ​(​response​.​getResponseCode​()​ ​>=​ ​300​){ 
        ​throw​ ​new​ ​Error​(​"Rubric with that name and email could not be found"​); 
      ​} 
      lastKnownRubric ​=​ ​XmlService​.​parse​(​response​.​getContentText​()).​getRootElement​(); 
      lastKnownRubricName ​=​ name​; 
      lastKnownRubricEmail ​=​ email​; 
    ​} 
    ​return​ lastKnownRubric​; 
  ​} 
  
 ​/** 
  * Gets the saved rubric for the given name 
  * @param {string} name Name of the user rubric 
  * @return {Rubric} User rubric with the given name. 
  */ 
 ​function​ getUserRubric​(​name​){ 
   ​var​ XML ​=​ fetchUserRubricData​(​name​); 
   ​var​ rubricXML ​=​ XML​.​getChild​(​"Rubric"​); 
   ​if​ ​(​rubricXML ​==​ ​null​){ 
     ​throw​ ​new​ ​Error​(​"Rubric data was not found"​); 
   ​} 
   ​return​ ​XMLtoRubric​(​XmlService​.​getPrettyFormat​().​format​(​rubricXML​)); 
 ​} 
  
  
 ​/** 
 * Returns the categories of an input rubric 
 * @param {string} name Rubric name to return keys of. 
 * @return {string[]} Set of rubric keys. 
 */ 
 ​function​ getRubricKeys​(​nam​){ 
   ​var​ originalKeys ​=​ ​Object​.​keys​(​new​ ​Rubric​()); 
   ​var​ result ​=​ ​[]; 
   ​var​ allKeys ​=​ ​Object​.​keys​(​nam​); 
   ​Logger​.​log​(​allKeys​); 
   ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ allKeys​.​length​;​ i​++){ 
        ​if​ ​(​originalKeys​.​indexOf​(​allKeys​[​i​])​ ​==​ ​­​1​){ 
          ​Logger​.​log​(​allKeys​[​i​]); 
          result​.​push​(​allKeys​[​i​]); 
        ​} 
      ​} 
   ​return​ result​; 
 ​} 
  
 ​/** 
  * Gets the saved rubric color map for the given name 
  * @param {string} name Name of the rubric to get the color map for. 
  * @param {string} email Optional. Email of the user. 
  * @return {RubricColorMap} The appropriate rubric color map for the name 
  */ 
 ​function​ getUserRubricColorMap​(​name​,​ email​){ 
   ​var​ XML ​=​ fetchUserRubricData​(​name​,​ email​); 
   ​var​ rubricXML ​=​ XML​.​getChild​(​"Rubric"​); 
   ​if​ ​(​rubricXML ​==​ ​null​){ 
     ​throw​ ​new​ ​Error​(​"Rubric data was not found"​); 
   ​} 
   
   ​var​ map ​=​ ​new​ ​RubricColorMap​(); 
   
   ​var​ children ​=​ rubricXML​.​getChildren​(); 
   ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ children​.​length​;​ i​++)​ ​{ 
     map​.​addColorMapping​(​children​[​i​].​getText​().​trim​(), 
children​[​i​].​getAttribute​(​"color"​).​getValue​()); 
   ​} 
   ​return​ map​; 
 ​} 
  
 ​/** 
  * Gets the authors that can edit the rubric for a user's saved rubric. 
  * Note that this will not allow the user to change another user's saved rubric. Rather, 
  * it lets them open the rubric on any document that the rubric is tied to. 
  * @param {string} name Name of the rubric 
  * @param {string[]} List of authors for the rubric with the given name. 
  */ 
 ​function​ getUserRubricAuthors​(​name​){ 
   ​var​ XML ​=​ fetchUserRubricData​(​name​); 
   ​var​ authorXML ​=​ XML​.​getChildren​(​"Author"​); 
   ​if​ ​(​authorXML ​==​ ​null​){ 
     ​throw​ ​new​ ​Error​(​"Malformed XML: Authors missing"​); 
   ​} 
   ​var​ result ​=​ ​[]; 
   ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ authorXML​.​length​;​ i​++){ 
     result​.​push​(​authorXML​[​i​].​getText​()); 
   ​} 
   ​return​ result​; 
 ​} 
  
  
  ​/** 
   * Deletes a User rubric 
   * @param {string} name Name of the rubric to erase. 
   */ 
  ​function​ deleteUserRubric​(​name​){ 
   ​var​ response ​= 
UrlFetchApp​.​fetch​(​API_BASE_URL​+​Session​.​getEffectiveUser​().​getEmail​()+​"/"​+​encodeURIComponent​(
name​),​ ​{ 
   ​"method"​:​"delete" 
   ​}) 
   ​if​ ​(​response​.​getResponseCode​()​ ​>=​ ​300​){ 
     ​throw​ ​new​ ​Error​(​"Could not delete rubric with name "​ ​+​ name​); 
   ​} 
  ​} 
 
 ​/** 
  * Given a RubricColorMap, save it to the document properties 
  * @param {RubricColorMap} map RubricColorMap to save. 
  */ 
 ​function​ saveRubricColorMap​(​map​){ 
   ​var​ stringXML ​=​ ​XmlService​.​getPrettyFormat​().​format​(​map​.​toXML​()); 
   ​PropertiesService​.​getDocumentProperties​().​setProperty​(​"ASSISTmentsRubricColorMap"​, 
stringXML​); 
 ​} 
  
  
 ​/** 
  * Saves all the Rubric data at once. 
  * @param {Rubric} rubric The rubric to save 
  * @param {RubricColorMap} map The color map associated with the rubric 
  * @param {String[]} authors Authors of the rubric 
  */ 
  ​function​ saveRubricData​(​rubric​,​ map​,​ authors​,​ name​){ 
    ​var​ rubricXML ​=​ ​XmlService​.​getPrettyFormat​().​format​(​rubric​.​toXML​()); 
    ​var​ mapXML ​=​ ​XmlService​.​getPrettyFormat​().​format​(​map​.​toXML​()); 
    ​var​ authors ​=​ authorToString​(​authors​); 
    ​PropertiesService​.​getDocumentProperties​().​setProperties​({ 
      ​"ASSISTmentsRubricOwner"​:​ authors​, 
      ​"ASSISTmentsRubricColorMap"​:​ mapXML​, 
      ​"ASSISTmentsRubric"​:​ rubricXML​, 
      ​"ASSISTmentsRubricName"​:​ name​, 
    ​}); 
  ​} 
  
 ​/** 
  * Fetch the rubric from the document properties. Returns a default rubric 
  * if one does not exist 
  * @return {Rubric} The saved rubric, or the default rubric if no saved rubric exists. 
  */ 
  ​function​ getRubric​(){ 
    ​var​ rubricXML ​= 
PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubric"​); 
    ​if​ ​(​rubricXML ​==​ ​null​){ 
      ​return​ ​null​; 
    ​}​ ​else​ ​{ 
      ​return​ ​XMLtoRubric​(​rubricXML​); 
    ​} 
  ​} 
  
  ​/** 
   * Gets the rubric color mapping 
   * @return {RubricColorMap} The color mapping stored in the document properties. 
   */ 
  ​function​ getRubricColors​(){ 
    ​var​ mapXML ​= 
PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricColorMap"​); 
    ​if​ ​(​mapXML ​==​ ​null​){ 
      ​return​ ​null​; 
    ​}​ ​else​ ​{ 
      ​return​ ​XMLtoRubricColorMap​(​mapXML​); 
    ​} 
  ​} 
  
 ​/** 
  * Return a rubric object based on a given XML string. 
  * @param {string} XML Document representing the Rubric. 
  * @return {Rubric} Rubric parsed from the XML Document 
  */ 
  ​function​ ​XMLtoRubric​(​XML​){ 
     ​var​ root ​=​ ​XmlService​.​parse​(​XML​).​getRootElement​(); 
     ​var​ rubric ​=​ ​new​ ​Rubric​(); 
     ​var​ cats ​=​ root​.​getChildren​(); 
     ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
       rubric​.​addCategory​(​cats​[​i​].​getText​().​trim​()); 
       ​var​ items ​=​ cats​[​i​].​getChildren​(); 
       ​for​ ​(​var​ j ​=​ ​0​;​ j ​<​ items​.​length​;​ j​++){ 
         rubric​.​addComment​(​cats​[​i​].​getText​().​trim​(),​ items​[​j​].​getText​().​trim​(), 
items​[​j​].​getAttribute​(​"required"​).​getValue​()​ ​==​ ​"true"​); 
       ​} 
     ​} 
   
     ​return​ rubric​; 
  ​} 
  
 ​/** 
  * Returns a RubricColorMapping based on a given XML string 
  * @param {string} XML XML of the Color Map 
  * @return {RubricColorMap} Color mapping for the XML 
  */ 
  ​function​ ​XMLtoRubricColorMap​(​XML​)​ ​{ 
    ​var​ root ​=​ ​XmlService​.​parse​(​XML​).​getRootElement​(); 
    ​var​ map ​=​ ​new​ ​RubricColorMap​(); 
    ​var​ cats ​=​ root​.​getChildren​(); 
    ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
      map​.​addColorMapping​(​cats​[​i​].​getText​().​trim​(),​ cats​[​i​].​getChildren​()[​0​].​getText​()) 
    ​} 
    ​return​ map​; 
  ​} 
 
 ​/** 
  * Returns an array of comments that match the given ccss 
  * (Actually, a wrapper for filterComments, where field is "ccss", and XML is the document 
property 
  * @param {string} ccss Category of the comment 
  * @return {Comment[]} An array of comments that belong to that category (ccss) 
  */ 
  ​function​ getComments​(​ccss​)​ ​{ 
    ​return​ filterComments​(​"ccss"​,​ ccss​,​ getSavedComments​()); 
  ​} 
  
 ​/** 
  * Returns an array of comments that match the filter criteria. 
  * @param {string} field to filter by. 
  * @param {string} value Value of the field. 
  * @return {Comment[]} An array of comments satisfying the filter 
  */ 
  ​function​ getFilteredComments​(​field​,​ value​){ 
    ​return​ filterComments​(​field​,​ value​,​ getSavedComments​()); 
  ​} 
  
  ​/** 
   * Filter an XML element <Comments> based on a given field. 
   * @param {string} field to filter by. 
   * @param {string} value Value of the field. 
   * @param {Comment[]} comments XML element containing all comments to filter. 
   */ 
   
   ​function​ filterComments​(​field​,​ value​,​ comments​)​ ​{ 
    ​var​ commentElements​; 
    ​if​ ​(​comments ​==​ ​null​){ 
      comments ​=​ ​[]; 
    ​} 
    ​var​ commentArray ​=​ ​[]; 
   
    comments​.​forEach​(​function​(​element​)​ ​{ 
      ​if​ ​(​element​[​field​]​ ​==​ value​){ 
        commentArray​.​push​(​element​); 
      ​} 
    ​}); 
   
    ​return​ commentArray​; 
   ​} 
  
  ​/** 
   * Gets the number of comments stored within the document 
   * @return {number} Number of comments for this document 
   */ 
  ​function​ getNumComments​(){ 
    ​return​ getFeedbackKeys​().​length​; 
  ​} 
  
  
  ​/** 
   * Here for backwards compatibility. 
   * Get all comments. Returns an array 
   * @return {Comment[]} An array of comments saved in the Google Document 
   */ 
   ​function​ getAllComments​(){ 
      ​return​ getSavedComments​(); 
   ​} 
 
   ​function​ getAllAssignmentNames​(){ 
     ​var​ ​XMLElement​ ​=​ getSavedAssignmentNames​(); 
     ​var​ assignmentNameElements​; 
      ​if​ ​(​XMLElement​ ​!=​ ​null​){ 
        assignmentNameElements ​=​ ​XMLElement​.​getRootElement​().​getChildren​(​"AssignmentNames"​); 
      ​}​ ​else​ ​{ 
        assignmentNameElements ​=​ ​[] 
      ​} 
      ​var​ assignmentNameArray ​=​ ​[]; 
      ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ assignmentNameElements​.​length​;​ i​++){ 
        assignmentNameArray​.​push​(​assignmentNameElements​[​i​]); 
      ​} 
      ​return​ commentArray​; 
   ​} 
 
 
  
  ​/** 
   * Given an XML element, returns the same value 
   * as a Comment (See Comment.gs) 
   * @param {Element} element XML Element representing a comment. 
   * @return {Comment} Comment that the XML element stored 
   */ 
  ​function​ ​XmlToComment​(​element​){ 
     ​var​ id ​=​ ​+​element​.​getChild​(​"id"​).​getText​(); 
     ​var​ range ​=​ element​.​getChild​(​"range"​).​getText​(); 
     ​var​ bookmark ​=​ element​.​getChild​(​"bookmark"​).​getText​(); 
     ​var​ author ​=​ element​.​getChild​(​"author"​).​getText​(); 
     ​var​ ccss ​=​ element​.​getChild​(​"ccss"​).​getText​(); 
     ​var​ text ​=​ element​.​getChild​(​"text"​).​getText​(); 
     ​var​ refNum ​=​ ​+​element​.​getChild​(​"refNum"​).​getText​(); 
     ​var​ req ​=​ element​.​getChild​(​"req"​).​getText​()​ ​==​ ​"true"​; 
     ​var​ resolved ​=​ element​.​getChild​(​"resolved"​).​getText​()​ ​==​ ​"true"​; 
     ​var​ com ​=​ ​new​ ​Comment​(​text​,​ ccss​,​ req​,​ author​,​ id​); 
     ​if​ ​(​range ​==​ ​"undefined"​){ 
       com​.​range ​=​ ​null​; 
       com​.​bookmark ​=​ ​null​; 
     ​}​ ​else​ ​{ 
       com​.​range ​=​ range​; 
       com​.​bookmark ​=​ bookmark​; 
     ​} 
   
     ​var​ audioLink ​=​ element​.​getChild​(​"audioId"​); 
     ​if​ ​(​audioLink​){ 
       com​.​audioId ​=​ audioLink​.​getText​(); 
     ​} 
   
     com​.​refNum ​=​ refNum​; 
     com​.​resolved ​=​ resolved​; 
   
     ​var​ children ​=​ element​.​getChildren​(​"explanation"​); 
   
     ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ children​.​length​;​ i​++){ 
       com​.​explanations​.​push​(​XMLtoExplanation​(​children​[​i​])); 
     ​} 
     ​return​ com​; 
   ​} 
 
/** 
 * Converts an XML element into an explanation object 
 * @param {XMLService.Element} element Element to convert to an object. 
 */ 
function​ ​XMLtoExplanation​(​element​){ 
  ​if​ ​(​element ​==​ ​null​){ 
    ​throw​ ​new​ ​Error​(​"Cannot parse a null XML element"​); 
  ​} 
  ​var​ date ​=​ element​.​getChild​(​"date"​).​getText​(); 
  ​var​ user ​=​ element​.​getChild​(​"user"​).​getText​(); 
  ​var​ text ​=​ element​.​getChild​(​"text"​).​getText​(); 
  ​var​ exp ​=​ ​new​ ​Explanation​(​text​,​ date​,​ user​); 
 
  ​var​ audioAttribute ​=​ element​.​getAttribute​(​"audio"​); 
 
  ​if​ ​(​audioAttribute ​&&​ audioAttribute​.​getValue​()​ ​==​ ​"true"​){ 
    exp​.​audio ​=​ ​true​; 
  ​} 
  
  ​return​ exp​; 
} 
 
 ​/** 
  * Deletes all comments. 
  */ 
  ​function​ deleteAllComments​()​ ​{ 
      ​var​ comments ​=​ getSavedComments​(); 
      comments​.​forEach​(​function​(​comment​){ 
        comment​.​unformat​(​true​); 
        ​PropertiesService​.​getDocumentProperties​().​deleteProperty​(​COMMENT_BASE ​+ 
comment​.​refNum​); 
      ​}); 
  ​} 
 
 
addComment.gs 
 
 
<? 
var​ customAudio ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​"CustomAudio"​)​ ​|| 
"Audio"​; 
var​ formattingState ​= 
PropertiesService​.​getDocumentProperties​().​getProperty​(​"FormattingState"​)​ ​||​ ​"Formatted"​; 
?> 
<!DOCTYPE html> 
<html> 
<link​ ​rel​=​"stylesheet"​ ​href​=​"https://ssl.gstatic.com/docs/script/css/add­ons.css"​> 
<link​ ​rel​=​"stylesheet" 
href​=​"https://maxcdn.bootstrapcdn.com/font­awesome/4.5.0/css/font­awesome.min.css"​> 
<script​ ​src​=​"https://ajax.googleapis.com/ajax/libs/jquery/2.1.3/jquery.min.js"​></script> 
<img​ ​id​=​"loading­icon"​ ​src​=​"https://www.assistments.org/images/indicator.gif" 
class​=​"loading"​ ​hidden​> 
<div​ ​id​=​"div­wrapper"​> 
 
<div​ ​class​=​"titleName"​> 
<?​ ​if​ ​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricName"​) 
==​ ​"Default Rubric"​){​ ​?> 
<b>​Default Rubric ​</b> 
    ​<?}​ ​else​{?> 
    ​<b>​ Rubric: "​<?= 
PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricName"​)​ ​?>​" ​<?}?>​</b> 
</div> 
 
<style​ ​type​=​"text/css"​> 
.​titleName ​{ 
  font​­​size​:​ ​14px​; 
} 
 
.​no​­​click ​{ 
  pointer​­​events​:​ none​; 
  cursor​:​ ​default​; 
} 
 
.​checkbox​­​sub​ ​{ 
  margin​­​top​:​4px​; 
  margin​­​bottom​:​4px​; 
} 
 
.​loading ​{ 
  position​:​fixed​;  
  top​:​ ​5px​; 
  right​:​ ​5px​; 
  height​:​25px​; 
  width​:​25px​; 
} 
 
.​standardButton ​{ 
    width​:​ ​200px​; 
    font​­​weight​:​ bold​; 
} 
 
.​color​­​box ​{ 
    position​:​ ​fixed​; 
    ​float​:​ right​; 
    width​:​ ​10px​; 
    height​:​ ​10px​; 
    display​:​ ​inline​­​block​; 
} 
 
.​boxed ​{ 
width​:​ ​255px​; 
margin​­​top​:​ ​5px​; 
border​:​ ​1px​ solid ​#b9a894;  
} 
 
 
ol​#menu { 
  width​:​ ​255px​; 
  margin​­​top​:​ ​10px​; 
  padding​:​ ​0​; 
} 
 
 
ol​#menu ol { 
  display​:​ none​; 
  margin​:​ ​0​; 
  border​­​radius​:​7px​; 
} 
 
ol​#menu li,  
  ol​#menu a { 
  font​­​family​:​ arial​,​ arial​; 
  font​­​size​:​ ​14px​; 
  
  margin​­​bottom​:​ ​10px​; 
  margin​­​top​:​ ​10px​; 
} 
 
ol​#menu li { 
  line​­​height​:​ ​15px​; 
} 
 
ol​#menu ol li { 
  border​­​bottom​:​ none​; 
} 
 
 
ul​#menu ol li:before { 
  content​:​ ​""​; 
} 
 
ol​#menu a:hover { 
  font​­​weight​:​ bold​; 
  text​­​decoration​:​ none​; 
} 
 
ol​#menu a.active { 
  font​­​weight​:​ bold​; 
} 
 
.​main​­​box ​{ 
  overflow​:​auto​; 
} 
 
.​bottom​­​logo ​{ 
  position​:​fixed​; 
  bottom​:​0px​;  
  left​:​ ​60px​; 
} 
 
.​bottom​­​buttons ​{ 
  position​:​fixed​; 
  top​:​5px​; 
  width​:​255px​; 
} 
 
#div­wrapper { 
  position​:​absolute​; 
  left​:​ ​0px​; 
  right​:​ ​0px​; 
  top​:​ ​0px​; 
  padding​­​top​:​ ​5px​; 
  padding​­​left​:​ ​10px​; 
  overflow​:​auto​; 
  border​­​bottom​:​ ​1px​ solid black​; 
  height​:​ calc​(​100​%​ ​­​ ​80px​); 
} 
 
#custom­feedback­select { 
  max​­​width​:​ ​200px​; 
  text​­​align​:​ left​; 
} 
 
.​bottom​­​btns ​{ 
  padding​­​bottom​:​20px​; 
} 
 
#toggle­formatting­button { 
  margin​­​left​:​ ​5px​; 
  width​:​ ​122px​; 
} 
 
.​error ​{ 
  color​:​ red​; 
} 
 
.​success ​{ 
  color​:​ green​; 
} 
 
.​micStatus ​{ 
  display​:​ ​inline​; 
  font​­​weight​:​ bold​; 
  transition​:​ height ​1s​; 
  height​:​ ​18px​; 
} 
 
.​pulse ​{ 
  animation​­​name​:​ pulse​; 
  animation​­​duration​:​ ​2s​; 
  animation​­​iteration​­​count​:​ infinite​; 
} 
 
@keyframes​ pulse ​{ 
  ​0​%​ ​{​opacity​:​ ​1​;} 
  ​50​%​ ​{​opacity​:​ ​0.5​;} 
  ​100​%​ ​{​opacity​:​ ​1​;} 
} 
 
.​audioMsg ​{ 
  margin​:​ ​0px​; 
} 
 
#audioButton { 
    background​: 
url​(​'https://sites.google.com/site/assistmentsfeedbacktool/resources/mic.png'​)​ center left 
no​­​repeat​,​ linear​­​gradient​(​top​,​ ​#f5f5f5, #f1f1f1); 
    background​: 
url​(​'https://sites.google.com/site/assistmentsfeedbacktool/resources/mic.png'​)​ center left 
no​­​repeat​,​ ​­​moz​­​linear​­​gradient​(​top​,​ ​#f5f5f5, #f1f1f1); 
    background​: 
url​(​'https://sites.google.com/site/assistmentsfeedbacktool/resources/mic.png'​)​ center left 
no​­​repeat​,​ ​­​webkit​­​linear​­​gradient​(​top​,​ ​#f5f5f5, #f1f1f1); 
    background​­​size​:​ ​20px​ ​auto​; 
    padding​­​left​:​ ​20px​; 
    width​:​ ​117px​; 
    margin​­​top​:​ ​10px​; 
} 
 
.​audioButton ​{ 
  width​:​ ​117px​; 
} 
 
/* Begin Tab Styling */ 
.​tabs​­​menu ​{ 
    height​:​ ​30px​; 
    ​float​:​ left​; 
    clear​:​ both​; 
    list​­​style​­​type​:​ none​; 
    margin​­​bottom​:​ ​0px​; 
    margin​­​top​:​ ​0px​; 
    padding​­​left​:​ ​10px​; 
} 
 
.​tabs​­​menu li ​{ 
    height​:​ ​30px​; 
    line​­​height​:​ ​30px​; 
    ​float​:​ left​; 
    margin​­​right​:​ ​10px​; 
    background​­​color​:​ ​#ccc; 
    border​­​top​:​ ​1px​ solid ​#d4d4d1; 
    border​­​right​:​ ​1px​ solid ​#d4d4d1; 
    border​­​left​:​ ​1px​ solid ​#d4d4d1; 
} 
 
.​tabs​­​menu li​.​current ​{ 
    position​:​ relative​; 
    background​­​color​:​ ​#fff; 
    border​­​bottom​:​ ​1px​ solid ​#fff; 
    z​­​index​:​ ​5​; 
} 
 
.​tabs​­​menu li a ​{ 
    padding​:​ ​10px​; 
    color​:​ ​#fff; 
    text​­​decoration​:​ none​;  
} 
 
.​tabs​­​menu ​.​current a ​{ 
    color​:​ ​#2e7da3; 
} 
 
.​tab ​{ 
    border​:​ ​1px​ solid ​#d4d4d1; 
    background​­​color​:​ ​#fff; 
    ​float​:​ left​; 
    margin​­​bottom​:​ ​20px​; 
    width​:​ ​auto​; 
} 
 
.​tab​­​content ​{ 
    width​:​ ​250px​; 
    padding​:​ ​5px​; 
    display​:​ none​; 
} 
 
#tab­<? if (customAudio=="Audio") {?>audio<?} else {?>text<?}?> { 
 display​:​ block​;   
} 
 
/* End Tab Styling */ 
 
</style> 
 
<script​ ​language​=​"javascript"​> 
 
/* 
Created by: Travis Beckham :: http://www.squidfingers.com | http://www.podlob.com 
version date: 06/02/03 :: If want to use this code, feel free to do so, 
but please leave this message intact. (Travis Beckham) */ 
 
// Node Functions 
 
if​(!​window​.​Node​){ 
  ​var​ ​Node​ ​=​ ​{​ELEMENT_NODE ​:​ ​1​,​ TEXT_NODE ​:​ ​3​}; 
} 
 
function​ checkNode​(​node​,​ filter​){ 
  ​return​ ​(​filter ​==​ ​null​ ​||​ node​.​nodeType ​==​ ​Node​[​filter​]​ ​||​ node​.​nodeName​.​toUpperCase​()​ ​== 
filter​.​toUpperCase​()); 
} 
 
function​ getChildren​(​node​,​ filter​){ 
  ​var​ result ​=​ ​new​ ​Array​(); 
  ​var​ children ​=​ node​.​childNodes​; 
  ​for​(​var​ i ​=​ ​0​;​ i ​<​ children​.​length​;​ i​++){ 
    ​if​(​checkNode​(​children​[​i​],​ filter​))​ result​[​result​.​length​]​ ​=​ children​[​i​]; 
  ​} 
  ​return​ result​; 
} 
 
function​ getChildrenByElement​(​node​){ 
  ​return​ getChildren​(​node​,​ ​"ELEMENT_NODE"​); 
} 
 
function​ getFirstChild​(​node​,​ filter​){ 
  ​var​ child​; 
  ​var​ children ​=​ node​.​childNodes​; 
  ​for​(​var​ i ​=​ ​0​;​ i ​<​ children​.​length​;​ i​++){ 
    child ​=​ children​[​i​]; 
    ​if​(​checkNode​(​child​,​ filter​))​ ​return​ child​; 
  ​} 
  ​return​ ​null​; 
} 
 
function​ getFirstChildByText​(​node​){ 
  ​return​ getFirstChild​(​node​,​ ​"TEXT_NODE"​); 
} 
 
function​ getNextSibling​(​node​,​ filter​){ 
  ​for​(​var​ sibling ​=​ node​.​nextSibling​;​ sibling ​!=​ ​null​;​ sibling ​=​ sibling​.​nextSibling​){ 
    ​if​(​checkNode​(​sibling​,​ filter​))​ ​return​ sibling​; 
  ​} 
  ​return​ ​null​; 
} 
function​ getNextSiblingByElement​(​node​){ 
        ​return​ getNextSibling​(​node​,​ ​"ELEMENT_NODE"​); 
} 
 
// Menu Functions & Properties 
 
var​ activeMenu ​=​ ​null​; 
 
function​ showMenu​()​ ​{ 
  ​if​(​activeMenu​){ 
    activeMenu​.​className ​=​ ​""​; 
    activeMenu​.​innerHTML ​=​ ​"[+]"​ ​+​ activeMenu​.​innerHTML​.​substring​(​3​); 
    getNextSiblingByElement​(​activeMenu​.​nextSibling​).​style​.​display ​=​ ​"none"​; 
  ​} 
  ​if​(​this​ ​==​ activeMenu​){ 
    activeMenu ​=​ ​null​; 
  ​}​ ​else​ ​{ 
    ​this​.​className ​=​ ​"active"​; 
    ​this​.​innerHTML ​=​ ​"[&#8211;]"​ ​+​ ​this​.​innerHTML​.​substring​(​3​); 
    getNextSiblingByElement​(​this​.​nextSibling​).​style​.​display ​=​ ​"block"​; 
    activeMenu ​=​ ​this​; 
  ​} 
  ​return​ ​false​; 
} 
 
function​ initMenu​(){ 
  ​var​ menus​,​ menu​,​ text​,​ a​,​ i​; 
  menus ​=​ getChildrenByElement​(​document​.​getElementById​(​"menu"​)); 
  ​for​(​i ​=​ ​0​;​ i ​<​ menus​.​length​;​ i​++){ 
    menu ​=​ menus​[​i​]; 
    text ​=​ getFirstChildByText​(​menu​); 
    a ​=​ document​.​createElement​(​"a"​); 
    menu​.​replaceChild​(​a​,​ text​); 
    a​.​appendChild​(​text​); 
    a​.​href ​=​ ​"#"​; 
    a​.​onclick ​=​ showMenu​; 
    a​.​title ​=​ ​"Click to expand." 
    a​.​onfocus ​=​ ​function​(){​this​.​blur​()}; 
    ​if​(​i ​==​ ​0​){ 
      a​.​className ​=​ ​"active"​; 
      a​.​innerHTML ​=​ ​"[&#8211;]"​ ​+​ a​.​innerHTML​; 
      getNextSiblingByElement​(​a​.​nextSibling​).​style​.​display ​=​ ​"block"​; 
      activeMenu ​=​ a​; 
    ​} 
    ​else​{ 
      a​.​innerHTML ​=​ ​"[+]"​ ​+​ a​.​innerHTML​; 
    ​} 
  ​} 
} 
 
$​(​document​).​ready​(​initMenu​); 
 
</script> 
<body> 
 
<div​ ​class​=​"block"​> 
 
<ol​ ​id​=​"menu"​ ​style​=​"​list​­​style​­​type​:​ none​;​"​> 
  ​<?​ ​var​ sections ​=​ categories​.​getKeys​();​ ​?> 
  ​<?​ ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ sections​.​length​;​ i​++)​ ​{​ ​?> 
         ​<li>​ ​<?=​ sections​[​i​]?> 
             ​<svg​ ​width​=​"10"​ ​height​=​"10"​>​ <rect width="10" height="10" style="fill:​<?= 
getRubricColors​().​getColor​(​sections​[​i​]);​ ​?>​"/>​</svg> 
              ​<ol> 
      ​<?​ ​for​ ​(​var​ j ​=​ ​0​;​ j ​<​ categories​[​sections​[​i​]].​length​;​ j​++)​ ​{​ ​?> 
   
               ​<li>​<a onclick="makeComment('​<?=​ categories​[​sections​[​i​]][​j​]​ ​?>​', '​<?= 
sections​[​i​]?>​', '​<?=​categories​.​responseRequired​[​sections​[​i​]][​j​]?>​')" 
id="​<?=​sections​[​i​]?>​­​<?=​categories​[​sections​[​i​]][​j​]?>​­button"> ​<?=​ categories​[​sections​[​i​]][​j​] 
?>​ ​</a></li> 
   
      ​<?​ ​}​ ​?> 
              ​</ol> 
         ​</li> 
   
  ​<?​ ​}​ ​?> 
</ol> 
<br> 
 
<b​ ​style​=​"​font​­​size​:​14px​"​>​<?=​translate​(​"Deleting Feedback"​);?>​</b><br> 
<input​ ​type​=​"number"​ ​id​=​"DeleteCommentBox"​ ​name​=​"Delete comment input"​ ​style​=​"​width​:​50px​; 
position​:​ relative​;​"​ ​onkeyup​=​"​updateButton​(​this​)​"​ ​onchange​=​"​updateButton​(​this​)​" 
placeholder​=​"#"​ ​min​=​"1"​> 
<input id="delete­comment­button" type="button" value= "​<?=​translate​(​'Delete Feedback'​);?>​" 
onclick="deleteComment();" disabled> 
<br> 
<br> 
<b​ ​style​=​"​font​­​size​:​14px​"​>​<?=​translate​(​"Custom Feedback"​);?>​</b> 
<br> 
<label​ ​for​=​"custom­feedback­select"​>​<?=​translate​(​"Category"​);?>​: ​</label> 
<select​ ​id​=​"custom­feedback­select"​> 
  ​<option>​<?=​translate​(​"General"​);?>​</option> 
  ​<?​ ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ sections​.​length​;​ i​++)​ ​{​ ​?> 
  ​<option>​<?=​ sections​[​i​]​ ​?>​</option> 
  ​<?​ ​}​ ​?> 
</select> 
<div​ ​class​=​"checkbox­sub"​> 
  ​<input​ ​id​=​"general­checkbox"​ ​type​=​"checkbox"​> 
  ​<label​ ​for​=​"general­checkbox"​ ​class​=​"gray"​>​<?=​translate​(​"Require Explanation"​);?>​</label> 
</div> 
<div​ ​id​=​"tabs­container"​> 
    ​<ul​ ​class​=​"tabs­menu"​> 
        <li ​<?​ ​if​ ​(​customAudio ​==​ ​"Audio"​)​ ​{?>​class="current"​<?}?>​>​<a 
href​=​"#tab­audio"​>​Audio​</a></li> 
        <li ​<?​ ​if​ ​(​customAudio ​==​ ​"Text"​)​ ​{?>​class="current"​<?}?>​>​<a 
href​=​"#tab­text"​>​Text​</a></li> 
    ​</ul> 
    ​<div​ ​id​=​"tab­content­container"​ ​class​=​"tab"​> 
        ​<div​ ​id​=​"tab­audio"​ ​class​=​"tab­content"​> 
            ​<div​ ​id​=​"audioDidYouKnow"​> 
              ​<p>​Audio feedback is not supported in your browser.​</p> 
              ​<img​ ​height​=​"18"​ ​width​=​"18" 
src​=​"https://sites.google.com/site/assistmentsfeedbacktool/resources/info­icon.png"​> 
              ​<p​ ​style​=​"​margin​­​top​:​0px​;​ display​:​inline​­​block​;​"​><b>​Tip:​</b>​ Try Google Chrome 
or Mozilla Firefox​</p> 
            ​</div> 
            ​<div​ ​id​=​"audioSection"​ ​style​=​"​display​:​none​;​"​> 
              ​<!­­<div style="margin­top: 10px"> 
                <label for="audio­feedback­select"><?=translate("Category");?>: </label> 
                <select id="audio­feedback­select"> 
                  <option><?=translate("General");?></option> 
                  <? for (var i = 0; i < sections.length; i++) { ?> 
                  <option><?= sections[i] ?></option> 
                  <? } ?> 
                </select> 
              </div> 
              <div class="checkbox­sub"> 
                <input id="audio­checkbox" type="checkbox"> 
                <label for="audio­checkbox" class="gray">Require Explanation</label> 
              </div> 
               ­­> 
              ​<div> 
                ​<button​ ​id​=​"audioButton"​ ​class​=​"audio"​ ​onclick​=​"​startRecording​()​"​> 
                  Record 
                ​</button> 
                ​<p​ ​id​=​"recordingStatus"​ ​class​=​"micStatus pulse error" 
style​=​"​display​:​none​;​"​>​Recording...​</p> 
                ​<p​ ​id​=​"processingStatus"​ ​class​=​"micStatus pulse" 
style​=​"​display​:​none​;​"​>​Processing...​</p> 
              ​</div> 
              ​<br> 
              ​<div> 
                ​<audio​ ​id​=​"audioPlayer"​></audio> 
                ​<button​ ​id​=​"playLastButton"​ ​onclick​=​"​playLast​()​"​ ​class​=​"audioButton" 
disabled​><i​ ​class​=​"fa fa­play­circle"​></i>​ Play last​</button> 
                ​<button​ ​id​=​"deleteLastButton"​ ​onclick​=​"​deleteLast​()​"​ ​class​=​"audioButton" 
disabled​><i​ ​class​=​"fa fa­trash­o"​></i>​ Delete last​</button> 
              ​</div> 
              ​<br> 
              ​<p​ ​id​=​"micError"​ ​class​=​"error"​ ​style​=​"​display​:​none​;​"​>​Unable to access 
microphone​</p> 
              ​<p​ ​id​=​"audioSaveError"​ ​class​=​"audioMsg error"​ ​style​=​"​display​:​none​;​"​>​Unable to 
save recording​</p> 
              ​<p​ ​id​=​"audioSuccessMsg"​ ​class​=​"audioMsg success" 
style​=​"​display​:​none​;​"​>​Recording saved successfully​</p> 
              ​<p​ ​id​=​"audioDeleteError"​ ​class​=​"audioMsg error"​ ​style​=​"​display​:​none​;​"​>​Could 
not delete last feedback​</p> 
              ​<p​ ​id​=​"audioDeleteSuccess"​ ​class​=​"audioMsg success" 
style​=​"​display​:​none​;​"​>​Successfully deleted last feedback​</p> 
            ​</div> 
        ​</div> 
        ​<div​ ​id​=​"tab­text"​ ​class​=​"tab­content"​> 
          <textarea rows="6" id="CustomCommentBox" name="Comment" style="width:250px; 
resize:none;" onkeyup="updateButton(this)" placeholder="​<?=​translate​(​'You do not need to 
highlight text for this type of feedback.'​);?>​">​</textarea> 
        ​</div> 
    ​</div> 
</div> 
<br> 
 
<br> 
 
 
<br> 
<input id = "custom­feedback­button" type="button" value="​<?=​translate​(​'Add Feedback'​);?>​" 
onclick="addCustomFeedback()" disabled> 
<img​ ​id​=​"loading­icon­for­custom"​ ​src​=​"https://www.assistments.org/images/indicator.gif" 
class​=​"loading"​ ​hidden​> 
<span​ ​id​=​"custom­comment­success"​ ​class​=​"secondary"​ ​hidden​>​Your comment has been 
submitted​</span> 
<br> 
</div> 
<br> 
<hr> 
<br> 
<div​ ​class​=​"bottom­btns"​> 
  <input id="generate­summary­button" type="button" class="action" 
value="​<?=​translate​(​'Summarize & Grade'​);?>​" onclick="generateSummary();"> 
  <input id="toggle­formatting­button" type="button" value="​<?=​ formattingState ​== 
"Formatted"​ ​?​ ​"Hide Formatting"​ ​:​ ​"Show Formatting"​?>​" 
    onclick="​<?!=​ formattingState ​==​ ​"Formatted"​ ​?​ ​"clearFormat()"​ ​:​ ​"restoreFormat()"​?>​"> 
  ​<img​ ​id​=​"loading­icon­for­bottom"​ ​src​=​"https://www.assistments.org/images/indicator.gif" 
class​=​"loading"​ ​hidden​> 
</div> 
</body> 
</div> 
 
<br> 
<a​ ​href​=​"http://docassist.assistments.org/"​ ​target​=​"_blank"​ ​class​=​"bottom­logo"​> 
<img 
src​=​"https://sites.google.com/site/assistmentsfeedbacktool/resources/docASSIST­sidebar.png" 
align​=​"bottom"​ ​width​=​"175"​> 
</a> 
<script​ ​language​=​"javascript" 
src​=​"https://sites.google.com/site/assistmentsfeedbacktool/resources/recorder.js"​></script> 
<script​ ​language​=​"javascript" 
src​=​"https://sites.google.com/site/assistmentsfeedbacktool/resources/lame.min.js"​></script> 
<script​ ​language​=​"javascript"​> 
 
  $​(​document​).​ready​(​init​); 
  
  ​var​ recorder​; 
  ​var​ audioTrack​; 
  ​var​ currentTabId ​=​ ​"#tab­audio"​; 
  
  ​/** 
   * Performs page initialization 
   */ 
  ​function​ init​(){ 
    detectAudio​(); 
   
    $​(​".tabs­menu a"​).​click​(​function​(​event​)​ ​{ 
        event​.​preventDefault​(); 
        $​(​this​).​parent​().​addClass​(​"current"​); 
        $​(​this​).​parent​().​siblings​().​removeClass​(​"current"​); 
        ​var​ tab ​=​ $​(​this​).​attr​(​"href"​); 
        currentTabId ​=​ ​this​.​getAttribute​(​"href"​); 
        updateCustomButton​(); 
   
        ​//Fix for first animation 
        ​var​ tabContainer ​=​ document​.​getElementById​(​"tab­content­container"​); 
        ​if​ ​(​tabContainer​.​style​.​height ​==​ ​""​){ 
          tabContainer​.​style​.​height ​=​ $​(​tabContainer​).​outerHeight​()​ ​+​ ​"px"​; 
        ​} 
   
        $​(​".tab­content"​).​not​(​tab​).​css​(​"display"​,​ ​"none"​); 
        $​(​tab​).​fadeIn​(); 
   
        ​if​ ​(!​$​(​tab​).​height​()){ 
          $​(​tab​).​height​(​$​(​tab​).​outerHeight​()); 
        ​} 
   
        $​(​".tab"​).​animate​({ 
          height​:​ $​(​tab​).​outerHeight​(), 
        ​}); 
    ​}); 
   
    ​<?​ ​if​ ​(​PropertiesService​.​getUserProperties​().​getProperty​(​"CustomAudio"​)​ ​==​ ​"Text"​)​ ​{​ ​?> 
    $​(​"#tab­text­link"​).​trigger​(​"click"​); 
    ​<?​ ​}​ ​?> 
  ​} 
  
  ​/** 
   * Initializes the audio feedback section 
   */ 
   
  ​function​ detectAudio​(){ 
    ​try​ ​{ 
      ​// webkit shim 
      window​.​AudioContext​ ​=​ window​.​AudioContext​ ​||​ window​.​webkitAudioContext​; 
      navigator​.​getUserMedia ​=​ navigator​.​getUserMedia ​||​ navigator​.​webkitGetUserMedia ​|| 
navigator​.​mozGetUserMedia​; 
      window​.​URL ​=​ window​.​URL ​||​ window​.​webkitURL​; 
      audio_context ​=​ ​new​ ​AudioContext​; 
    ​}​ ​catch​ ​(​e​)​ ​{ 
      console​.​log​(​"No audio support. Audio panel is disabled."​) 
    ​} 
   
    ​if​ ​(​navigator​.​getUserMedia​)​ ​{ 
      console​.​log​(​"Enabling audio panel"​); 
      document​.​getElementById​(​"audioDidYouKnow"​).​style​.​display ​=​ ​"none"​; 
      document​.​getElementById​(​"audioSection"​).​style​.​display ​=​ ​"initial"​; 
    ​}  
  ​} 
  
  ​/** 
   * Initialize the recorder 
   */ 
  ​function​ startUserMedia​(​stream​){ 
    audioTrack ​=​ stream​.​getAudioTracks​()[​0​]; 
    ​var​ input ​=​ audio_context​.​createMediaStreamSource​(​stream​); 
   
    recorder ​=​ ​new​ ​Recorder​(​input​,​ ​{​numChannels​:​ ​1​}​ ​); 
   
    $​(​document​).​trigger​(​"microphoneReady"​); 
  ​} 
  
  ​/** 
   * Start recording an audio comment 
   */ 
  ​function​ startRecording​(){ 
    hideAudioErrors​(); 
  
    navigator​.​getUserMedia​({​audio​:​ ​true​},​ startUserMedia​,​ ​function​(​e​)​ ​{ 
      console​.​log​(​'No live audio input: '​ ​+​ e​); 
      document​.​getElementById​(​"audioButton"​).​disabled ​=​ ​true​; 
      $​(​"#micError"​).​slideDown​(); 
    ​}); 
   
    $​(​document​).​one​(​"microphoneReady"​,​ ​function​()​ ​{ 
      ​if​ ​(​recorder​){ 
        recorder​.​record​(); 
        document​.​getElementById​(​"processingStatus"​).​style​.​display ​=​ ​"none"​; 
        document​.​getElementById​(​"recordingStatus"​).​style​.​display ​=​ ​"initial"​; 
        console​.​log​(​"Beginning audio recording"​); 
        ​var​ button ​=​ document​.​getElementById​(​"audioButton"​); 
        button​.​innerHTML ​=​ ​"Stop"​; 
        button​.​onclick ​=​ stopRecording​; 
      ​}​ ​else​ ​{ 
        console​.​log​(​"Recorder not present!"​); 
      ​} 
    ​}); 
  ​} 
  
  ​var​ liblame ​=​ ​new​ lamejs​(); 
  ​var​ audioPlayer​; 
  ​var​ mp3DataURL​; 
  
  ​/** 
   * Stop recording an audio comment 
   */ 
  ​function​ stopRecording​()​ ​{ 
    ​if​ ​(​recorder​){ 
      document​.​getElementById​(​"audioButton"​).​disabled ​=​ ​true​; 
      document​.​getElementById​(​"recordingStatus"​).​style​.​display ​=​ ​"none"​; 
      document​.​getElementById​(​"processingStatus"​).​style​.​display ​=​ ​"initial"​; 
   
      recorder​.​stop​(); 
      audioTrack​.​stop​(); 
   
      console​.​log​(​"Recording stopped"​) 
   
      ​var​ arrayBuffer​; 
      ​var​ fileReader ​=​ ​new​ ​FileReader​(); 
   
      ​var​ cat ​=​ document​.​getElementById​(​"custom­feedback­select"​).​value​; 
      ​var​ req ​=​ document​.​getElementById​(​"general­checkbox"​).​checked​; 
   
      ​//Encode to MP3 
      fileReader​.​onload ​=​ ​function​()​ ​{ 
          arrayBuffer ​=​ ​this​.​result​; 
   
          ​var​ wav ​=​ liblame​.​WavHeader​.​readHeader​(​new​ ​DataView​(​arrayBuffer​)); 
          samples ​=​ ​new​ ​Int16Array​(​arrayBuffer​,​ wav​.​dataOffset​,​ wav​.​dataLen ​/​ ​2​); 
   
          ​//Get mp3 blob 
          ​var​ mp3 ​=​ encodeMono​(​wav​.​channels​,​ wav​.​sampleRate​,​ samples​); 
   
          console​.​log​(​"MP3 Encoding complete"​); 
          console​.​log​(​"Uploading MP3 to Google Drive"​); 
   
          ​var​ fr ​=​ ​new​ ​FileReader​(); 
          fr​.​onloadend ​=​ ​function​(){ 
            mp3DataURL ​=​ fr​.​result​; 
            updateCustomButton​(); 
   
            ​var​ button ​=​ document​.​getElementById​(​"audioButton"​); 
            button​.​innerHTML ​=​ ​"Record"​; 
            button​.​onclick ​=​ startRecording​; 
            document​.​getElementById​(​"processingStatus"​).​style​.​display ​=​ ​"none"​; 
            document​.​getElementById​(​"recordingStatus"​).​style​.​display ​=​ ​"none"​; 
   
            ​var​ ​PLButton​ ​=​ document​.​getElementById​(​"playLastButton"​); 
            ​PLButton​.​disabled ​=​ ​false​; 
            ​var​ ​DLButton​ ​=​ document​.​getElementById​(​"deleteLastButton"​); 
            ​DLButton​.​disabled ​=​ ​false​; 
            ​/* 
            google.script.run 
              .withSuccessHandler(audioLoaded) 
              .withFailureHandler(audioFailed) 
              .makeAudioComment(fr.result, cat, req); 
            */ 
          ​}; 
          fr​.​readAsDataURL​(​mp3​); 
   
          ​var​ objectURL ​=​ URL​.​createObjectURL​(​mp3​); 
   
          ​if​ ​(!​audioPlayer​){ 
            audioPlayer ​=​ document​.​getElementById​(​"audioPlayer"​); 
          ​} 
   
          audioPlayer​.​src ​=​ objectURL​; 
          audioPlayer​.​load​(); 
      ​}; 
   
      console​.​log​(​"Generating WAV file"​); 
      ​//Make a wav file and send to encoder 
      recorder​.​exportWAV​(​function​(​blob​){ 
        console​.​log​(​"Encoding MP3"​); 
        fileReader​.​readAsArrayBuffer​(​blob​); 
      ​}); 
    ​} 
  ​} 
  
  ​/** 
   * Hides all audio errors 
   */ 
  ​function​ hideAudioErrors​()​ ​{ 
    $​(​"#audioSaveError"​).​slideUp​(); 
    $​(​"#micError"​).​slideUp​(); 
    $​(​"#audioSuccessMsg"​).​slideUp​(); 
    $​(​"#audioDeleteError"​).​slideUp​(); 
    $​(​"#audioDeleteSuccess"​).​slideUp​(); 
  ​} 
  
  ​function​ encodeMono​(​channels​,​ sampleRate​,​ samples​)​ ​{ 
    ​var​ buffer ​=​ ​[]; 
    ​//Encode at 64 Kbps since it is only a voice recording 
    mp3enc ​=​ ​new​ liblame​.​Mp3Encoder​(​channels​,​ sampleRate​,​ ​64​); 
    ​var​ remaining ​=​ samples​.​length​; 
    ​var​ maxSamples ​=​ ​1152​; 
    ​for​ ​(​var​ i ​=​ ​0​;​ remaining ​>=​ maxSamples​;​ i ​+=​ maxSamples​)​ ​{ 
        ​var​ mono ​=​ samples​.​subarray​(​i​,​ i ​+​ maxSamples​); 
        ​var​ mp3buf ​=​ mp3enc​.​encodeBuffer​(​mono​); 
        ​if​ ​(​mp3buf​.​length ​>​ ​0​)​ ​{ 
            buffer​.​push​(​new​ ​Int8Array​(​mp3buf​)); 
        ​} 
        remaining ​­=​ maxSamples​; 
    ​} 
    ​var​ d ​=​ mp3enc​.​flush​(); 
    ​if​(​d​.​length ​>​ ​0​){ 
        buffer​.​push​(​new​ ​Int8Array​(​d​)); 
    ​} 
   
    ​var​ blob ​=​ ​new​ ​Blob​(​buffer​,​ ​{​type​:​ ​'audio/mp3'​}); 
    ​return​ blob​; 
   ​} 
  
  ​/** 
   * Plays the last recorded feedback 
   */ 
   ​function​ playLast​()​ ​{ 
     ​var​ audioPlayer ​=​ document​.​getElementById​(​"audioPlayer"​); 
     ​if​ ​(​audioPlayer​.​readyState ​==​ ​4​){ 
       ​var​ playButton ​=​ document​.​getElementById​(​"playLastButton"​); 
       playButton​.​innerHTML ​=​ ​"<i class=\"fa fa­pause\"></i> Pause"​; 
       playButton​.​onclick ​=​ pauseLast​; 
   
       audioPlayer​.​play​(); 
       $​(​audioPlayer​).​one​(​"ended"​,​ ​function​()​ ​{ 
         playButton​.​innerHTML ​=​ ​"<i class=\"fa fa­play­circle\"></i> Play Last" 
         playButton​.​onclick ​=​ playLast​; 
       ​}); 
     ​} 
   ​} 
  
  ​/** 
   * Pauses the last recorded feedback 
   */ 
   ​function​ pauseLast​()​ ​{ 
     audioPlayer​.​pause​(); 
     ​var​ playButton ​=​ document​.​getElementById​(​"playLastButton"​); 
     playButton​.​innerHTML ​=​ ​"<i class=\"fa fa­play­circle\"></i> Play Last"​; 
     playButton​.​onclick ​=​ playLast​; 
   ​} 
   
  ​/** 
   * Deletes the last recorded feedback 
   */ 
   ​function​ deleteLast​()​ ​{ 
     mp3DataURL ​=​ ​null​; 
     updateCustomButton​(); 
   
     recorder​.​clear​(); 
   
     hideAudioErrors​(); 
     ​var​ ​PLButton​ ​=​ document​.​getElementById​(​"playLastButton"​); 
     ​PLButton​.​disabled ​=​ ​true​; 
     ​var​ ​DLButton​ ​=​ document​.​getElementById​(​"deleteLastButton"​); 
     ​DLButton​.​disabled ​=​ ​true​; 
   
     ​var​ ​RButton​ ​=​ document​.​getElementById​(​"audioButton"​); 
     ​RButton​.​disabled ​=​ ​false​; 
   ​} 
 
/** 
 * Function wrapper for generate summary so that loading will properly display 
 */ 
 ​function​ generateSummary​(){ 
   showLoading​(​"loading­icon­for­bottom"​); 
   ​var​ btn ​=​ document​.​getElementById​(​"generate­summary­button"​); 
   google​.​script​.​run 
         ​.​withSuccessHandler​(​function​(){ 
           btn​.​value ​=​ ​"Update Summary"​; 
           hideLoading​(​"loading­icon­for­bottom"​); 
   
           google​.​script​.​run 
                        ​.​withSuccessHandler​(​function​(){ 
hideLoading​(​"loading­icon­for­bottom"​);​ ​}) 
                        ​.​withFailureHandler​(​function​(​error​){ 
hideLoading​(​"loading­icon­for­bottom"​);​ alert​(​error​.​message​);}) 
                        ​.​showGrading​(); 
   
         ​}) 
         ​.​withFailureHandler​(​function​(){​ hideLoading​(​"loading­icon­for­bottom"​);​ ​}) 
         ​.​generateSummary​(); 
 ​} 
  
/** 
 * Function wrapper for generateRubricPreview so that loading will properly display 
 */ 
 ​function​ generateRubricPreview​(){ 
   showLoading​(​"loading­icon­for­bottom"​); 
   ​var​ btn ​=​ document​.​getElementById​(​"rubric­preview­button"​); 
   google​.​script​.​run 
         ​.​withSuccessHandler​(​function​(){​ btn​.​value ​=​ ​"Preview"​; 
hideLoading​(​"loading­icon­for­bottom"​);​ ​}) 
         ​.​withFailureHandler​(​function​(){​ hideLoading​(​"loading­icon­for­bottom"​);​ ​}) 
         ​.​generateRubricPreview​(); 
 ​} 
 
/** 
 * Function wrapper for making a comment so that loading will properly display 
 */ 
 ​function​ makeComment​(​value​,​ section​,​ req​)​ ​{ 
   showLoading​(​"loading­icon"​); 
   ​var​ isRequired ​=​ req ​==​ ​"true"​; 
   ​var​ button ​=​ document​.​getElementById​(​section ​+​ ​"­"​ ​+​ value ​+​ ​"­button"​); 
   $​(​button​).​addClass​(​"no­click"​); 
   google​.​script​.​run 
         ​.​withSuccessHandler​(​function​(){​ hideLoading​(​"loading­icon"​); 
$​(​button​).​removeClass​(​"no­click"​);}) 
         ​.​withFailureHandler​(​function​(){​ hideLoading​(​"loading­icon"​);​ ​}) 
         ​.​makeComment​(​value​,​ section​,​ isRequired​); 
 ​} 
  
  
   
   
/** 
 * Makes an audio comment. Does not require a range 
 */ 
  
 ​function​ makeAudioComment​()​ ​{ 
   ​if​ ​(!​mp3DataURL​){ 
     ​return​; 
   ​} 
 
   showLoading​(​"loading­icon­for­custom"​); 
   ​var​ button ​=​ document​.​getElementById​(​"custom­feedback­button"​) 
   button​.​disabled ​=​ ​true​; 
   
   ​var​ cat ​=​ document​.​getElementById​(​"custom­feedback­select"​).​value​; 
   ​var​ req ​=​ document​.​getElementById​(​"general­checkbox"​).​checked​; 
   google​.​script​.​run 
                ​.​withSuccessHandler​(​audioLoaded​) 
                ​.​withFailureHandler​(​audioFailed​) 
                ​.​makeAudioComment​(​mp3DataURL​,​ cat​,​ req​); 
 ​}  
 
  ​/** 
   * Callback for successful audio comment 
   */ 
  ​function​ audioLoaded​(​id​)​ ​{ 
    console​.​log​(​"MP3 upload complete"​); 
   
    mp3DataURL ​=​ ​null​; 
   
    document​.​getElementById​(​"audioButton"​).​disabled ​=​ ​false​; 
    updateCustomButton​(); 
    document​.​getElementById​(​"general­checkbox"​).​checked ​=​ ​false​; 
   
    ​var​ ​PLButton​ ​=​ document​.​getElementById​(​"playLastButton"​); 
    ​PLButton​.​disabled ​=​ ​true​; 
    ​var​ ​DLButton​ ​=​ document​.​getElementById​(​"deleteLastButton"​); 
    ​DLButton​.​disabled ​=​ ​true​; 
   
    hideLoading​(​"loading­icon­for­custom"​); 
  ​} 
  
  ​/** 
   * Callback for failed audio comment 
   */ 
  ​function​ audioFailed​()​ ​{ 
    $​(​"#audioSaveError"​).​slideDown​(); 
    ​var​ button ​=​ document​.​getElementById​(​"audioButton"​); 
    button​.​innerHTML ​=​ ​"Record"​; 
    button​.​onclick ​=​ startRecording​; 
    document​.​getElementById​(​"processingStatus"​).​style​.​display ​=​ ​"none"​; 
    document​.​getElementById​(​"recordingStatus"​).​style​.​display ​=​ ​"none"​; 
    document​.​getElementById​(​"audioButton"​).​disabled ​=​ ​false​; 
   
    updateCustomButton​(); 
    hideLoading​(​"loading­icon­for­custom"​); 
  ​} 
 
/** 
 * Adds custom feedback 
 */ 
 ​function​ addCustomFeedback​()​ ​{ 
   ​if​ ​(​currentTabId ​==​ ​"#tab­audio"​){ 
     makeAudioComment​(); 
   ​}​ ​else​ ​if​ ​(​currentTabId ​==​ ​"#tab­text"​)​ ​{ 
     makeCustomComment​(); 
   ​} 
 ​} 
 
 
/** 
 * Makes a custom comment. This comment does not require a range. 
 */ 
 ​function​ makeCustomComment​(){ 
   showLoading​(​"loading­icon­for­custom"​); 
   ​var​ button ​=​ document​.​getElementById​(​"custom­feedback­button"​) 
   button​.​disabled ​=​ ​true​; 
   ​var​ message ​=​ document​.​getElementById​(​"custom­comment­success"​); 
   message​.​hidden ​=​ ​true​; 
   ​var​ text ​=​ document​.​getElementById​(​"CustomCommentBox"​).​value​; 
   ​var​ cat ​=​ document​.​getElementById​(​"custom­feedback­select"​).​value​; 
   ​var​ req ​=​ document​.​getElementById​(​"general­checkbox"​).​checked​; 
   google​.​script​.​run 
     ​.​withSuccessHandler​(​function​(​returnVal​){ 
         document​.​getElementById​(​"CustomCommentBox"​).​value ​=​ ​""​; 
         ​if​ ​(​returnVal​)​ ​{ 
           message​.​hidden ​=​ ​false​; 
         ​} 
         document​.​getElementById​(​"general­checkbox"​).​checked ​=​ ​false​; 
         button​.​disabled ​=​ ​true​; 
         hideLoading​(​"loading­icon­for­custom"​); 
      ​}) 
     ​.​withFailureHandler​(​function​(​error​){​ hideLoading​(​"loading­icon­for­custom"​); 
button​.​disabled ​=​ ​true​;​ alert​(​error​.​message​);}) 
     ​.​makeCustomComment​(​text​,​ cat​,​ req​); 
 ​} 
 
/** 
 * Deletes a comment by reference number. 
 */ 
 ​function​ deleteComment​(){ 
 showLoading​(​"loading­icon­for­custom"​); 
 ​var​ button ​=​ document​.​getElementById​(​"delete­comment­button"​); 
 ​var​ refNumString ​=​ document​.​getElementById​(​"DeleteCommentBox"​).​value​; 
 ​var​ refNum ​=​ parseInt​(​refNumString​,​ ​10​); 
 google​.​script​.​run 
    ​.​withSuccessHandler​(​function​(){ 
      document​.​getElementById​(​"DeleteCommentBox"​).​value ​=​ ​""​; 
      button​.​disabled ​=​ ​true​; 
      hideLoading​(​"loading­icon­for­custom"​); 
     ​}) 
    ​.​withFailureHandler​(​function​(​error​){​ hideLoading​(​"loading­icon­for­custom"​); 
document​.​getElementById​(​"DeleteCommentBox"​).​value ​=​ ​""​;​ button​.​disabled ​=​ ​true​; 
alert​(​error​.​message​);}) 
    ​.​deleteComment​(​refNum​);​ ​//TODO add check for string 
 ​} 
  
/** 
 * Clears formatting on the document 
 */ 
 ​function​ clearFormat​()​ ​{ 
   ​debugger​; 
   showLoading​(​"loading­icon­for­bottom"​); 
   ​var​ button ​=​ document​.​getElementById​(​"toggle­formatting­button"​); 
   google​.​script​.​run 
                ​.​withSuccessHandler​(​function​()​ ​{ 
                  button​.​value ​=​ ​"Show Formatting"​; 
                  button​.​onclick ​=​ restoreFormat​; 
                  hideLoading​(​"loading­icon­for­bottom"​); 
                ​}) 
                ​.​withFailureHandler​(​function​(​error​)​ ​{ 
                  hideLoading​(​"loading­icon­for­bottom"​); 
                  alert​(​error​.​message​); 
                ​}) 
                ​.​clearFormatting​(); 
 ​} 
  
/**  
 * Restores the formatting on a document 
 */ 
 ​function​ restoreFormat​()​ ​{ 
   ​debugger​; 
   showLoading​(​"loading­icon­for­bottom"​); 
   ​var​ button ​=​ document​.​getElementById​(​"toggle­formatting­button"​); 
   google​.​script​.​run 
                ​.​withSuccessHandler​(​function​ ​()​ ​{ 
                  button​.​value ​=​ ​"Hide Formatting"​; 
                  button​.​onclick ​=​ clearFormat​; 
                  hideLoading​(​"loading­icon­for­bottom"​); 
                ​}) 
                ​.​withFailureHandler​(​function​ ​(​error​)​ ​{ 
                  hideLoading​(​"loading­icon­for­bottom"​); 
                  alert​(​error​.​message​); 
                ​}) 
                ​.​restoreFormatting​(); 
 ​} 
  
/** 
 * Updates the comment button based on the text in the text box 
 * @param textBox The text box 
 */ 
  
 ​function​ updateButton​(​textBox​){ 
   ​var​ button​; 
   ​//switch (textBox){ 
     ​if​ ​(​textBox​.​id ​==​ ​"CustomCommentBox"​){ 
       button ​=​ document​.​getElementById​(​"custom­feedback­button"​); 
       ​} 
     ​if​ ​(​textBox​.​id ​==​ ​"DeleteCommentBox"​){ 
       button ​=​ document​.​getElementById​(​"delete­comment­button"​); 
     ​} 
   ​if​ ​(​textBox​.​value​.​trim​()​ ​==​ ​""​){ 
     button​.​disabled ​=​ ​true​; 
   ​}​ ​else​ ​{ 
     button​.​disabled ​=​ ​false​; 
   ​} 
 ​} 
  
 ​/** 
  * Updates the comment button for custom feedback based on a variety of factors 
  */ 
 ​function​ updateCustomButton​()​ ​{ 
   ​var​ button ​=​ document​.​getElementById​(​"custom­feedback­button"​); 
   ​if​ ​(​currentTabId ​==​ ​"#tab­audio"​){ 
     ​if​ ​(!​mp3DataURL​)​ ​{ 
       button​.​disabled ​=​ ​true​; 
     ​}​ ​else​ ​{ 
       button​.​disabled ​=​ ​false​; 
     ​} 
   ​}​ ​else​ ​if​ ​(​currentTabId ​==​ ​"#tab­text"​){ 
     ​var​ textArea ​=​ document​.​getElementById​(​"CustomCommentBox"​); 
     ​if​ ​(​textArea​.​value​.​trim​()​ ​==​ ​""​){ 
       button​.​disabled ​=​ ​true​; 
     ​}​ ​else​ ​{ 
       button​.​disabled ​=​ ​false​; 
     ​} 
   ​} 
 ​} 
 
 
 ​/**  
  * Shows the loading icon. 
  */ 
 ​function​ showLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​false​; 
 ​} 
  
 ​/** 
  * Hides the loading icon 
  */ 
 ​function​ hideLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​true​; 
 ​} 
 
</script> 
 
 
</html> 
 
 
rubric.html 
<html> 
<link​ ​rel​=​"stylesheet"​ ​href​=​"https://ssl.gstatic.com/docs/script/css/add­ons.css"​> 
<script 
src​=​"https://sites.google.com/site/assistmentsfeedbacktool/resources/mcColorPicker.js" 
type​=​"text/javascript"​></script> 
<script​ ​src​=​"https://ajax.googleapis.com/ajax/libs/jquery/2.1.3/jquery.min.js"​></script> 
<link​ ​rel​=​"stylesheet" 
href​=​"https://sites.google.com/site/assistmentsfeedbacktool/resources/mcColorPicker.css"​> 
 
<style​ ​type​=​"text/css"​> 
 
<?​ ​var​ rubricNames ​=​ getUserRubricNames​();  
   ​var​ loadingRubric ​=​ ​typeof​ loadedRubric ​!==​ ​'undefined'​;  
   ​var​ loadingRubricName​; 
   ​if​ ​(​loadingRubric​)​ ​{ 
     loadingRubricName ​=​ loadedRubric​; 
   ​}​ ​else​ ​{ 
   
   
       loadingRubricName ​=​ ​""​; 
   
   ​} 
?> 
 
.remove­cat { 
  border­style:solid; 
  border­width:1px; 
  color:red; 
  border­radius:4px; 
  margin:1px; 
} 
 
.remove­cat:hover { 
  text­decoration:none; 
  margin:0px; 
  border­width:2px; 
} 
 
.add­cat { 
  text­align:center; 
  font­size: 17px; 
  font­weight:bold; 
  color:#5973e3; 
  border­style:solid; 
  border­width:1px; 
  border­radius:10px; 
} 
 
.add­cat:hover { 
  text­decoration:none; 
  border­width:2px; 
} 
 
.rubricBox { 
  ​<?​ ​if​ ​(​rubricNames​.​length ​>​ ​0​)​ ​{​ ​?> 
  height: 390px; 
  ​<?​ ​}​ ​else​ ​{​ ​?> 
  height: 435px; 
  ​<?​ ​}​ ​?> 
  width: 750px; 
  border: 1px solid; 
  padding: 10px; 
  overflow:auto 
  
} 
 
.subcategory­div { 
  height:40px; 
} 
 
.checkbox­sub { 
  padding:2px; 
  margin:5px; 
} 
 
.new­checkbox­sub { 
  padding:2px; 
  margin:5px; 
  margin­left:9px; 
  padding­right:5px; 
  border­style:solid; 
  border­width:1px; 
  border­radius:6px; 
  color:#616161; 
} 
 
.bottomButtons { 
  position: fixed; 
  bottom: 0px; 
} 
 
.input { 
  border: 0; 
} 
 
p { 
  display: inline; 
} 
 
.category { 
  float:right; 
  margin­right:100px; 
} 
 
select { 
  width:200px; 
} 
 
li { 
  margin­bottom:5px; 
} 
 
ul { 
  margin­bottom:5px;  
  margin­top:5px; 
} 
 
.add­to­cat­items { 
  margin­bottom:15px; 
} 
 
.left­indent { 
  margin­left:40px; 
} 
 
</style> 
 
<?​ ​if​ ​(​rubricNames​.​length ​>​ ​0​)​ ​{​ ​?> 
<label​ ​for​=​"saved­rubric­select"​>​Load a Saved Rubric:​</label> 
<select​ ​id​=​"saved­rubric­select"​ ​onchange​=​"​loadUserRubric​();​"​> 
  <option ​<?​ ​if​ ​(!​loadingRubric​)​ ​{​ ​?>​selected​<?​ ​}​ ​?>​>Choose a saved rubric:​</option> 
  ​<?​ ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ rubricNames​.​length​;​ i​++)​ ​{​ ​?> 
  <option ​<?​ ​if​ ​(​loadingRubricName ​==​ rubricNames​[​i​])​ ​{?>​selected​<?​ ​}​ ​?>​>​<?=​ rubricNames​[​i​] 
?>​</option> 
  ​<?​ ​}​ ​?> 
</select> 
<input id="rubric­delete" type="button" value="Delete" onclick="deleteSelectedRubric()" ​<? 
if​ ​(!​loadingRubric​)​ ​{​ ​?>​disabled​<?​ ​}​ ​?>​> 
<img​ ​id​=​"loading­icon­user­rubric"​ ​src​=​"https://www.assistments.org/images/indicator.gif" 
class​=​"loading"​ ​hidden​> 
<span​ ​id​=​"rubric­delete­confirm"​ ​class​=​"gray"​ ​hidden​></span> 
<br><br> 
<?​ ​}​ ​?> 
<div​ ​class​=​"rubricBox"​> 
<div​ ​class​=​"boxed"​> 
    ​<p>​Pick a highlight color for each category and add quick feedback messages.​</p> 
    ​<br> 
    ​<p>​Double click a category or feedback message to edit.​</p> 
    ​<br><br> 
</div> 
<b>​Give the Rubric a name to save it for later use​</b> 
<br> 
<label​ ​for​=​"rubric­name"​>​Name:​</label> 
<input id="rubric­name" type="text" onkeyup="validateName();" ​<?​ ​if​ ​(​loadingRubric​) 
{?>​value="​<?=​loadingRubricName​?>​"​<?​ ​}​ ​?>​> 
<span​ ​id​=​"rubric­name­validate­message"​ ​class​=​"error"​  ​>​<?​ ​if​ ​(!​loadingRubric​)​ ​{?>​You must 
give your rubric a name​<?​ ​}​ ​else​{​ ​?>​You already have a rubric with this name. Saving will 
overwrite that rubric.​<?}?>​</span> 
<br><br> 
<b><u>​Categories​</u></b><br> 
 
<form​ ​action​=​""​> 
<ul​ ​id​=​"CATEGORIES"​ ​class​=​"expand­collapse"​> 
  ​<?​ ​var​ categories ​=​ rubric​.​getKeys​();​ ​?> 
  ​<?​ ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ categories​.​length​;​ i​++)​ ​{​ ​?> 
        ​<?​ ​var​ categoryID ​=​ categories​[​i​].​concat​(​"­top"​);?> 
        <li id="​<?=​ categoryID​?>​" name="​<?=​ categories​[​i​]​ ​?>​"> 
          <a onclick="expandCollapse('​<?=​ categories​[​i​]​ ​?>​', this);">[&#8211;]​</a> 
          <a class="remove­cat" onclick="removeCategory('​<?=​ categories​[​i​] 
?>​')">&nbsp;Remove&nbsp;​</a> 
          <input id="​<?=​ categories​[​i​]?>​­color" type="hidden" class="color" value="​<?= 
map​.​getColor​(​categories​[​i​]);​ ​?>​"> 
          ​<b​ ​ondblclick​=​"​editCategory​(​this​)​"​>​<?=​ categories​[​i​]​ ​?>​</b> 
          ​<?​ ​var​ subCategories ​=​ rubric​[​categories​[​i​]];​ ​?> 
          <div id="​<?=​ categories​[​i​]​ ​?>​­collapse1"> 
          ​<?​ ​for​(​var​ j ​=​ ​0​;​ j ​<​ subCategories​.​length​;​ j​++){​ ​?> 
                <ul id="​<?=​ categories​[​i​]​ ​?>​­​<?=​ subCategories​[​j​]​ ​?>​" name="​<?= 
subCategories​[​j​]​ ​?>​"> 
                <a onclick="removeItem('​<?=​ categories​[​i​]​ ​?>​­​<?=​ subCategories​[​j​]​ ​?>​');" 
class="remove­cat">&nbsp;X&nbsp;​</a> 
                ​<span​ ​class​=​"checkbox­sub"​> 
                <input id="​<?=​ categories​[​i​]​ ​?>​­​<?=​ subCategories​[​j​]​ ​?>​­checkbox" 
type="checkbox" ​<?​ ​if​ ​(​rubric​.​responseRequired​[​categories​[​i​]][​j​])​ ​{​ ​?>​ checked​<?​ ​}​ ​?>​> 
                <label for="​<?=​ categories​[​i​]​ ​?>​­​<?=​ subCategories​[​j​]​ ​?>​­checkbox" 
class="secondary">Require Explanation​</label> 
                ​</span> 
                ​<p​ ​ondblclick​=​"​editCategory​(​this​)​"​>​<?=​ subCategories​[​j​]​ ​?>​</p> 
                ​</ul> 
          ​<?​ ​}​ ​?> 
          ​</div> 
        ​</li> 
        <div id="​<?=​ categories​[​i​]​ ​?>​­collapse2"> 
          <ul id="​<?=​ categories​[​i​]​ ​?>​­input" class="add­to­cat­items"> 
            <input type="text" name="​<?=​ categories​[​i​]​ ​?>​text" style="height:23px;"> 
            ​<!­­ <input type="button" value="Add to Category" class="action" id="<?= 
categories[i] ?>" name="<?= categories[i] ?>text" onclick="addSubItem(id,name)" 
style="text­align: center;"> ­­> 
            <a id="​<?=​ categories​[​i​]​ ​?>​" name="​<?=​ categories​[​i​]​ ​?>​text" 
onclick="addSubItem(id,name)" class="add­cat">&nbsp;&nbsp;+&nbsp;&nbsp;​</a> 
            <span id="​<?=​ categories​[​i​]​ ​?>​­subcategory­error­msg" class="error" hidden>That 
item already exists for this category.​</span> 
          ​</ul> 
        ​</div> 
  ​<?​ ​}​ ​?> 
</ul> 
</form> 
<div​ ​class​=​"left­indent"​> 
New Category:​<br> 
<input​ ​type​=​"text"​ ​id​=​"category"​ ​onkeyup​=​"​addCatValidation​(​this​);​"​> 
<input​ ​type​=​"button"​ ​value​=​"Add"​ ​id​=​"category"​ ​name​=​"add­category­button" 
onclick​=​"​addItem​(​id​,​ ​0​)​"​ ​disabled​/> 
<span​ ​id​=​"existing­category­err"​ ​class​=​"error"​ ​hidden​>​A category with that name already 
exists.​</span> 
</div> 
<br> 
<br> 
<br> 
<b><u>​Who can edit this rubric?​</b></u>​ (Enter an email address) 
<ul​ ​id​=​"author­list"​> 
  <li 
id="​<?=​Session​.​getEffectiveUser​().​getEmail​()?>​­DO_NOT_REMOVE">​<?=​Session​.​getEffectiveUser​().
getEmail​()?>​</li> 
  ​<?​ ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ authors​.​length​;​ i​++){​ ​?> 
  <li id="​<?=​authors​[​i​]?>​"> 
  <a onclick="removeAuthor(​<?=​authors​[​i​]?>​)" style="border­style:solid; border­width:1px; 
color:red">X​</a> 
  ​<?=​authors​[​i​]?>​</li> 
  ​<?​ ​}​ ​?> 
</ul> 
<div​ ​class​=​"left­indent"​> 
<input​ ​type​=​"text"​ ​id​=​"author­input"​ ​onkeyup​=​"​validateAuthor​(​this​)​"​> 
<input​ ​id​=​"author­add­button"​ ​type​=​"button"​ ​value​=​"Add"​ ​onclick​=​"​addAuthor​(​'author­input'​)​" 
disabled​> 
<span​ ​id​=​"Author­Error"​ ​class​=​"error"​ ​hidden​>​Please enter a valid email address​</span> 
<span​ ​id​=​"Author­Error2"​ ​class​=​"error"​ ​hidden​>​That email address is already in the 
list​</span> 
</div> 
<br> 
</div> 
 
<div​ ​class​=​"bottomButtons"​> 
  <input type="button" value="Save & Set" class="action" id="SaveButton" 
onclick="generateRubric();" ​<?​if​ ​(!​loadingRubric​){?>​disabled​<?}?>​/> 
  ​<input​ ​type​=​"button"​ ​value​=​"Undo Changes"​ ​onclick​=​"​showLoading​(​'loading­icon­save'​); 
google​.​script​.​run​.​showRubric​();​"​> 
  ​<input​ ​type​=​"button"​ ​value​=​"Cancel"​ ​onclick​=​"​showLoading​(​'loading­icon­save'​); 
google​.​script​.​host​.​close​();​"​> 
  ​<input​ ​type​=​"button"​ ​value​=​"Reset to Default"​ ​onclick​=​"​showLoading​(​'loading­icon­save'​); 
google​.​script​.​run​.​resetRubric​(​'showRubric'​);​"​ ​style​=​"​position​:​fixed​;​ right​:​20px​;​"​> 
  ​<img​ ​id​=​"loading­icon­save"​ ​src​=​"https://www.assistments.org/images/indicator.gif" 
class​=​"loading"​ ​hidden​> 
</div> 
 
<script​ ​language​=​"javascript"​> 
  
  ​/** 
   * Enables the user to edit a category in the rubric 
   */ 
  ​function​ editCategory​(​category​){ 
    ​var​ input ​=​ document​.​createElement​(​"input"​); 
    input​.​type ​=​ ​"text"​; 
    input​.​value ​=​ category​.​textContent​; 
    ​var​ tag ​=​ category​.​tagName​; 
    $​(​input​).​bind​(​"blur"​,​ ​[​input​],​ ​function​(​event​){ 
      ​var​ self ​=​ event​.​data​[​0​]; 
      ​var​ msg​; 
      ​if​(​self​.​value​.​trim​().​length ​>​ ​0​){ 
        self​.​parentElement​.​setAttribute​(​"name"​,​ self​.​value​.​trim​()); 
        msg ​=​ ​" ondblclick=\"editCategory(this);\">"​ ​+​ self​.​value​; 
      ​} 
      ​else 
      ​{ 
        msg ​=​ ​" ondblclick=\"editCategory(this);\">"​ ​+​ category​.​textContent​; 
      ​} 
   
      $​(​self​).​replaceWith​(​"<"​ ​+​ tag ​+​ msg ​+​ ​"</"​ ​+​ tag ​+​ ​">"​); 
    ​}); 
   
    ​//category.getParentElement().setAttribute("name", input.value); 
    $​(​category​).​replaceWith​(​input​); 
   
    ​//document.getElementById(id).setAttribute("name", input.value); 
    ​//alert(document.getElementById(id).getAttribute("name")); 
    input​.​focus​(); 
  ​} 
  
  ​/** 
   * Enables and disabled the author add button accordingly. 
   */ 
  ​function​ validateAuthor​(​elt​){ 
    ​var​ button ​=​ document​.​getElementById​(​"author­add­button"​); 
    button​.​disabled ​=​ ​true​; 
    ​if​ ​(​IsEmail​(​elt​.​value​.​trim​())){ 
      button​.​disabled ​=​ ​false​; 
    ​} 
  ​} 
  
  ​function​ ​IsEmail​(​email​)​ ​{ 
    ​var​ regex ​=​ ​/^([a­zA­Z0­9_.+­])+\@(([a­zA­Z0­9­])+\.)+([a­zA­Z0­9]{2,4})+$/​; 
    ​return​ regex​.​test​(​email​); 
  ​} 
  
  
  ​/** 
   * Removes assocaited author author from the list 
   */ 
  ​function​ removeAuthor​(​email​)​ ​{ 
    ​var​ elem ​=​ document​.​getElementById​(​email​); 
    elem​.​parentNode​.​removeChild​(​elem​); 
  ​}; 
 
/** 
 * Adds an author to the author list 
 */ 
function​ addAuthor​(​id​){ 
  ​var​ authorError ​=​ document​.​getElementById​(​"Author­Error"​); 
  ​var​ authorError2 ​=​ document​.​getElementById​(​"Author­Error2"​); 
  authorError​.​hidden ​=​ ​true​; 
  authorError2​.​hidden ​=​ ​true​; 
  ​var​ elem ​=​ document​.​getElementById​(​id​); 
  ​var​ email ​=​ elem​.​value​.​toLowerCase​(); 
  
  ​var​ at ​=​ email​.​indexOf​(​"@"​); 
  ​var​ dot ​=​ email​.​lastIndexOf​(​"."​); 
  
  ​if​(​at ​>​ dot ​||​ at ​==​ ​­​1​ ​||​ dot ​==​ ​­​1​){ 
    authorError​.​hidden ​=​ ​false​; 
    ​return​; 
  ​} 
  ​if​ ​(​document​.​getElementById​(​email​)​ ​!=​ ​null​ ​|| 
document​.​getElementById​(​email​+​"­DO_NOT_REMOVE"​)​ ​!=​ ​null​){ 
    authorError2​.​hidden ​=​ ​false​; 
    ​return​; 
  ​} 
  
  elem​.​value ​=​ ​""​; 
  ​var​ list ​=​ document​.​getElementById​(​"author­list"​); 
  
  ​var​ removeButton ​=​ document​.​createElement​(​'a'​); 
  removeButton​.​appendChild​(​document​.​createTextNode​(​"X"​)); 
  removeButton​.​setAttribute​(​"class"​,​"remove­cat"​); 
  removeButton​.​onclick ​=​ ​function​()​ ​{ 
    ​var​ elem ​=​ document​.​getElementById​(​email​); 
    elem​.​parentNode​.​removeChild​(​elem​); 
  ​}; 
  
  ​var​ li ​=​ document​.​createElement​(​"li"​); 
  li​.​id ​=​ email​; 
  li​.​appendChild​(​removeButton​); 
  ​var​ emailText ​=​ document​.​createTextNode​(​" "​ ​+​ email​); 
  li​.​appendChild​(​emailText​); 
  list​.​appendChild​(​li​); 
} 
 
/** 
 * Removes a subcategory from the rubric 
 * @param id the subcategory to be removed 
 */ 
function​ removeItem​(​id​){ 
  ​var​ elem ​=​ document​.​getElementById​(​id​); 
  elem​.​parentNode​.​removeChild​(​elem​); 
} 
 
/** 
 * Removes a category from the rubric, including text box and buttons 
 * @param id the category to be removed 
 */ 
function​ removeCategory​(​id​){ 
  ​var​ elem ​=​ document​.​getElementById​(​id​+​"­top"​); 
  elem​.​parentNode​.​removeChild​(​elem​); 
  ​var​ div ​=​ document​.​getElementById​(​id​+​"­collapse2"​); 
  div​.​parentNode​.​removeChild​(​div​); 
} 
 
/** 
 * Adds a custom category onto the rubric 
 * @param id The id of the item to append 
 * @param flag A flag indicating which list to use 
 */ 
function​ addItem​(​id​,​ flag​){ 
    ​var​ list​; 
    ​var​ err ​=​ document​.​getElementById​(​"existing­category­err"​); 
    err​.​hidden ​=​ ​true​; 
    ​if​(​flag ​==​ ​0​) 
      list ​=​ document​.​getElementById​(​"CATEGORIES"​); 
    ​else 
      list ​=​ document​.​getElementById​(​id​); 
    ​var​ elem ​=​ document​.​getElementById​(​id​).​value​; 
 
    ​if​(​elem ​==​ ​""​) 
      ​return​; 
   
    ​if​ ​(​document​.​getElementById​(​elem​+​"­top"​)​ ​!=​ ​null​){ 
      err​.​hidden ​=​ ​false​; 
      ​return​; 
    ​} 
   
    document​.​getElementById​(​id​).​value ​=​ ​""​; 
   
    ​var​ entry ​=​ document​.​createElement​(​'li'​); 
    entry​.​id ​=​ elem​+​"­top"​; 
    entry​.​setAttribute​(​"name"​,​ elem​); 
   
    ​var​ buttonEntry ​=​ document​.​createElement​(​'ul'​); 
    buttonEntry​.​id ​=​ elem​+​"­input"​; 
   
    ​var​ text ​=​ document​.​createElement​(​'input'​); 
    text​.​type ​=​ ​"text"​; 
    text​.​id ​=​ elem​; 
    text​.​name ​=​ elem ​+​ ​"text"​; 
    ​var​ name ​=​ text​.​name​; 
    ​var​ addButton ​=​ document​.​createElement​(​'a'​); 
    addButton​.​innerHTML ​=​ ​"&nbsp;&nbsp;+&nbsp;&nbsp;"​; 
    addButton​.​setAttribute​(​"class"​,​"add­cat"​); 
    ​var​ removeButton ​=​ document​.​createElement​(​'a'​); 
    removeButton​.​appendChild​(​document​.​createTextNode​(​" Remove "​)); 
    removeButton​.​setAttribute​(​"class"​,​"remove­cat"​); 
   
    ​var​ subError ​=​ document​.​createElement​(​'span'​); 
    subError​.​id ​=​ elem ​+​ ​"­subcategory­error­msg"​; 
    subError​.​setAttribute​(​"class"​,​ ​"error"​); 
    subError​.​innerHTML ​=​ ​" That item already exists for this category."​; 
    subError​.​hidden ​=​ ​true​; 
   
    ​var​ colorPicker ​=​ document​.​createElement​(​'input'​); 
    colorPicker​.​setAttribute​(​"id"​,​ elem​+​"­color"​); 
    colorPicker​.​setAttribute​(​"type"​,​ ​"hidden"​); 
    colorPicker​.​setAttribute​(​"class"​,​ ​"color"​); 
    colorPicker​.​setAttribute​(​"value"​,​ ​"#ff0000"​); 
   
    ​var​ collapse ​=​ document​.​createElement​(​'a'​); 
    collapse​.​setAttribute​(​"onclick"​,​ ​"expandCollapse('"​ ​+​ elem ​+​ ​"', this);"​); 
    collapse​.​innerHTML ​=​ ​"[&#8211;]"​; 
   
   
    ​var​ collapseDiv1 ​=​ document​.​createElement​(​'div'​); 
    collapseDiv1​.​id ​=​ elem​+​"­collapse1"​; 
   
    ​var​ collapseDiv2 ​=​ document​.​createElement​(​'div'​); 
    collapseDiv2​.​id ​=​ elem​+​"­collapse2"​; 
 
    addButton​.​onclick ​=​ ​function​(){​addSubItem​(​elem​,​ name​)}; 
    removeButton​.​onclick ​=​ ​function​(){​removeCategory​(​elem​,​ name​)}; 
    buttonEntry​.​appendChild​(​text​); 
    buttonEntry​.​appendChild​(​addButton​); 
    buttonEntry​.​appendChild​(​subError​); 
    collapseDiv2​.​appendChild​(​buttonEntry​); 
    entry​.​appendChild​(​collapse​); 
    entry​.​appendChild​(​removeButton​); 
    entry​.​appendChild​(​colorPicker​); 
    ​var​ testBold ​=​ document​.​createElement​(​"B"​); 
    ​var​ testNode ​=​ document​.​createTextNode​(​" "​+​elem​); 
    testBold​.​setAttribute​(​"ondblclick"​,​ ​"editCategory(this)"​); 
    testBold​.​appendChild​(​testNode​); 
    entry​.​appendChild​(​testBold​); 
    entry​.​appendChild​(​collapseDiv1​); 
    list​.​appendChild​(​entry​); 
    list​.​appendChild​(​collapseDiv2​); 
 
    MC​.​ColorPicker​.​reload​(); 
} 
 
/** 
 * Adds a sub section for categories onto the rubric 
 * @param id The id of the item to append  
 */ 
function​ addSubItem​(​id​,​ name​){ 
    ​var​ list ​=​ document​.​getElementById​(​id​+​"­collapse1"​); 
    ​var​ elem ​=​ document​.​getElementsByName​(​name​)[​0​].​value​; 
    ​var​ subError ​=​ document​.​getElementById​(​id ​+​ ​"­subcategory­error­msg"​); 
    subError​.​hidden ​=​ ​true​; 
   
    ​if​(​document​.​getElementById​(​id ​+​ ​"­"​ ​+​ elem​)​ ​!=​ ​null​){ 
      subError​.​hidden ​=​ ​false​; 
      ​return​; 
    ​} 
   
   
    document​.​getElementsByName​(​name​)[​0​].​value ​=​ ​""​; 
    ​if​(​elem ​==​ ​""​) 
      ​return​; 
    ​var​ entry ​=​ document​.​createElement​(​'ul'​); 
   
    entry​.​id ​=​ id​+​ ​"­"​ ​+​ elem​; 
    entry​.​setAttribute​(​"name"​,​ elem​); 
   
    ​var​ removeButton ​=​ document​.​createElement​(​'a'​); 
    removeButton​.​innerHTML ​=​ ​"&nbsp;X&nbsp;"​; 
    removeButton​.​setAttribute​(​"class"​,​ ​"remove­cat"​); 
    removeButton​.​onclick ​=​ ​function​(){​removeItem​(​entry​.​id​)}; 
   
    ​var​ span ​=​ document​.​createElement​(​'span'​); 
    span​.​setAttribute​(​"class"​,​ ​"checkbox­sub"​); 
   
    ​var​ checkbox ​=​ document​.​createElement​(​'input'​); 
    checkbox​.​setAttribute​(​"type"​,​ ​"checkbox"​); 
    checkbox​.​setAttribute​(​"id"​,​ id ​+​ ​"­"​ ​+​ elem ​+​ ​"­checkbox"​); 
   
    ​var​ label ​=​ document​.​createElement​(​'label'​); 
    label​.​setAttribute​(​"for"​,​ ​"id"​ ​+​ ​"­"​ ​+​ elem ​+​ ​"­checkbox"​); 
    label​.​setAttribute​(​"class"​,​ ​"secondary"​); 
    label​.​innerHTML ​=​ ​"Require Explanation"​; 
   
    span​.​appendChild​(​checkbox​); 
    span​.​appendChild​(​label​); 
   
   
    entry​.​appendChild​(​removeButton​); 
    entry​.​appendChild​(​span​); 
    ​var​ pNode ​=​ document​.​createElement​(​"P"​); 
    pNode​.​innerHTML ​=​ elem​; 
    pNode​.​setAttribute​(​"ondblclick"​,​ ​"editCategory(this)"​); 
    entry​.​appendChild​(​pNode​); 
    list​.​appendChild​(​entry​);  
} 
 
/** 
 * Converts HTML list to an array 
 * @param id The id of the list to convert 
 */ 
function​ generateRubric​(​id​){ 
  showLoading​(​"loading­icon­save"​); 
  ​var​ category ​=​ ​[]; 
  ​var​ subcategory ​=​ ​[]; 
  ​var​ required ​=​ ​[]; 
  ​var​ colors ​=​ ​[]; 
  ​var​ list ​=​ document​.​getElementById​(​"CATEGORIES"​); 
  ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ list​.​childElementCount​/​2​;​ i​++){ 
    ​var​ catName ​=​ list​.​children​[​i​*​2​].​getAttribute​(​"name"​); 
    ​if​(​catName ​!=​ ​null​) 
      category​[​i​]​ ​=​ catName​; 
    colors​.​push​(​list​.​children​[​i​*​2​].​children​[​2​].​value​); 
    ​var​ subArray ​=​ ​[]; 
    ​var​ subArray2 ​=​ ​[]; 
      ​for​(​var​ j ​=​ ​0​;​ j ​<​ list​.​children​[​i​*​2​].​getElementsByTagName​(​"UL"​).​length​;​ j​++){ 
        ​var​ listItem ​=​ list​.​children​[​i​*​2​].​getElementsByTagName​(​"UL"​)[​j​]; 
        ​var​ name ​=​ listItem​.​getAttribute​(​"name"​); 
        ​if​(​name ​!=​ ​null​){ 
          subArray​.​push​(​name​); 
          ​//var checkbox = document.getElementById(catName + "­" + name + 
"­checkbox").checked; 
          ​var​ checkbox ​=​ listItem​.​children​[​1​].​children​[​0​].​checked​; 
          subArray2​.​push​(​checkbox​); 
        ​} 
      ​} 
    subcategory​.​push​(​subArray​); 
    required​.​push​(​subArray2​);  
  ​} 
 
  ​var​ authors ​=​ ​[]; 
  ​var​ authList ​=​ document​.​getElementById​(​"author­list"​); 
  authors​.​push​(​authList​.​children​[​0​].​textContent​); 
  ​for​ ​(​var​ j ​=​ ​1​;​ j ​<​ authList​.​childElementCount​;​ j​++){ 
    authors​.​push​(​authList​.​children​[​j​].​id​); 
  ​} 
  
  ​var​ name ​=​ ​""​; 
  ​var​ rName ​=​ document​.​getElementById​(​"rubric­name"​); 
  ​if​ ​(​rName ​!=​ ​null​){ 
    name ​=​ rName​.​value​; 
  ​} 
  ​if​ ​(​validateName​()){ 
    google​.​script​.​run 
          ​.​withSuccessHandler​(​google​.​script​.​host​.​close​) 
          ​.​withFailureHandler​(​function​(​error​){​alert​(​error​.​message​);}) 
          ​.​makeRubric​(​category​,​ subcategory​,​ authors​,​ colors​,​ name​,​ required​); 
   
  ​}​ ​else​ ​{ 
    google​.​script​.​run 
          ​.​withSuccessHandler​(​function​()​ ​{ 
             google​.​script​.​run 
                  ​.​withSuccessHandler​(​google​.​script​.​host​.​close​) 
                  ​.​withFailureHandler​(​function​(​error​){​alert​(​error​.​message​);}) 
                  ​.​makeRubric​(​category​,​ subcategory​,​ authors​,​ colors​,​ name​,​ required​); 
          ​}) 
          ​.​withFailureHandler​(​function​(​error​){​alert​(​error​.​message​);}) 
          ​.​deleteUserRubric​(​name​); 
  ​} 
} 
 
/**function saveAndPreview(){ 
  generateRubric(); 
  google.script.run.generateRubricPreview(); 
 
}*/ 
 
/** 
 * Loads the user's selected rubric. This refreshes the window. 
 */ 
function​ loadUserRubric​()​ ​{ 
  showLoading​(​"loading­icon­user­rubric"​); 
  ​var​ select ​=​ document​.​getElementById​(​"saved­rubric­select"​); 
  ​if​ ​(​select​.​selectedIndex ​>​ ​0​){ 
    google​.​script​.​run​.​loadUserRubric​(​select​.​value​); 
  ​}​ ​else​ ​{ 
    hideLoading​(​"loading­icon­user­rubric"​); 
  ​} 
} 
 
/** 
 * Validates the name that the user wants to save the rubric as. 
 * Displays an error next to the box if there is a conflict. 
 * @return true if no conflicts. False otherwise. 
 */ 
function​ validateName​(){ 
   ​var​ label ​=​ document​.​getElementById​(​"rubric­name­validate­message"​); 
   ​var​ select ​=​ document​.​getElementById​(​"saved­rubric­select"​); 
   ​var​ button ​=​ document​.​getElementById​(​"SaveButton"​); 
   ​var​ name ​=​ document​.​getElementById​(​"rubric­name"​).​value​; 
   ​if​ ​(​label ​==​ ​null​ ​||​ select ​==​ ​null​){ 
     ​if​ ​(​name​.​trim​()​ ​!=​ ​""​){ 
     button​.​disabled ​=​ ​false​; 
     label​.​hidden ​=​ ​true​; 
     ​}​ ​else​{ 
     button​.​disabled ​=​ ​true​; 
     label​.​hidden ​=​ ​false​; 
     ​} 
     ​return​ ​true​; 
   ​} 
   label​.​hidden ​=​ ​true​; 
   ​for​ ​(​var​ i ​=​ ​1​;​ i ​<​ select​.​length​;​ i​++){ 
     ​if​ ​(​name​.​trim​()​ ​==​ select​.​options​[​i​].​text​.​trim​()){ 
       label​.​innerHTML ​=​ ​"You already have a rubric with this name. Saving will overwrite 
that rubric."​; 
       label​.​hidden ​=​ ​false​; 
       button​.​disabled ​=​ ​false​; 
       ​return​ ​false​; 
     ​} 
   ​} 
   ​if​(​name​.​trim​()​ ​==​ ​""​){ 
       label​.​innerHTML ​=​ ​"You must give your rubric a name"​; 
       label​.​hidden ​=​ ​false​; 
       button​.​disabled ​=​ ​true​; 
       ​return​ ​false​; 
   ​} 
   button​.​disabled ​=​ ​false​; 
   ​return​ ​true​; 
} 
 
/** 
 * Deletes the selected rubric from the user. 
 */ 
function​ deleteSelectedRubric​(){ 
  showLoading​(​"loading­icon­user­rubric"​); 
  ​var​ select ​=​ document​.​getElementById​(​"saved­rubric­select"​); 
  ​var​ confirm ​=​ document​.​getElementById​(​"rubric­delete­confirm"​); 
  ​var​ idx ​=​ select​.​selectedIndex​; 
  google​.​script​.​run 
    ​.​withSuccessHandler​(​function​(){ 
        confirm​.​innerHTML ​=​ select​.​options​[​idx​].​text ​+​ ​" has been deleted successfully"​; 
        confirm​.​hidden ​=​ ​false​; 
        select​.​remove​(​idx​); 
        hideLoading​(​"loading­icon­user­rubric"​); 
       ​})  
    ​.​deleteUserRubric​(​select​.​options​[​idx​].​text​); 
} 
 
/** 
 * Expands and collapses a section 
 */ 
 ​function​ expandCollapse​(​id​,​ elt​){ 
   ​var​ div1 ​=​ document​.​getElementById​(​id​+​"­collapse1"​); 
   ​var​ div2 ​=​ document​.​getElementById​(​id​+​"­collapse2"​); 
   ​if​ ​(​div1​.​hidden ​&&​ div2​.​hidden​){ 
     div1​.​hidden ​=​ ​false​; 
     div2​.​hidden ​=​ ​false​; 
     elt​.​innerHTML ​=​ ​"[&#8211;]"​; 
   ​}​ ​else​ ​{ 
     div1​.​hidden ​=​ ​true​; 
     div2​.​hidden ​=​ ​true​; 
     elt​.​innerHTML ​=​ ​"[+]"​; 
   ​} 
 ​} 
 
/** 
 * Disables and enables the button depending on if there is text in the window 
 */ 
function​ addCatValidation​(​elt​){ 
//  var button = document.getElementById("add­category­button"); 
  ​var​ button ​=​ document​.​getElementsByName​(​"add­category­button"​)[​0​]; 
  ​var​ err ​=​ document​.​getElementById​(​"existing­category­err"​); 
  err​.​hidden ​=​ ​true​; 
  button​.​disabled ​=​ ​false​; 
  
  ​if​ ​(​elt​.​value​.​trim​()​ ​==​ ​""​){ 
    button​.​disabled ​=​ ​true​; 
  ​} 
  
  ​if​ ​(​document​.​getElementById​(​elt​.​value​+​"­top"​)​ ​!=​ ​null​){ 
    err​.​hidden ​=​ ​false​; 
    button​.​disabled ​=​ ​true​; 
  ​} 
  
} 
 
 ​/**  
  * Shows the loading icon. 
  */ 
 ​function​ showLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​false​; 
 ​} 
  
 ​/** 
  * Hides the loading icon 
  */ 
 ​function​ hideLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​true​; 
 ​} 
 
</script> 
 
</html> 
 
 
 
Created Code 
 
 
Grading.gs 
 
 
function​ listFiles​(​assignmentName​,​ grades​){​    ​//CHANGE THAT NAME 
  ​var​ cats ​=​ getRubric​().​getKeys​(); 
  ​var​ doc ​=​ ​DocumentApp​.​getActiveDocument​(); 
  ​var​ totalFlag​=​PropertiesService​.​getUserProperties​().​getProperty​(​"GradingTotal"​); 
  ​var​ gradingSyntax​=​PropertiesService​.​getUserProperties​().​getProperty​(​"GradingSyntax"​); 
  ​var​ sheet​; 
  ​var​ oldLastRow​; 
  ​var​ file​; 
  ​if​(​gradingSyntax​==​null​){ 
    gradingSyntax​=​"Numbers"​; 
  ​} 
  ​if​ ​(​assignmentName ​==​ ​""​){ 
    ​DocumentApp​.​getUi​().​alert​(​"You can't grade an assignment without an assignment name."​); 
    ​return​; 
  ​} 
  
  ​var​ folderIterator ​=​ ​DriveApp​.​getFoldersByName​(​"docASSIST GradeBook"​); 
  ​if​ ​(​folderIterator​.​hasNext​()){ 
    ​var​ folder ​=​ folderIterator​.​next​(); 
    folder​.​setName​(​"GradeBook"​); 
    getDriveFolder​().​addFolder​(​folder​); 
    ​DriveApp​.​removeFolder​(​folder​); 
   
  ​} 
  
  ​if​(​getDriveFolder​().​getFoldersByName​(​"GradeBook"​).​hasNext​()​ ​==​ ​false​){ 
    ​var​ docAssistFolder ​=​ getDriveFolder​().​createFolder​(​"GradeBook"​); 
    ​var​ spreadsheetName ​=​ assignmentName​; 
    ​var​ spreadsheet ​=​ ​SpreadsheetApp​.​create​(​spreadsheetName​); 
    sheet ​=​ spreadsheet​.​getActiveSheet​(); 
    oldLastRow​=​sheet​.​getLastRow​(); 
    ​var​ row ​=​ ​[​"Document Name"​]; 
    ​var​ row2 ​=​ ​[​doc​.​getName​()]; 
    ​var​ total ​=​ ​0​; 
    ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
      row​.​push​(​cats​[​i​]); 
      ​if​ ​(​grades​[​i​]){ 
        row2​.​push​(​grades​[​i​]); 
      ​}​ ​else​{ 
        ​if​(​gradingSyntax​==​"Numbers"​){ 
          row2​.​push​(​"0"​); 
        ​} 
        ​else​{ 
          row2​.​push​(​""​); 
        ​} 
      ​} 
      total ​+=​ grades​[​i​]; 
    ​} 
    ​if​(​totalFlag​==​"true"​){ 
    row​.​push​(​"Total"​); 
    ​} 
    row​.​push​(​"Date"​); 
    ​var​ formattedDate ​=​ ​Utilities​.​formatDate​(​new​ ​Date​(),​ ​"GMT"​,​ ​"yyyy­MM­dd"​); 
      ​if​(​totalFlag​==​"true"​){ 
      ​if​ ​(​total ​==​ ​0​){​total ​=​ ​"0"​;} 
      row​.​push​(​total​);  
      ​} 
      ​else​ ​if​(​sheet​.​getRange​(​1​,​cats​.​length ​+​ ​2​).​getValues​()[​0​][​0​]​ ​==​ ​"Total"​){ 
      row​.​push​(​" "​); 
      ​} 
      row​.​push​(​formattedDate​);  
    sheet​.​appendRow​(​row​); 
    ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
        ​var​ cell ​=​ sheet​.​getRange​(​1​,​ ​2​ ​+​ i​); 
        ​var​ color ​=​ getRubricColors​().​getColor​(​cats​[​i​]); 
        cell​.​setBackground​(​color​);   
    ​} 
    sheet​.​appendRow​(​row2​); 
    resizeColumns​(​sheet​); 
    file ​=​ ​DriveApp​.​getFilesByName​(​spreadsheet​.​getName​()).​next​(); 
    docAssistFolder​.​addFile​(​file​); 
   
    ​//file.makeCopy(DocumentApp.getActiveDocument().getName() + " docASSIST spreadsheet", 
DriveApp.getFoldersByName("docASSIST").next()); 
    ​DriveApp​.​removeFile​(​file​); 
  ​} 
  ​else​{​ ​//Folder exists 
    ​var​ docAssistFolder ​=​ getDriveFolder​().​getFoldersByName​(​"GradeBook"​).​next​(); 
    ​var​ spreadsheetName ​=​ assignmentName​; 
    ​var​ spreadsheet​; 
    ​if​ ​(​docAssistFolder​.​getFilesByName​(​spreadsheetName​).​hasNext​()){​ ​//Spreadsheet also 
exists  
      spreadsheet ​=​ docAssistFolder​.​getFilesByName​(​spreadsheetName​).​next​(); 
      file ​=​ ​DriveApp​.​getFilesByName​(​spreadsheetName​).​next​(); 
      spreadsheet ​=​ ​SpreadsheetApp​.​open​(​file​); 
      sheet ​=​ spreadsheet​.​getActiveSheet​(); 
      oldLastRow​=​sheet​.​getLastRow​(); 
      ​var​ row ​=​ ​[​doc​.​getName​()]; 
      ​var​ columnCategory​; 
      ​var​ found ​=​ ​[]; 
      ​var​ didFind ​=​ ​false​; 
      ​var​ total ​=​ ​0​; 
      ​for​ ​(​var​ i ​=​ ​2​;​ i ​<​ sheet​.​getLastColumn​();​ i​++){​ ​//removed ­ 1 
        columnCategory ​=​ sheet​.​getRange​(​1​,​i​).​getValues​()[​0​][​0​]; 
        ​Logger​.​log​(​"columnCatgory = "​ ​+​ columnCategory​); 
        ​if​(​columnCategory ​==​ ​"Total"​){​break​;} 
        ​var​ j​; 
        didFind ​=​ ​false​; 
        ​for​ ​(​j ​=​ ​0​;​ j ​<​ cats​.​length​;​ j​++){ 
          ​if​ ​(​columnCategory ​==​ cats​[​j​]){ 
            found​.​push​(​cats​[​j​]); 
            didFind ​=​ ​true​; 
            ​if​ ​(​grades​[​j​]){ 
              row​.​push​(​grades​[​j​]); 
            ​}​ ​else​{ 
              ​if​(​gradingSyntax​==​"Numbers"​){ 
          row​.​push​(​"0"​); 
        ​} 
        ​else​{ 
          ​Logger​.​log​(​"push­1"​); 
          row​.​push​(​""​); 
        ​} 
            ​} 
            total​+=​grades​[​j​]; 
            ​break​; 
          ​} 
        ​} 
        ​if​ ​(!​didFind​){ 
          ​Logger​.​log​(​"push0"​); 
          row​.​push​(​""​); 
        ​} 
      ​} 
      ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
        didFind ​=​ ​false​; 
        ​for​ ​(​var​ j ​=​ ​0​;​ j ​<​ found​.​length​;​ j​++){ 
          ​if​ ​(​found​[​j​]​ ​==​ cats​[​i​]){ 
            didFind ​=​ ​true​; 
            ​break​; 
          ​} 
        ​} 
        ​if​ ​(​didFind ​==​ ​false​){ 
          ​Logger​.​log​(​"Didn't find the thing!"​); 
          sheet​.​insertColumnBefore​(​sheet​.​getLastColumn​()​ ​­​ ​1​); 
          ​Logger​.​log​(​"Inserted us a new column!"​); 
          ​var​ cell ​=​ sheet​.​getRange​(​1​,​sheet​.​getLastColumn​()­​2​); 
          cell​.​setValue​(​cats​[​i​]); 
          cell​.​setBackground​(​getRubricColors​().​getColor​(​cats​[​i​])); 
          ​Logger​.​log​(​"Put a value in the place!"​); 
          ​if​ ​(​grades​[​i​]​ ​!=​ ​0​ ​&&​ grades​[​i​]​ ​!=​ ​null​){ 
            row​.​push​(​grades​[​i​]); 
          ​}​ ​else​{ 
            ​if​(​gradingSyntax​==​"Numbers"​){ 
              row​.​push​(​"0"​); 
            ​} 
            ​else​{ 
              ​Logger​.​log​(​"push1"​); 
              row​.​push​(​""​); 
            ​} 
          ​} 
          total​+=​grades​[​i​]; 
        ​} 
      ​} 
      ​var​ formattedDate ​=​ ​Utilities​.​formatDate​(​new​ ​Date​(),​ ​"GMT"​,​ ​"yyyy­MM­dd"​); 
      ​if​(​totalFlag​==​"true"​){ 
      ​if​ ​(​total ​==​ ​0​){​total ​=​ ​"0"​;} 
   
      ​if​(​sheet​.​getRange​(​1​,​cats​.​length ​+​ ​2​).​getValues​()[​0​][​0​]​ ​!=​ ​"Total"​){ 
          sheet​.​insertColumnBefore​(​sheet​.​getLastColumn​()); 
          ​var​ cell ​=​ sheet​.​getRange​(​1​,​sheet​.​getLastColumn​()­​1​); 
          cell​.​setValue​(​"Total"​); 
          cell​.​setBackground​(​'white'​); 
        ​} 
   
      row​.​push​(​total​); 
      ​} 
      ​else​ ​if​(​sheet​.​getRange​(​1​,​cats​.​length ​+​ ​2​).​getValues​()[​0​][​0​]​ ​==​ ​"Total"​){ 
        ​Logger​.​log​(​"push2"​); 
      row​.​push​(​" "​); 
      ​} 
      row​.​push​(​formattedDate​); 
   
   
   
      sheet​.​appendRow​(​row​); 
    ​}​ ​else​ ​{​ ​//Folder exists, spreadsheet does not. 
      ​var​ spreadsheet ​=​ ​SpreadsheetApp​.​create​(​spreadsheetName​); 
      ​while​ ​(!​DriveApp​.​getFilesByName​(​spreadsheetName​).​hasNext​()); 
      file ​=​ ​DriveApp​.​getFilesByName​(​spreadsheetName​).​next​(); 
      docAssistFolder​.​addFile​(​file​); 
      spreadsheet ​=​ ​SpreadsheetApp​.​open​(​file​); 
      sheet ​=​ spreadsheet​.​getActiveSheet​(); 
      oldLastRow​=​sheet​.​getLastRow​(); 
      ​var​ row ​=​ ​[​"Document Name"​]; 
      ​var​ row2 ​=​ ​[​doc​.​getName​()]; 
      ​var​ total ​=​ ​0​; 
      ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
        row​.​push​(​cats​[​i​]); 
        ​if​ ​(​grades​[​i​]){ 
          row2​.​push​(​grades​[​i​]); 
        ​}​ ​else​{ 
          ​if​(​gradingSyntax​==​"Numbers"​){ 
          row2​.​push​(​"0"​); 
        ​} 
        ​else​{ 
          row2​.​push​(​""​); 
        ​} 
        ​} 
        total ​+=​ grades​[​i​]; 
      ​} 
      ​if​(​totalFlag​==​"true"​){ 
      row​.​push​(​"Total"​); 
      ​} 
      row​.​push​(​"Date"​); 
      ​var​ formattedDate ​=​ ​Utilities​.​formatDate​(​new​ ​Date​(),​ ​"GMT"​,​ ​"yyyy­MM­dd"​); 
      ​if​(​totalFlag​==​"true"​){ 
      ​if​ ​(​total ​==​ ​0​){​total ​=​ ​"0"​;} 
      row2​.​push​(​total​); 
      ​} 
      ​else​ ​if​(​sheet​.​getRange​(​1​,​cats​.​length ​+​ ​2​).​getValues​()[​0​][​0​]​ ​==​ ​"Total"​){ 
      row2​.​push​(​" "​); 
      ​} 
      row2​.​push​(​formattedDate​); 
      sheet​.​appendRow​(​row​); 
      ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ cats​.​length​;​ i​++){ 
        ​var​ cell ​=​ sheet​.​getRange​(​1​,​ ​2​ ​+​ i​); 
        ​var​ color ​=​ getRubricColors​().​getColor​(​cats​[​i​]); 
        cell​.​setBackground​(​color​); 
   
      ​} 
      sheet​.​appendRow​(​row2​); 
      ​DriveApp​.​removeFile​(​file​); 
    ​} 
    resizeColumns​(​sheet​); 
    generateGrading​(​grades​); 
    ​var​ newLastRow ​=​ sheet​.​getLastRow​(); 
    ​if​(​newLastRow ​>​ oldLastRow​){ 
      ​return​ file​.​getUrl​(); 
    ​} 
  ​} 
} 
 
 
function​ resizeColumns​(​sheet​){ 
  ​for​(​var​ i ​=​ ​1​;​ i ​<=​sheet​.​getLastColumn​();​ i​++){ 
    sheet​.​setColumnWidth​(​i​,​ ​110​); 
  ​} 
} 
 
/** 
function confirmGrading(assignmentName, grades){ 
   var cats = getRubric().getKeys(); 
   var docAssistFolder = DriveApp.getFoldersByName("GradeBook").next(); 
    var spreadsheetName = assignmentName; 
    var spreadsheet; 
    var check = "confirmed"; 
    if (docAssistFolder.getFilesByName(spreadsheetName).hasNext()){ 
      spreadsheet = docAssistFolder.getFilesByName(spreadsheetName).next(); 
      file = DriveApp.getFilesByName(spreadsheetName).next(); 
      spreadsheet = SpreadsheetApp.open(file); 
      var sheet = spreadsheet.getActiveSheet(); 
      var lastRow = sheet.getLastRow(); 
      for (var i = 2; i < sheet.getLastColumn()­1; i++){ 
        var cellValue = sheet.getRange(lastRow, i).getValues()[0][0]; 
        DocumentApp.getUi().alert("Cell Value = " + cellValue + " grade = " + grades[i]); 
        if(cellValue != grades[i]){ 
        check="invalid"; 
        } 
      } 
      DocumentApp.getUi().alert(check); 
      return check; 
    } 
   
} 
*/ 
 
 
Languages.gs 
 
function​ translate​(​phrase​,​ authObj​)​ ​{ 
  
  ​//For now, translate is not implemented 
  ​//return phrase; 
  
  
  ​var​ language​; 
  ​if​ ​(!​authObj ​||​ ​(​authObj ​&&​ authObj​.​authMode ​!=​ ​ScriptApp​.​AuthMode​.​NONE​)){ 
    language ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​"docASSISTLanguage"​); 
  ​} 
  ​if​(​language ​==​ ​null​){ 
     language ​=​ ​Session​.​getActiveUserLocale​(); 
  ​} 
  ​switch​(​language​){ 
    ​case​ ​"en"​: 
      ​return​ phrase​; 
    ​case​ ​"es"​: 
      ​switch​(​phrase​){ 
        ​case​ ​"Rubric"​: 
          ​return​ ​"Escala"​; 
        ​case​ ​"Review"​: 
          ​return​ ​"Revisar"​; 
        ​case​ ​"Revise"​: 
          ​return​ ​"Repasar"​; 
        ​case​ ​"Rubric Setup"​: 
          ​return​ ​"Preparar Escala"​; 
        ​case​ ​"Select Rubric"​: 
          ​return​ ​"Seleccionar Escala"​; 
        ​case​ ​"Show Reviewers' Identity"​: 
          ​return​ ​"Identificar Revisores"​; 
        ​case​ ​"Options"​: 
          ​return​ ​"Opciones"​; 
        ​case​ ​"Default Rubric"​: 
          ​return​ ​"Escala Base"​; 
        ​case​ ​"Deleting Feedback"​: 
          ​return​ ​"Borrar Comentario"​; 
        ​case​ ​"Category"​: 
          ​return​ ​"Categoría"​; 
        ​case​ ​"Delete Feedback"​: 
          ​return​ ​"Borrar Comentario"​; 
        ​case​ ​"Require Explanation"​: 
          ​return​ ​"Requerir Explicación"​; 
        ​case​ ​"You do not need to highlight text for this type of feedback."​: 
          ​return​ ​"Usted no necesita resaltar texto para hacer este tipo de comentario."​; 
        ​case​ ​"Add Feedback"​: 
          ​return​ ​"Hacer Comentario"​; 
        ​case​ ​"Summarize & Grade"​: 
          ​return​ ​"Resumir y Poner Nota"​; 
        ​case​ ​"Email Report"​: 
          ​return​ ​"Enviar Email"​; 
        ​case​ ​"Gradesheet Name"​: 
          ​return​ ​"Hoja de Notas"​; 
        ​case​ ​"Save"​: 
          ​return​ ​"Guardar"​; 
        ​case​ ​'Grades saved. Your gradesheet can be found in "docAssist Gradebook" in your 
Google Drive.'​: 
          ​return​ ​'Notas guardadas. Usted puede encontrar sus notas en "docAssist Gradebook" 
en su Google Drive.'​; 
        ​case​ ​"Grade"​: 
          ​return​ ​"Poner Notas"​; 
        ​case​ ​"Your Feedback Notes"​: 
          ​return​ ​"Sus Comentarios"​; 
        ​case​ ​"You don't have any feedback notes yet"​: 
          ​return​ ​"Usted todavía no tiene comentarios."​; 
        ​case​ ​"Update Summary"​: 
          ​return​ ​"Actualizar Resumen"​; 
        ​case​ ​"Optional Explanation"​: 
          ​return​ ​"Explicación Opcional"​; 
        ​case​ ​"note"​: 
          ​return​ ​"nota"​; 
        ​case​ ​"Required Explanation"​: 
          ​return​ ​"Explanación Requerido"​; 
        ​case​ ​"Your teacher requires you to write an explanation for this resolution."​: 
          ​return​ ​"Su profesor requiere que usted escriba una explicaión para esta 
resolución."​; 
        ​case​ ​"You do not need to write an explanation for this resolution."​: 
          ​return​ ​"Usted no necesita escribir una explicaión para esta resolución."​; 
        ​case​ ​"Reply"​: 
          ​return​ ​"Responder"​; 
        ​case​ ​"Resolve"​: 
          ​return​ ​"Resolver"​; 
        ​case​ ​"Reviewer Emails"​: 
          ​return​ ​"Emails de los Revisores"​; 
        ​case​ ​"Author email addresses"​: 
          ​return​ ​"Email del Autor"​; 
        ​case​ ​"Reviewer"​: 
          ​return​ ​"Revisor"​; 
        ​case​ ​"Close"​: 
          ​return​ ​"Cerrar"​; 
        ​case​ ​"Options"​: 
          ​return​ ​"Opciones"​; 
        ​case​ ​"Grading"​: 
          ​return​ ​"Poner Notas"​; 
        ​case​ ​"By text"​: 
          ​return​ ​"Con texto"​; 
        ​case​ ​"By numbers"​: 
          ​return​ ​"Con números"​; 
        ​case​ ​"Compute total in gradesheet"​: 
          ​return​ ​"Totalizar"​; 
        ​case​ ​"Language"​: 
          ​return​ ​"Idioma"​; 
        ​case​ ​"English"​: 
          ​return​ ​"Inglés"​; 
        ​case​ ​"Spanish"​: 
          ​return​ ​"Español"​; 
        ​case​ ​"French"​: 
          ​return​ ​"Francés"​; 
        ​case​ ​"Arabic"​: 
          ​return​ ​"Árabe"​; 
        ​case​ ​"Cancel"​: 
          ​return​ ​"Cancelar"​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
   
        ​default​: 
          ​return​ ​LanguageApp​.​translate​(​phrase​,​ ​"en"​,​ ​"es"​); 
      ​} 
    ​case​ ​"ar"​: 
      ​switch​(​phrase​){ 
        ​case​ ​"Rubric"​: 
          ​return​ ​""​; 
        ​case​ ​"Review"​: 
          ​return​ ​""​; 
        ​case​ ​"Revise"​: 
          ​return​ ​""​; 
        ​case​ ​"Rubric Setup"​: 
          ​return​ ​""​; 
        ​case​ ​"Select Rubric"​: 
          ​return​ ​""​; 
        ​case​ ​"Show Reviewers' Identity"​: 
          ​return​ ​""​; 
        ​case​ ​"Options"​: 
          ​return​ ​""​; 
        ​case​ ​"Default Rubric"​: 
          ​return​ ​""​; 
        ​case​ ​"Deleting Feedback"​: 
          ​return​ ​""​; 
        ​case​ ​"Category"​: 
          ​return​ ​""​; 
        ​case​ ​"Delete Feedback"​: 
          ​return​ ​""​; 
        ​case​ ​"Require Explanation"​: 
          ​return​ ​""​; 
        ​case​ ​"You do not need to highlight text for this type of feedback."​: 
          ​return​ ​""​; 
        ​case​ ​"Add Feedback"​: 
          ​return​ ​""​; 
        ​case​ ​"Summarize & Grade"​: 
          ​return​ ​""​; 
        ​case​ ​"Email Report"​: 
          ​return​ ​""​; 
        ​case​ ​"Gradesheet Name"​: 
          ​return​ ​""​; 
        ​case​ ​"Save"​: 
          ​return​ ​""​; 
        ​case​ ​'Grades saved. Your gradesheet can be found in "docAssist Gradebook" in your 
Google Drive.'​: 
          ​return​ ​""​; 
        ​case​ ​"Grade"​: 
          ​return​ ​""​; 
        ​case​ ​"Your Feedback Notes"​: 
          ​return​ ​""​; 
        ​case​ ​"You don't have any feedback notes yet"​: 
          ​return​ ​""​; 
        ​case​ ​"Update Summary"​: 
          ​return​ ​""​; 
        ​case​ ​"Optional Explanation"​: 
          ​return​ ​""​; 
        ​case​ ​"note"​: 
          ​return​ ​""​; 
        ​case​ ​"Required Explanation"​: 
          ​return​ ​""​; 
        ​case​ ​"Your teacher requires you to write an explanation for this resolution."​: 
          ​return​ ​""​; 
        ​case​ ​"You do not need to write an explanation for this resolution."​: 
          ​return​ ​""​; 
        ​case​ ​"Reply"​: 
          ​return​ ​""​; 
        ​case​ ​"Resolve"​: 
          ​return​ ​""​; 
        ​case​ ​"Reviewer Emails"​: 
          ​return​ ​""​; 
        ​case​ ​"Author email addresses"​: 
          ​return​ ​""​; 
        ​case​ ​"Reviewer"​: 
          ​return​ ​""​; 
        ​case​ ​"Close"​: 
          ​return​ ​""​; 
        ​case​ ​"Options"​: 
          ​return​ ​""​; 
        ​case​ ​"Grading"​: 
          ​return​ ​""​; 
        ​case​ ​"By text"​: 
          ​return​ ​""​; 
        ​case​ ​"By numbers"​: 
          ​return​ ​""​; 
        ​case​ ​"Compute total in gradesheet"​: 
          ​return​ ​""​; 
        ​case​ ​"Language"​: 
          ​return​ ​""​; 
        ​case​ ​"English"​: 
          ​return​ ​""​; 
        ​case​ ​"Spanish"​: 
          ​return​ ​""​; 
        ​case​ ​"French"​: 
          ​return​ ​""​; 
        ​case​ ​"Arabic"​: 
          ​return​ ​""​; 
        ​case​ ​"cancel"​: 
          ​return​ ​""​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
   
        ​default​: 
          ​return​ phrase​; 
      ​} 
    ​case​ ​"fr"​: 
      ​switch​(​phrase​){ 
        ​case​ ​"Rubric"​: 
          ​return​ ​"Échelle"​; 
        ​case​ ​"Review"​: 
          ​return​ ​"Réviser"​; 
        ​case​ ​"Revise"​: 
          ​return​ ​"Revoir"​; 
        ​case​ ​"Rubric Setup"​: 
          ​return​ ​"Préparer l'échelle"​; 
        ​case​ ​"Select Rubric"​: 
          ​return​ ​"Sélectionner l'échelle"​; 
        ​case​ ​"Show Reviewers' Identity"​: 
          ​return​ ​"Identifier les reviseurs"​; 
        ​case​ ​"Options"​: 
          ​return​ ​"Options"​; 
        ​case​ ​"Default Rubric"​: 
          ​return​ ​"Échelle par défaut"​; 
        ​case​ ​"Deleting Feedback"​: 
          ​return​ ​"Supprimer les commentaires"​; 
        ​case​ ​"Category"​: 
          ​return​ ​"Catégorie"​; 
        ​case​ ​"Delete Feedback"​: 
          ​return​ ​"Supprimer les commentaires"​; 
        ​case​ ​"Require Explanation"​: 
          ​return​ ​"Demander une explication"​; 
        ​case​ ​"You do not need to highlight text for this type of feedback."​: 
          ​return​ ​"Vous n'avez pas besoin de sélectionner (surligner) le texte pour ce type 
des commentaires"​; 
        ​case​ ​"Add Feedback"​: 
          ​return​ ​"Ajouter une commentaire"​; 
        ​case​ ​"Summarize & Grade"​: 
          ​return​ ​"Résumer et noter"​; 
        ​case​ ​"Email Report"​: 
          ​return​ ​"Envoyer le rapport par email"​; 
        ​case​ ​"Gradesheet Name"​: 
          ​return​ ​"Feuille de notes"​; 
        ​case​ ​"Save"​: 
          ​return​ ​"Sauvegarder"​; 
        ​case​ ​'Grades saved. Your gradesheet can be found in "docAssist Gradebook" in your 
Google Drive.'​: 
          ​return​ ​'Notes sauvegardées. Vous pouvez trouver votre feuille de notes dans le 
dossier "docAssist Gradebook" dans votre Google Drive'​; 
        ​case​ ​"Grade"​: 
          ​return​ ​"Noter"​; 
        ​case​ ​"Your Feedback Notes"​: 
          ​return​ ​"Votre commentaires"​; 
        ​case​ ​"You don't have any feedback notes yet"​: 
          ​return​ ​"Vous n'avez pas des commentaires encore"​; 
        ​case​ ​"Update Summary"​: 
          ​return​ ​"Actualiser le résumé"​; 
        ​case​ ​"Optional Explanation"​: 
          ​return​ ​"Explication optionnelle"​; 
        ​case​ ​"note"​: 
          ​return​ ​"note"​; 
        ​case​ ​"Required Explanation"​: 
          ​return​ ​"Explication obligatoire"​; 
        ​case​ ​"Your teacher requires you to write an explanation for this resolution."​: 
          ​return​ ​"Votre professeur demande que vous écriviez une explication pour cette 
solution"​; 
        ​case​ ​"You do not need to write an explanation for this resolution."​: 
          ​return​ ​"Vous ne devez pas écrire une explication pour cette solution"​; 
        ​case​ ​"Reply"​: 
          ​return​ ​"Répondre"​; 
        ​case​ ​"Resolve"​: 
          ​return​ ​"Résoudre"​; 
        ​case​ ​"Reviewer Emails"​: 
          ​return​ ​"Les emails des reviseurs"​; 
        ​case​ ​"Author email addresses"​: 
          ​return​ ​"L'email de l'auteur"​; 
        ​case​ ​"Reviewer"​: 
          ​return​ ​"Reviseur"​; 
        ​case​ ​"Close"​: 
          ​return​ ​"Fermer"​; 
        ​case​ ​"Options"​: 
          ​return​ ​"Options"​; 
        ​case​ ​"Grading"​: 
          ​return​ ​"Noter"​; 
        ​case​ ​"By text"​: 
          ​return​ ​"Par texte"​; 
        ​case​ ​"By numbers"​: 
          ​return​ ​"Par chiffres"​; 
        ​case​ ​"Compute total in gradesheet"​: 
          ​return​ ​"Totaliser"​; 
        ​case​ ​"Language"​: 
          ​return​ ​"Langue"​; 
        ​case​ ​"English"​: 
          ​return​ ​"Anglais"​; 
        ​case​ ​"Spanish"​: 
          ​return​ ​"Espagnol"​; 
        ​case​ ​"French"​: 
          ​return​ ​"Français"​; 
        ​case​ ​"Arabic"​: 
          ​return​ ​"Arabe"​; 
        ​case​ ​"Cancel"​: 
          ​return​ ​"Annuler"​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
        ​case​ ​""​: 
          ​return​ ​""​; 
   
        ​default​: 
          ​return​ phrase​; 
      ​} 
    ​default​: 
      ​return​ phrase​; 
  ​} 
   
  
} 
 
 
 
RubricPreview.gs 
 
 
var​ PREVIEWKEY ​=​ ​"Rubric Preview"​; 
 
function​ generateRubricPreview​()​ ​{ 
  
  ​var​ body ​=​ ​DocumentApp​.​getActiveDocument​().​getBody​(); 
  ​var​ rubricName ​= 
PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricName"​); 
  ​var​ nextElement​; 
  
  ​//If we find the title of the rubric and a table, don't add the preview 
  ​if​ ​(​nextElement ​=​ body​.​findText​(​"Rubric: \""​ ​+​ rubricName ​+​ ​"\""​)​ ​||​ ​(​rubricName ​== 
"Default Rubric"​ ​&&​ ​(​nextElement ​=​ body​.​findText​(​rubricName​)))){ 
    ​if​ ​(​body​.​findElement​(​DocumentApp​.​ElementType​.​TABLE​)){ 
      ​return​; 
    ​} 
  ​} 
  
  ​var​ id ​=​ ​PropertiesService​.​getDocumentProperties​().​getProperty​(​PREVIEWKEY​); 
  
  removeRange​(​id​); 
 
  ​//Range builder to avoid duplication of the preview 
  ​var​ rangeBuilder ​=​ ​DocumentApp​.​getActiveDocument​().​newRange​(); 
 
  ​var​ body ​=​ ​DocumentApp​.​getActiveDocument​().​getBody​(); 
  ​var​ pagebreak ​=​ body​.​appendPageBreak​(); 
  
  rangeBuilder​.​addElement​(​pagebreak​); 
  
  ​if​ ​((​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricName"​))​ ​== 
"Default Rubric"​)​ ​{ 
    ​var​ h4 ​=​ body​.​appendParagraph​(​"Default Rubric"​); 
  ​}​ ​else​ ​{ 
    ​var​ h4 ​=​ body​.​appendParagraph​(​translate​(​"Rubric"​)​ ​+​ ​": \""​ ​+ 
PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricName"​)​ ​+​ ​"\""​); 
   
  ​} 
  h4​.​setHeading​(​DocumentApp​.​ParagraphHeading​.​HEADING1​); 
  rangeBuilder​.​addElement​(​h4​); 
  ​var​ cats ​=​ getRubric​(); 
  ​var​ sections ​=​ cats​.​getKeys​(); 
  ​var​ tableArray ​=​ ​[]; 
  
  ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ sections​.​length​;​ i​++){ 
   
      input ​=​ sections​[​i​]; 
   
     ​//var highlightstyle = {}; 
     ​//highlightstyle[DocumentApp.Attribute.BOLD] = true; 
     ​//input.setAttributes(highlightstyle); 
   
   
      ​var​ subCategories ​=​ cats​[​sections​[​i​]]; 
      input ​=​ input​.​concat​(​":"​+​""​); 
      ​for​ ​(​var​ j ​=​ ​0​;​ j ​<​ subCategories​.​length​;​ j​++){ 
        input ​=​ input​.​concat​(​"\n"​); 
        k ​=​ j​+​1​; 
        input ​=​ input​.​concat​(​"    "​+​ k​+​". "​+​subCategories​[​j​]); 
      ​} 
      ​//input = input.concat("    "+subCategories.length+". 
"+subCategories[subCategories.length­1]); 
      tableArray​.​push​([​""​,​ input​]); 
    ​} 
   
   ​var​ table ​=​ body​.​appendTable​(​tableArray​); 
   rangeBuilder​.​addElement​(​table​); 
   
  ​for​ ​(​var​ j ​=​ ​0​;​ j ​<​ sections​.​length​;​ j​++){ 
    ​var​ headerCell ​=​ table​.​getCell​(​j​,​0​); 
    headerCell​.​setBackgroundColor​(​getRubricColors​().​getColor​(​sections​[​j​])); 
  ​} 
  
  ​for​ ​(​var​ j ​=​ ​0​;​ j ​<​ sections​.​length​;​ j​++){ 
    ​var​ secondCell ​=​ table​.​getCell​(​j​,​1​); 
    ​var​ ​Text​ ​=​ secondCell​.​editAsText​(); 
    ​var​ boldStyle ​=​ ​{}; 
    boldStyle​[​DocumentApp​.​Attribute​.​BOLD​]=​true​;  
    ​var​ boldOffset ​=​ sections​[​j​].​length​; 
    ​Text​.​setAttributes​(​0​,​ boldOffset​,​ boldStyle​); 
   
   ​// Text.setHeading(DocumentApp.ParagraphHeading.HEADING3); 
  ​} 
  ​var​ tableStyle ​=​ ​{}; 
  ​//tableStyle[DocumentApp.Attribute.BOLD] = true; 
  table​.​setAttributes​(​tableStyle​); 
  table​.​setColumnWidth​(​0​,​ ​1​); 
  ​//showSidebar(); 
  
  ​var​ id ​=​ ​DocumentApp​.​getActiveDocument​().​addNamedRange​(​"Rubric Preview"​, 
rangeBuilder​.​build​()).​getId​(); 
  
  ​PropertiesService​.​getDocumentProperties​().​setProperty​(​PREVIEWKEY​,​ id​); 
} 
 
 
saveOptions.gs 
 
function​ saveOptions​(​numbers​,​ total​,​ customAudio​,​ explanationAudio​,​ languageSelected​){ 
//readd public,  languageSelected 
  ​if​ ​(​numbers​){ 
      ​PropertiesService​.​getUserProperties​().​setProperty​(​"GradingSyntax"​,​ ​"Numbers"​); 
      ​if​ ​(​total​){ 
        ​PropertiesService​.​getUserProperties​().​setProperty​(​"GradingTotal"​,​ ​"true"​); 
      ​}​ ​else​{ 
        ​PropertiesService​.​getUserProperties​().​setProperty​(​"GradingTotal"​,​ ​"false"​);  
      ​} 
    ​}​ ​else​{ 
      ​PropertiesService​.​getUserProperties​().​setProperty​(​"GradingSyntax"​,​ ​"Text"​); 
      ​PropertiesService​.​getUserProperties​().​setProperty​(​"GradingTotal"​,​ ​"false"​); 
    ​} 
  ​Logger​.​log​(​JSON​.​stringify​(​PropertiesService​.​getUserProperties​().​setProperties​({ 
    ​CustomAudio​:​customAudio​, 
    ​ExplanationAudio​:​explanationAudio​, 
  ​}).​getProperties​())); 
   ​// if (public){ 
    ​//  PropertiesService.getUserProperties().setProperty("PrivacyDefault", "public"); 
    ​//}else{ 
     ​// PropertiesService.getUserProperties().setProperty("PrivacyDefault", "private"); 
    ​//} 
  ​PropertiesService​.​getUserProperties​().​setProperty​(​"docASSISTLanguage"​,​ languageSelected​); 
  onOpen​(); 
  ​var​ current ​=​ ​PropertiesService​.​getDocumentProperties​().​getProperty​(​"currentSidebar"​); 
  ​switch​(​current​){ 
    ​case​ ​"Review"​: 
      showSidebar​(); 
      ​break​; 
    ​case​ ​"Revise"​: 
      showPeerReview​(); 
      ​break​; 
    ​case​ ​"Grade"​: 
      showGrading​(); 
      ​break​; 
  ​} 
} 
 
 
grading.html 
 
<!DOCTYPE html> 
<html> 
<link​ ​rel​=​"stylesheet"​ ​href​=​"https://ssl.gstatic.com/docs/script/css/add­ons.css"​> 
<script​ ​src​=​"https://ajax.googleapis.com/ajax/libs/jquery/2.1.3/jquery.min.js"​></script> 
<script 
src​=​"https://ajax.googleapis.com/ajax/libs/jqueryui/1.11.3/jquery­ui.min.js"​></script> 
<img​ ​id​=​"loading­icon"​ ​src​=​"https://www.assistments.org/images/indicator.gif" 
class​=​"loading"​ ​hidden​> 
<div​ ​id​=​"div­wrapper"​> 
 
<div​ ​class​=​"titleName"​> 
    ​<?​ ​if​ ​(​PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricName"​)​ ​== 
"Default Rubric"​){​ ​?> 
<b>​Default Rubric ​</b> 
    ​<?}​ ​else​{?> 
    ​<b>​ Rubric: "​<?= 
PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricName"​)​ ​?>​" ​<?}?>​</b> 
</div> 
 
<script> 
$​(​document​).​ready​(​function​()​ ​{ 
  ​<?  
   
     ​if​(​DriveApp​.​getFoldersByName​(​"GradeBook"​).​hasNext​()​ ​==​ ​true​){ 
   
     ​var​ array ​=​ ​[]; 
     ​var​ files ​=​ ​DriveApp​.​getFoldersByName​(​"GradeBook"​).​next​().​getFiles​() 
     ​var​ sheet​; 
     ​var​ recent​; 
     ​if​ ​(​files​.​hasNext​()){ 
       recent ​=​ files​.​next​(); 
       array​.​push​(​recent​.​getName​()); 
     ​} 
     ​while​(​files​.​hasNext​()){ 
        sheet ​=​ files​.​next​(); 
        ​if​ ​(​recent​.​getLastUpdated​()​ ​<​ sheet​.​getLastUpdated​()){ 
          recent ​=​ sheet​; 
        ​} 
        array​.​push​(​sheet​.​getName​());  
     ​};  
     ​?>  
   ​var​ recentName ​=​ ​""​; 
   ​var​ array2 ​=​ ​[]; 
  ​<?​ ​for​(​var​ i ​=​ ​0​;​ i ​<​ array​.​length​;​ i​++){​ ​?> 
        array2​.​push​(​"<?= array[i] ?>"​); 
  ​<?​ ​}  
  ​if​ ​(​recent ​!=​ ​null​){​ ​?> 
    recentName ​=​ ​"<?= recent.getName() ?>"​; 
   ​<?​ ​}}  
  ​//document.getElementById("assignmentName").value = "bro"; 
  ​?>  
  setDefaultValue​(​recentName​); 
  $​(​"#assignmentName"​).​autocomplete​({ 
    source​:​array2​, 
  ​}); 
  
}); 
 
</script> 
 
 
 
 
<style​ ​type​=​"text/css"​> 
.​titleName ​{ 
  font​­​size​:​ ​14px​; 
} 
 
.​loading ​{ 
  position​:​fixed​;  
  top​:​ ​5px​; 
  right​:​ ​5px​; 
  height​:​25px​; 
  width​:​25px​; 
} 
 
.​ui​­​helper​­​hidden​­​accessible ​{ 
  display​:​none​; 
} 
 
.​ui​­​autocomplete ​{ 
  position​:​ ​fixed​; 
  background​:​#ffffff; 
  height​:​ ​75px​; 
  width​:​175px​; 
  border​:​ solid ​1px​; 
  overflow​­​x​:​hidden​; 
  overflow​­​y​:​auto​; 
} 
 
ul​.​ui​­​autocomplete ​{ 
    list​­​style​:​ none​; 
    padding​:​ ​0px​; 
    margin​:​ ​0px​; 
} 
.​color​­​box ​{ 
    position​:​ ​fixed​; 
    ​float​:​ right​; 
    width​:​ ​10px​; 
    height​:​ ​10px​; 
    display​:​ ​inline​­​block​; 
} 
 
ol​#menu { 
  width​:​ ​255px​; 
  margin​­​top​:​ ​10px​; 
  padding​:​ ​0​; 
} 
 
 
ol​#menu ol { 
  display​:​ none​; 
  margin​:​ ​0​; 
  border​­​radius​:​7px​; 
} 
 
ol​#menu li,  
  ol​#menu a { 
  font​­​family​:​ arial​,​ arial​; 
  font​­​size​:​ ​14px​; 
  
  margin​­​bottom​:​ ​10px​; 
  margin​­​top​:​ ​10px​; 
} 
 
ol​#menu li { 
  line​­​height​:​ ​15px​; 
} 
 
ol​#menu ol li { 
  border​­​bottom​:​ none​; 
} 
 
 
ul​#menu ol li:before { 
  content​:​ ​""​; 
} 
 
ol​#menu a:hover { 
  font​­​weight​:​ bold​; 
  text​­​decoration​:​ none​; 
} 
 
ol​#menu a.active { 
  font​­​weight​:​ bold​; 
} 
 
.​bottom​­​logo ​{ 
  position​:​fixed​; 
  bottom​:​0px​; 
  left​:​ ​60px​; 
} 
 
#div­wrapper { 
  overflow​:​auto​; 
  position​:​absolute​; 
  left​:​ ​10px​; 
  right​:​ ​0px​; 
  top​:​ ​0px​; 
  padding​­​top​:​ ​5px​; 
  border​­​bottom​:​ ​1px​ solid black​; 
  height​:​ calc​(​100​%​ ​­​ ​80px​); 
} 
</style> 
<body> 
 
<ol​ ​id​ ​=​ ​"menu"​ ​style​=​"​list​­​style​­​type​:​ none​;​"​> 
  ​<?​ ​var​ sections ​=​ categories​.​getKeys​();​ ​?> 
  ​<?​ ​var​ gradeBoxes ​=​ ​[]​ ​;​ ​?> 
  ​<?​ ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ sections​.​length​;​ i​++)​ ​{​ ​?> 
       ​<li> 
       ​<svg​ ​width​=​"10"​ ​height​=​"10"​>​ <rect width="10" height="10" style="fill:​<?= 
getRubricColors​().​getColor​(​sections​[​i​]);​ ​?>​"/>​</svg> 
       <input type="​<?=​ isNumeric ​?​ ​"number"​ ​:​ ​"text"​ ​?>​" id="GradeBox" name="GradeBox" 
style="width:50px; position: relative;" placeholder="​<?=​ isNumeric ​?​ ​"0"​ ​:​ ​""​ ​?>​"> 
       ​<text>​<?=​ sections​[​i​]?>​</text> 
       ​</li> 
       ​<?​ ​}​ ​?> 
</ol> 
<b​ ​style​=​"​font​­​size​:​14px​"​>​<?=​translate​(​"Gradesheet Name"​);?>​</b><br> 
<input type = "text" id = "assignmentName" name = "assignmentName" style="width:200px;" 
placeholder="Gradesheet for rubric ​<?= 
PropertiesService​.​getDocumentProperties​().​getProperty​(​"ASSISTmentsRubricName"​)​ ​?>​"> 
<br> 
<?=​translate​(​"Note: a new name will create a new Gradesheet"​);?> 
<br> 
<input id="grading­button" class = "action" type="button" value= "​<?=​translate​(​'Save'​);?>​" 
onclick="grade();"> 
<input id="generate­summary­button" type="button" value="​<?=​translate​(​'Review'​);?>​" 
onclick="backToReview();"> 
<br> 
<span​ ​id​ ​=​ ​"gradingConfirm"​ ​style​ ​=​ ​"​color​:​green​"​  ​hidden​>​<?=​translate​(​'Grades saved. Your 
gradesheet can be found in "GradeBook" in your Google Drive.'​);?>​</span> 
<br> 
<br> 
<br> 
</body> 
</div> 
<a​ ​href​=​"http://docassist.assistments.org/"​ ​target​=​"_blank"​ ​class​=​"bottom­logo"​> 
<img 
src​=​"https://sites.google.com/site/assistmentsfeedbacktool/resources/docASSIST­sidebar.png" 
align​=​"bottom"​ ​width​=​"175"​> 
</a> 
<script​ ​language​=​"javascript"​> 
  
 ​function​ grade​(){ 
   
   ​var​ grades ​=​ ​[]; 
   ​var​ gradeBoxes ​=​ document​.​getElementsByName​(​"GradeBox"​); 
   ​var​ assignmentName ​=​ document​.​getElementById​(​"assignmentName"​).​value​; 
   ​var​ confirmMessage ​=​ document​.​getElementById​(​"gradingConfirm"​); 
   ​for​ ​(​var​ i ​=​ ​0​;​ i ​<​ gradeBoxes​.​length​;​ i​++){ 
     ​var​ grade ​=​ gradeBoxes​[​i​].​value​; 
 
     ​<?​ ​if​ ​(​isNumeric​)​ ​{​ ​?> 
     grade ​=​ parseFloat​(​grade​); 
     ​<?​ ​}​ ​?> 
   
     grades​.​push​(​grade​); 
     ​if​ ​(​grades​[​i​]​ ​==​ ​null​){ 
       grades​[​i​]​ ​=​ ​0​; 
     ​} 
   ​} 
   
   ​var​ button ​=​ document​.​getElementById​(​"grading­button"​); 
   button​.​disabled ​=​ ​true​; 
   showLoading​(​"loading­icon"​); 
   google​.​script​.​run 
                ​.​withSuccessHandler​(​function​(​check​){ 
                  hideLoading​(​"loading­icon"​); 
                  button​.​disabled ​=​ ​false​; 
                  ​if​(​check​){ 
                    ​var​ gradingConfirm ​=​ document​.​getElementById​(​"gradingConfirm"​); 
                    ​var​ confirmString ​=​ ​"Grades saved. Your gradesheet can be found in 
\"GradeBook\" in your Google Drive"​; 
                    gradingConfirm​.​innerHTML ​=​ confirmString​.​replace​(​"gradesheet"​,​ ​"<a 
target=\"_blank\" href=\""​ ​+​ check ​+​ ​"\">gradesheet</a>"​); 
                    gradingConfirm​.​hidden ​=​ ​false​; 
                  ​}​ ​else​ ​{ 
                    alert​(​"Grading was unsuccessful. Please try again"​); 
                  ​} 
                ​}) 
                ​.​withFailureHandler​(​function​(​error​){​ hideLoading​(​"loading­icon"​); 
alert​(​error​.​message​);​ button​.​disabled ​=​ ​false​;}) 
                ​.​listFiles​(​assignmentName​,​ grades​); 
} 
 
function​ backToReview​(){ 
  
 showLoading​(​"loading­icon"​); 
 google​.​script​.​run 
    ​.​withSuccessHandler​(​function​(){ 
      hideLoading​(​"loading­icon"​); 
    ​}) 
    ​.​withFailureHandler​(​function​(​error​){ 
      hideLoading​(​"loading­icon"​); 
      alert​(​error​.​message​); 
    ​}) 
    ​.​showSidebar​(); 
   
} 
 
/**  
  * Shows the loading icon. 
  */ 
 ​function​ showLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​false​; 
 ​} 
  
 ​function​ setDefaultValue​(​text​){ 
   document​.​getElementById​(​"assignmentName"​).​value ​=​ text​; 
 ​} 
 ​/** 
  * Hides the loading icon 
  */ 
 ​function​ hideLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​true​; 
 ​} 
 
 
</script> 
 
 
</html> 
 
 
 
options.html 
 
<!DOCTYPE html> 
<html> 
  ​<link​ ​rel​=​"stylesheet"​ ​href​=​"https://ssl.gstatic.com/docs/script/css/add­ons.css"​> 
  ​<img​ ​id​=​"loading­icon"​ ​src​=​"https://www.assistments.org/images/indicator.gif" 
class​=​"loading"​ ​hidden​> 
  ​<script> 
  ​<?​ ​var​ totalFlag ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​"GradingTotal"​); 
     ​var​ gradingSyntax ​= 
PropertiesService​.​getUserProperties​().​getProperty​(​"GradingSyntax"​); 
     ​var​ privacyDefault ​= 
PropertiesService​.​getUserProperties​().​getProperty​(​"PrivacyDefault"​); 
     ​var​ customAudio ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​"CustomAudio"​)​ ​|| 
"Audio"​; 
     ​var​ explanationAudio ​= 
PropertiesService​.​getUserProperties​().​getProperty​(​"ExplanationAudio"​)​ ​||​ ​"Text"​; 
     ​var​ language ​=​ ​PropertiesService​.​getUserProperties​().​getProperty​(​"docASSISTLanguage"​); 
     ​if​(​language ​==​ ​null​){ 
     language ​=​ ​Session​.​getActiveUserLocale​(); 
     ​} 
     ​//var language = "en"; 
  ​?> 
  ​</script> 
<style​ ​type​=​"text/css"​> 
.​bottomButtons ​{ 
  position​:​ ​fixed​; 
  bottom​:​ ​0px​; 
} 
  
.​loading ​{ 
  position​:​ ​fixed​; 
  top​:​ ​125px​; 
  left​:​ ​150px​; 
} 
 
.​audioSelect ​{ 
  position​:​ absolute​; 
  left​:​ ​130px​; 
} 
 
.​audioDiv ​{ 
  line​­​height​:​ ​29px​; 
} 
 
</style> 
  ​<head> 
    ​<base​ ​target​=​"_top"​> 
  ​</head> 
  ​<body> 
    ​<b>​<?=​translate​(​"Grading"​);?>​:​</b> 
    ​<br> 
    ​<form​ ​action​=​""​> 
    <input type="radio" name="grade" id="text" onclick="enableSave(); disableTotal();"​<?​if 
(​gradingSyntax​==​"Text"​){?>​checked​<?}?>​>​<label​ ​for​=​"text"​>​<?=​translate​(​"By 
text"​);?>​</label><br> 
    <input type="radio" name="grade" id="numbers" onclick="enableSave(); enableTotal();"​<?​if 
(​gradingSyntax​==​"Numbers"​ ​||​ ​!​gradingSyntax​){?>​checked​<?}?>​>​<label​ ​for​=​"numbers"​>​<?= 
translate​(​"By numbers"​);?>​  &nbsp; &nbsp;​</label> 
    <input type="checkbox" name="grade" id="total" onclick="enableSave();" ​<?​if 
(​totalFlag​==​"true"​){?>​checked​<?}?>​ ​<?​if​ ​(​gradingSyntax​==​"Text"​){?>​disabled​<?}?>​>​<label 
for​=​"total"​>​<?=​translate​(​"Compute total in gradesheet"​);?>​</label><br> 
    ​<br> 
    ​</form>   
    ​<!­­ 
    <br> 
    <b>Privacy:</b> 
    <br> 
    <form> 
    <input type="radio" name="privacy" id="public" onclick="enableSave();" <?if 
(privacyDefault=="public"){?>checked<?}?>> Rubrics are public by default<br> 
    <input type="radio" name="privacy" id="private" onclick="enableSave();" <?if 
(privacyDefault=="private"){?>checked<?}?>> Rubrics are private by default<br><br> 
    </form> 
   
    ­­­> 
    ​<br> 
    ​<b>​Audio Preferences:​</b> 
    ​<div​ ​class​=​"audioDiv"​>​Custom Feedback: 
      ​<select​ ​class​=​"audioSelect"​ ​id​=​"custom­audio"​ ​onchange​=​"​enableSave​()​"​> 
        <option ​<?​ ​if​ ​(​customAudio ​==​ ​"Audio"​)​ ​{?>​selected​<?}?>​>Audio​</option> 
        <option ​<?​ ​if​ ​(​customAudio ​==​ ​"Text"​)​ ​{?>​selected​<?}?>​>Text​</option> 
      ​</select> 
    ​</div> 
    ​<br> 
    ​<div​ ​class​=​"audioDiv"​>​Explanations: 
      ​<select​ ​class​=​"audioSelect"​ ​id​=​"explanation­audio"​ ​onchange​=​"​enableSave​()​"​> 
        <option ​<?​ ​if​ ​(​explanationAudio ​==​ ​"Audio"​)​ ​{?>​selected​<?}?>​>Audio​</option> 
        <option ​<?​ ​if​ ​(​explanationAudio ​==​ ​"Text"​)​ ​{?>​selected​<?}?>​>Text​</option> 
      ​</select> 
    ​</div> 
   
    ​<br> 
    ​<b>​<?=​translate​(​"Language"​);?>​:​</b> 
    ​<br> 
    ​<select​ ​name​=​"docASSISTLanguage"​ ​id​=​"languageSelection"​ ​onchange​=​"​enableSave​();​"​> 
    <option value="en" ​<?​if 
(​language​==​"en"​){?>​selected​<?}?>​>​<?=​translate​(​"English"​);?>​</option> 
    <option value="es" ​<?​if 
(​language​==​"es"​){?>​selected​<?}?>​>​<?=​translate​(​"Spanish"​);?>​</option> 
    <option value="fr" ​<?​if 
(​language​==​"fr"​){?>​selected​<?}?>​>​<?=​translate​(​"French"​);?>​</option> 
    <option value="ar" ​<?​if 
(​language​==​"ar"​){?>​selected​<?}?>​>​<?=​translate​(​"Arabic"​);?>​</option> 
    ​</select> 
   
    ​<div​ ​class​=​"bottomButtons"​> 
    <input type="button" value="​<?=​translate​(​"Save"​);?>​" class="action" id="SaveButton" 
onclick="saveOptions();" disabled/> 
    <input type="button" value="​<?=​translate​(​"Cancel"​);?>​" 
onclick="showLoading('loading­icon­save'); google.script.host.close();"> 
    ​<img​ ​id​=​"loading­icon­save"​ ​src​=​"https://www.assistments.org/images/indicator.gif" 
class​=​"loading"​ ​hidden​> 
    ​</div> 
   
  ​</body> 
  ​<script​ ​language​=​"javascript"​> 
    ​function​ enableSave​(){ 
        document​.​getElementById​(​"SaveButton"​).​disabled​=​false​; 
    ​} 
   
    ​/**  
  * Shows the loading icon. 
  */ 
 ​function​ showLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​false​; 
 ​} 
  
 ​function​ saveOptions​(){ 
    showLoading​(​"loading­icon"​); 
    ​var​ numbers ​=​ document​.​getElementById​(​"numbers"​).​checked​; 
    ​var​ total ​=​ document​.​getElementById​(​"total"​).​checked​; 
    ​// var public = document.getElementById("public").checked; 
    ​var​ languageSelection ​=​ document​.​getElementById​(​"languageSelection"​); 
    ​var​ languageSelected ​=​ languageSelection​.​options​[​languageSelection​.​selectedIndex​].​value​; 
    ​var​ customAudio ​=​ document​.​getElementById​(​"custom­audio"​).​value​; 
    ​var​ explanationAudio ​=​ document​.​getElementById​(​"explanation­audio"​).​value​; 
   
    google​.​script​.​run 
            ​.​withSuccessHandler​(​function​(){​hideLoading​(​"loading­icon"​); 
google​.​script​.​host​.​close​();}) 
            ​.​withFailureHandler​(​function​(​error​){​hideLoading​(​"loading­icon"​); 
alert​(​error​.​message​)}) 
            ​.​saveOptions​(​numbers​,​ total​,​ customAudio​,​ explanationAudio​,​ languageSelected​); 
//readd public  
   
 ​} 
  
 ​var​ totalChecked​; 
  
 ​function​ disableTotal​(){ 
   ​var​ total ​=​ document​.​getElementById​(​"total"​); 
   total​.​disabled ​=​ ​true​; 
   totalChecked ​=​ total​.​checked​; 
   total​.​checked ​=​ ​false​; 
 ​} 
   
 ​function​ enableTotal​(){ 
   ​var​ total ​=​ document​.​getElementById​(​"total"​); 
   total​.​disabled ​=​ ​false​; 
   total​.​checked ​=​ totalChecked​; 
 ​} 
   
 ​/**  
  * Shows the loading icon. 
  */ 
 ​function​ showLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​false​; 
 ​} 
  
 ​/** 
  * Hides the loading icon 
  */ 
 ​function​ hideLoading​(​id​){ 
   ​var​ icon ​=​ document​.​getElementById​(​id​); 
   icon​.​hidden ​=​ ​true​; 
 ​} 
  
  ​</script> 
</html> 
 
 
 
 
 
 
