The ability to find and count subgraphs of a given network is an important non trivial task with multidisciplinary applicability. Discovering network motifs or computing graphlet signatures are two examples of methodologies that at their core rely precisely on the subgraph counting problem. Here we present the g-trie, a datastructure specifically designed for discovering subgraph frequencies. We produce a tree that encapsulates the structure of the entire graph set, taking advantage of common topologies in the same way a prefix tree takes advantage of common prefixes. This avoids redundancy in the representation of the graphs, thus allowing for both memory and computation time savings. We introduce a specialized canonical labeling designed to highlight common substructures and annotate the g-trie with a set of conditional rules that break symmetries, avoiding repetitions in the computation. We introduce a novel algorithm that takes as input a set of small graphs and is able to efficiently find and count them as induced subgraphs of a larger network. We perform an extensive empirical evaluation of our algorithms, focusing on efficiency and scalability on a set of diversified complex networks. Results show that g-tries are able to clearly outperform previously existing algorithms by at least one order of magnitude.
Introduction
A wide variety of natural and artificial systems can be represented by complex networks (Albert and Barabasi 2002; Newman 2003) . Mining interesting features from these networks is a crucial task with an inherent multidisciplinary impact (da Costa et al. 2007) . One way to analyze a complex network is to use a bottom-up approach, trying first to understand small topological substructures, and how they fit in the global overall behavior. We want to discover patterns of interconnections and understand why they exist and what is their meaning. These patterns can be thought of as subgraphs.
One foundational problem in subgraph mining is the subgraph counting problem, which basically consists in computing subgraph frequencies. Figure 1 illustrates the concept by showing the frequency and occurrences of all induced subgraphs with 3 nodes in a network. This is the core problem that we are trying to solve in this article, and we give a more complete and formal description in Sect. 2.2.
Subgraph frequencies have a great potential for network characterization and have wide applicability. One example is network motifs , a fundamental concept that has been used to uncover structural design principles in networks from many different fields Albert and Albert 2004; Sporns and Kotter 2004; Valverde and Solé 2005) . They are basically subgraphs that appear with a higher frequency than it would be expected in similar random networks. Another example is the comparison of networks using fingerprints based on the graphlet degree distribution (Pržulj 2007) , which implies computing the frequencies of a pre-defined set of small subgraphs.
Computing subgraph frequencies is however computationally hard, being closely related to the subgraph isomorphism problem, which is known to be NP-complete (Cook 1971) . As the size of the subgraphs or networks increases, the time needed to compute the frequencies grows exponentially. This limits the applicability to very small sizes in order to obtain results in a reasonable amount of time. Being able to compute more efficiently would allow us to enlarge these limits and give practitioners of several scientific fields new angles in which to look at the networks in their application areas. Augmenting, even by one, the size of the subgraphs that we are able to count can bring new powerful insights.
Past approaches to subgraph frequency discovery are based on two extreme approaches: either search for all subgraphs of a certain size, or search just for one subgraph at a time. By acknowledging that we are in fact trying to compute the frequency of a certain set of subgraphs, we can look at the problem from a new intermediate angle and take advantage of that, and only look for the subgraphs that interest us. In this article we present the g-trie, a novel general data-structure able to efficiently store a collection of graphs. Its main property is that it identifies common smaller substructures and organizes them hierarchically in a tree. The first consequence is that we are able to compress the topological information given by the collection. This property enables us to create an efficient method capable of finding the frequency of these graphs as subgraphs of another graph. By traversing the tree, we can identify that a set of nodes is already a structural partial match to several possible descendant graphs. This avoids the need to postpone the isomorphism comparison till the end of the computation and also avoids having to start again from the beginning when searching for another graph.
We extend preliminary work (Ribeiro and Silva 2010b) and describe a fast algorithm for creating g-tries that iteratively inserts subgraphs using a specialized canonical labeling procedure, based on a polynomial transformation over the canonization produced by nauty (McKay 1981) , one of the fastest isomorphism tools available. We also detail an efficient g-trie based frequency algorithm. By adding symmetry breaking conditions to the g-trie nodes and by exploiting the common substructure, we avoid redundant work.
We do an extensive and thorough empirical evaluation of the developed algorithms on a large set of representative networks from various fields. We study the details on efficiency and scalability of g-tries creation and its usage for frequency discovery. We also compare its results with the previously existing best algorithms, on a common platform, showing that g-tries consistently outperforms all competing methodologies by at least one order of magnitude. In doing this, we effectively push the limits on the applicability of network motifs, allowing the identification of larger motifs in larger networks.
The remainder of the article is organized as follows. Section 2 establishes a common graph terminology, gives a formal definition of the problem, and reviews previous approaches and related problems. Section 3 describes the g-tries data-structure, including algorithmic details on how to create and use it for counting subgraphs. Section 4 provides results about the experimental evaluation of the data-structures and associated algorithms on a large set of representative networks. Finally, Sect. 5 gives the final comments on the obtained results and concludes the article.
Preliminaries

Graph terminology
In order to establish a coherent graph terminology for this article, this section reviews the main concepts used. A network is modeled with the mathematical object graph, and we will use these two terms interchangeably.
A graph G is composed of a set V (G) of vertices or nodes and a set E(G) of edges or connections. The size of a graph is the number of vertices and is written as |V (G)|. A k-graph is a graph of size k. Every edge is composed of a pair (u, v) of two endpoints in the set of vertices. If the graph is directed, the order of the pair expresses direction, while in undirected graphs there is no direction in edges.
The degree of a node is the number of connections it has to other nodes. In directed nodes, we can also define the indegree and outdegree as, respectively, the number of ingoing and outgoing connections. A graph is classified as simple if it does not contain multiple edges (two or more edges connecting the same pair of nodes) and it does not contain self-loops (an edge connecting a node to itself). In the context of this work, we will be working with simple graphs.
The neighborhood of a vertex u ∈ V (G), denoted as N (u), is composed by the set of vertices v ∈ V (G) such that v and u share an edge. In the context of this article, all vertices are assigned consecutive integer numbers starting from 0. The comparison v < u means that the index of v is lower than that of u. The adjacency matrix of a graph G is denoted as G Ad j , and G Ad j [u] [v] is 1 when (u, v) ∈ E(G) and is 0 otherwise.
A subgraph G k of a graph G is a graph of size k in which V (G k ) ⊆ V (G) and E(G k ) ⊆ E(G). This subgraph is said to be induced if ∀u, v ∈ V (G K ), (u, v 
) ∈ E(G k ) if and only if (u, v) ∈ E(G). The neighborhood of a subgraph G k , denoted by N (G k ) is the union of N (u), ∀u ∈ V (G k ).
Two graphs G and H are said to be isomorphic, denoted as G∼H , if there is a one-to-one mapping between the vertices of both graphs and there is an edge between two vertices of G if and only if their corresponding vertices in H also form an edge.
A match of a graph H in a larger graph G is a set of nodes that induce the respective subgraph H . In other words, it is a subgraph G k of G that is isomorphic to H . The set of isomorphisms of a graph into itself is called the group of automorphisms and is denoted as Aut (G). Two vertices are said to be equivalent when there exists some automorphism that maps one vertex into the other. This equivalence relation partitions the vertices of a graph G into equivalence classes denoted as G E .
A path is a sequence of vertices such that there is an edge connecting any adjacent pair of vertices in the sequence. Two vertices are said to be connected if there is a path between them. A connected graph is a graph in which every pair of nodes is connected. An articulation point is a node from a connected graph that, when removed, disconnects the graph and creates two or more separated subgraphs.
The subgraph counting problem
The main initial motivation for the creation of g-tries was the discovery of network motifs. This terminology was introduced by Milo et al. (2002) , and motifs were informally defined as patterns of inter-connections occurring in complex networks in numbers that are significantly higher than those in similar randomized networks. Note that for the sake of simplicity, the term motifs in the context of this article will refer to network motifs.
This definition means that a motif is a subnetwork which is statistically overrepresented. The key aspect to ensure statistical meaning is to be able to generate a large set of random networks as similar as possible to the original one, so that the intrinsic global and local properties of the network do not determine the motif appearance and that the motif is indeed specific to a particular network. The original proposal was therefore to maintain all single-node properties, namely the in and out degrees. Figure 2 exemplifies the concept. This definition is very general and can be applied equally to directed or undirected networks, or to colored networks, giving origin to colored motifs (Lacroix et al. 2006) . Several variations on the standard definition exist, such as looking for underrepresented subgraphs, known as anti-motifs ), or using different constraints for the similar random networks (Sporns and Kotter 2004) .
The basic premise for finding motifs lies on the ability to compute the frequency of the subgraphs both on the original network and the randomized networks. In order to count the number of occurrences of a subgraph, the standard is to allow overlapping between two occurrences (matches), that is, they can share nodes and edges. This has an associated functional meaning as in, for example, biological applications. It is possible for several different overlapping subgraphs to be active and functioning at the same time with the same motif assuming different functions on each occurrence, as is the case of proteins in PPI networks (Ciriello and Guerra 2008) . Different frequency concepts exist (Schreiber and Schwobbermeyer 2004) associated with the introduction of further constraints, for example not allowing sharing of nodes and edges. This leads to new problems with their own specificities in choosing the "correct matches". The standard definition, which is the most widely adopted, will be used in this article.
In order to discover motifs, one has to compute a subgraph census on the original network, that is, calculate the frequency of all the subgraphs of a certain type. The typical application is to find all subgraphs of a given size k. Afterwards, one needs to compute the frequency of this set of subgraphs on the randomized similar networks, which is generally constituted by several dozens or even hundreds of networks. The bottleneck of the entire motif discovery process is therefore to compute subgraph frequencies, and this is the core computational problem that we are trying to solve, as stated in Definition 1.
Definition 1 (General subgraph counting problem) Given a set of subgraphs S G and a graph G, determine the exact count of all induced occurrences of subgraphs of S G in G. Two occurrences are considered different if they have at least one node or edge that they do not share. Other nodes and edges can overlap.
Related work
We will now give a brief historical overview of the subgraph frequency computation algorithms, in the context of network motifs discovery. The first practical implementation of a sequential backtracking algorithm coincided with the origin of the term, with mfinder . The first improvements appeared 2 years later, with the possibility of trading accuracy for better execution times by sampling subgraphs ). In the same year different frequency concepts were introduced and the algorithms were adapted accordingly (FPF Schreiber and Schwobbermeyer 2004) . In 2005, a breakthrough was reached with the appearance of the first specialized algorithm that could avoid symmetries ( ESU Wernicke 2005 , thus avoiding redundancy in computation. In 2006, the first algorithm able to reach subgraph sizes of two digits appeared, although it succeeded in doing so by twisting a little bit the definition of motifs and only looking for a subset of all possible candidates (NeMoFinder Chen et al. 2006) . In 2007, the capability of searching and counting individual subgraphs was introduced with the intent to avoid doing a complete subgraph census (Grochow and Kellis 2007) . In 2009, two new algorithms appeared, similar in concept and asymptotic behavior to ESU (Kavosh Kashani et al. 2009 ) and Grochow (MODA Omidi et al. 2009 ).
Finally, the concept of g-tries was introduced in Ribeiro and Silva (2010b) . This article differs from that previous work, given that we have expanded and refined the data structure and associated algorithms. For instance we now present a custom canonical labeling for the subgraphs and we introduce a filtering mechanism that reduces the number of symmetry breaking conditions. With this we are more efficient, as demonstrated with a much larger and thorough experimental evaluation, using both directed and undirected networks, and by comparing to three past state-of-art algorithmic competitors.
Related problems
There exists a vast amount of work on graph mining. Particularly, the field of frequent subgraph mining has been very prolific. Although related, this problem, which derives from the frequent itemset problem (Pasquier et al. 1999) , is substantially different because its goal is to find the most frequent subgraphs that appear in a set of graphs, while in the network motifs domain we aim to find the frequency of all subgraphs on a single larger graph.
Frequent subgraph mining has produced algorithms like MOFA (Borgelt and Berthold 2002) , gSpan (Yan and Han 2002) , FFSM (Huan et al. 2003) or Gaston (Nijssen and Kok 2004) . Because of their goal, these algorithms differ substantially in concept and applicability. For instance, they can prune possible infrequent subgraphs based on their frequency, while we need to find the frequency of all possible subgraphs, even if they are infrequent. We should note that some authors use the term motif in the context of this related problem for subgraphs which simply occur frequently, but are not necessarily over-represented (Wang and Parthasarathy 2004; Huan et al. 2006) .
Subgraph search is another related problem, which given a single individual query graph G retrieves all graphs of a database that contain G as their subgraph. This is again different from our problem because we are looking for a set of queried subgraphs (as opposed to just one) on a single graph (as opposed to a set of graphs on a database) and we need to find the frequency of the subgraph (and not just if it appears at all). Given this, the algorithmic techniques used on subgraph search are different and not directly applicable. Index-like structures such as gIndex (Yan et al. 2004) or Lindex (Yuan and Mitra 2011) are built around the database of graphs and are optimized for keeping the database between different queried subgraphs, while g-tries and are built around the subgraphs and are optimized for making the same query to different individual graphs.
G-Tries
Motivation and prefix trees
Previous methods for computing a k-subgraph census follow one of two conceptually extreme approaches (Ribeiro et al. 2009 ). On one side we have the networkcentric methods (like mfinder, ESU and Kavosh), meaning that the algorithm used relies on first enumerating all k-subgraphs, and then finding which ones are isomorphic. The enumeration itself can be very time consuming and afterwards we basically have several instances of the graph isomorphism problem, which is computationally hard (McKay 1981; Köbler et al. 1993 ). These methods must compute a complete census of the respective network, regardless of it being the original or a similar random network. However, the random networks can contain more types of subgraphs than the original one, and we are only interested in knowing the frequency of the subgraphs that do appear in the original network (more than that, the motifs definition implies a certain minimum frequency, and that may imply that even more subgraphs do not need to be considered for the random networks). This means we will be doing a significant proportion of unnecessary work by computing the frequency of subgraphs that are not interesting from the point of view of motifs discovery.
At the other side, we have subgraph-centric methods (like Grochow and MODA) which consist in computing the frequency of a single subgraph each time, by finding isomorphic matchings of that individual subgraph. For discovering motifs we would need to first generate the list of subgraphs we are interested in (for example, all subgraphs of a determined size), and then apply the individual counting, in turn, to all list elements. Each of these instances is at least as hard as the NP-complete subgraph isomorphism problem (Cook 1971) , and therefore also computationally intractable. Moreover, no information is reused from one subgraph to another. For example, two subgraphs that are exactly the same with the exception of a single node, will be computed extensively and separately without taking advantage of that similarity.
The main idea for a new methodology for discovering motifs is therefore to explore the described drawbacks of previous algorithms in order to gain computational efficiency. We wanted an algorithm specialized in finding a set of subgraphs: not necessarily all possible subgraphs, but also not just one single subgraph. This is the core of what motif algorithms are really doing on the random network census computation, which constitutes the bottleneck of the whole motif discovery process.
When dealing with sequences, if we want a data structure that can store a set of a words, that is, a dictionary, we could use the trie data structure, also known as a prefix tree (Fredkin 1960) . Tries make use of common prefixes and they are basically trees, where all descendants of a node have the same common prefix. Algorithmically, tries can be considered an efficient structure, providing linear execution time for verifying if a word of size n is in the set. Basically we can just descend the trie, one letter at a time. In memory terms they also provide big saves when comparing to actually storing all the words, because common prefixes are only stored once, avoiding redundancy.
One of the possible usages of a trie is to discover instances of all the words contained in the trie. When we have a partial match of a word, we know exactly which words can be formed from that particular subsequence. In that sense we do not need to do the redundant work of searching again for the same prefix. More than that, at a certain point, we could know that there is no possible word of a determined size starting with a certain prefix, since there are no descendant nodes, and we could stop the computation on that search branch.
The core idea for the g-trie data structure is to take advantage of these conceptual advantages and apply them in the graphs realm.
G-Tries definition
A trie takes advantage of common prefixes. By analogy, g-tries take advantage of common substructures in a collection of graphs. In the same way two or more strings can share the same prefix, two or more graphs can share a common smaller subgraph. Like tries, g-tries are trees. Each trie node has a single letter and each g-trie node will represent a single graph vertex. Each vertex is characterized by its connections to the respective ancestor nodes. We represent these connections as an array of boolean values (0-1), where 1 means a connection and 0 its absence. The first value of the array represents the connection to the first node, the second value represents the connection to he second node and so on. All of this can be visualized in Fig. 3 .
Note that all graphs with common ancestor tree nodes share common substructures that are characterized precisely by those ancestor nodes. A single path through the tree corresponds to a different single graph. Children of a node correspond to the different graph topologies that can emerge from the same subgraph. Graphs of different sizes can be stored in the same tree if each tree node also signals if it corresponds to the "end" of a graph. All of this is easily applicable to both undirected and directed subgraphs.
We call these kind of trees g-tries, from the etymology "Graph reTRIEval". We now give an informal definition of this abstract data structure. Note that a multiway tree has a variable number of children per node.
Definition 2 (G-Trie) A g-trie is a multiway tree that can store a collection of graphs. Each tree node contains information about a single graph vertex, its corresponding edges to ancestor nodes and a boolean flag indicating if that node is the last In order to avoid further ambiguities, throughout this article we will use the term nodes for the g-trie tree nodes, and vertices for the graph network nodes.
Creating a G-Trie
The first task one must be able to do in order to use g-tries is of course to be able to create one. The following sections will show how we do this.
Iterative insertion
In order to construct a g-trie, we just repeatedly insert one subgraph at a time, starting with an empty tree (just a root node). In each insertion, we traverse the tree and verify if any of the children has the same connections to previous nodes as the graph we are inserting. With each increase in depth we also increase the index of the vertex we are considering. Figure 4 exemplifies this process.
Note that the g-trie root node must be empty since there are two possible direct child nodes: a vertex with or without a connection to itself. In this way, g-tries are also able to accommodate self-loops.
The need for a canonical representation of graphs
Following the described insertion procedure, the insertion is completely defined by the adjacency matrix of the inserted graph. However, there are many different possible adjacency matrices representing the same class of isomorphic graphs. The problem with this is that different matrices will give origin to different g-tries. We could even Gray squares are new g-trie tree nodes after each insertion. White squares are the already existing nodes. Dashed squares correspond to an adjacency matrix implementation, with '1' representing a connection to a previous vertex, and '0' its absence, while the other boxes give a visual representation have two isomorphic graphs having different g-trie representations, leading to different branches of the tree representing the same graph, which would contradict the purpose of the g-trie. In order to avoid that we must use a canonical labeling, to guarantee that isomorphic graphs will always produce the same unique adjacency matrix, and therefore the same set of subgraphs is guaranteed to produce the same g-trie.
There are many possible canonical representations, and the representation used directly, and significantly, impacts the g-trie structure. In order to illustrate this, consider the string formed by the concatenation of all adjacency matrix rows, and call it adjacency string. Any choice of canonical representation will give origin to different adjacency strings. Two possible options of forming a canonical adjacency string would be to consider the lexicographically larger or the lexicographically smaller one for each graph. Figure 5 illustrates the g-tries generated for each of these possible choices for the same set of six 4-graphs. Note the contrast between these two choices, with completely different structures of the g-trie formed. One can clearly observe a variation on the number of g-tries nodes needed and a different balance on the nodes of each size of the g-trie.
If we increase the amount of common ancestor topologies, we decrease the size of the tree and effectively we compress the representation, needing less memory to represent it than when we had the original set of subgraphs (represented by their adjacency matrices). We can measure the amount of compression if we take into account the number of nodes in the tree and the number of vertices in the subgraphs (Eq. 1). By using a tree we do have to spend some auxiliary memory to represent the tree edges, but the total memory needed for the tree structure is very small compared to the actual information stored in the nodes (the graph adjacency matrix) and loses relative weight as we increase the amount of subgraphs and their size. Hence, the real memory bottleneck is in the storage of node values, and Eq. (1) is a good indicator of how much space we save and how much common substructure we identified. As an example, the two g-tries constructed in Fig. 5 have a compression ratio of respectively 58.34 % = 1−10/24 (lexicographically larger) and 45.84 % = 1−13/24 (lexicographically smaller). We can ignore the root, since it uses constant memory space and only exists as a placeholder for the initial children representing the first vertex. A tree with no common topologies would need a node for each graph vertex and would have a 0 % compression ratio.
An efficient custom built canonical form
The lexicographically largest adjacency string seems like a good candidate for the canonical representation and in fact it was the first we experimented. However, it is not the only possible choice, and we will now give the rationale behind our chosen canonization.
In general, a canonical label suitable for our purposes should try to highlight the main characteristic of g-tries, which is the identification of common substructures. Our aim is to create the smallest possible g-trie, that is, the one with the highest compression, or the one which identifies more common topology. This has the immediate effect of reducing the memory needed but at the same time has implications on the actual computation of frequencies. As detailed in the following sections, we will try to produce partial matches of graph nodes along g-trie traversals. This means that at a given point in our search, we know that a certain set of network vertices corresponds to a specific g-trie node. By having less g-trie nodes, we actually decrease the structural matching required.
In order to further improve the efficiency of our search, we need to constrain as much as possible the vertices which are suitable candidates to increase our partial match. For this we take into account that real networks are usually sparse. Given this, we want to produce the labeling which maximizes the number of connections to ancestor vertices. When we are adding a new vertex, it will have to match these connections, and since the network is sparse, the more connections we have, the less candidates will precisely match those needed edges. As an example, consider the extreme case of having a label that produces disconnected subgraphs. It means that a node inside the subgraph will not be connected to any other node. The candidates for this position would be all the vertices not connected to any of the vertices already matched, which would be a really large set given the sparsity of the network. By contrast, if we require connected subgraphs, we guarantee that we can only use the nodes that are neighbors of the partial match. With more connections to ancestor nodes, we potentially reduce even more the suitable vertex candidates.
The lexicographically largest string is not geared specifically towards these desired properties. It is also very time consuming to compute. Therefore, we opted to create our own canonical representation designed to be more efficient to compute and to induce as many constraints as possible for later use when calculating the frequencies. Algorithm 1 describes our method for computing a canonical form, and we call it GTCanon.
Algorithm 1 Converting a graph to a canonical form
current_degree[i] := nr ingoing+outgoing connections of i 5:
for pos : |V (G)| down to 1 do 7:
Choose u min subject to: 8:
• u min is still not labeled and is not an articulation point 9:
• u min has minimum current_degree 10:
• In case of equal min. current_degree, choose u min with min. last_degree 11:
• The first step of GTCanon is to apply any other canonical representation. In our case we use nauty (McKay 1981), a proven and very efficient third-part algorithm (line 2). Then, several lookup tables are initialized with the degrees of every node of the graph. The core of the algorithm is iterative and in each step we select a new node for being labeled at the last available labeling position. The idea is to choose a node that has the minimum amount of connections as possible (lines 9 to 11), guaranteeing that it does not divide the graph in two (line 8) and then label it (line 12) and remove it from the graph. Before the next iteration, the lookup tables with degree information are updated (lines 13 and 14).
By removing a node not densely connected to the rest of the graph, we increase the number of connections in lower labeling positions, and therefore we increase constraining. By not choosing articulation points, we guarantee connectivity in the subgraph. Finally, each time we remove a node, we get a smaller instance of the same problem, having to compute a canonical form of the graph with one less vertex. By using the same criteria on each phase for all graphs, we increase the compressibility. When our criteria does not suffice to chose an unique candidate, the fact that we first used another canonical form guarantees that GTCanon will also be canonical and always return the same labeling for isomorphic graphs.
Note that computing a canonical form is always a computational hard problem because solving it is at least as hard as the isomorphism problem (two graphs are isomorphic if they have the same canonical form). However, GTCanon takes advantage of an efficient third party algorithm, nauty, which is state-of-art, and uses an efficient polynomial algorithm after that computation. Computing the articulation points can be done in linear time O(|V (g)| + |E(G)|) with a simple depth-first search (Tarjan 1971) . Computing and updating the three degree arrays can also be done in linear time. Figure 6 illustrates GTCanon in action and was automatically created using our own code. The results section gives more empirical verification that GTCanon is indeed a good choice for the labeling (see Sect. 4.3). 
Insertion algorithm
With the considerations made in the previous sections we are now ready to detail our algorithm for creating a g-trie. Algorithm 2 details a method to insert a single graph in a g-trie. As said, constructing a complete g-trie from a set of subgraphs can be done by inserting the graphs, one by one, into an initially empty tree. In each g-trie node, in represents the incoming connections, out represents the outgoing connections and isGraph is a boolean value indicating if a stored subgraph ends at that node.
Algorithm 2 Inserting a graph G in a g-trie T
Require: Graph G and G-Trie T Ensure:
c.isGraph = true 7:
for all children c of T do 9:
insertRecursive(M, c, k + 1) 12: return 13:
nc := new g-trie node 14:
nc.isGraph := false 17:
Explaining in more detail, we start by computing the canonical adjacency matrix of the graph being inserted (line 2). Then we recursively traverse the tree, inserting new nodes when necessary, with the procedure insertRecursive(). This is done by going through all possible children of the current node (line 8) and checking if their stored value is equal to the correspondent part of the adjacency matrix (lines 9 and 10). If it is, we just continue recursively with the next vertex (line 11). If not, we create a new child (lines 13 to 16) and continue as before (line 18). When there are no more vertices to process, we stop the recursion (line 5) and set the isGraph variable, indicating the end of the graph (line 6).
Regarding the complexity of the algorithm, insertRecursive() takes O(|V (G)| 2 ), the size of the adjacency matrix. We could reduce this by using for instance an hash table, but as we will see later, the insertion will not be at all the bottleneck of the entire subgraph search algorithm and this procedure, as it is, keeps simplicity and memory usage as low as possible. The whole insertion also needs to calculate the canonical labeling of the graph.
After constructing the g-trie, if we want to retrieve the initial set of graphs a simple depth-first search of the tree will suffice. A path from the root to any given g-trie node at depth k with isGraph set to true, represents a k-graph.
Computing subgraph frequencies
Once the g-trie is built, the next logical step is to create a method for finding instances of the g-trie graphs as subgraphs of another larger network.
An initial approach
Algorithm 3 details a method for finding and counting all occurrences of the g-trie graphs as induced subgraphs of another larger graph. The main idea is to backtrack through all possible subgraphs, and at the same time do the isomorphism tests as we are constructing the candidate subgraphs. We take advantage of common substructures in the sense that at a given time we have a partial isomorphic match for several different candidate subgraphs (all the descendants).
Algorithm 3 Census of subgraphs of T in graph G
Require: Graph G and G-Trie T Ensure: All occurrences of the graphs of T in G 1: procedure gtrieMatch(T, G) 2:
for all children c of T.root do match(c, ∅)
for all children c of T do 8:
else 12:
V ertices := ∅ 16:
V ertices := V ertices ∪ {v} 20:
return V ertices
At any stage, V used represents the currently partial match of graph vertices to a gtrie path. We start with the g-trie root children nodes and call the recursive procedure match() with an initial empty matched set (line 2). The later procedure starts by creating a set of vertices that completely match the current g-trie node (line 4). We then traverse that set (line 5) and recursively try to expand it through all possible tree paths (lines 7 and 8). If the node corresponds to a full subgraph, then we have found an occurrence of that subgraph (line 6). Note that at this time no isomorphic test is needed, since this was implicitly done as we were matching the vertices.
Generating the set of matching vertices is done in the matchingVertices() procedure. The efficiency of the algorithm heavily depends on the above mentioned constraints as they help in reducing the search space. To generate the matching set, we start by creating a set of candidates (V cand ). If we are at a root child, then all graph vertices are viable candidates (line 10). If not, we select from the already matched vertices that are connected to the new vertex (line 12), the one with the smallest neighborhood (line 13), thus reducing the possible candidates to the unused neighbors (line 14). Then, we traverse this set of candidates (line 16), and if one respects all connections to ancestors (lines 17 and 18) we add it to the set of matching vertices (line 20). Since we are using the lexicographically larger representation, the initial nodes will have the maximum possible number of connections. This also helps in constraining the search and reducing the possible matches. Figure 7 exemplifies the flow of the previously described procedure. Note how the subgraph {0, 1, 4} is found twice.
Symmetry breaking conditions
One problem with the gtrieMatch() method described is that we do not avoid subgraph symmetries. If there are automorphisms on a subgraph, then that specific subgraph will be found multiple times. In the example of Fig. 7 , we would not only find {0, 1, 4} but also {0, 4, 1}, {1, 0, 4}, {1, 4, 0}, {4, 0, 1} and {4, 1, 0}. At the end we can divide by the number of automorphisms to obtain the real frequency, but a lot of valuable computation time is wasted.
G-tries need to avoid this kind of redundant computations and find each subgraph only once. In order to achieve that we generate a set of symmetry breaking conditions for each subgraph, similarly to what was done by Grochow and Kellis (2007) . The main idea is to generate a set of conditions of the form a < b, indicating that the vertex in position a should have an index smaller than the vertex in position b. This is illustrated in Fig. 8 .
Although inspiration was taken from Grochow and Kellis (2007) , a slightly different method for generating the conditions is used, which we detail in Algorithm 4. Our algorithm differs from Grochow and Kellis (2007) essentially because of the method by which we choose the candidates for the conditions. Instead of choosing arbitrary nodes inside the same equivalence class, we always choose the smallest possible index, so that any condition of the form a < b implies that a is smaller than b, as you can see in Fig. 9 . This simplifies later the actual application of the conditions, as we will detail in the next section.
Algorithm 4 Symmetry breaking conditions for graph G
Require: Graph G Ensure: Symmetry breaking conditions of G 1: function gtrieConditions(G) 2:
Conditions := ∅ 3:
Aut := setAutomorphisms(G) 4:
add m < v to Conditions 8:
return Conditions
We start by emptying the set of conditions (line 2). We then calculate the set Aut of automorphisms of the graph (line 3), and start adding conditions that when respected will reduce the above mentioned set to the identity map. Note that although calculating automorphisms is thought to be computationally expensive, in practice it was found to we were able to test much bigger subgraphs (with hundreds of nodes) and obtain their respective automorphisms very quickly, in less than 1 s. Thus, this calculation is very far from being a bottleneck in the whole process of generating and using g-tries.
In each iteration, to add a new condition, the algorithm finds the minimum index m corresponding to a vertex that still has at least another equivalent node (line 5). It then adds conditions stating that the vertex in position m should have an index lower than every other equivalent position (lines 6 and 7), which in fact fixes m in its position. We choose the minimum index vertex in order that, when searching, we can know as soon as possible that a certain partial match is not a suitable candidate. Note that lower indexes mean lower depths in the g-trie.
After this, the algorithm reduces Aut by removing the mappings that do not respect the newly added connections, that is, the ones that do not fix m. It repeats this process until there is only the identity left Aut (line 4), and finally returns all the generated conditions (line 9). In the case of the graph of Fig. 8 , this algorithm would create the exact same set of conditions as depicted there. Figure 9 illustrates the symmetry conditions found.
Using the conditions to constraint search
In order to use the symmetry breaking conditions in g-tries, we store the graph symmetry conditions in all the nodes corresponding to its g-trie path. The matching algorithm can then determine if the partial subgraph constructed respects the conditions of at least one possible descendant g-trie node, that is, there is at least one possible subgraph that can still be constructed by expanding the current partial match and still obeys to the symmetry conditions.
Algorithms 5 details how the insertion of the conditions is done. For the sake of understanding, we repeat several lines that are the same as the previous insertion algorithm, and indicate which lines are new. Basically, the only difference is that we now compute the symmetry breaking conditions (line 3) and then we store those conditions along the g-trie path that leads from the root to the final graph node (line 18).
With the symmetry breaking conditions placed in the g-trie nodes, we are now able to search more efficiently for subgraphs. Algorithm 6 details how a census with symmetry breaking is done. The same conventions of the insertion algorithm are followed, T .insertChild(nc)
20:
insertCondRecursive(M, nc, k + 1, C)
NEW FUNCTION HEADER meaning that we repeat lines that were already on the previous census algorithm and we indicate the new lines of code. The basic difference is that we now only accept matchings that respect at least one of the sets of conditions stored, that is, can still correspond to a descendant graph (line 11). Moreover, we detect the minimum possible index for the current node being matched (line 12) and use it to further constraint the generation of candidates (lines 13 and 15). This is easy to find since in all stored conditions a < b the node being matched is always on the b position and therefore the minimum index is one plus the largest index of nodes that must have lower indexes than this new node. If the neighbors of each network node are sorted (which can be done only once before starting the census), we can use this minimum to discover that further smaller neighbors will never be suitable candidates. In the end we must verify that a particular matching respects all symmetry breaking conditions for that subgraph. If the end of the graph is in a g-trie leaf, this step can be skipped, since for sure the conditions are respected. However, if the g-trie node is not a leaf, the search might have arrived there because of the conditions of another descendant subgraph, and therefore the algorithm must assure that the conditions for that particular subgraph are respected. 
else 15:
V ertices := ∅ 
V ertices := V ertices ∪ {v} 23:
return V ertices
The method for choosing the minimum possible index for the current node that still respects the symmetry conditions (label min on line 12) consists in computing, for each set of conditions, the maximum already mapped node that must be smaller than the current node, and then we pick the minimum of these. Illustrating with an example, imagine that we are trying to match a node to position 2, the symmetry conditions are {{0 < 1, 1 < 2}, {0 < 2, 1 < 2}}, and the current matching is V used = {34, 12}, which means that network node number 34 is matched to position 0, and node 12 is matched to position 1. Since we are matching position 2, only the conditions with 2 matter. For the first set this is 1 < 2, which means that the current node must be larger than 12. For the second set, we must take into consideration 0 < 2 and 1 < 2, which means that the node must be simultaneously larger than 34 and 12. We take the maximum, which is 34. Afterwards, we know that the node must be larger than 12 (first set) or larger than 34 (second set), and therefore we take the minimum, and we would have label min := 12. If any set of conditions is empty, than label min := 0, that is, there is no minimum for the index of the node.
With these two symmetry aware algorithms (insertion and census), a subgraph will only be found once. All other possible matchings of the same set of vertices will be broken somewhere in the recursive backtracking. Moreover, since the conditions generation algorithm always create conditions of the minimal indexes still not fixed (line 5 of Algorithm 4), the census algorithm can discover early in the recursion that a condition is being broken, therefore cutting branches of the possible search tree as soon as possible.
Reducing the number of conditions
By using the last two algorithms, we may end up having a large number of symmetry conditions on a single g-trie node, since it can have a very large number of descendants. This can have a severe impact on memory costs and influence the performance, and we should reduce as much as possible this cost. With that in mind, we use four steps to filter and reduce the symmetry conditions.
Step #1 reduces the set of conditions by using the transitive property of the "less" relationship, and in the cases where a < b, a < c and b < c are in the set of conditions, we remove the condition a < c.
Step #2 reduces the conditions to the ones that matter to that particular node. This means that if we are at a certain g-trie depth, conditions in which one of the elements is bigger than the depth are discarded, that is, the conditions that are referring to descendant nodes that are still not matched.
Step #3 discards sets of conditions that are redundant. Since each g-trie node has a group of sets of conditions (one for each descendant graph) and it must assure that at least one of those sets is respected (meaning that that at least one descendant graph is achievable), we search the group for sets that are redundant, in the sense that they include another one, and we remove those sets. One example can be given using the sets of conditions {{0 < 1}, {0 < 1, 1 < 2}}. In this case we can discard the second set since it includes the first set, that is, if a partial graph respects the second set, it would also respect the first set, and therefore the second set is redundant if the algorithm is trying to assure that at least one of the condition sets is respected.
Step #4 is the final one and removes conditions that are already assured. It is applied after having all graphs already inserted in the g-trie, and all other filtering steps are already made. If at any g-trie node there is a specific condition a < b that is included in all of the sets, we can be assured that this condition is certainly respected and all descendant nodes do not need to verify it again. As an example, consider the set {{0 < 1}, {0 < 1, 1 < 2}}. The condition 0 < 1 is in every set and therefore we remove it from all descendant g-trie nodes.
By following the described filtering steps, the resulting g-trie has a much reduced number of stored conditions, which will not only save memory, but will also be more efficient for census computation, as there are less conditions to be verified. Figure 10 shows an example filtered g-trie. With the g-tries algorithms described in this section it is now possible to discover motifs. The main flow of all exact network motifs algorithms is to calculate a census of subgraphs of a determined size k in the original network, then generate a set of similar random networks, followed by the calculation of the census on all of those, in order to assess the significance of the subgraphs present in the original network.
The generation of the random networks themselves (normally done by a Markov chain process Milo et al. 2002 ) is just a very small fraction of the time that the census takes. Computing the census on all random networks is the main bottleneck of the whole process (there can be hundreds of random networks) and g-tries can help precisely in this phase. In order to use g-tries we give two possible approaches: -G-Trie use only-generate all possible graphs of a determined size (for example using McKay's gtools package McKay (1998)), insert them all in a g-trie and then match to the original network. Create a new g-trie only with the subgraphs found, and then match it to the random networks. -Hybrid approach-use another network-centric method to enumerate the subgraphs in the original network, like the efficient ESU algorithm. Create a g-trie only with the subgraphs found, and then apply g-trie matching to the random networks.
In both cases we will only be trying to discover in the random networks the subgraphs that appear in the original network, and not spending execution time trying to find subgraphs that are not interesting from the motifs problem point of view. Also note that g-tries could easily be extended to really find and store all occurrences, instead of simply counting them. More than that, g-tries are general enough to be used for any situation in which we have a set of initial graphs that we need to consider as subgraphs of a larger network.
Experimental evaluation
We did an extensive experimental evaluation of our proposed approach, showing that for all the data sets used our algorithm outperforms all competing algorithms, being from two to three orders of magnitude faster. For all the tests, we used Xeon 5335 processors with 6 GB of RAM. All code 1 was developed in C++ and compiled with gcc 4.1.2. Execution times measure wall clock time, meaning the real time elapsed from the start to the end of the respective computation. The time unit used is the second.
We use a large set of real representative networks from several domains, focusing on getting diversity in topological features and scientific fields. We now describe each of these networks, indicating the source and providing a name for future reference.
-Biological networks:
-ppi: an undirected budding yeast (S. cerevisiae) protein-protein interaction (PPI) network (Bu et al. 2003 Table 1 summarizes the topological features of all these networks. They are shown ordered by increasing number of nodes. All networks are simple unweighted graphs, in accordance with the definition. Some simplifications on the original networks were done as necessary. Self-loops were discarded, multiple edges were transformed in a simple unique edge between the two nodes, and all weights were ignored.
For each network we also provide the average and the maximum number of neighbors per node, since this can provide an insight on how the number of subgraph occurrences grows as its size increases. Generally speaking, the more neighbors a single node has, the more subgraph occurrences it will participate in. Therefore, a larger number of neighbors implies a larger growth ratio on the number of subgraph occurrences.
In order to perform some systematic tests on our algorithms, we also use synthetic networks, artificially generated to present some topological constraints. In particular we will use a benchmark social network proposed by Lancichinetti et al. (2008) , that was originally created with the purpose of evaluating community detection algorithms. It provides undirected or directed networks with features close to a real social network and is fully customizable.
Since we are using a very large set of possible networks, we will not use all of them for every aspect tested. For the sake of simplicity and ease of reading, some sections will only present some representative cases. 
Competing algorithms
We will compare the performance of our algorithm against the main state-of-art algorithms that were designed to compute the same task. mfinder is not used since it is significantly slower, by several orders of magnitude, than all other major algorithms, as it is shown for example in Wernicke (2006) . For instance, we empirically verified that it was more than 1,000× slower than g-tries when computing the 5-subgraph census of the undirected network ppi (an undirected network) and that it was more than 2,000× slower than g-tries when computing the 4-subgraph census of the directed network company.
In order to compare with the network-centric approach, we will use both the ESU and Kavosh algorithms. We use our own implementation of the algorithms, so that the whole code infra-structure is the same with the exception of the algorithm itself, allowing for better and fairer comparison. For example, both ESU and Kavosh use the nauty third-part algorithm for isomorphism calculation, but the author's implementation use different versions of it. In our implementation, we can make sure that this is not the case and the same nauty version is used in both algorithms.
Great care was taken in the implementation of these algorithms, with special emphasis on guaranteeing the best performance possible. We also downloaded, compiled and used as a guide the original source code provided by the authors of ESU (fanmod tool 2 ) and Kavosh, 3 and compared the execution times with our own implementation, to certify that we were not slowing down the algorithms. Both original implementations use C++. Table 2 shows this comparison. The Fanmod tool has a mandatory graphical user interface that is not available at the dedicated cluster we used. Therefore, for this experiment, we used a personal computer with an Intel Core i5-450M processor running at 2.4GHz with 4GB of DDR3 memory. We show the execution times (measured in seconds) for a complete k-subgraph census on four networks, two undirected and two directed, with increasing k.
We can observe that our Kavosh implementation is very similar to the original implementation, with a slight gain. With respect to ESU, our implementation is faster than the original, with an average speedup close to 2×. This gain seems to be even more pronounced in the undirected networks (coauthors and power). Moreover, our own implementation of ESU does not impose strict limits on the motif size, while the original source code is limited to 8 nodes. We also implemented RAND-ESU, the sampling version of this algorithm.
Regarding the subgraph-centric approach we will use Grochow. However, given that Grochow is implemented in Java, we do not show a comparison with our implementation. Generally speaking, Java is considered to be slower than C++ (Kärkkäinen 2008) , although each case may have its particular behaviour. Nevertheless, our own implementation provides a much fairer comparison to the others, in the sense that it is written in the same language and with the same code-infrastructure. MODA is not used for comparison since it has a very high memory cost (it needs to store the actual occurrences of all k-subgraphs). This hinders its applicability, specially when the number of subgraphs found becomes large. Instead, we compare with algorithms that base their computation only on storing subgraph counts, as is the case with g-tries, ESU, Kavosh and Grochow.
G-Tries creation
We will start by evaluating the time it takes to construct a g-trie and its ability to compress the topological information of the original set of graphs.
We first generated all possible simple undirected k-graphs, increasing k, using the nauty tools. We then experimented reading all those graphs from a file and inserting them in an initially empty g-trie. No step was bypassed, such as computing the symmetry breaking conditions, and filtering these conditions in the g-trie. Note that on a real usage case, this could be avoided by pre-computing these conditions, but the intention of this experiment is to show how much time it takes to create a g-trie on the fly. Table 3 shows the results obtained. We took note on the number of graphs, the compression ratio (see Eq. 1), the time it takes to create the g-tries and the average number of subgraphs stored per second. We stop at the first k where the number of different graphs is greater than one million. The smallest k used throughout this section is 3, since those are the simplest subgraphs and considering less would correspond to look for single vertices (k = 1) or for edges (k = 2).
The table shows that the number of k-graphs grows exponentially and, at the same time, the compression also increases, meaning that more common substructure is identified. This is mainly because there are more graphs and therefore more potential for overlapping of structure. For example, all subgraphs will naturally share the same root g-trie ancestor, containing a single node without a connection to itself. Regarding the execution time, we can see that it is initially almost instantaneous, but it grows exponentially with the number of subgraphs. The results show that this approach could become prohibitive as k grows, but it should be noted that the number of graphs would become so large that even the g-trie itself containing all k-graphs would be too big to fit in main memory (for k = 11, the number of different subgraph types would be 1,006,700,565). Note however that g-tries can provide support for larger graphs, provided that we do not need to find all possible k-graphs, but instead we are searching for a specific (smaller) set . We now show the results for creating a g-trie with all directed k-graphs in the same way, stopping again as soon as the number of graphs exceeds one million. The results can be seen in Table 4 .
The results are very similar to what happens with undirected networks, with growing compression and again an exponential growth in the number of graphs and execution time, exposing the same virtues and limitations.
These complete g-tries containing all possible k-graphs can be reused and they could be stored in the file system ready to be uploaded to main memory without really computing them. Tables 5 and 6 show execution times when reading files of g-tries containing all possible k-graphs. Again we show the number of graphs and the ratio of graphs per second. In this experiment we also take note of the size of the file (in bytes) containing the respective g-trie, and the number of bytes per graph.
We can observe that reading the previously computed g-trie from a file is obviously much faster than creating the g-trie on the fly, and the main bottleneck is the file size itself. The number of necessary bytes per graph decreases as k increases since the compression ratio also increases. For motif computation, as discussed before, we will typically find all k-subgraphs of the original network and then populate a g-trie only with those that both appear in the network and are meaningful for motif computation, that is, that appear at least a given minimum of times. This means that in practice we will be inserting a dynamic set of graphs, which is generally just a small percentage of the whole set of possible subgraphs of a determined size, which would mean much smaller creation times. Note that some of the computational costs could be further reduced, for instance by pre-computing the symmetry conditions, avoiding the necessity of computing the automorphisms.
In practice, this means that we can achieve a very fast g-trie creation, with the g-trie creation step not being the bottleneck in the motif computation. In fact, this time will only start to be more meaningful as the number of graphs reaches a number so high that their g-trie representation cannot be stored in main memory. This is the main limitation of the g-trie creation process as it is right now, since all algorithms assume that the g-trie in itself fits in memory.
Given this, for the last experiment in this section, we took note of the total memory spent by a g-trie residing in memory during motif computation, using the valgrind tool (Nethercote and Seward 2007) . Tables 8 and 7 show the amount of memory needed for a g-trie containing all possible k-graphs, as well as the number of stored graphs and the average memory per graph.
We can observe that, as expected, the needed memory grows exponentially with the number of stored graphs. The average memory per graph decreases as k grows because of larger compression ratios. When comparing this with the number of bytes per graph needed to store the g-trie in a file, we can see that the actual memory needed for the computation itself is much larger. Several factors contribute for this, such as the overhead introduced by using C++ objects or the added extra information, like the actual frequencies found.
Effect of canonical labeling
As explained in detail in Sect. 3.3.2, the canonical representation will influence the topology of the g-trie and therefore will have a great impact in the efficiency of the census algorithm. In order to empirically justify our option for the canonical labeling, we show the execution time of a complete k-subgraph census using a g-trie created with four different methods:
-GTCanon: our custom built GTCanon labeling algorithm, as described, that favors in lower levels nodes with more connections to ancestor nodes in the g-trie. -Larger: the lexicographically largest possible adjacency matrix, that will induce high compression in the g-trie. -Random: a deterministic pseudo-random labeling (obtained by fixing the seed) applied after the nauty canonization. We create it by a sequential random choice of a node that is connected to an ancestor node (when possible). This is to ensure minimum efficiency, because a purely random labeling would create many unconnected nodes, for which any unused network node would be a suitable candidate. This would exponentially increase the execution time needed for computing a census, as was explained in Sect. 3.3.2. -Opposite: a labeling algorithm expressing the opposite of GTCanon, that chooses the nodes with less connections for the lower levels of the g-trie. As in the Random labeling case, we ensure connectivity in order to guarantee minimum efficiency. Table 9 shows the results obtained for two networks, one directed and one undirected, for a representative set of sizes k so that the computation is not instantaneous but at the same time small enough so that even the slowest labeling method takes only a few minutes. We computed the census by using a g-trie with all possible k-subgraphs.
We can observe that our chosen strategy has the best behaviour (smaller execution times) for every pair of network and subgraph size, both in undirected and directed cases.
The lexicographically largest adjacency matrix (larger), which is more costly to compute, produces higher compression in the g-tries, but this does not have a proportional impact in lowering the execution time. Indeed, a greater compression ratio is desirable, but in itself it does not guarantee better performance and the GTCanon labeling takes advantage of the fact that we know the census algorithm and therefore can optimize it for discovering, as soon as possible, that a set of nodes will not match to a subgraph. The random labeling shows that the compression ratio and census efficiency cannot be assumed, and thus efficiency must be obtained by choosing an appropriate labeling. Finally, opposite, the reverse of our chosen strategy, is even worst than the random case, further substantiating the claim that our labeling choice has a positive effect on the efficiency of the census.
Effect of symmetry breaking conditions
If we did not use the symmetry breaking conditions detailed in Sect. 3.4.2, all automorphisms of each subgraph isomorphic class would be found and the census would be substantially slower. Our filtering of symmetry conditions, as previously explained, reduces the memory needed for storing the g-trie, and improves the execution times. Table 10 shows execution times for a k-census on the same two networks used in the previous section, with a g-trie with all k-subgraphs, varying the symmetry breaking conditions used:
-Normal: our standard use of symmetry breaking conditions. -No filtering: symmetry breaking conditions are used, but we do not minimize their number by following the 4 filtering steps described on Sect. 3.4.4. -No conditions: No symmetry breaking conditions are used at all.
As expected, not using any conditions slows the algorithm. Not filtering also slows down, albeit by a smaller margin. However, for bigger g-tries, the amount of unfiltered symmetry conditions starts to be so large that the algorithm becomes even slower than the g-trie without any conditions (see k = 9 for circuit). This showcases the need for reducing the number of conditions and the validity of our filtering process.
Asymptotic behavior
We will now have a look at the empirical asymptotic behavior of the g-trie census algorithm as the size of both the networks and subgraphs grows.
For testing network growth, we will use the described synthetic social benchmark network, as it allows us to slowly grow network size n while preserving the same topological characteristics. As before, we will be computing k-census with g-tries containing all possible subgraphs. The network is customized with the following parameters: average degree 20; minimum community size 20, maximum community size 50, mixing parameter 0.1 (for more information on these see Lancichinetti et al. 2008 and the networks generation source code Readme file 4 ). Figure 11 shows the execution time for computing a full k-subgraph census by using a g-trie with all possible k-subgraphs. We vary the size from 500 to 10,000 nodes, with increments of 500 nodes and we use both undirected and directed versions of the network. We opted for choosing k, the subgraph size, so that the execution times are within one minute. For better legibility, both graphs use the same scale, but one should note that in the case of the undirected network we are computing subgraphs of size 5, and in the directed network subgraphs of size 4.
We can see that the execution time appears to have a linear relation to the network size, for this particular network. Remember that g-tries (and for that matter all other current major motif detection algorithms) must explicitly pass in every subgraph occurrence in order to have an exhaustive perfect count. Taking this into account, a more telling statistic is to check the subgraph discovery ratio, that is, the number of occurrences found per second. A constant value would be the desirable situation, since the algorithm (such as the others) is by now limited by design to those occurrences. Figure 12 illustrates the subgraph discovery ratio for the same experiment.
We can see that our algorithm is able to maintain a steady flow on the number of subgraphs found per second, without losing much performance as the network size grows. Note however that the ratio is different in the two cases, since it is quite different to look for directed or undirected subgraphs, and their size is different.
In general, two different networks will induce different discovery ratios, as this depends heavily on the topology of the network itself. For example, a network with dense regions would be more prone to a bigger ratio, with many subgraphs packed together, increasing the amount of common topologies that the g-trie can take advantage of. However, at the same time, it would have more subgraph occurrences, increasing the total execution time. Tables 11 and 12 give a more practical view of this effect, by showing the subgraph ratio for different networks on subgraphs of the same size, when again computing a census with a complete g-trie. Note the differences, but also note the magnitude of the ratio, that stays between 10 6 and 10 7 . This does not mean however that, for every network, g-tries subgraph discovery ratio will stay within this margin. In what concerns the execution time behaviour when we increase the size of the motifs for the same network, what generally happens is that we have a subgraph discovery ratio that very slowly starts degrading as the size increases, but keeping the same magnitude.
G-Tries comparison with other algorithms
We now provide a thorough comparison of g-tries, with other competing algorithms, namely ESU, Grochow and Kavosh, as explained in Sect. 4.1.
For the first set of tests we will fully enumerate all k-subgraphs present in the original network, doing the equivalent to the first step of any motif discovery process. In the case of network-centric algorithms (ESU and Kavosh), this is simply running them. In the case of the subgraph-centric algorithms (Grochow), we queried all possible k-subgraphs, in the same way we used g-tries with all those subgraphs inserted.
In order to give a broad overview of how g-tries consistently outperform every other major motif algorithm, we used for comparison the entire set of 12 real complex networks. For each one of them we did a k-census, increasing k one by one starting with 3. In order to produce readable tables, we stopped when the slowest algorithm would take more than 5 hours to run and took note of the execution times and of the relative speedup of g-tries versus the other algorithms.
Tables 13 and 14 present the results obtained for the undirected and directed networks, respectively. All methods are identified by the first three letters of their name (GTR for g-tries, ESU, KAV for Kavosh and GRO for Grochow). Every experiment was executed at least three times and average execution times were recorded.
The main fact to notice is that there is not a single case where g-tries performs worst than other method, which showcases the efficiency of our algorithm. G-Tries clearly outperform the other algorithms in all the complex networks used. Specific speedups obtained can vary from method to method and from network to network, but g-tries consistently perform better. The exact speedup obtained is related to the amount of common substructure in different occurrences of subgraphs in the networks, which depends on the topology of the original network. For all the networks, the speedup is at least very close to an order of magnitude faster. If we consider the last computed subgraph size, there is only one network (company) where our algorithm is less than 10 times faster than all the other algorithms, and even so it is 8.8 times faster than the closest competitor. In the other cases it is much faster, like in the case of circuit or neural, where it is more than 40 times faster than all other approaches. Note also that the speedups have the general tendency of growing as the subgraph size increases, meaning that g-tries appear to scale a little better than the other algorithms. The only case were this is clearly not the case is company. Analyzing its topology, we can see that it is specially sparse (among all networks used, it is the one with the least average number) and, more than that, it has an almost tree-like structure, that decreases the amount of common substructure between different subgraph occurrences, and the quantity of different subgraph isomorphic classes. Regarding this experiment, one can observe that the behaviour of the networkcentric methods (ESU and Kavosh) is very similar to each other, with only a marginal difference. Grochow, on the other hand, performs differently, having difficulties when the number of subgraph classes increases. This is also a problem with our approach, since increasing k will likely make the g-trie too big to fit in memory. However, remember that this last experiment pertained to the computation of the full k-census in the original network. As shown in Sect. 3.5, we can opt for a hybrid approach and use a network-centric method on the original network, and only after that populate the g-trie with the found classes of subgraphs, which typically will be a much smaller percentage of the whole set of possible subgraphs.
Moreover, in the current motif discovery flow, the real bottleneck comes after the first census, that is, when the frequencies must be computed for the ensemble of similar random networks. Since the size of this set is normally large (one hundred is a typical minimum use case) and since the random networks have the same number of nodes and edges of the original network, the time spent on this step of the computation takes precedence over everything else. It is therefore important to test the algorithms on randomized networks generated in this way.
In order to do this test, we applied a random Markov-Chain process like it was done in Milo et al. (2002) , with 3 swaps per edge and computed the census of all subgraphs that appeared on the original network. Note that the motif definition allows one to specify the minimum frequency that a subgraph must have in order to be considered a motif. In a real use case we can discard some subgraphs that are below this threshold and not count them on the randomized networks. However, for the sake of a more complete experiment, here we consider that this threshold is zero, meaning that every subgraph class that appears at least once in the original network is considered.
We use the same randomized networks in all algorithms, obtained by using the same pseudo-random number generation seed. For network-centric methods, the only option is to do an exhaustive census. For subgraph-centric methods capable of querying a single subgraph, namely Grochow, we only queried the pertinent subgraphs. For the g-tries, we created a g-trie precisely with the subgraphs for which we want to know the frequency in the random networks. We produced the same type of data as we had for the original network, but this time we ran the algorithms on 25 different random networks.
Considering that in a real use case, normally a minimum number of 100 random networks is used, we stopped when the average time per random network meant that computing the census in a set of 100 randomized networks with the slowest algorithm for that case would take more than 10 hours. In other words, the average execution time per randomized network must be smaller than 360 seconds. In the cases where this means that there would only be results for 3-subgraphs, we also report results on 4-subgraphs. Tables 15 and 16 show the obtained average execution time for each similar randomized network, and the average speedup of g-tries against the other approaches. The standard deviation for the time spent in each randomized network, not shown in the table for the sake of legibility, is always smaller than 25 % of the average, meaning that this average is a good indicator and that the time needed per randomized network does not suffer large variations.
First, observe that the computation time for a single randomized network tends to be larger than the time to compute the census in the original network. This is caused by the fact that randomization creates a network with more subgraph occurrences to be found, due to a more chaotic structure. Nevertheless, g-tries again consistently outperform all other algorithms, being substantially faster for every network and for every subgraph size. Moreover, the speedups versus the network centric methods are generally even better, partially due to the fact that we are now using smaller g-tries, populated with only the relevant subgraphs, instead of all possible subgraphs of that size. Observing the speedup against all other algorithms on the last subgraph sizes computed in each network, we can see that it is always larger than 10× for all networks, and even larger than 20× for 8 out of the 12 networks. Also note that, again, the speedups show a tendency to increase as the subgraph size is incremented, even for the company case, because we are keeping the degree sequence, but not enforcing a tree-like structure. All of this points to even further gains for larger sizes. Combining the observations on the original network with the observations on the randomized networks, we can estimate the time needed for discovering motifs, that will be essentially dominated by the time spent in the large set of similar networks. The result is a new much faster algorithm for motif detection. Table 17 shows the average speedup obtained with g-tries when compared against the three other competing algorithms. We used as a basis the results of the last two tables (execution time for a census in the randomized networks) and computed the average speedup per network, giving the same weight to each network in the calculation of the global average. We show the g-tries speedup against each method category (network-centric: ESU and Kavosh; and subgraph-centric: Grochow) and subgraph type (undirected and directed). We also show this average speedup when considering all the subgraph sizes computed and also when only considering the last subgraph size computed for each network, which corresponds to larger execution times. Globally, g-tries are 30.1 times faster, on average, than its competing algorithms. The speedup is more pronounced on undirected subgraphs (37.2×) than on directed ones (23.0×). The speedup is also larger, on average, against subgraph-centric methods (34.4×) than against the network-centric methods (28.6×). This last observation is inverted in the case of directed subgraphs, where the speedup of network-centric methods (23.8×) is larger than the subgraph-centric one (21.5×).
If we just take into account the last subgraph size computed for each network (which factors bigger sizes, more subgraph occurrences, and larger execution times), the results are similar but the speedup obtained is even larger, with a global average speedup of 44.3× against the competing algorithms.
Conclusions
This article describes g-tries, a novel data-structure created for storing and finding subgraphs. Inspired by prefix trees, g-tries store the subgraphs in a multiway tree that encapsulates information about common substructure, with related subgraphs being stored in common branches. We detailed fast algorithms for creating g-tries, using a customized canonical labeling procedure, and for computing the frequencies of the graphs stored in the g-trie as subgraph instances of another larger network. We described how we use symmetry breaking conditions in conjunction with the common topologies of the stored subgraphs in order to devise an efficient non-redundant methodology. We also empirically evaluated our algorithm on a large set of representative networks, analyzing in detail the efficiency and scalability of our approach. We have shown that g-tries can consistently outperform the previous best methods, thus pushing the limits in the applicability of subgraph frequency discovery.
Taking advantage of the tree based nature of g-tries, we could also use a sampling methodology capable of trading accuracy for even faster execution times, further improving the potential of the developed data-structure, and we have already started to work in this direction (Ribeiro and Silva 2010a) .
A main current limitation of our methodology is that presently it assumes that the entire network will be available in main memory. This also affects the other existing algorithms. It is our intention to further develop our methods and provide support to very large scale networks (such as the twitter interaction network collected by Cha et al. (2010) with almost 55 million nodes and 2 billion connections). We have already some preliminary work done on the parallelization of g-tries algorithms .
