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Sestavite in opǐsite algoritem za izračun lambda izrazov, ki je primeren za
implementacijo na FPGA vezju. Kot testno implementacijo izdelajte navide-
zni stroj, ki temelji na opisanem algoritmu, in preverite delovanje algoritma
na testnih primerih.

Zahvaljujem se mentorju doc. dr. Boštjanu Slivniku za pomoč in nasvete
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Naslov: Algoritem za izračun lambda izrazov na FPGA vezju
Avtor: Lovro Habjan
Diplomsko delo predstavi algoritem za izračun oziroma poenostavitev po-
ljubnih lambda izrazov, ki je primeren za implementacijo z FPGA vezjem.
Diplomsko delo najprej predstavi teorijo lambda računa, predstavitev lambda
izraza v pomnilniku in splošni algoritem za izračun lambda izrazov. Rezultat
diplomske naloge je algoritem, zasnovan kot deterministični končni avtomat,
ki za svoje delovanje uporablja nabor registrov, sklad in pomnilnik in lahko
izračuna poljuben lambda izraz. Ker je algoritem zasnovan kot determini-
stični končni avtomat, je primeren za implementacijo z FPGA vezjem. Im-
plementiran je v programskem jeziku C in omogoča testiranje in beleženje
podatkov o izvajanju.




Title: Algorithm for reducing lambda expressions on FPGA circuit
Author: Lovro Habjan
The diploma thesis presents an algorithm for solving an arbitrary lambda
expression that is possible to implement with an FPGA circuit. The diploma
thesis covers the theory of the lambda calculus, memory representation of a
lambda expression and a general algorithm for solving lambda expressions.
The result of the diploma thesis is an algorithm, designed as a deterministic
finite automaton, which uses a set of registers, a stack and memory to solve
any lambda expression. Because the algorithm is designed as a deterministic
finite automaton, it can be easily implemented with an FPGA circuit. The
algorithm is implemented in the C programming langugage and supports
testing and measuring runtime data.





V prvi polovici 20. stoletja se je zgodil velik razvoj na področju matematike
in izračunljivosti. Alonzo Church je v 30. letih 20. stoletja razvil lambda
račun in dokazal, da lahko z njim izračunamo vse, kar se izračunati da [6].
Lambda račun je dal podlago razvoju funkcijskih programskih jezikov zaradi
svojih lastnosti in preproste sintakse. Ločimo lene in stroge funkcijske je-
zike, ki se razlikujejo po načinu računanja izrazov. Strogi funkcijski jeziki so
bližje imperativnim jezikom, saj argumente funkcije izračunajo pred izvedbo
aplikacije funkcije. Leni programski jeziki v nasprotju argumente izračunajo
le takrat, ko jih potrebujejo [3]. Predstavniki strogih funkcijskih jezikov so
SML, OCaml in Scala, predstavniki lenih funkcijskih jezikov pa so Haskell,
Miranda in Clean.
Istočasno z razvojem lambda računa je Alan Turing razvil Turingov stroj
[12] in dokazal, da sta Turingov stroj in lambda račun ekvivalentna [13].
Zaradi lahke implementacije je ideja Turingovega stroja zaživela z razvojem
von Neumannove arhitekture, okoli katere so se razvili splošno namenski
računalniki. Rezultat tega je bilo tudi imperativno programiranje, katerega
največji predstavnik je programski jezik C [1].
Kljub temu, da sta lambda račun in Turingov stroj ekvivalentna, se med
seboj zelo razlikujeta. Zaradi tega obstaja veliko razlik med funkcijskimi
in imperativnimi programskimi jeziki. Imperativni jeziki se ukvarjajo pred-
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vsem s spremembo stanj, medtem ko se funkcijski jeziki ukvarjajo z vhodom
in izhodom funkcij. Kljub temu se vsi programi na koncu izvajajo na proce-
sorjih, ki so zasnovani po principu Turingovega stroja. Prevajanje funkcijskih
programskih jezikov, predvsem lenih, je zato zahtevno, saj mora prevajalnik
povezati po zasnovi tuje ideje.
Diplomska naloga se ukvarja z rešitvijo tega problema, saj je njen glavni
cilj zasnovati algoritem, ki rešuje izraze, zapisane v lambda računu, ki je
idejno blizu funkcijskim programskim jezikom. Algoritem bi bil implemen-
tiran z FPGA vezjem, kar bi nam omogočilo, da na algoritem gledamo kot
na logično enoto, ki jo lahko uporabimo v večjem vezju. V diplomski nalogi
tako opǐsemo postopek reševanja lambda izrazov in zgradbo algoritma, ki je
primeren za implementacijo z FPGA vezjem.
Nekaj računalnikov, ki delujejo po principu lambda računa obstaja [4], a
po naših podatkih implementacija z FPGA vezjem ne obstaja. Taka imple-
mentacija bi omogočala razvoj samostojnega procesorja ali uporabo proce-




Najprej bomo na kratko predstavili osnove lamda računa za potrebe razume-
vanja jezika in problemov pri reševanju izrazov, zapisanih v lambda računu.
To poglavje je povzeto po 1. poglavju knjige The Implementation of Functi-
onal Programming Languages [9]. Za točen opis lambda računa, teoretično
podlago, definicije in dokaze je na voljo knjiga The Lambda Calculus - Its
Syntax and Semantics [2].
Lambda račun je model računanja, za katerega je Alonzo Church postavil
hipotezo, da je dovolj močan, da z njim opǐsemo vso formalno računanje.
Model sestavljajo (lambda) izrazi in pravila za pretvarjanje izrazov.
2.1 Sintaksa
2.1.1 Abstraktna sintaksa
Abstraktna sintaksa lambda računa je sledeča:
<izraz> :: = <konstanta> vgrajena konstanta
| <spremenljivka> spremenljivka
| <izraz> <izraz> aplikacija funkcije
| λ <spremenljivka> . <izraz> λ-abstrakcija
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Lambda račun je pisan v prefiksni obliki, kar pomeni, da je funkcija za-
pisana pred svojimi argumenti. Zapis izraza 3 + 4 je sledeč:
+ 3 4
Zapis funkcije f(x) = x+ 4 je z lambda računom predstavljen kot
(λx . + x 4),
zapis aplikacije funkcije f(5) pa je predstavljen kot
(λx . + x 4) 5
Zapis funkcije in aplikacija funkcije sta podrobneje opisana v razdelkih
2.1.3 in 2.1.4.
2.1.2 Konstante in vgrajene funkcije
V osnovi lambda račun nima vgrajenih funkcij in konstant (vse se lahko
izrazi s pomočjo funkcij), a zaradi enostavnosti uporabe z njimi razširimo
čisti lambda račun. Poleg celoštevilskih konstant so (običajno) dodane arit-
metične funkcije, pogojna funkcija in funkcije za manipulacijo seznamov.
2.1.3 λ-abstrakcija
λ-abstrakcija je izraz, ki predstavlja anonimno funkcijo. Njena notacija je
oblike
(λ x . + x 1)
kjer λ predstavlja funkcijo, x predstavlja formalni parameter, pika pa ločuje
formalni parameter od telesa funkcije. Vse desno od pike je telo funkcije in
je izraz (v tem primeru je to izraz (+ x 1)).




Aplikacija funkcije je predstavljena z notacijo:
f x
kjer uporabimo funkcijo f na argumentu x. Za aplikacijo funkcije z večimi
argumenti uporabimo metodo currying, kjer funkcijo f(x,y) predstavimo kot:
((f x) y)
Zapis pomeni, da apliciramo funkcijo f na argumentu x, rezultat te opera-
cije pa apliciramo na argumentu y. V lambda računu je rezultat funkcije
lahko (delno aplicirana) funkcija, zato lahko vsako funkcijo predstavimo kot
funkcijo, ki sprejme le en argument.
2.2 Operativna semantika
2.2.1 Proste in vezane spremenljivke
Vse spremenljivke v lambda računu so definirane lokalno. V funkciji (λx.x)
je spremenljivka x vezana, saj pred spremenljivko nastopa λx. Če se pred
spremenljivko x ne nahaja λx, je spremenljivka prosta. V izrazu
(λx . x)(λy . y x)
je spremenljivka x v levem podizrazu vezana na prvo λ. V drugem podizrazu
je spremenljivka y vezana na drugo λ in spremenljivka x je prosta. Druga
spremenljivka x je neodvisna od prve spremenljivke x.
Poglejmo si še en primer. V izrazu
(λx . + (λx . + x 3) x)
je notranja spremenljivka x vezana na notranjo λ-abstrakcijo, zunanja spre-
menljivka x pa je vezana na zunanjo λ-abstrakcijo.
Formalno je spremenljivka x prosta, če velja eden od treh primerov:
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• x je prost v izrazu x;
• x je prost v izrazu λy.E, če velja x 6= y in je x prost v izrazu E;
• x je prost v izrazu E1E2, če je prost v izrazu E1 ali v izrazu E2.
Formalno je spremenljivka x vezana, če velja eden od dveh primerov:
• x je vezan v izrazu λy.E, če velja x = y in je x prost v izrazu E, ali če
je x vezan v izrazu E;
• x je vezan v izrazu E1E2, če je vezan v izrazu E1 ali v izrazu E2.
2.2.2 β-redukcija
Če λ-abstrakciji podamo argument, moramo podati pravilo aplikacije funk-
cije. Temu pravilu pravimo β-redukcija. Rezultat aplikacije λ-abstrakcije
na argumentu je instanca telesa λ-abstrakcije, kjer se vse pojavitve prostega
formalnega parametra zamenjajo z argumentom.
Če imamo aplikacijo λ-abstrakcije (λx . + x 3) na argumentu 5, dobimo
rezultat (+ 5 3). β-redukcijo označimo s puščico ’→’. Primer:
(λx . + x 3) 5 → + 5 3
β-redukcija je osnovna operacija, v kateri proste spremenljivke zame-
njamo z izrazi. Pri tem moramo upoštevati, da proste spremenljivke s sub-
stitucijo ne smejo postati vezane. V tem primeru moramo spremenljivke prej
preimenovati. V primeru
(λx . + x (λx . * x x) ) 5 → + 5 (λx . * x x)




α-pretvorba je operacija, s katero preimenujemo formalni parameter λ-abs-
trakcije. λ-abstrakciji
λx . + x 1
in
λy . + y 1
sta ekvivalentni, zato lahko zamenjamo ime formalnega parametra.
(λx . + x 1) ↔α (λy . + y 1)
Novo ime spremenljivke ne sme nastopati kot prosta spremenljivka v pr-
votnem izrazu.
2.2.4 η-pretvorba
Z η-pretvorbo se znebimo nepotrebnih uporab spremenljivk. Če primerjamo
izraza
(λx . + 1 x)
in
(+ 1),
vidimo, da se obnašata enako, če jima podamo argument. η-pretvorba nam
izraža njuno ekvivalenco:
(λx . + 1 x) ↔η (+ 1)
Splošno opǐsemo η-pretvorbo s pravilom:
(λx . F x) ↔η F
kjer x ni prost v F in F predstavlja funkcijo.
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2.2.5 δ-pretvorba
δ-pretvorba predstavlja računanje vgrajenih funkcij. Če pogledamo izraz (*
3 4), se ta po pravilih množenja pretvori v (* 3 4)
δ−→ 12.
Primer vgrajene funkcije IF, kjer glede na vrednost prvega argumenta
vrnemo drugi (prvi argument ni enak 0) ali tretji argument (prvi argument
je enak 0): (IF 1 (+ 3 4) (* 1 2))
δ−→ (+ 3 4)
2.3 Vrstni red redukcij
Z opisanimi operacijami reduciramo izraz. Če nek izraz lahko reduciramo,
mu rečemo reduciranec. Če izraz ne vsebuje reducirancev, je izraz v normalni
obliki in izračun je končan.
Vsi izrazi nimajo normalne oblike, primer:
(λx . x x) (λx . x x) → (λx . x x) (λx . x x)
Če izraz vsebuje več kot en reduciranec, se moramo odločiti, kateri redu-
ciranec bomo najprej reducirali. Izbira je pomembna, saj nekatera zaporedja
redukcij ne pripeljejo izraza v normalno obliko. Primer:
(λx . 3) ((λx . x x) (λx . x x))
Če najprej reduicramo aplikacijo funkcije (λx . 3), dobimo rezultat 3, če pa
vedno najprej reduciramo argument ((λx . x x) (λx . x x)), ne bomo nikoli
končali izvajanja.
2.3.1 Normalno zaporedje redukcij
Normalno zaporedje redukcij določa, da mora biti vsakič reduciran najbolj
levi najbolj zunanji reduciranec.
Prvi Church-Rosserjev izrek nam zagotavlja, da različna zaporedja reduk-
cij ne morejo pripeljati do različnih normalni oblik:
Če E1 ↔ E2 potem obstaja izraz E, kjer:
E1 → E in E2 → E
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To pomeni, da vsa zaporedja redukcij, ki se končajo, pripeljejo do istega
rezultata.
Drugi Church-Rosserjev izrek nam zagotavlja, da obstaja največ en možen
rezultat in da ga bo normalno zaporedje redukcij našlo, če obstaja:
Če velja E1 → E2 in je E2 v normalni obliki, potem obstaja normalno
zaporedje redukcij iz E1 v E2.
2.3.2 Šibka glavna normalna oblika
Izraz je v šibki glavni normalni obliki (ŠGNO), kadar ne obstajajo reduciranci
na najvǐsjem nivoju. To pomeni, da lahko funkcija vsebuje reducirance v
telesu, a je že v ŠGNO, če nima podanega argumenta. Konstante, celice
seznama in funkcije s pomanjkljivim številom argumentov so v ŠGNO. Nekaj
primerov:
3
+ (- 3 4)
(λx . + 5 1)
V prvem primeru imamo konstanto, ki je tako v normalni obliki kot v ŠGNO.
V drugem primeru vgrajeni funkciji manjka argument, zato je v ŠGNO, a ni
v normalni obliki. V tretjem primeru funkciji prav tako manjka argument,
zato je v ŠGNO, a ne v normalni obliki.
2.4 Rekurzivne funkcije
Rekurzivne funkcije je možno izraziti z lambda računom. Če napǐsemo re-
kurzivno definicijo faktorijela:
FAC = (λn . IF (= n 0) 1 (* n (FAC (- n 1))))
in jo prepǐsemo v obliko
FAC = (λfac . λn . IF (= n 0) 1 (* n (fac (- n 1)))) FAC
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lahko λ-abstrakcijo označimo s H. Definicija je zdaj oblike
FAC = H FAC
FAC je fiksna točka funkcije H. Uvedemo funkcijo Y, ki kot argument vzame
funkcijo in kot rezultat vrne njeno najmanǰso fiksno točko.
Y H = H (Y H)
Funkciji Y rečemo kombinator fiksnih točk in jo lahko definiramo z λ-abstra-
kcijo:
Y = (λh . (λx h (x x)) (λx . h (x x)))
Implementacija funkcije Y z λ-abstrakcijo je neučinkovita, zato funkcijo
Y implementiramo kot vgrajeno funkcijo, ki se reducira po pravilu:
Y H → H (Y H)
2.5 Denotacijska semantika
Denotacijska semantika se ukvarja z matematičnim pomenom izrazov [3]. Za
globje razumevanje denotacijske semantike je na voljo [11].
Vsakemu izrazu (sintaktični objekt) moramo prirediti vrednost (abstrak-




EvalJ + 3 4 K = 7
Kar pomeni, da je vrednost izraza (+ 3 4) enak številski vrednosti 7. Izraz
v oglatih oklepajih predstavlja sintaktični objekt.
Funkcija Eval sprejme dodaten argument ρ, ki predstavlja funkcijo, ki
imenu spremenljivke priredi njeno vrednost. Argument predstavlja izvajalno
okolje oziroma kontekst izvajanja.
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2.5.1 Simbol ⊥
V primeru, da nek izraz ne doseže normalne oblike (njegov izračun se nikoli
ne konča), uporabimo simbol ⊥.
EvalJ< izraz brez normalne oblike>K = ⊥
2.5.2 Denotacijska semantika lambda računa
Vrednost spremenljivke je enaka vrednosti spremenljivke glede na izvajalno
okolje:
EvalJxK ρ = ρ x
Vrednost aplikacije funkcije (E1 E2) je enaka aplikaciji vrednosti izraza
E1 vrednosti izraza E2:
EvalJE1 E2K ρ = (EvalJE1K ρ) (EvalJE2K ρ)
Vrednost aplikacije λ-abstrakcije na argumentu je enaka vrednosti telesa
λ-abstrakcije, kjer je formalni parameter vezan na argument:
EvalJλx . EK ρ a = EvalJEK ρ[x = a]
Pri tem zapis ρ[x = a] pomeni, da je funkcija ρ razširjena z informacijo, da
ima spremenljivka x vrednost a.
Vrednost konstant je trivialna, večjo pomembnost pa nosijo vrednosti
vgrajenih funkcij, saj se lahko specifikacije razlikujejo.
2.5.3 Strogost, lenost
Funkcija je stroga, če nedvomno potrebuje vrednost svojega argumenta. Če
funkcija potrebuje vrednost argumenta in se izračun argumenta ne bo ustavil,
se tudi aplikacija funkcije argumentu ne bo ustavila. Formalno:
Funkcija je stroga, če:
f ⊥ = ⊥
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Definicijo lahko razširimo na funkcijo z več argumenti:
g a ⊥ c = ⊥
Če funkcija ni stroga, je lena.
Primer stroge funkcije predstavlja seštevanje. Seštevanje je stroga funk-
cija, saj v vsakem primeru potrebuje vrednost obeh argumentov, da se lahko
izvede. Če pogledamo primer (+ 3 4), potrebuje funkcija tako vrednost 3
kot vrednost 4. To pomeni, da je funkcija neizračunljiva, če je neizračunljiv
katerikoli od njenih argumentov. Primeri so (+ 3 ⊥) → ⊥, (+ ⊥ 4) → ⊥ in
(+ ⊥ ⊥) → ⊥.
Primer lene funkcije predstavlja pogojna funkcija IF. Pogojna funkcija
je stroga le v prvem argumentu, saj ta določa, kateri argument je rezultat
funkcije. Primera sta (IF 0 (+ 3 4) (- 1 2)) → (- 1 2) in (IF 1 (+ 3 4) (- 1
2)) → (+ 3 4). Če je drugi ali tretji argument neizračunljiv, je funkcija še
vedno lahko izračunljiva. Primera sta (IF 0 ⊥ (- 1 2)) → (- 1 2) in (IF 1 (+
3 4) ⊥) → (+ 3 4).
2.5.4 Čistost lambda računa
Pri programskih jezikih, kot sta Java in C, imajo podprogrami lahko stranske
učinke. Stranski učinek je posledica izvajanja programskih konstruktov, ki
lahko dosežejo, da dva zaporedna klica funkcije z enakimi argumenti vrneta
različna rezultata [3].
Lambda račun nima stranskih učinkov, zato pravimo, da je lambda račun
čist. To nam zagotavljata Church-Rosserjeva izreka, ki trdita, da vsa končna
redukcijska zaporedja lambda izraza pripeljejo do istega rezultata. Primera
čistih programskih jezikov sta programska jezika Haskell in Elm.
Poglavje 3
Predstavitev lambda izraza
Izraze, ki so zapisani z lambda računom, imenujemo lambda izrazi. Lambda
izraz lahko predstavimo kot usmerjen graf, kjer vozlǐsča predstavljajo po-
samezne gradnike lambda računa, povezave pa medsebojne odvisnosti med
gradniki [9].
Vsa vozlǐsča vsebujejo glavo in telo. V glavi so shranjeni metapodatki
vozlǐsča. Najpomembneǰsi metapodatek je tip vozlǐsča. Telo hrani vsebino
vozlǐsča, na primer število, oznako spremenljivke ali kazalca na funkcijo in
njen argument. Vseh različnih vozlǐsč je šest.
3.1 Konstanta
Konstanta je lahko celo število ali prazen seznam, ki je predstavljen kot
vrednost NIL. Tip konstante določa zastavica v glavi vozlǐsča. Vrednost
konstante se nahaja v telesu vozlǐsča. Konstanta je vedno v ŠGNO.
0 7 8 71
glava število
3.2 Spremenljivka
Spremenljivka ima v telesu shranjeno oznako spremenljivke. Spremenljivka
je vedno v ŠGNO.
13
14 Lovro Habjan
0 7 8 71
glava oznaka spremenljivke
3.3 Vgrajena funkcija
Vgrajena funkcija v telesu hrani določeno operacijo. V glavi ima shranjeno
število argumentov, ki jo vgrajena funkcija potrebuje za izvedbo.
0 7 8 71
glava oznaka vgrajene funkcije
3.4 λ-abstrakcija
λ-abstrakcija predstavlja anonimno funkcijo. Telo vozlǐsča vsebuje kazalec
na spremenljivko, ki predstavlja formalni parameter funkcije in kazalec na
izraz, ki predstavlja telo anonimne funkcije.
0 7 8 39 40 71
glava formalni parameter telo anonimne funkcije
3.5 Celica seznama
Celica seznama v telesu vsebuje dva kazalca na poljubni vozlǐsči. Prvi kazalec
predstavlja glavo seznama, drugi kazalec pa rep seznama. Celica seznama je
vedno v ŠGNO.
0 7 8 39 40 71
glava glava rep
3.6 Aplikacija funkcije
Aplikacija funkcije v telesu vsebuje dva kazalca na vozlǐsči. Prvi kazalec kaže
na funkcijo, drugi kazalec pa na njen argument.




Zgoraj opisana vozlǐsča sestavljajo usmerjen graf. Vozlǐsča, ki imajo lahko
sinove, so vozlǐsča tipa aplikacija funkcije, λ-abstrakcija in celica seznama.
Vozlǐsča brez sinov so vozlǐsča tipa konstanta, spremenljivka in vgrajena funk-
cija.
Na posamezno vozlǐsče lahko kaže več različnih povezav. To nam omogoča
bolǰso porabo prostora (podizraz je v pomnilniku zapisan le enkrat, tudi če
je uporabljen večkrat). Čistost λ-računa nam zagotavlja, da bo normalna
oblika izraza vedno enaka, kar pomeni, da bomo podizraz lahko reducirali le
enkrat, rezultat redukcij pa bomo lahko uporabili večkrat, s čimer pohitrimo
delovanje.
Graf omogoča ciklične strukture, saj vozlǐsče lahko recimo kaže samo nase.
To nam omogoča implementacijo neskončnih seznamov.
Sledi nekaj primerov grafov, ki predstavljajo različne lambda izraze. Vo-
zlǐsča tipa aplikacija funkcije so predstavljeni z oznako ’@’, vozlǐsča tipa
λ-abstrakcija z oznako ’λ x’, kjer x predstavlja formalni parameter, vozlǐsča
tipa celica seznama z oznako ’:’, vozlǐsča tipa konstanta kot število, vozlǐsča
tipa spremenljivka kot črka, ki predstavlja spremenljivko, vozlǐsča tipa vgra-
jena funkcija pa z oznako funkcije (primer ’+’). Znak $ predstavlja začetno
vozlǐsče grafa.




































Slika 3.4: Ciklična struktura. Izraz predstavlja aplikaciji funkcij HEAD in




Če želimo izračunati lambda izraz, moramo implementirati algoritem, opisan
v knjigi The Implementation of Functional Programming Languages [9], ki
reducira graf v šibko glavno normalno obliko. Algoritem na vsakem koraku
izbere reduciranec in ga reducira.
4.1 Leno računanje
V imperativnih programskih jezikih se argumenti vedno izračunajo pred kli-
cem funkcije, a ker obstaja možnost, da argumenti ne bodo uporabljeni, lahko
na tak način po nepotrebnem trošimo računske vire. Drug pristop je, da se
argument izračuna šele takrat, ko se ga dejansko potrebuje. Temu pravimo
leno računanje.
Želimo si, da je naš algoritem len, kar pomeni, da ne želimo računati argu-
mentov funkcije, če jih ne potrebujemo. Prav tako ne želimo računati vsebine
celice seznama, če je ne potrebujemo. To pomeni, da se mora algoritem v
primeru celice seznama ustaviti, čeprav lahko glava ali rep vsebujeta reduci-
rance. V 2. poglavju smo omenili šibko glavno normalno obliko (ŠGNO), ki
ustreza našim zahtevam. Algoritem se zato ustavi, ko je izraz v ŠGNO.
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4.2 Izbira reduciranca - odvijanje hrbtenice
Algoritem bo izračunal rezultat po normalnem zaporedju redukcij (opisano v
2. poglavju), saj nam ta zagotavlja normalno obliko, če ta obstaja. Normalno
zaporedje redukcij pravi, da moramo vedno reducirati najbolj levi najbolj
zunanji reduciranec. Izraz bomo reševali od zgoraj navzdol. Vsi izrazi so
vedno oblike:
f E1 E2 E3 ... En
Če vzamemo primer
f E1 E2 E3,





Prvi reduciranec, ki ga moramo reducirati, je (f E1), ki se v grafu nahaja






Iz izraza in pripadajočega grafa je razvidno, da bo vsak graf imel verigo
levih sinov, ki so vozlǐsča tipa aplikacija funkcije. Najbolj levi najbolj zunanji
reduciranec se bo vedno nahajal na koncu te verige, kar pomeni, da moramo
vsakič reducirati vozlǐsče, ki se nahaja na koncu verige levih sinov aplikacij
funkcije. Tej verigi rečemo hrbtenica, zadnjemu elementu (v našem primeru
vozlǐsče f) pa vrh hrbtenice. S premikanjem po levih sinovih odvijamo hrbte-
nico in sčasoma dosežemo njen vrh. Glede na tip vozlǐsča, ki predstavlja vrh
hrbtenice, se določi nadaljni potek izvajanja.
4.3 Redukcija reduciranca
Ko imamo določen naslednji reduciranec, ga moramo reducirati. Če je vrh
hrbtenice konstanta ali seznam, zaključimo izvajanje. V primeru λ-abstrakci-
je in vgrajene funkcije moramo izvesti redukcijo. Če je vrh hrbtenice spre-
menljivka, je prǐslo do napake, saj zaradi reševanja od zgoraj navzdol v izrazu
ne more biti prostih spremenljivk.
4.3.1 Konstanta in celica seznam
Če je vrh hrbetnice konstanta ali celica seznama, moramo preveriti, če nad
vozlǐsčem obstaja kakšno vozlǐsče tipa aplikacija funkcije. Če obstaja, je
prǐslo do napake, saj ne moremo izvesti aplikacije konstante. V nasprotnem
primeru je izraz v ŠGNO in izvajanje lahko zaključimo.
4.3.2 Redukcija λ-abstrakcije
Do redukcije λ-abstrakcije pride, če imamo podan argument. To pomeni,
da mora biti λ-abstrakcija vsaj enkrat aplicirana. Če argumenta ni, je λ-
abstrakcija v ŠGNO in zato lahko zaključimo izvajanje.
V primeru, ko imamo argument, λ-abstrakcijo lahko reduciramo. Re-
dukcijo izvedemo tako, da ustvarimo telo anonimne funkcije, kjer namesto
formalnega parametra vstavimo argument.
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Vstavljanje argumenta
Argument bi lahko vstavili tako, da bi ga kopirali namesto vsakega primera
formalnega parametra. To je problematično, saj je argument lahko poljubno
velik in lahko vsebuje reducirance. Tako bi izvajanje porabilo veliko več časa
in prostora.
Zaradi tega formalni parameter zamenjamo le s kazalcem na argument.
V tem primeru vse primere formalnega parametra zamenjamo s kazalcem na
isti argument, kar pomeni, da bo na argument kazalo več kazalcev. Argument
bo reduciran le enkrat, rezultat redukcije pa bo na voljo vsem vozlǐsčem, ki
kažejo nanj.
Izgradnja grafa, ki predstavlja telo funkcije z apliciranim argumen-
tom
Ker lahko na isto λ-abstrakcijo kaže več kazalcev in je lahko klicana z različni-
mi argumenti, moramo ob vsaki redukciji na novo ustvariti telo funkcije in
v novem telesu zamenjati primere formalnega parametra z argumentom. V
nasprotnem primeru bi lahko izgubili telo prvotne anonimne funkcije, če bi
spreminjali prvoten podgraf.
Ob sprehodu čez telo funkcije zato sproti gradimo nov graf. Vsa vozlǐsča
moramo podvojiti. Če je vozlǐsče formalni parameter, ga zamenjamo s ka-
zalcem na argument.
Če je vozlǐsče λ-abstrakcija, obstaja več možnosti. V primeru, ko je njen
formalni parameter različen od formalnega parametra λ-abstrakcije, ki jo
razrešujemo, zgradimo novo telo λ-abstrakcije, kjer iskani formalni parameter
zamenjamo s kazalcem na argument, ostala vozlǐsča pa podvojimo. Na novo
ustvarimo tudi λ-abstrakcijo.
V primeru, ko je njen formalni parameter enak formalnemu parametru λ-
abstrakcije, ki jo razrešujemo, nam ni treba na novo ustvariti njenega telesa,
saj vemo, da se iskan formalni parameter v njem ne pojavi, ker tam ne na-
stopa kot prosta spremenljivka. λ-abstrakcijo z novim podgrafom povežemo
le s kazalcem.
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Dobljeno telo funkcije vstavimo eno vozlǐsče nad λ-abstrakcijo, namesto
aplikacije anonimne funkcije in argumenta. Vozlǐsče prepǐsemo s začetnim
vozlǐsčem dobljenega podgrafa.
4.3.3 Redukcija vgrajene funkcije
Do redukcije vgrajene funkcije pride, če imamo dovolj argumentov. Če argu-
mentov ni dovolj, je izraz v ŠGNO in lahko zaključimo izvajanje.
Če imamo dovolj argumentov, moramo najprej oceniti argumente. Če ar-
gumenti niso v pravi obliki (v primeru seštevanja morata biti oba argumenta
konstanti), je potrebno algoritem rekurzivno izvesti na argumentu. Če argu-
menta ni mogoče reducirati v željeno obliko, ne moremo reducirati vgrajene
funkcije in izvajanje zaključimo.
Če so vsi argumenti v pravi obliki, nad njimi izvedemo operacijo in do-
bimo rezultat. Začetno vozlǐsče podgrafa, ki predstavlja aplikacijo vgrajene




2. Preveri vrh hrbtenice:
• Spremenljivka: Napaka, saj v lambda izrazu ne sme biti prostih
spremenljivk.
• Konstanta ali celica seznama: Če ni nič aplicirano na vozlǐsče,
je izraz v ŠGNO in zaključimo izvajanje. V nasprotnem primeru
javimo napako.
• λ-abstrakcija: Preverimo, če obstaja argument. Če ne obstaja,
je lambda izraz v ŠGNO in zaključimo izvajanje. Če argument
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obstaja, zgradimo telo λ-abstrakcije, kjer formalni parameter za-
menjamo z argumentom in prepǐsemo začetno vozlǐsče podgrafa z
dobljenim izrazom.
• Vgrajena funkcija: Preverimo, če imamo dovolj argumentov.
Če jih nimamo, je izraz v ŠGNO in zaključimo izvajanje. Če
jih imamo, izračunamo potrebno število argumentov, izračunamo
rezultat in z njim prepǐsemo začetno vozlǐsče podgrafa.
Algoritem konča, ko je začetno vozlǐsče grafa v ŠGNO.
Poglavje 5
Algoritem
Algoritem sprejme lambda izraz in ga pretvori v ŠGNO. Za svoje izvajanje
uporablja nabor registrov, pomnilnik in sklad. Zasnovan je kot determini-
stični končni avtomat, kar pomeni, da je naslednji korak točno določen glede
na vrednosti v registrih, vrednosti na skladu in vsebino pomnilnika. Taka
zasnova nam omogoča lahko implementacijo algoritma z FPGA vezjem.
5.1 Registri
Algoritem uporablja sledeče registre:
• PC: kazalec na vozlǐsče, ki ga razrešuje algoritem;
• LASTPC: preǰsnja vrednost registra PC (potrebno za zaznavanje ci-
kličnih struktur);
• STATE: trenutno stanje algoritma;
• BEGIN: kazalec na začetno vozlǐsče trenutnega podgrafa;
• START: kazalec na začetno vozlǐsče grafa;
• ROOT: kazalec na vozlǐsče tipa λ-abstrakcija, ki se reducira;
• APPCOUNT: število obiskanih vozlǐsč tipa aplikacija funkcije;
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• ARG: kazalec na argument aplikacije λ-abstrakcije;
• VAR: kazalec na formalni parameter λ-abstrakcije;
• FUN: tip vgrajene funkcije, ki jo reduciramo;
• NUMARGS: število argumentov, ki jih potrebuje vgrajena funkcija;
• FSTOP: kazalec na prvi operand vgrajene funkcije;
• SNDOP: kazalec na drugi operand vgrajene funkcije;
• TRDOP: kazalec na tretji operand vgrajene funkcije;
• RESULT: kazalec na rezultat vgrajene funkcije;
• EMPTY: kazalec na povezan seznam praznih vozlǐsč;
• SAVERES: pomožni register za zamenjavo vrednosti med registri;
• INIT STATE: trenutno stanje inicializacije;
• UNWIND STATE: uporabljen v primeru, ko vgrajena funkcija nima
dovolj argumentov;
• MOVED RIGHT: ali se je algoritem pri razreševanju vgrajene funkcije
že premaknil do naslednjega argumenta;
• POP NUMARGS: ali naj algoritem s sklada obnovi register NUMARGS
ob redukciji λ-abstrakcije;
• GC STATE: stanje čǐsčenja pomnilnika;
• GC MARK DONE: ali je algoritem že končal z označevanjem vozlǐsč
pri čǐsčenju pomnilnika;
• SP: skladovni kazalec, kaže na prvo prosto mesto na skladu;
• NUM STATES: število shranjenih stanj na skladu.
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5.2 Stanja
Stanja predstavljajo glavne faze algoritma. Algoritem je vedno v enem izmed
teh stanj:
• INIT: Inicializiramo sklad in registre ter zgradimo povezan seznam pra-
znih vozlǐsč.
• UNWIND: Odvijamo hrbtenico izraza, dokler ne pridemo do vozlǐsča,
ki ne predstavlja aplikacije funkcije. Algoritem začne in konča v tem
stanju.
• LAMBDA RESOLVE: Izvajamo β-redukcijo λ-abstrakcije. V tem sta-
nju se sprehajamo čez telo anonimne funkcije in gradimo njeno in-
stanco, kjer formalni parameter zamenjamo z argumentom.
• FUNCTION RESOLVE: Reduciramo vgrajeno funkcijo. V tem stanju
najprej izračunamo argumente vgrajene funkcije, nato pa izračunamo
rezultat. V primeru, če argumenti niso v željeni obliki, algoritem shrani
trenutno izvajalno stanje na sklad in rekurzivno izračuna argumente.
• GARBAGE COLLECTION: Čistimo pomnilnik. Najprej označimo vsa
vozlǐsča, ki so v uporabi, pregledamo ves pomnilnik in na novo zgradimo
povezan seznam praznih vozlǐsč.
5.3 Sklad
Algoritem si s pomočjo sklada zapomni mesto v grafu, tako da nanj shra-
njuje predhodnike trenutnega vozlǐsča. V primeru rekurzivnega reševanja
podizraza na sklad shrani trenutno izvajalno okolje, ki ga predstavljajo re-
gistri PC, BEGIN, ROOT, APPCOUNT, ARG, VAR, FUN, NUMARGS,
FSTOP, SNDOP, TRDOP, RESULT in STATE. Algoritem na ta način lahko
po končanem reduciranju podizraza obnovi preǰsnje izvajalno okolje. Če se




Pomnilnik je razdeljen glede na velikost vozlǐsča, ki je za vse tipe vozlǐsč
enaka. Kazalci so 32-bitni, zato je pomnilnik lahko velik največ 232 bitov,
kar pomeni največ 477218588 vozlǐsč. Urejen graf, ki predstavlja lambda
izraz, je shranjen v pomnilniku. Naslov 0 predstavlja kazalec NULL. Začetno
vozlǐsče grafa je shranjeno na prvem možnem naslovu za vrednostjo NULL,
to je naslov 0x9.
5.5 Vozlǐsča
Vsa vozlǐsča so enako velika, velikost je 72 bitov (9 bytov). Sestavljena so iz
glave in telesa. Glava je velika 8 bitov, telo pa 64 bitov. Sestava vozlǐsč se
glede na tip vozlǐsča med seboj razlikuje. Vsa vozlǐsča v glavi vsebujejo:
oznaka velikost opis
tip vozlǐsča (TIP) 3 biti predstavlja tip vozlǐsča
označeno (M) 1 bit uporabljeno pri čǐsčenju pomnil-
nika
ŠGNO (W) 1 bit označuje, če je vozlǐsče v ŠGNO
novo (N) 1 bit uporabljeno pri čǐsčenju pomnil-
nika
ostalo 2 bita uporaba odvisna od tipa vozlǐsča
Glava vozlǐsča se nahaja na najnižjem naslovu vozlǐsča v pomnilniku, sledi
ji telo vozlǐsča.
5.5.1 Konstanta
Konstanta v glavi uporablja en bit kot zastavico, če vozlǐsče predstavlja celo
število ali vrednost NIL, ki predstavlja prazen seznam. V telesu vozlǐsča je
shranjena 64-bitna vrednost konstante. Konstanta je vedno v ŠGNO.
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0 1 2 3 4 5 6 7 8 71
TIP M W NIL N vrednost
glava telo
5.5.2 Spremenljivka
Telo vozlǐsča predstavlja oznako spremenljivke, ki je 64-bitno število. To
pomeni, da imamo na voljo 264 možnih različnih spremenljivk. Spremenljivka
je vedno v ŠGNO.
0 1 2 3 4 5 6 7 8 71
TIP M W N oznaka spremenljivke
glava telo
5.5.3 Vgrajena funkcija
Glava vozlǐsča vsebuje podatek o številu argumentov, ki jih vgrajena funkcija
vzame (NUM). Podatek je velik 2 bita. Telo vozlǐsča predstavlja oznako
vgrajene funkcije. Teoretično imamo lahko 264 različnih vgrajenih funkcij.
0 1 2 3 4 5 6 7 8 71
TIP M W NUM N oznaka vgrajene funkcije
glava telo
5.5.4 λ-abstrakcija
Glava vozlǐsča vsebuje podatek, kolikokrat je bilo vozlǐsče obiskano (CHE).
Podatek je velik 2 bita in je potreben zaradi premikanja po grafu. Telo vo-
zlǐsča vsebuje dva kazalca na vozlǐsča. Prvi kazalec kaže na spremenljivko, ki
predstavlja formalni parameter. Drugi kazalec kaže na vozlǐsče, ki predstavlja
začetno vozlǐsče telesa anonimne funkcije.
0 1 2 3 4 5 6 7 8 39 40 71




Glava vozlǐsča vsebuje podatek, kolikokrat je bilo vozlǐsče obiskano (CHE).
Podatek je velik 2 bita in je potreben zaradi premikanja po grafu. Telo
vozlǐsča vsebuje dva kazalca na vozlǐsča. Prvi kazalec kaže na glavo seznama.
Drugi kazalec kaže na rep seznama.
0 1 2 3 4 5 6 7 8 39 40 71
TIP M W CHE N glava rep
glava telo
5.5.6 Aplikacija funkcije
Glava vozlǐsča vsebuje podatek, kolikokrat je bilo vozlǐsče obiskano (CHE).
Podatek je velik 2 bita in je potreben zaradi premikanja po grafu. Telo
vozlǐsča vsebuje dva kazalca na vozlǐsča. Prvi kazalec kaže na funkcijo. Drugi
kazalec kaže na argument funkcije.
0 1 2 3 4 5 6 7 8 39 40 71




Algoritem izračuna lambda izraz po postopku, opisanem v 4. poglavju.
Lambda izraz, ki je shranjen v pomnilniku kot urejen graf, reducira do ŠGNO.
Pri tem uporaba pomnilnik, sklad in registre, ki so opisani v 5. poglavju.
6.1 Inicializacija
Algoritem ima v pomnilniku shranjen lambda izraz. Začetno vozlǐsče grafa
je shranjeno na naslovu 0x9 v pomnilniku. V inicializaciji algoritem najprej
poǐsče vsa prosta vozlǐsča in jih doda v povezan seznam. Vrednost kazalca
na začetek seznama (na prvo prosto vozlǐsče) shrani v register EMPTY.
Algoritem uporablja register INIT STATE za sledenje fazam inicializacije.
Inicializacija gre skozi tri faze:
• Inicialiazcija sklada (STACK INIT): Algoritem inicializira sklad - na-
stavi registra SP in NUM STATES na 0, pripravi registra PC in EMPTY
za naslednjo fazo in register INIT STATE postavi v stanje MEMORY
INIT.
• Inicializacija pomnilnika (MEMORY INIT): Algoritem se z registroma
PC in EMPTY sprehodi čez celoten pomnilnik in vozlǐsča, ki niso
označena z bitom NEW, poveže v seznam. Vsem vozlǐsčem resetira
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Slika 6.1: Povezan seznam praznih vozlǐsč po inicializaciji pomnilnika
bit NEW. Po obhodu začetek seznama shrani v register EMPTY, regi-
ster INIT STATE pa postavi v stanje REGISTER INIT.
• Inicializacija registrov (REGISTER INIT): Algoritem naslov začetnega
vozlǐsča grafa shrani v registre BEGIN, START in PC. Register STATE
postavi v stanje UNWIND, register UNWIND STATE pa v staje UNW-
IND NORMAL. Ostali registri (z izjemo registra EMPTY) dobijo vre-
dnost 0.
Na sliki 6.1 je prikazan seznam praznih vozlǐsč po inicializaciji pomnilnika.
6.2 Odvijanje hrbtenice
Po inicializaciji se izvajanje nadaljuje v stanju UNWIND, kjer se odvije hrb-
tenica grafa, dokler register PC ne vsebuje naslova na vozlǐsče, ki ni aplikacija
funkcije.
Če register PC kaže na vozlǐsče, ki predstavlja aplikacijo funkcije, bo al-
goritem povečal register APPCOUNT, s katerim štejemo število obiskanih
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vozlǐsč tipa aplikacija funkcije, shranil register PC na sklad in njegovo vre-
dnost nastavil na levega sina vozlǐsča.
Ko algoritem pride do vozlǐsča, ki ni tipa aplikacija funkcije, obstajajo
naslednje možnosti:
• Vozlǐsče vsebuje konstanto ali celico seznama: Vozlǐsče predstavlja po-
datek, zato algoritem preveri, če je nad vozlǐsčem aplikacija funkcije.
To preveri s pomočjo registra APPCOUNT. Če je njegova vrednost
enaka 0, se izvajanje zaključi. V nasprotnem primeru algoritem javi
napako.
• Vozlǐsče vsebuje spremenljivko: Pravilno zapisani lambda izrazi ne
smejo vsebovati proste spremenljivke, kar pomeni, da je prǐslo do na-
pake. Algoritem javi napako.
• Vozlǐsče predstavlja vgrajeno funkcijo: Algoritem s pomočjo registra
APPCOUNT preveri, če ima vozlǐsče dovolj argumentov. Če je njegova
vrednost manǰsa od števila potrebnih argumentov za izračun vgrajene
funkcije, je vozlǐsče skupaj z argumenti v ŠGNO. Algoritem označi vsa
pripadajoča vozlǐsča, da so v ŠGNO in zaključi izvajanje. Če je argu-
mentov dovolj, v register FUN shrani tip vgrajene funkcije, v register
NUMARGS število argumentov vgrajene funkcije in register STATE
postavi v stanje FUNCTION RESOLVE.
• Vozlǐsče predstavlja λ-abstrakcijo: Algoritem s pomočjo registra APP-
COUNT preveri, če ima vozlǐsče argument. Če argumenta ni, je vozlǐsče
v ŠGNO in izvajanje se lahko zaključi. Če argument obstaja, shrani
njegov naslov v register ARG, naslov na formalni parameter v register
VAR in naslov λ-abstrakcije v register ROOT. Register STATE postavi
v stanje LAMBDA RESOLVE. Register PC shrani na sklad in mu na-
stavi vrednost naslova telesa anonimne funkcije. Register NUMARGS
postavi na 0 in ga shrani na sklad.
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6.3 Redukcija vgrajene funkcije
Algoritem v stanju FUNCTION RESOLVE prebere argumente vgrajene funk-
cije, izračuna rezultat in z njim prepǐse začetno vozlǐsče podgrafa.
Algoritem potuje po grafu navzgor in obiskuje desne sinove vozlǐsč tipa
aplikacija funkcije, dokler je vrednost registra NUMARGS večja od 0. To
stori tako, da v register PC zapǐse vrednost z vrha sklada, kjer je shranjen
oče trenutnega vozlǐsča, nato pa v register PC zapǐse naslov desnega sina
vozlǐsča. Če tip vozlǐsča ustreza tipu argumenta, shrani njegov naslov v enega
od registrov FSTOP, SNDOP ali TRDOP (odvisno od vrednosti registra
NUMARGS in specifične vgrajene funkcije) in zmanǰsa register NUMARGS
za 1.
V primeru, ko tip vozlǐsča ne ustreza tipu argumenta, mora algoritem
rekurzivno izračunati argument. To stori tako, da shrani trenutno izvajalno
stanje, register STATE postavi v stanje UNWIND, kazalec na začetno vo-
zlǐsče podgrafa pa shrani v register BEGIN. Na ta način se algoritem začne
rekurzivno izvajati na argumentu. Ko izračuna argument, s sklada obnovi
prvotno stanje shranjenih registrov in nadaljuje izvajanje.
Ko je vrednost registra NUMARGS enaka 0, algoritem s pomočjo argu-
mentov, shranjenih v registrih FSTOP, SNDOP in TRDOP, izračuna vgra-
jeno funkcijo in rezultat shrani v novo vozlǐsče, njegov naslov pa shrani v
register RESULT. Nato vozlǐsče, na katerega kaže register PC, prepǐse z vo-
zlǐsčem, na katerega kaže register RESULT. V primeru, da je bila vgrajena
funkcija kombinator fiksnih točk (vgrajena funkcija Y), algoritem register PC
vzame s sklada, prilagodi register APPCOUNT in register STATE postavi v
stanje UNWIND. Za ostale vgrajene funkcije algoritem preveri, ali je računal
podgraf (na skladu obstaja kopija registrov). Če je na skladu shranjeno iz-
vajalno stanje, ga obnovi. V nasprotnem primeru register STATE postavi v
stanje UNWIND. V vsakem primeru algoritem vsebina vozlǐsča, na katerega
kaže register RESULT, prepǐse z ničlami.
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Slika 6.2: Stanje ob začetku redukcije vgrajene funkcije
6.3.1 Primeri redukcije vgrajene funkcije
Prvi primer
Prvi primer je izraz (+ 3 2). V tem primeru bomo podrobno sledili izvajanju
algoritma.
Slika 6.2 prikazuje stanje, ko je algoritem prešel iz stanja UNWIND v
stanje FUNCTION RESOLVE. V registru NUMARGS je shranjeno število
argumentov, ki jih funkcija potrebuje (v primeru seštevanja je to 2). Register
PC kaže na vozlǐsče ’+’. Na skladu se nahajata predhodni aplikaciji funkcije.
V prvem koraku, prikazanem na sliki 6.3, se algoritem pomakne do prvega
argumenta. Z registrom MOVED RIGHT beleži stanje, ali se je že premaknil
do argumenta. V vozlǐsču, ki predstavlja aplikacijo funkcije, algoritem označi,
da ga je obiskal.
V drugem koraku, prikazanem na sliki 6.4, se naslov vozlǐsča, ki predsta-
vlja prvi argument, shrani v register FSTOP, saj je vrednost registra NU-
MARGS enaka 2. Register MOVED RIGHT se nastavi na 0 in algoritem se
pomakne eno vozlǐsče vǐsje - register PC s sklada vzame preǰsnje obiskano
vozlǐsče. Register NUMARGS se zmanǰsa za 1. Algoritem nastavi število
obiskov vozlǐsča na 0.
V tretjem koraku, prikazanem na sliki 6.5 se algoritem premakne do dru-
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Slika 6.3: Prvi korak - algoritem se premakne do prvega argumenta
Slika 6.4: Drugi korak - algoritem shrani argument v register FSTOP
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Slika 6.5: Tretji korak - algoritem se premakne do drugega argumenta
gega argumenta na enak način kot prej.
V četrtem koraku, prikazanem na sliki 6.6, algoritem shrani naslov vo-
zlǐsča v register SNDOP, saj je vrednost registra NUMARGS enaka 1. Regi-
ster MOVED RIGHT nastavi na 0 in algoritem se zopet pomakne eno vozlǐsče
vǐsje. Register NUMARGS zmanǰsa za 1 in nastavi število obiskov vozlǐsča
na 0.
V petem koraku, prikazanem na sliki 6.7, algoritem izračuna rezultat.
To stori, ker je vrednost registra NUMARGS enaka 0. Algoritem sešteje telo
vozlǐsč, na katera kažeta registra FSTOP in SNDOP, in ustvari novo vozlǐsče,
kamor shrani rezultat. Naslov tega vozlǐsča je shranjen v registru RESULT.
V zadnjem koraku, prikazanem na sliki 6.8, algoritem prepǐse vozlǐsče, na
katerega kaže register PC, z vozlǐsčem, na katerega kaže register RESULT.
Vozlǐsče v registru RESULT prepǐse z ničlami. Register PC sedaj kaže na re-
zultat vgrajene funkcije, algoritem pa gre v stanje UNWIND. Ostala vozlǐsča
so sedaj nedosegljiva in bodo počǐsčena, ko se sproži čǐsčenje pomnilnika.
Drugi primer
Poglejmo si izraz (+ (+ 3 2) 4), kjer mora algoritem rekurzivno izračunati
podizraz. Začnemo na točki, ki jo prikazuje slika 6.9, ko algoritem pride do
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Slika 6.6: Četrti korak - algoritem shrani argument v register SNDOP
Slika 6.7: Peti korak - algoritem z registroma FSTOP in SNDOP izračuna
rezultat in ga shrani v register RESULT
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Slika 6.8: Šesti korak - algoritem vozlǐsče v registru PC prepǐse z rezultatom,
shranjenem v registru RESULT
neizračunanega argumenta.
V tem primeru algoritem shrani izvajalno okolje na sklad in nastavi regi-
stre za reševanje podizraza, kot je prikazano na sliki 6.10. Vrednost registra
PC shrani v register BEGIN in register STATE postavi v stanje UNWIND.
Algoritem bo podizraz rešil na enak način, kot je opisano v prvem pri-
meru. Ko bo končal z reševanjem podizraza, bo obnovil preǰsnje izvajalno
stanje s sklada. Stanje algoritma po izračunu podizraza, a pred obnovo iz-
vajalnega stanja, je prikazano na sliki 6.11.
Slika 6.9: Algoritem pride do neizračunanega argumenta
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Slika 6.10: Algoritem shrani izvajalno stanje na sklad in začne reševati po-
dizraz
Slika 6.11: Stanje po izračunu podizraza
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Slika 6.12: Stanje po obnovi registrov s sklada
Po obnovi izvajalnega stanja, ki je prikazano na sliki 6.12, bo algoritem
nadaljeval računanje vgrajene funkcije na enak način, kot je opisano v prvem
primeru.
6.4 Redukcija λ-abstrakcije
Algoritem v stanju LAMBDA RESOLVE zgradi novo instanco telesa anoni-
mne funkcije, kjer zamenja formalni parameter s kazalcem na argument in
na mesto aplikacije λ-abstrakcije prepǐse zgrajen graf.
6.4.1 Vozlǐsča s sinovi
Algoritem v vozlǐsčih tipa aplikacija funkcije, celica seznama ali λ-abstrakcija
pričakuje naslov levega sina v registru FSTOP in naslov desnega sina v re-
gistru SNDOP, da lahko podvoji trenutno vozlǐsče. Algoritem mora najprej
obiskati levega in desnega sina, preden lahko podvoji vozlǐsče. Za potrebe
štetja števila obiskov določenega vozlǐsča algoritem shranjuje število obiskov
v glavo vozlǐsča. Število obiskov se poleg tega shranjuje v register NU-
MARGS, ki se shrani na sklad, od koder lahko sin vozlǐsča dobi informacijo,
ali je levi ali desni sin očeta.
Ob prvem obisku vozlǐsča algoritem shrani število obiskov (1) v glavo
42 Lovro Habjan
vozlǐsča. Register NUMARGS postavi na 0 in ga shrani na sklad. Register
PC shrani na sklad, novo vrednost pa postavi na naslov levega sina.
Ob drugem obisku vozlǐsča algoritem ponovno shrani število obiskov (2)
v glavo vozlǐsča. V registru FSTOP se sedaj nahaja naslov podgrafa, ki
predstavlja novega levega sina. Algoritem ga shrani na sklad. Register NU-
MARGS postavi na 1 in ga shrani na sklad. Register PC shrani na sklad in
ga nastavi na naslov desnega sina. V primeru, da vozlǐsče kaže samo nase
(vrednosti registrov LASTPC in PC sta enaki), algoritem s sklada vzame
registra NUMARGS in PC.
Ob tretjem obisku vozlǐsča algoritem število obiskov nastavi na 0 in s
sklada obnovi register FSTOP. V registrih FSTOP in SNDOP se sedaj naha-
jata naslova novozgrajenih sinov. Algoritem s pomočjo teh registrov ustvari
novo vozlǐsče. S sklada vzame register NUMARGS (ki predstavlja število
obiskov očeta trenutnega vozlǐsča) in glede na njegovo vrednost shrani na-
slov novega vozlǐsča v register FSTOP ali v register SNDOP. Nato s sklada
obnovi register PC, ki sedaj vsebuje naslov očeta trenutnega vozlǐsča.
Posebnost predstavlja vozlǐsče tipa λ-abstrakcija. V primeru, ko se for-
malni parameter razlikuje od vrednosti registra VAR, se zgradi nov podgraf
na zgoraj opisan način.
V primeru, ko je formalni parameter enak vrednosti registra VAR, nam
ni potrebno zgraditi novega podgrafa, saj znotraj telesa iskani formalni pa-
rameter ne nastopa kot prosta spremenljivka. To pomeni, da lahko algoritem
uporabi obstoječ graf λ-abstrakcije, zato le shrani naslov vozlǐsča in nadaljuje
izvajanje.
6.4.2 Vozlǐsča brez sinov
Algoritem v vozlǐsčih tipa konstanta, spremenljivka in vgrajena funkcija pod-
voji vozlǐsče in shrani naslov podvojenega vozlǐsča v primeren register. Če je
vozlǐsče tipa spremenljivka in je njena oznaka enaka vrednosti registra VAR,
algoritem vozlǐsča ne podvoji, ampak uporabi vrednost registra ARG. Na ta
način formalni parameter zamenja s kazalcem na argument.
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Algoritem s sklada obnovi register NUMARGS, ki predstavlja podatek,
ali je vozlǐsče levi sin ali desni sin. Če je vrednost registra enaka 0, je vozlǐsče
levi sin in naslov novega vozlǐsča se shrani v register FSTOP. Če je vrednost
registra enaka 1, je vozlǐsče desni sin in naslov novega vozlǐsča se shrani v
register SNDOP.
Algoritem nato s sklada obnovi register PC in se tako vrne v očeta tre-
nutnega vozlǐsča.
6.4.3 Zaključek
Algoritem konča gradnjo telesa anonimne funkcije, ko se algoritem nahaja v
vozlǐsču, ki predstavlja začetno λ-abstrakcijo (vrednost registra PC je enaka
vrednosti registra ROOT). Naslov zgrajenega grafa je shranjen v registru
FSTOP. Algoritem se pomakne v očeta λ-abstrakcije in ga prepǐse z vredno-
stjo registra FSTOP.
S tem je redukcija λ-abstrakcije zaključena. Algoritem prilagodi register
APPCOUNT in register STATE postavi v stanje UNWIND.
6.4.4 Primeri
Sledi nekaj primerov β-redukcije na različnih λ-abstrakcijah.
Prvi primer
Najprej si bomo pogledali, kako algoritem izvede β-redukcijo izraza ((λx . +
x x) 3). Algoritem na začetku shrani argument v register ARG, λ-abstrakcijo
v register ROOT in telo funkcije v register PC, na sklad pa shrani register
NUMARGS. Na sliki 6.13 je prikazano začetno stanje algoritma.
Algoritem se začne premikati po podgrafu. V glavi vozlǐsča označi, da je
bilo obiskano prvič, na sklad shrani register PC in se premakne levo. Preǰsnje
število obiskov shrani v register NUMARGS in ga shrani na sklad. Spre-
memba izvajalnega stanja je prikazana na sliki 6.14.
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Slika 6.13: Stanje algoritma ob začetku izvajanja β-redukcije
Slika 6.14: Prvi korak - algoritem se premakne levo
Diplomska naloga 45
Slika 6.15: Drugi korak - algoritem se zopet premakne levo
Slika 6.16: Tretji korak - algoritem s sklada obnovi register NUMARGS
Algoritem znova označi obisk v glavi vozlǐsča, se premakne levo in na
sklad shrani preǰsnje število obiskov. Izvajalno stanje algoritma je prikazano
na sliki 6.15.
V vozlǐsču, ki predstavlja vgrajeno funkcijo, algoritem s sklada obnovi
register NUMARGS in register POP NUMARGS postavi na 0, kar prikazuje
slika 6.16.
Ker vozlǐsče predstavlja vgrajeno funkcijo in ne formalnega parametra,
algoritem podvoji vozlǐsče, kar prikazuje slika 6.17. Register NUMARGS
označuje, ali je vozlǐsče levi (vrednost je 0) ali desni sin (vrednost je 1)
očeta. Ker je vrednost registra enaka 0, algoritem naslov podvojenega vo-
zlǐsča shrani v register FSTOP. Register POP NUMARGS nastavi na 1 in se
vrne v preǰsnje vozlǐsče.
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Slika 6.17: Četrti korak - algoritem ustvari novo vozlǐsče in ga shrani v
register FSTOP
Slika 6.18: Peti korak - algoritem se premakne v desno
Algoritem je to vozlǐsče obiskal drugič, zato poveča število obiskov vozlǐsča
na 2, na sklad shrani register FSTOP, se premakne v desnega sina, preǰsnje
število obiskov shrani v register NUMARGS in ga shrani na sklad. Slika 6.18
prikazuje spremembo izvajalnega stanja.
Algoritem ponovno s sklada obnovi register NUMARGS in register POP
NUMARGS nastavi na 0. Sprememba izvajalnega stanja je prikazana na sliki
6.19.
Register NUMARGS ponovno označuje, ali je vozlǐsče levi ali desni sin
očeta. Ker je njegova vrednost enaka 1, algoritem ve, da se nahaja v desnem
sinu. Ker vozlǐsče predstavlja spremenljivko, ki je enaka formalnemu parame-
tru, shranjenem v registru VAR, algoritem ne ustvari novega vozlǐsča, ampak
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Slika 6.19: Šesti korak - algoritem s sklada obnovi register NUMARGS
Slika 6.20: Sedmi korak - algoritem shrani argument v register SNDOP
v register SNDOP shrani naslov argumenta, ki je shranjen v registru ARG,
kar prikazuje slika 6.20. Algoritem se vrne v preǰsnje vozlǐsče in register POP
NUMARGS nastavi na 1.
Na sliki 6.21 je razvidno, da je število obiskov trenutnega vozlǐsča enako 2,
zato algoritem s sklada obnovi registra FSTOP in NUMARGS in ustvari novo
vozlǐsče, ki predstavlja aplikacijo funkcije. Funkcija je shranjena v registru
FSTOP, argument pa v registru SNDOP. Naslov nastalega vozlǐsča shrani v
register RESULT. Algoritem s sklada obnovi register PC in se s tem premakne
v preǰsnje vozlǐsče.
Register NUMARGS znova določa, ali je vozlǐsče levi ali desni sin. Ker
je njegova vrednost enaka 0, algoritem vrednost registra RESULT prepǐse
v register FSTOP. Število obiskov vozlǐsča nastavi na 0 in s sklada obnovi
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Slika 6.21: Osmi korak - algoritem ustvari novo vozlǐsče, ki predstavlja apli-
kacijo funkcije
Slika 6.22: Deveti korak - algoritem se premakne v preǰsnje vozlǐsče
register PC - s tem se premakne v preǰsnje vozlǐsče. Slika 6.22 prikazuje
stanje po premiku.
Ker je število obiskov tega vozlǐsča enako 1, algoritem na sklad shrani
register FSTOP in trenutno število obiskov, shranjeno v registru NUMARGS.
Število obiskov nastavi na 2 in se premakne v desno, kar prikazuje slika 6.23.
Algoritem ponovno s sklada obnovi register NUMARGS, ki hrani poda-
tek, ali je vozlǐsče levi ali desni sin. Vrednost registra POP NUMARGS
nastavi na 0, kar prikazuje slika 6.24.
Ker vozlǐsče predstavlja spremenljivko, ki ima enako oznako kot formalni
parameter, shranjen v registru VAR, mora algoritem namesto spremenljivke
vstaviti argument, shranjen v registru ARG. Ker je vrednost registra NU-
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Slika 6.23: Deseti koak - algoritem se premakne v desno vozlǐsče
Slika 6.24: Enajsti korak - algoritem s sklada obnovi register NUMARGS
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Slika 6.25: Dvanajsti korak - algoritem shrani argument v register SNDOP
Slika 6.26: Trinajsti korak - algoritem ustvari novo aplikacijo funkcije
AMRGS enaka 1, shrani vrednost registra ARG v register SNDOP, nastavi
register POP NUMARGS na 1 in se vrne v preǰsnje vozlǐsče, kar je prikazano
na sliki 6.25.
Ker je število obiskov trenutnega vozlǐsča zopet 2, algoritem s sklada
obnovi registra FSTOP in NUMARGS in ustvari novo vozlǐsče, pri čemer
zopet uporabi registra FSTOP in SNDOP pri ustvarjanju nove aplikacije
funkcije. Naslov novega vozlǐsča shrani v register RESULT. Izgradnja novega
vozlǐsča je prikazana na sliki 6.26.
Ker je vrednost registra NUMARGS enaka 0, se vrednost registra RE-
SULT prepǐse v register FSTOP. Algoritem nastavi število obiskov vozlǐsča
na 0 in se vrne v preǰsnje vozlǐsče, kar je prikazano na sliki 6.27.
Ker sta vrednosti registrov PC in ROOT enaki, pomeni, da se algoritem
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Slika 6.27: Štirinajsti korak - algoritem se vrne v začetno vozlǐsče
Slika 6.28: Končna oblika grafa po zaključeni β-redukciji
nahaja v začetnem vozlǐsču. To pomeni, da je algoritem zaključil z gradnjo
novega podgrafa in se naslov njegovega začetnega vozlǐsča nahaja v registru
FSTOP. Algoritem se premakne eno vozlǐsče vǐsje - v aplikacijo λ-abstrakcije.
To vozlǐsče prepǐse z vsebino registra FSTOP in tako poveže novozgrajen
podgraf z originalnim grafom. Register STATE postavi v stanje UNWIND.
Na sliki 6.28 je prikazan nov podgraf in začetna λ-abstrakcija. Iz slike je
razvidno, da je λ-abstrakcija ostala nespremenjena. Ker z grafom ni več
povezana, bo počǐsčena ob čǐsčenju pomnilnika.
6.4.5 Primer z večimi λ-abstrakcijami
















Slika 6.30: Izraz po β-redukciji
V tem primeru nastopa λ-abstrakcija znotraj druge λ-abstrakcije, a se
njuna formalna parametra razlikujeta, zato pričakujemo, da bo izraz reduci-
ran kot ((λx . λy . + x y) 3 4) → (λy . + 3 y) 4). Algoritem deluje po tem
principu, saj v primeru, da se formalni parameter, shranjen v registru VAR,
ne ujema s formalnim parametrom vozlǐsča, ki predstavlja λ-abstrakcijo, al-
goritem nadaljuje gradnjo instance telesa in na novo zgradi telo notranje
anonimne funkcije, kjer formalni parameter zamenja z argumentom. Slika
6.30 prikazuje graf izraza po končani β-redukciji.
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6.5 Čǐsčenje pomnilnika
Algoritem za čǐsčenje pomnilnika uporablja metodo označi in počisti. Algo-
ritem se najprej sprehodi po grafu in označi obiskana vozlǐsča, nato pa se
sprehodi čez cel pomnilnik in neoznačena vozlǐsča poveže v povezan seznam
praznih vozlǐsč in začetek seznama shrani v register EMPTY.
Algoritem uporablja registre GC STATE in GC MARK DONE za sledenje
fazam čǐsčenja pomnilnika.
6.5.1 Priprava
Čǐsčenje pomnilnika se sproži, ko je vrednost registra EMPTY enaka vredno-
sti NULL. V tem primeru algoritem shrani trenutno izvajalno stanje na sklad,
register PC nastavi na vrednost registra START, register STATE postavi
v stanje GARBAGE COLLECTION, register GC STATE postavi v stanje
MARK, register GC MARK DONE nastavi na 0 in začne z označevanjem.
6.5.2 Označevanje vozlǐsč
V pomnilniku obstajata dve strukturi - graf, ki predstavlja lambda izraz,
in novonastala nepovezana vozlǐsča, ki predstavljajo del nove instance telesa
anonimne funkcije, ki še ni povezana z grafom.
Za potrebe čǐsčenja pomnilnika vsako vozlǐsče v glavi uporablja 2 bita za
označevanje - bit MARK in bit NEW.
Graf
Vozlǐsča v grafu so lahko dosegljiva, saj jih algoritem lahko obǐsče s spreho-
dom čez celoten graf. Algoritem začne v vozlǐsču, na katerega kaže vrednost
registra START in se sprehodi čez celoten graf. Vsako obiskano vozlǐsče
označi z bitom MARK.
Algoritem mora zagotoviti, da je to tudi edina sprememba v vozlǐsču po
tem, ko se čǐsčenje pomnilnika zaključi. Poleg tega si mora zapomniti, katera
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vozlǐsča je že obiskal in katerih še ne. V ta namen uporablja bita NEW in
MARK, register NUMARGS pa uporablja za shranjevanje in prenos števila
obiskov, čigar vrednost je shranjena v glavi.
Če je vozlǐsče, ki ima sinove (vozlǐsča tipa aplikacija funkcije, λ-abstrakcija
ali celica seznama), obiskano prvič (v glavi sta bita MARK in NEW enaka
0), shrani število obiskov v register NUMARGS, tega pa shrani na sklad.
Število obiskov postavi na 1. Bita MARK in NEW postavi na 1 in vrednost
registra PC nastavi na levega sina vozlǐsča.
Ob naslednjem obisku vozlǐsča bo to imelo bita MARK in NEW enaka
1, število obiskov pa bo enako 1. Algoritem na ta način ve, da je vozlǐsče
obiskal drugič. V tem primeru poveča število obiskov na 2 in register PC
nastavi na desnega sina.
Ob tretjem obisku vozlǐsča bo to imelo bita MARK in NEW enaka 1,
število obiskov pa bo enako 2. Algoritem na ta način ve, da je vozlǐsče obiskal
tretjič. V tem primeru postavi bit NEW na vrednost 0, s sklada obnovi
register NUMARGS in število obiskov nastavi na svojo prvotno vrednost.
S sklada obnovi register PC. Tako algoritem zagotovi, da se je v vozlǐsču
spremenila le vrednost bita MARK in da so bili vsi podgrafi obiskani.
V vozlǐsčih, ki nimajo sinov, algoritem nastavi vrednost bita MARK na
1 in s sklada obnovi register PC.
Nepovezana vozlǐsča
Nepovezana vozlǐsča algoritmu niso dostopna prek registrov, zato jih označuje
na drugačen način - vsako novo vozlǐsče je ustvarjeno z vrednostjo bita NEW
na 1. Ko se algoritem izvaja, v vsakem vozlǐsču sproti postavlja bit NEW
na 0. Na ta način lahko loči med vozlǐsči, ki so del grafa in vozlǐsči, ki so v
uporabi, a nepovezani.
Konec
Algoritem konča z označevanjem, ko je vrednost registra GC MARK DONE
enaka 1. Ta se postavi na 1, ko je začetno vozlǐsče v grafu (naslov vozlǐsča
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je shranjen v registru START) označeno in algoritem ve, da je pregledal vse
podgrafe. Register GC STATE postavi v stanje SWEEP FST in nastavi
register EMPTY na zadnji možni naslov vozlǐsča v pomnilniku.
6.5.3 Čǐsčenje
Po koncu označevanja vozlǐsč se algoritem z registroma EMPTY in PC spre-
hodi čez celoten pomnilnik. Najprej poǐsče prvo prazno vozlǐsče v pomnilniku
(vrednosti bitov NEW in MARK sta enaki 0). Če takega vozlǐsča ni, je algo-
ritmu zmanjkalo pomnilnika. Če vozlǐsče najde, register GC STATE postavi
v stanje SWEEP SND.
S prvim najdenim praznim vozlǐsčem algoritem začne graditi seznam pra-
znih vozlǐsč. Prvo prazno vozlǐsče kaže na vrednost 0, ki predstavlja kazalec
NULL. Vsa vozlǐsča, ki imajo vrednosti bitov MARK in NEW enaki 0, se do-
dajo v seznam. Če ima vozlǐsče vrednost bita MARK enako 1, algoritem bit
postavi na 0 in se premakne do naslednjega vozlǐsča. Algoritem vozlǐsče doda
v seznam tako, da v njegovo telo shrani naslov zadnjega dodanega vozlǐsča,
ki je shranjen v registru EMPTY in register nastavi na naslov trenutnega
vozlǐsča.
Ko algoritem pregleda pomnilnik, shrani kazalec na prvo vozlǐsče v se-
znamu v register EMPTY in s sklada obnovi izvajalno stanje, kakršno je bilo
pred začetkom čǐsčenja pomnilnika.
6.5.4 Primer
Sledi enostaven primer čǐsčenja pomnilnika. Na sliki 6.31 je prikazano tre-
nutno stanje algoritma, ko se sproži čǐsčenje pomnilnika. Zraven vozlǐsč so
zapisani podatki, ki so shranjeni v glavi vozlǐsča. M označuje bit MARK,
N označuje bit NEW in CHE označuje bite, ki predstavljajo število obiskov
vozlǐsča. Iz slike 6.31 je razvidno, da ima eno vozlǐsče število obiskov enako 1,
da register PC kaže na konstanto 3 in da register EMPTY kaže na vrednost
NULL.
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Slika 6.31: Stanje algoritma pred čǐsčenjem pomnilnika
Slika 6.32: Stanje algoritma ob začetku čǐsčenja pomnilnika
Algoritem ob začetku čǐsčenja shrani registre na sklad, pripravi registre,
povezane s čǐsčenjem pomnilnika in register PC nastavi na začetno vozlǐsče
grafa. Pripravo na čǐsčenje pomnilnika prikazuje slika 6.32.
Algoritem začne s premikanjem po grafu. Prvemu vozlǐsču označi bita
MARK in NEW in tako označi, da je v tem vozlǐsču že bil med čǐsčenjem
pomnilnika. S pomočjo registra NUMARGS na sklad shrani število obiskov
vozlǐsča, nato pa število obiskov nastavi na 1. Register PC shrani na sklad
in se premakne v levo, kar je razvidno na sliki 6.33.
Algoritem ponovno shrani število obiskov vozlǐsča na sklad in označi bita
MARK in NEW ter se pomakne levo, kar je prikazano na sliki 6.34. Na ta
način ohrani informacijo o prvotnem številu obiskov vozlǐsča.
V vozlǐsču brez sinov algoritem označi vozlǐsče tako, da v glavi vozlǐsča
bit MARK postavi na vrednost 1. Nato se algoritem vrne v preǰsnje vozlǐsče,
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Slika 6.33: Prvi korak - začetek označevanja grafa
Slika 6.34: Drugi korak - algoritem na sklad shrani število obiskov vozlǐsča
in se premakne v levo
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Slika 6.35: Tretji korak - algoritem označi vozlǐsče in se pomakne v vozlǐsče
vǐsje
Slika 6.36: Četrti korak - algoritem se premakne v desno
kar je prikazano na sliki 6.35.
Ker sta bita NEW in MARK enaka 1 in je število obiskov vozlǐsča enako
1, algoritem poveča število obiskov na 2 in se premakne v desno, kar prikazuje
slika 6.36.
Ker se algoritem zopet nahaja v vozlǐsču brez sinov, mu nastavi bit
MARK na 1 in se vrne v preǰsnje vozlǐsče, kar prikazuje slika 6.37.
Ker sta bita MARK in NEW enaka 1 in je število obiskov vozlǐsča enako
2, algoritem nastavi bit NEW na 0, s sklada vzame prvotno število obiskov
vozlǐsča in podatek shrani v glavo vozlǐsča. Na ta način se vozlǐsče pred in po
čǐsčenju razlikuje le po vrednosti bita MARK. Algoritem se vrne v preǰsnje
vozlǐsče, kar je prikazano na sliki 6.38.
Zaradi podatkov v glavi algoritem zopet ve, da mora število obiskov na-
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Slika 6.37: Peti korak - algoritem označi vozlǐsče in se pomakne v vozlǐsče
vǐsje
Slika 6.38: Šesti korak - algoritem obnovi stanje vozlǐsča, ga označi in se
pomakne v vozlǐsče vǐsje
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Slika 6.39: Sedmi korak - algoritem se premakne v desno
Slika 6.40: Osmi korak - algoritem označi vozlǐsče
staviti na 2 in se premakniti v desno, kar prikazuje slika 6.39.
Enako kot v preǰsnjih primerih algoritem označi vozlǐsče in se vrne v
preǰsnje vozlǐsče, kar prikazuje slika 6.40.
Algoritem na podlagi podatkov v glavi vozlǐsča ve, da je obiskal tako
lev kot desni podgraf. S sklada obnovi prvotno število obiskov vozlǐsča in
nastavi bit NEW na 0. Ker na vozlǐsče kaže register START, kar pomeni,
da je vozlǐsče koren celotnega grafa, algoritem nastavi register GC MARK
DONE na 1, kar označuje, da je algoritem končal z označevanjem grafa.
Izvajalno stanje po končanju označevanja je prikazano na sliki 6.41.
Slika 6.42 prikazuje pomnilnǐsko sliko. Vsa vozlǐsča, ki so del grafa, so
označena z bitom MARK. Ostala vozlǐsča, ki niso del grafa, niso označena.
Algoritem bo začel pri zadnjem vozlǐsču in v seznam prostih vozlǐsč dodal
tista vozlǐsča, ki imajo tako bit MARK kot bit NEW enak 0.
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Slika 6.41: Deveti korak - algoritem konča z označevanjem grafa
Slika 6.42: Pomnilnǐska slika po označevanju vozlǐsč
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Slika 6.43: Pomnilnik po koncu čǐsčenja
Algoritem sproti čisti vozlǐsča in jih dodaja v seznam prostih vozlǐsč. Če
je vozlǐsče označeno, algoritem nastavi bit MARK na 0 in se pomakne naprej.
Ob koncu čǐsčenja pomnilnika imamo na novo zgrajen seznam prostih vozlǐsč,
na katerega kaže register EMPTY, kar prikazuje slika 6.43.
Poglavje 7
Implementacija
Predstavljeni algoritem je testno implementiran kot navidezni stroj, napisan
v programskem jeziku C. Sestavljen je iz dveh delov: zbirnika in navideznega
stroja. Zbirnik kot vhod sprejme tekstovno datoteko, v kateri je zapisan
lambda izraz in ustvari sliko pomnilnika, ki se naloži v navidezni stroj. Na-
videzni stroj izračuna izraz in na izhod izpǐse lambda izraz v ŠGNO.
7.1 Zbirnik
Zbirnik pretvori vhod v pomnilnǐsko sliko. Pomnilnik je predstavljen kot
globalna tabela. Zbirnik v njej ustvarja vozlǐsča in sproti gradi urejen graf.
Po koncu procesiranja vhoda ustvari binarno datoteko, kamor zapǐse njeno
vsebino.
7.1.1 Vhod
Vhod programa je sestavljen iz vrstic, kjer vsaka predstavlja nek gradnik
lambda izraza. Tipi vrstic se med seboj razlikujejo po prvi črki v vrstici.
Vse vrstice se končajo z znakom ’\n’. Možni tipi vrstic so:
• N [̌stevilo]: Konstanta. Prva črka vrstice je črka N, sledi ji s presledkom
ločeno predznačeno 64-bitno število, ki predstavlja vrednost konstante.
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• V [̌stevilo]: Spremenljivka. Prva črka vrstice je črka V, sledi ji s pre-
sledkom ločeno 64-bitno število, ki predstavlja oznako spremenljivke.
• F [niz]: Vgrajena funkcija. Prva črka vrstice je črka F, sledi ji s pre-











! = ni enako
<= je manǰse ali enako
>= je večje ali enako
IF pogojni stavek
Y kombinator fiksnih točk
HEAD glava seznama
TAIL rep seznama
CONS zgradi celico seznama
• L [̌stevilo]: λ-abstrakcija. Prva črka vrstice je črka L, sledi ji s pre-
sledkom ločeno število, ki predstavlja oznako formalnega parametra
λ-abstrakcije. Telo λ-abstrakcije sledi v naslednji vrstici.
• C: Celica seznama. Prva črka vrstice je črka C. Naslednji vrstici pred-
stavljata glavo in rep seznama.
• @: Aplikacija funkcije. Prva črka vrstice je črka @. Naslednji vrstici
predstavljata funkcijo in njen argument.
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• T [̌stevilo]: Obstoječ podgraf. Prva črka vrstice je črka T, sledi ji s
presledkom ločeno število, ki predstavlja številko vrstice, na kateri se
nahaja obstoječ podgraf.
Pri naslednjih primerih podpičje predstavlja konec vrstice. Primer vhoda
za izraz ((λx . + x 3) 2):
@ ; L 1 ; @ ; @ ; F + ; V 1 ; N 3 ; N 2
Primer vhoda za izraz (+ (* 3 8) (* 3 8)):
@ ; @ ; F + ; @ ; @ ; F * ; N 3 ; N 8 ; T 4
7.1.2 Izvajanje
Zbirnik najprej prebere celoten vhod in vrstice vstavi v povezan seznam.
Vsaka vrstica dobi svojo številko vrstice. Nato se program sprehodi čez
povezan seznam in sproti gradi graf.
Zbirnik glede na tip vrstice po potrebi ustvari podgraf in vrne njegov
naslov. Za vrstice tipa N, V in F (vozlǐsča tipa konstanta, spremenljivka in
vgrajena funkcija) algoritem zgradi novo vozlǐsče, ga doda v seznam podgra-
fov in vrne njegov naslov.
Za vrstice tipa L, C in @ (vozlǐsče tipa λ-abstrakcija, celica seznama
in aplikacija funkcije) algoritem ustvari novo vozlǐsče, ga doda v seznam
podgrafov in se kliče rekurzivno, da pridobi naslove za sinove vozlǐsč. Ko
rekurzivni klic vrne naslov podgrafa, ki pripada sinu vozlǐsča, ga shrani v
vozlǐsče in šele nato vrne naslov vozlǐsča.
Za vrstico tipa T algoritem vzame dano številko vrstice, poǐsče ustrezen
podgraf v seznamu obstoječih podgrafov in vrne najdeni naslov. Na tak način
lahko en podgraf uporabimo večkrat, kar nam omogoča več povezav na dan
podgraf in ciklične strukture.
Ko algoritem zaključi izvajanje, je v tabeli zapisan urejen graf, ki predsta-
vlja lambda izraz, ki je bil podan na vhodu. Zbirnik ustvari binarno datoteko
memory.bin, kamor shrani vsebino tabele in zaključi izvajanje.
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7.2 Navidezni stroj
Navidezni stroj je sestavljen po opisu v 5. poglavju in izvaja algoritem,
opisan v 6.poglavju. Poleg tega je dodano začetno branje vsebine pomnilnika,
beleženje podatkov o izvajanju in izbolǰsano upravljanje napak.
7.2.1 Zgradba
Registri algoritma so predstavljeni kot globalne spremenljivke. Za registre
STATE, INIT STATE, UNWIND STATE in GARBAGE STATE so upora-
bljeni naštevni tipi za lažje razumevanje delovanja programa.
Sklad je predstavljen kot globalna tabela fiksne dolžine. Registra, ki se
uporabljata s skladom, sta predstavljena kot globalni spremenljivki.
Pomnilnik je predstavljen kot globalna tabela fiksne dolžine. Njena veli-
kost je večkratnik velikosti vozlǐsča. V trenutni implementaciji je pomnilnik
velik za 256 vozlǐsč.
7.2.2 Izvajanje
Navidezni stroj na začetku prebere binarno datoteko, ki jo je ustvaril zbirnik
in jo shrani v svoj pomnilnik. Nato začne reševati lambda izraz, kot je
opisano v 6. poglavju. Vsa koda za izvajanje se nahaja v zanki. Ko se zanka
konča (register STATE ima vrednost UNWIND in začetno vozlǐsče grafa je
v ŠGNO), se na izhod izpǐse dobljeni lambda izraz.
7.2.3 Podatki o izvajanju
Program beleži čas izvajanja, število ustvarjenih vozlǐsč, število reduciranih
β-redukcij, število izračunanih vgrajenih funkcij in število sprožitev čǐsčenja


















Slika 7.1: Graf izraza
7.2.4 Testiranje navideznega stroja
Delovanje navideznega stroja testiramo z naborom testnih izrazov, za katere
poznamo rezultat. Vsi izrazi so napisani v zbirnem jeziku, ki ga razume naš
zbirnik. Po končanem izvajanju primerjamo rezultat navideznega stroja in
pričakovan rezultat, podatki o izvajanju pa so shranjeni v datoteki report.txt.
Preprost primer
Kot preprost primer vzemimo izraz (+ (* (/ 10 2) (% 5 3)) (- 7 3)). Pričakovan
rezultat je 14. Slika 7.1 predstavlja graf izraza. Vhod v zbirnem jeziku, kjer
podpičje predstavlja novo vrstico:
@ ; @ ; F + ; @ ; @ ; F * ; @ ; @ ; F / ; N 10 ; N 2 ; @ ; @ ;




Zapis v datoteki report.txt :
MACHINE EXECUTION
Time elapsed: 0.000014 seconds
Number of nodes used: 26
Number of lambda abstractions reduced: 0
Number of built-in functions reduced: 5
Number of times garbage collector was invoked: 0
Vidimo, da je stroj za izračun potreboval 14 ns, uporabil 26 vozlǐsč,
izračunal 5 vgrajenih funkcij in ni nikoli reduciral λ-abstrakcije ali počistil
pomnilnika.
Primer rekurzivne funkcije
Za primer rekurizvne funkcije vzemimo izraz (Y (λfac . λ n . IF (== n
0) 1 (* n fac (- n 1))) 20), ki predstavlja število 20!. Pričakovan rezul-
tat: 2432902008176640000. Slika 7.2 prikazuje graf izraza. Vhod v zbirnem
jeziku, kjer podpičje predstavlja novo vrstico:
@ ; @ ; F Y ; L 1 ; L 2 ; @ ; @ ; @ ; F IF ; @ ; @ ; F == ;
V 2 ; N 0 ; N 1 ; @ ; @ ; F * ; V 2 ; @ ; V 1 ; @ ; @ ; F - ;
V 2 ; N 1 ; N 20
Rezultat navideznega stroja:
2432902008176640000
Zapis v datoteki report.txt :
MACHINE EXECUTION
Time elapsed: 0.000552 seconds
Number of nodes used: 1014
Number of lambda abstractions reduced: 42
Number of built-in functions reduced: 103






















Slika 7.2: Graf izraza
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Navidezni stroj je izraz izračunal v 552 ns, uporabil 1014 vozlǐsč, reduciral
42 λ-abstrakcij, izračunal 103 vgrajenih funkcij in 7-krat počistil pomnilnik.
Poglavje 8
Sklepne ugotovitve
Sodeč po testnih primerih implementacija algoritma pravilno računa poljubne
lambda izraze, ki so sestavljeni iz aritmetičnih operacij, primerjanj, računanja
funkcij in rekurzije. Deluje tudi čǐsčenje pomnilnika, ne da bi po naših ugo-
tovitvah to vplivalo na izvajanje algoritma. Tako imamo na papirju zasnovan
algoritem, ki lahko reši poljubni lambda izraz in ga lahko implementiramo z
FPGA vezjem.
Implementacija algoritma ima nekaj omejitev. Pisanje programov je zah-
tevno, saj je pisanje v zbirnem jeziku dokaj nerodno in nepregledno. Veliko
omejitev predstavlja majhen nabor implementiranih vgrajenih funkcij, a se
da problem odpraviti tako, da jih implementiramo več. Najbolj se pri pro-
gramiranju pogreša logične operacije in bitne operacije. Problem pisanja
programov bi lahko rešili tako, da bi implementirali prevajalnik, ki programe
iz visokonivojskih funkcijskih jezikov prevede v zbirni jezik za algoritem.
Samo delovanje algoritma ni optimizirano, saj ob vsakem koraku dostopamo
do pomnilnika, kar je počasna operacija. Poleg tega kršimo načelo lokalnosti,
saj ne zagotavljamo, da so si sosednja vozlǐsča v pomnilniku shranjena blizu,
kar nam ne omogoča dobre izrabe predpomnilnika.
Sklenemo lahko, da je cilj izpolnjen, saj nam je uspelo ustvariti algo-
ritem, ki z nekaterimi omejitvami uspešno računa poljubne lambda izraze
in je zasnovan kot deterministični končni avtomat, kar nam omogoča lahko
71
72 Lovro Habjan
implementacijo z FPGA vezjem.
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Dodatek A
Psevdokoda
Psevdokoda predstavlja celoten opis kode algoritma, z vsemi predikati in
možnimi akcijami. Zaradi večje preglednosti in sledljivosti je koda, ki spre-
minja sklad, in koda, ki spreminja pomnilnik, zapisana s funkcijami. Psev-
dokoda je na voljo na povezavi:
https://bitbucket.org/haba22haba/interpreter-za-lambda-racun
Sledi besedni opis funkcij, ki se pojavijo v psevdokodi.
Za sklad:
• stack_init(): Inicializira registre, ki upravljajo sklad.
• stack_push_numargs(): Na sklad shrani vrednost registra NUMARGS.
• stack_pop_numargs(): S sklada vzame vrednost in jo shrani v register
NUMARGS.
• stack_push_pc(): Na sklad shrani vrednost registra PC.
• stack_pop_pc(): S sklada vzame vrednost in jo shrani v register PC.
• stack_push_fstop(): Na sklad shrani vrednost registra FSTOP.




• stack_push_registers(): Na sklad shrani vrednosti registrov PC,
BEGIN, ROOT, APPCOUNT, ARG, VAR, FUN, NUMARGS, FSTOP,
SNDOP, TRDOP, RESULT in STATE.
• stack_pop_registers(): S sklada vzame vrednosti in jih shrani v
registre STATE, RESULT, TRDOP, SNDOP, FSTOP, NUMARGS,
FUN, VAR, ARG, APPCOUNT, ROOT, BEGIN in PC.
• stack_is_empty(): Preveri, če je register NUM STATES enak 0. Če
je enak 0, vrne vrednost TRUE, v nasprotnem primeru vrne vrednost
FALSE.
Za pomnilnik:
• node_create_constant(value, is_nil, new): Ustvari vozlǐsče, ki
predstavlja konstanto. Vrednost argumena value se zapǐse v telo vo-
zlǐsča, vrednost argument is nil označuje, ali se postavi zastavica NIL
in vrednost argumenta new označuje, ali se postavi zastavica N. Funk-
cija vrne kazalec na vozlǐsče.
• node_create_cons_cell(head, tail, new): Ustvari vozlǐsče, ki pred-
stavlja celico seznama. Vrednost argumenta head se zapǐse na mesto
prvega kazalca, vrednost argumenta tail pa na mesto drugega kazalca.
Vrednost argumenta new označuje, ali se postavi zastavica N. Funkcija
vrne kazalec na vozlǐsče.
• node_create_variable(var, new): Ustvari vozlǐsče, ki predstavlja
spremenljivko. Vrednost argumenta var se zapǐse v telo vozlǐsča, vre-
dnost argumenta new pa označuje, ali se postavi zastavica N. Funkcija
vrne kazalec na vozlǐsče.
• node_create_lambda_abs(var, expr, new): Ustvari vozlǐsče, ki pred-
stavlja λ-abstrakcijo. Vrednost argumenta var se zapǐse na mesto pr-
vega kazalca, vrednost argumenta exp pa na mesto drugega kazalca.
Vrednost argumenta new označuje, ali se postavi zastavica N. Funkcija
vrne kazalec na vozlǐsče.
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• node_create_function(fun, new): Ustvari vozlǐsče, ki predstavlja
vgrajeno funkcijo. Vrednost argumenta fun se zapǐse v telo vozlǐsča.
Vrednost argumenta new označuje, ali se postavi zastavica N. Funkcija
vrne kazalec na vozlǐsče.
• node_create_exp_app(first, second, new): Ustvari vozlǐsče, ki
predstavlja aplikacijo funkcije. Vrednost argumenta first se zapǐse na
mesto prvega kazalca in vrednost argumenta second na mesto drugega
kazalca. Vrednost argumenta new označuje, ali se postavi zastavica N.
Funkcija vrne kazalec na vozlǐsče.
• node_copy_cell(dst, src): Funkcija vsebino vozlǐsča na naslovu src
prepǐse na naslov dst.
• node_reset_cell(ptr_head): Funkcija prepǐse vsebino vozlǐsča na
naslovu ptr head z ničlami.
• node_get_first_pointer(ptr_head): Funkcija vrne prvi kazalec vo-
zlǐsča na naslovu ptr head.
• node_set_first_pointer(ptr_head, value): Funkcija zapǐse vre-
dnost value na mesto prvega kazalca vozlǐsča na naslovu ptr head.
• node_get_second_pointer(ptr_head): Funkcija vrne drugi kazalec
vozlǐsča na naslovu ptr head.
• node_set_second_pointer(ptr_head, value): Funkcija zapǐse vre-
dnost value na mesto drugega kazalca vozlǐsča na naslovu ptr head.
• node_get_body(ptr_head): Funkcija vrne telo vozlǐsča na naslovu
ptr head.
• node_get_tag(ptr_head): Funkcija vrne vrednost bitov TAG vozlǐsča
na naslovu ptr head.
• node_get_mark(ptr_head): Funkcija vrne vrednost bita M vozlǐsča na
naslovu ptr head.
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• node_set_mark(ptr_head): Funkcija postavi zastavico M vozlǐsču na
naslovu ptr head.
• node_reset_mark(ptr_head): Funkcija resetira zastavico M vozlǐsču
na naslovu ptr head.
• node_get_whnf(ptr_head): Funkcija vrne vrednost zastavice W vo-
zlǐsča na naslovu ptr head.
• node_set_whnf(ptr_head): Funkcija postavi zastavico W vozlǐsču na
naslovu ptr head.
• node_get_num_checked(ptr_head): Funkcija vrne vrednost polja CHE
vozlǐsča na naslovu ptr head.
• node_set_num_checked(ptr_head, num): Funkcija postavi vrednost
num polja CHE vozlǐsču na naslovu ptr head.
• node_get_is_nil(ptr_head): Funkcija vrne vrednost zastavice NIL
vozlǐsča na naslovu ptr head.
• node_get_num_args(ptr_head): Funkcija vrne vrednost polja NUM
vozlǐsča na naslovu ptr head.
• node_get_new(ptr_head): Funkcija vrne vrednost zastavice N vo-
zlǐsča na naslovu ptr head.
• node_set_new(ptr_head): Funkcija postavi zastavico N vozlǐsču na
naslovu ptr head.
• node_reset_new(ptr_head): Funkcija resetira zastavico N vozlǐsču na
naslovu ptr head.
