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Abstract 
VIPER ( a .YLSI interactive bid and l!roposal ~xpert resource) is a user 
friendly, interactive expert system prototype. It allows a user to enter pertinent 
information about a circuits operating characteristics and generates expert advice 
detailing the circuits designability, cost, and testability. At the present time most bids 
are created by engineers who are recruited as needed. The proposals created by 
these sometime proposal writers are never consistent and the quality of the proposal 
is highly dependent on the authors. The advantage of using an expert system to 
create proposals is its consistency. As information is fed back into the system the 
quality rises and is independent from the engineering population. VIPER was 
developed using Personal Consultant Plus™ an expert system shell distributed by 
Texas Instruments. PC Plus is a frame based, rule oriented expert shell that shields 
the. designer from much of the dirty work involved with designing expert systems. 
VIPER is in its infancy and as with any inf ant can grow into a powerful system if 
guided in the right direction, included in this paper is some discussion on what the 
author feels that direction should be. Also included is a sample VIPER consultation 
• session. 
1 
r Introduction 
VIPER ( a VLSI interactive bid and proposal expert resource) is a user 
friendly, interactive expert system prototype. It allows a user to enter pertinent 
inf onnation about a circuits operating characteristics and generates expert advice 
detailing the circuits designability, cost, and testability. The required input information 
includes, but is not limited to, the number of gates in the circuit, the type of 
architecture, the required size, the required cost. After the circuit is completed the 
VIPER knowledge base can be updated with the vital statistics thereby increasing its 
expertise. 
Why build an expert system 
One of the advantages of a expert system is its ability to encapsulate the 
knowledge of many experts. As new people join an organization their expertise is 
bottled for later use. If people leave the organization their expertise lives on in the 
expert system. Another advantage, indeed its greatest strength, is its consistency. 
Given the same set of inputs an expert system will produce the same output. This is 
not always the case when proposals are manually written. Currently, the bid and 
proposal team in most organizations is created ad-hoc when needed, consisting of 
several engineers that happen to be available at the time. It is obvious that the 
proposals can not be consistent because the bid and proposal teams are always 
changing. More importantly, when using human experts the quality of a proposal is 
highly dependent on the experience level of the authors. In fact the quality of a 
proposal depends equally on two variables. The first is the experience of the authors 
and the second is the quality of the input data (figure 1). Since the teams change, 
2 
high 
QUALITY OF 
CUSTOMERS 
INPUTDATA 
low 
low 
z QUALITY 
OF 
PROPOSAL 
high 
AUTHORS EXPERIENCE LEVEL 
figure 1: The quality of a proposal is dependent on the 
experience of the authors and the quality of the input data 
each new team must dig up old information on previously fabricated circuits from 
which new information can be derived. If the engineers responsible for the previous 
designs have left the organization the information is lost. Once lost, it must be 
rediscovered. Clearly, in order to use an engineers time more effectively a new bid 
and proposal method is needed. One solution is the f onnation of a permanent bid and 
• 
proposal writing team. This team would be responsible for all bid and proposal writing 
for the organization. While this solution seems adequate it has several problems. 
First , most engineers would not want to write bids all the time. Second, if non 
engineers are hired to permanently handle all proposal writing they would need inputs 
from the engineers anyway. Third, members of the assembled team would eventually 
leave and new members would have to be trained. The only truly permanent solution 
is an expert system. An expert system eliminates one of the two variables motioned 
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earlier. This creates a situation where the quality of a proposal is only dependent on 
the quality of the input data (figure 2). Another advantage is that an expert system is 
always there when needed. 
What the remainder of this paper will cover 
The· remainder of this paper is divided into five major sections. The frrst 
section will discuss general expert systems. This discussion will include reasoning 
methods, classification models, uncertainty, and rule types. The second section will 
cover the VIPER expert system prototype. This includes how VIPER is structured 
internally, the types of rules it uses and the assumptions it makes. The third section 
will discuss the future enhancements planned for VIPER. Its current limitations and 
some ideas on how to improve it. The fourth section will sum up all of the items 
covered in previous sections. The last section is a sample VIPER consultation which 
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figure 2: The quality of a proposal is totally dependent 
on the quality of the input data 
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will demonstrate typical user interactions 
Expert systems in general 
What is an expert system 
An expert system is one that handles real world, complex problems requiring 
an expert's interpretation and solves these problems using a computer model of 
expert reasoning, reaching the same conclusions that the human expert would reach if 
faced with a comparable problem (Weiss & Kulikowski 1984). To put it more simply, 
an expert system simulates the techniques used by a human expert to solve a 
problem. A typical rule based expert system consists of a knowledge base and an 
inference engine. The knowledge base is a collection of information pertaining to a 
specific topic while the inference engine makes judgments based on the information 
contained in the knowledge base and external inputs. Through years of research it has 
been determined that computer based techniques for representing knowledge and 
expert reasoning tend to be very general. For example, MYCIN (an expert system 
that gives advice on the treatment of infectious bacterial diseases) and 
PROSPECTOR (used for geological prospecting) offer expert advice on two very 
/ 
different subjects but the methods used by both are similar. Because of the similar 
nature of such systems, expert systen,i shells have developed that allow a knowledge 
engineer to concentrate on knowledge acquisition and representation without having 
to be overly concerned about inference techniques. An expert system shell is nothing 
more than a program (environment) that helps the knowledge engineer enter 
information while automatically creating all necessary links between that information. 
Since it is a program it requires that information be structured in a precise format. 
5 
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While this imposes some restrictions on the input data in the long run it serves to 
help keep the data, and the engineer, focused. Unfortunately the state of the art has 
not progressed to the point where knowledge acquisition should be considered easy. 
In many ways it is the hardest part of the system development. To understand just 
how difficult it is, think about the mental processes you used this morning to decide 
what clothes to ware. Try to structure that information into a f onn that a computer can 
store and retrieve. As you can see, knowledge acquisition is not an easy task. 
Reasoning methods 
The most natural way of expressing inferential knowledge is in the form of 
rules. These rules resemble the standard if-then construct of conventional 
programming languages. An important difference to note is that most computer 
languages have trouble dealing with abstract data. This is not true of the expert 
system languages. They were designed to handle abstract and incomplete 
information. A typical rule might be: 
IF A IS TRUE AND 
BIS TRUE AND 
CIS FALSE 
THEN CONCLUDE X 
This type of construct can appear in a conventional language but it would not be 
evaluated in the correct way. It would be run in a sequential manner from the frrst line 
to the last. If A, B or C, is unknown then the value of X is unknown and the program 
continues. An expert system does not run sequentially. If the system needs to find 
the value of X it will attempt to discover the value of A then B then C. After this it 
will conclude with some percentage of certainty the value of X. Don't worry about the 
6 
percentage of certainty right now, it will be covered later. The important concept is 
one of non-sequential operation. The user, or designer for that matter, can not 
determine before hand how the system will reach it's goal. It is determined at run 
time and based in part on the inf onnation the u~~er gives it. 
\ 
Rule types ( 
There are two basic types of rule/,~ by a knowledge engineer when 
designing a rule based expert system. The first, and most prominent, is the 
consequent rule. It is the type of rule described above. Namely, the IF portion of the 
) 
rule is dealt with only if the THEN portion helps solve the problem. Each section of 
the IF portion becomes a new problem to solve. This can be thought of as backwards 
chaining. The second type of rule is the antecedent rule. This is a conventional type 
rule most people are familiar with. If all parts of the IF portion are known then handle 
the THEN portion. This is forward chaining. The most common use of an antecedent 
rule is to convey information to the user when a set of conditions becomes known. For 
example: 
IF AIS KNOWN 
THEN DISPLAY A MESSAGE ON SCREEN 
The VIPER expert system uses both consequent and antecedent rules. Consequent 
rules are used to reach goals while . antecedent rules are used to convey inf onnation 
back to the user. A full explanation of why consequent rules where chosen as the 
basic type of rule in VIPER can be found in the chapter titled Designing VIPER. 
Uncertainty 
The ideal expert system would contain one and only one conclusion associated 
with a specified pattern of evidence. It goes without saying that every pattern is 
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unique unto itself. In this type of system we can conclude X with 100 percent certainty 
if A and B are true because the opposite is also true. Namely, if X then A and B are 
true. For example, if you eat you will be full and if you are full you must have eaten. 
This type of relationship is not always possible when solving real world problems. It 
is rare to find a unique pattern that will point to one and only one conclusion. As an 
experiment try to think up such a situation. How about if your outside and it is dark it 
must be night. This is certainly true, or is it? Suppose there is a solar eclipse. We can 
conclude the if it is dark and your outside then there is a 99 percent chance that it is 
night. This is the reason uncertainty was built into modern expert systems. At this 
point it would be appropriate to discuss some of the underlying mathematics involved 
with uncertainty. I will cover two methods of calculating the probability of an event 
occurring given a certain set of inputs. This should give you a feel of what is involved 
when dealing with uncertainty. The frrst is known as BA YES' POSTERIOR 
PROBABILI'l'Y METHOD. This method simply tells us to choose the conclusion 
with the highest probability for the given data. For the remainder of this section I will 
be using an example of an expert system that will diagnose a malfunctioning car 
(Weiss & Kulikowski 1984). An expert might say: 
If the starter is making odd noises the probability of a bad starter is 
approximately 75%. 
The above statement implies that an opposite condition exists, namely: 
If the starter is making odd noises the probability of a good starter is 
approximately 25%. 
Unfortunately most experts do not carry probabilities around in their heads and if they 
(r:1 . -·-,_ - ·- -- -- --
do the numbers they report are not true probabilities. An expert may report the ftrst 
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statement above (75%) but will probably deny the opposite condition (25%). The only 
alternative is to derive the information through empirical studies, such as: 
If a car has a bad starter then the starter will make odd noises in 87% of the 
cases. 
The next piece of information we need is the prior probability. Simply stated, the prior 
probability is the probability of an event before any checking is done. In our case: 
The probability of a bad starter when a car won't start is 2% before looking at 
any specific symptoms. 
The 2% is determined by empirical study. The problem with this number is that it is 
subjective. Do will look at all cars in one repair shop or all cars in all repair shops. Do 
we limit ourselves to newer cars or every car ever repaired. The concept of prior 
probability is controversial for this reason. Once we have these numbers we can 
derive the probability of class C given evidence e by BA YES' formula: 
P(C I e) = P(e IC)* P(C) I P(e) 
where P(C) is the prior probability and P(e) is the unconditional probability of the 
evidence: 
P(e) = P(e IC)* P(C) + P(e 1-C) * P(-C) 
Using the above numbers, P(C) = .02, P(-C) = .98, P(e I C) = .87. We need P(e I -C) 
which should have also been collected empirically. 
The probability of a normal starter making odd noises is 7% 
We can now compute P(bad starter I odd noises) 
.87 * .02 / (.87 * .02 + .07 * .98) = 20.2% 
This is considerably lower then the original expert estimate of 75%. The most obvious 
reason for the discrepancies would be the prior probability (remember, this was the 
9 
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controversial ingredient). If we solve BA YES' formula for prior probability we get: 
P(C) = 1 I {[.87 / .07] * [1 / .75 -1] + l} = .19 
which is almost 10 times higher the 2% we used. Therefore, the expert must be using 
a different estimate of the priors in his probabilities. We must also remember that all 
of our data was collected in a subjective manner. The second method of dealing with 
uncertainty is known as the DEMPSTER-SHAFER THEORY OF EVIDENCE. It is 
a widely excepted model of uncertainty and has several advantages over other 
models including the Bayesian model. While searching for the causes of X some 
group of tests narrows the set of possible causes down to a subset. This subset can 
be considered a new problem with its own set of causes. This piece of evidence 
gives no information concerning the likelihoods of any one element in this subset. 
Bayesians would equally distribute the weight of the evidence to each member; but 
could this, indeed should this, be called uncertainty or lack of knowledge? The fact 
that a weight, any weight, is assigned equally (arbitrarily) to members of a subset 
implies knowledge and certainty. Using the Dempster-Shafer model we also avoid 
the Bayesian restriction that belief to a hypothesis implies commitment of the 
remaining belief to its opposite. Remember during the discussion of the Bayesian 
model that: 
If the starter is making odd noises the probability of a bad starter is 
approximately 75%. 
but this implies that: 
If the starter is making odd noises the probability of a good starter is 
approximately 25%. 
Lets take a look at an example (Buchanan & Shortliffe 1984). Suppose you are trying 
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to find the cause of X. It can be caused by some combination of A, B, C, and D. This 
set is called a frame of discernment, denoted 8. The hypothesis in 0 are assumed 
mutually exclusive and exhaustive. One piece of evidence might support {A,B} or 
{ C,D}. Evidence supporting { A,B } would cause you to allot a proportional amount of 
belief to that subset. A new piece of evidence which helps to exclude {A} is 
equivalent to confrrming {B,C,D}. Therefore, each hypothesis in 0 corresponds to a 
one element subset called a singleton. By considering all possible subsets in 0, 
denoted 28, the set of hypotheses to which belief can be allocated is enlarged (figure 
3). Belief in a hypothesis is expressed by a number between O and· 1. The impact of 
each distinct piece of evidence on the subsets is represented by a basic probability 
assignment (bpa). A bpa is a generalization of the traditional probability density 
function. Using 28, the enlarged set of hypotheses, a bpa, denoted m, assigns a 
number between O and 1 to every subset of 0 such that the sum of all subsets equals 
1. Thus m allows assignment of quantity of belief to every element in the tree of 
{ A, B, C, D} 
{.A, B, C} { A, B, D} { B, C, D} 
{ A, B} { A, C} { B, C} { A, D} { B, D} { C, D} 
{A} {B} {C} {D} 
(Buchanan & Shortliffe 1984) 
figure 3: The enlarged set of hypotheses 
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figure 3. The quantity m(A) is the portion of belief assigned exactly to A. The 
remaining portion, namely 1 - A, is assigned to 9 which, if you recall, is {A,B,C,D} in 
our example. This is known as m(9) and is the portion of belief unassigned after 
commitment to various subsets. Lets look at an example. You have evidence that 
supports {A,B} to degree 0.6, but does not support a choice between {A} or {B}. 
The remaining belief, 1 - 0.6 = 0.4, is assigned to 0 {A,B,C,D}. Bayesians would 
assign the 0.4 to { C,D} which is the negation of { A,B} ~ This is untrue because, as 
discussed earlier, a 60% belief in {A,B) does not automatically generate a 40% belief 
in { C,D}. A belief function denoted Bel which corresponds to a specific bpa, m(A), 
and is the sum of all bpa' s assigned to every subset of {A}. For example: 
Bel(A,B,D) = m(A,B,D) + m(A,B) + m(A,D) + m(B,D) + m(A) + m(B) + 
m(D) 
The Bel(A,B,D) is a measure of the total amount of belief in {A,B,D} and not of the 
amount committed exactly to {A,B,D}. In other words, Bel and m are equal only for 
singletons. To combine two Bel functions we take the sum of each m (denoted m1 8 
m2) and recalculate the bpa from the result. Suppose one group of tests points to 
{A,B} as the cause of X to degree 0.6(m1) while another test disproves {A}, 
confmns {B,C,D} to degree 0.7(m2). This can easily be shown on the chart below. 
When we sum the columns and rows, all that remains at the intersections are the 
{ A, B} ( 0.6) 
0 (0.4) 
{ B, C, D } (0. 7) 
{ B } (0.42) 
{ B, C, D } (0.28) 
12 
0 (0.3) 
{ A, B } (0.18) 
0 (0.12) 
(Buchanan & Shortliffe 1984) 
common hypotheses i.e. {B,C,D} * {A,B} = {B}. This yields a new m value. From 
this a new bpa can be calculated. For example: 
= 0.18 + 0 + 0.42 
=0.60 
The only problem with this is if we wind up with two 0's in the same row. For 
example: 
{A} ( 0.8) 
m30 (0.2) 
m4 =m1 em2 
{ B } (0.42) { A, B } (0.18) { B, C, D } (0.28) 0 (0.12) 
0 (0.336) "'- { A } ( 0.144) 0 (0.224) "'- { A } ( 0.096) 
{ B } (0.048) { A, B } (0.036) { B, C, D } (0.056) 0 (0.024) 
. (Buchanan & Shortliffe 1984) 
This is handled by normalizing the assigned values so the m1 0 m2(0) = 0 and the 
new bpa lies between O and 1. 
K = 0.336 + 0.224 = 0.56 and 1 - K = 0.44 
Therefore, (A) = m38 m4(0.114 + 0.096) I 0.44 = 0.545 etc. 
There are several other aspects to the Dempster-Shafer model but this should give 
you some idea of the issues involved when dealing with uncertainty~ Uncertainty is 
still a hotly debated issue and new theories are constantly being developed. 
Designing VIPER 
The proposals writers problem 
Before we look at the design of VIPER it might be a good idea to examine the 
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type of problem which VIPER addresses. Writing proposals is a sticky subject for 
most engineering companies. State of the art integrated circuits are very large ( one 
square centimeter is normal) and quite complicated (they contain upwards of one 
million devices). The team of engineers that design these circuits will normally divide 
the device into smaller parts. Each engineer will go off and design his or her own 
part without worrying about the other parts of the device. Because of this, very few 
engineers have a real grasp of the overall problems involved with the total chip 
design. Plus, engineers as a whole have no idea of the cost of manufacturing the 
devices they design. We were all taught in school that smaller will run faster but we 
never learned that smaller is cheaper. To be honest, its not their fault. Since most 
large companies have a marketing and sales deparunent that handle most of the 
money issues they are never taught (outright) about such things. They learn about 
cost effective design through experience. So here we have a group of people who are 
knowledgeable about design and uneducated about cost attempting to write a design 
proposal. Now that we have established the base line problem we can begin 
discussion of the typical proposal writing procedure. A customer comes to you with 
an idea for a device that will help his business. This idea can be presented to you in 
the form of schematic diagrams and/or as a design document detailing the devices 
operation. Along with this the customer may or may not tell you the operating speed 
of the device, the required delivery date, and the size. At this point a group of 
engineers is assembled to create a design proposal. The frrst step is to divide the 
device into functional blocks. Each type of functional block has a known design style, 
test style, overall size, and layout time. For example, if 25% of the device is 
comprised of datapath (a very regular structure) we ·Can derive several things. First, 
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the total amount of transistors used in this section is 25% of the total transistor 
count. Second, typically one transistor in a datapath will require 150 square microns 
of space. Therefore, the amount of space required by the datapath is equal to 150 * 
the transistor count. Third, a datapath is easier to test, requiring 4 weeks of time. 
Finally, the layout time a datapath requires is 150 transistors per week. Therefore, 
the total layout time in weeks will be the total transistor count of the datapath / 1501. 
These calculations are repeated of all sections of the device. After this is finished the 
total device size can be calculated. If the customer had a target size in mind and your 
estimate is higher you must look for ways to decrease its size. The same holds true 
for the delivery date. The delivery date can be shortened by adding more engineers 
onto the project (increasing the head count). However, This will raise the cost of the 
device. This give and take of size, head count, cost, and delivery date is typical of 
the type of problems faced by the proposal writers. We did not even discuss the 
feasibility of the device. Just because a customer would like you to design a device 
for him does not mean that the device is feasible or profitable for you. There has to be 
a better way for proposals to be generated. I believe the answer is an expert system. 
The old shell game 
Viper was developed using Personal Consultant Plus, an expert system shell 
developed by Texas Instruments. PC Plus was written using the SCHEME™ 
programming language also developed by Texas Instruments. SCHEME is a dialect 
of LISP therefor, user developed LISP code can be embedded into the expert system 
making it a custom application. PC plus is a frame based shell consisting of frames, 
1. The numbers used in this section are examples and do not reflect the true values used by VIPER 
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parameters, and rules. Frames serve a general organizational purpose. A frame 
defines a real or abstract problem area in the knowledge base. Each frame has it's 
own set of parameters. Parameters are specific facts or pieces of information and can 
be assigned one or more values. Rules are logical statements written in a rule 
language provided by PC Plus. Rules describe the logical relationship between 
parameter values; they are used to test parameter values and infer conclusions. The 
default type of rule use in PC Plus is a consequent rule. Each frame has its own 
properties. The most important of these is the goal property. The goal property is 
comprised of a special set of parameters whose values, when known, form the., 
solution of the frame. The most effective way to use a frame based system is to divide 
the main goal (the problem) into sub-goals that can be easily solved. Each sub-goal 
contributes to the solution of the main goal. When a problem is divided in this fashion 
a hierarchy of frames is created. This hierarchy is known as a frame tree (figure 4, 
FRAME B 
FRAMED 
ROOT 
FRAME 
FRAMEE 
FRAMEC 
frame properties 
figure 4: A typical frame hierarchy in PC PLUS 
Rule Group 
Every frame contains frame properties an attached rule group and parameter 
group (as shown by frame c) 
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reproduced from the Personal Consultant Plus User's Guide). As with any tree there 
is only one root. This root frame contains the main goal or goals of the system. Every 
other frame is a limb of the tree the purpose of which is to solve a sub-goal. Frames 
are only frred (active) when needed. The triggers are the goals. For example, if the 
goal of the root frame is to determine the family of plant you have, one of the rules 
might look like this: 
IF CLASS = GYMNOSPERM AND 
~, 
LEAF_SHAPE = SCALELIKE 
THEN FAMILY = CYPRESS 
Since the goal is to determine FAMILY, the system realizes that it must determine 
CLASS and LEAF _SHAPE. It looks through all other rules trying to fmd one which 
will set CLASS (have CLASS in the THEN statement). If it finds one it will frre the 
frame it belongs to. This process continues until it either determines CLASS or 
exhausts its resources and gives up in which case it will tell the user that it does not 
have enough inf onnation to solve the problem. If the process is successful it will 
repeat the process for LEAF _SHAPE. This means that the goals of the system are of 
paramount importance. If the expert system is a device to help a user guide his way 
then the goals are the road map. An expert system designer who decides to build the 
entire system from scratch might view a frame based model of a problem as to 
restrictive. Indeed, PC Plus imposes several restrictions on the designer but the 
advantage you get in return is forced organization. Since you must use the system in ,, 
an organized manner it follows that you must gather, assimilate, and enter the 
knowledge in an organized manner. In the end you begin to think about the problem in 
a way that is conducive to its solution. 
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An expert solution 
There are several ways the proposal writers problem could have been 
addressed. One way would be to think of the problem as data driven. That is, create 
antecedent (forward chaining) rules where data is entered by the user and once all 
unknowns in the if section of a rule become known the then portion is handled. This 
will in turn solve some unknowns in other if portions·. Another way would be to 
consider the problem as rule driven. Using this method one or more rules, named the 
goals, need the value of their THEN portions to solve the problem so the IF portions 
are examined (backward chaining). If any values in the IF portion are unknown they 
are resolved. Either of these methods could have been used exclusively in designing 
VIPER. As the design started to take shape it became obvious that I should use 
both types of rules in VIPER for several reasons. Consequent rules are the def a ult 
type used by PC PLUS so when I started to design VIPER it was natural to think of 
the problem as rule driven. Because of this most of the expert reasoning is 
conducted using backward chaining. However, I also wanted to improve the user 
interface provided by PC PLUS. To do this I realized that as information became 
known to VIPER I wanted feedback sent to the user. Therefore, most of the user 
messages are triggered by antecedent rules. As I stated earlier, It felt natural for me 
to handle the proposal probl~m in a rule based system because of the way it is done 
manually. The bottom line question we need answered is SHOUW WE DESIGN 
THIS DEVICE. To answer this question several pieces of information are needed. 
Namely, can we make money, can it run as fast as we need it to, can we meet our 
design date, etc. This lead to the formation of the first rule in VIPER. 
IF THE DEVICE SIZE IS FEASIBLE & 
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THE DESIGN AND TEST TIME IS ADEQUATE & 
THE COST IS REASONABLE & 
THERE IS A HIGH DEGREE OF CONFIDENCE IN THIS PROJECT & 
THE GA TE COUNT VS FREQUENCY IS GOOD & 
THE FREQUENCY VS THE CRITICAL PA 1H LENG1H IS GOOD 
THEN MAKE A BID ON THIS PROJECT 
When a user runs a consultation, the above rule is the first one that is tested. Since 
the value of the THEN portion is needed all sections of the IF portion are resolved. 
To solve the problem it became apparent that a divide and conquer method should be 
employed. Fortunately PC PLUS provides a mechanism to do this. Since PC PLUS is 
frame based, the overall problem can be broken up into smaller problems. Each new 
Architecture 
Frame 
GOALS: Device Size 
VIPER 
Root Frame 
GOALS: YES/NO BID 
First model date 
Frame 
GOALS: Model & Test Date 
Device cost 
Frame 
GOALS: Device Cost 
Layout time 
Frame 
GOALS: Design Time 
Test time 
Frame 
GOALS: Test Time 
figure 5: The VIPER hierarchy of frames 
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frame has its own sub goals. These sub goals will add to the solution of the • mmn 
goals. If you take another look at the rule above the division I chose becomes easy to 
spot. Figure 5 is a graphic representation of VIPERS hierarchical frames. Each sub 
frame solves a piece of the main goal. For example, the first problem faced by VIPER 
is a determination of the size of the proposed device. To solve this problem the root 
frame gives control over to the architecture frame. The system attempts to solve the 
goals required by this frame before returning control to the root frame. This control 
passing continues until all required information is known by the root frame, and an 
expert decision can be made, or one or more goals cannot be solved, in which case 
the root frame informs the user of the problem. Using figure 5 as a guide lets take a 
tour of the VIPER hierarchy. The VIPER root frame contains all global variables 
since every sub frame inherits the variables of its parent. Some of these global 
variables are total gate count, required operating frequency, critical path length, and 
required size. These global variables are the required inputs to VIPER and the user 
is asked to answer these questions at the start of every consultation. This frame 
contains the rule mentioned above plus several others. These rules resolve several 
generalized engineering problems. For example, given the gate count, (a gate is a 
group of transistors that perform one logical function) will the device operate at _the 
required frequency if there is one (required frequency is optional). Given a critical 
-- / 
path length and a frequency can the device function properly. By the way, the critical 
path of a device is the electrical path that is the longest and/or contains the most 
gates connected together in a row. In either case the speed of that path is the limiting 
factor and determines the speed of the overall device. Of course, the root frame 
contains several antecedent rules which provide feedback to the user. One other 
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interesting thing that is contained in the root frame is a piece of user defined 
SCHEME (LISP) code. This routine can be passed a gate percentage and a . gate 
count and will return the gate count that corresponds to the percentage. For example, 
if passed 25% and 200 gates it will return 50 gates (25% of 200). As described 
\ -- . 
'- /----
earlier, PC PLUS allows the system designer to write custom code which can provide 
functions not standard in PC PLUS. This code was written to reduce the length of 
several rules used in sub frames. The next stop on our tour is the architecture frame 
where the size of the device is determined. This frame asks the user many questions, 
more then any other frame in the knowledge base. The rea~on for this is the amount 
\ 
\ 
, 
of variables involved in determining the size of a device. For instance, the process 
type must be known (by process type I mean the design rules, levels of interconnect, 
etc.). The answer to this question will determine how many square microns of space 
are needed, per transistor, to layout the various sections of the device. This is the 
frame where you must tell VIPER what percentage of each type of logic is contained 
in the device. It is also the frame that uses the custom SCHEME code discussed 
above. After all the required inf onnation in known a size is calculated and compared 
to the required size (if known). Once the sub goals are reached control is passed to 
the first model date fr4(ne. The date frame is the only sub frame which is itself a 
i 
' •. ) 
parent to two other sub frames. It main goal is the calculation of the date the device 
will enter the fabrication line (go to mask). It does this by passing control to the 
layout frame. The layout frame calculates the design time of the device. This time is 
calculated by using the size of each section of the device and the number of 
transistors that can be generated per week per section. For example, the transistors 
for a datapath (a very regular structure) can be generated at a rate of about 800 
.. 
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transistors per week. If the size of the datapath, as determined in the size frame, is 
1600 transistors then the datapath will take 2 weeks to generate. When the layout 
\ 
frame has completed its job control is passed back to the date frame which 
immediately passes control to the test time frame. The test frame works very much 
like the layout time frame. Every type of section has a corresponding test time. Once 
~;p. 
calculated control is passed back to the date frame where a date can be calculated 
and compared to the required delivery date (if given). The last frame we need to visit 
is the cost frame. This frame determines the cost of the device. It was the hardest 
frame to design because, as discussed earlier, engineers are not generally told how 
much a customer pays for his or her services, the value of a device once it is 
manufactured, or the cost of a device per square millimeter. The cost frame uses its 
knowledge of process type, size, and volume. For example, if the process type is 1.75 
micron single level metal (one level of interconnect) the unadjusted cost of a device 
will be 4*10-7 multiplied by the size of the device. If the projected volume of the 
device is above 800,000 units a year then the real cost is equal to the unadjusted 
cost less 20 percent. The cost frame will also tell the user how profitable the device 
will be if manufactured. The interesting thing about this frame is that the cost can be 
varied in several ways. This frame relies on the head count ertered by the user. If 
I 
this number is changed the cost and delivery date, as ·c.alculated in the date frame, 
will change. This number can be slowly varied until a happy medium is reached. After 
this, control is returned to the root frame. The last thing the root frame does is to ask 
~ 
the user his opinion about the designability of the device. The reason for this is that 
this expert system is only a prototype and as such is only equal in expertise to the 
people that will be using it for consultations. I felt that it would be a good idea to 
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make the user an extension of the expert system··· until its expertise is greater then 
that of any expert that might use it. 
d-
The future of VIPER 
I have mentioned several times that VIPER is a prototype system and should 
be viewed as such. This does not mean that it is not usable. On the contrary, in its 
present state it is quite usable and user friendly. It can, however, be improved in 
several ways. In this section I will discuss some of my ideas on how to improve and 
expand VIPER. At the present time all numbers generated by VIPER are rounded to 
the nearest whole number and are missing punctuations. The frrst improvement 
would be to write a piece of SCHEME code that can be passed two numbers. The 
frrst is the number you wish to operate on and the second is the number of places of 
round off you desire. This routine would return a punctuated number. For example, if 
you send it 1000000.125 and 2 the number 1,000,000.13 is returned. This would make 
the user feedback easier to read. Another problem with VIPER is that it does not 
create a hard copy of its feedback. It would be nice if, at the end of a consultation, a 
report were generated for the user to read at a later date. Also, all of the information 
··-· 
used by VIPER is hard wired into the system. A better method of knowledge storage 
would be an ASCII database that VIPER could read at start up. This database could 
be used to reconfigure VIPER on the fly with new information. For example, If 0.4 
micron double level metal design rules were developed Viper would have to be 
changed internally to take advantage of this new information. Suppose VIPER relied 
on a database for its information. To update VIPER we could simply add new 
information to the database using any ASCII editor we have available. The next time 
someone runs VIPER a 0.4 micron double level metal item would appear in the 
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appropriate places. These are just a few of the ways VIPER can be improved by 
making minor changes. I would like to cover two bigger additions that would change 
VIPER from a prototype to a full 'fledged expert system. The frrst change would be 
the addition of more frames in the hierarchy. To prototype VIPER in a short amount 
of time I have over simplified the problem of proposal writing. In short, VIPER 
requires an expert to run it. The questions it asks, the user are non trivial but they 
should be. There are several questions it asks that it should resolve internally. For 
example, it asks for the critical path length but this information could be derived after 
asking simpler questions that a non expert could answer. Lastly, all derived 
information is either 100 percent true or false, there is no uncertainty. Unfortunately, 
most of the derived information has uncertainty attached to it. This should be added 
using the Dempster-Shafer model discussed earlier. For example, the rules that 
determine if the required frequency can be achieved when the gate count is taken into 
consideration could be expanded to include uncertainty. In its present form one of the 
rules state that if the gate count is greater then 100,000 and the frequency is greater 
then 125 MHz the frequency to gate count ratio is to high. In reality this is not a 
black and white decision, other factors should be considered. To do this a large 
collection of experts would have to be interviewed, but that should take place during 
the development of any expert system in the frrst place. I am sure there are many 
) 
more ways to improve VIPER that I have not mentioned. Once users start to run 
VIPER they will likely add to that list. 
Conclusions 
We have discussed several aspects of expert systems. The reason we want 
to build expert systems is that they encapsulate the knowledge of many experts and 
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are consistent in their findings. Remember, an expert system is one that handles real 
world complex problems requiring and expert's interpretation. VIPER fits the above 
definition and should be classified as an expert system. In its present f onn it has a 
limited intelligence but can grow into a full fledged expert system, using some of the 
suggestions discussed in the previous section, capable of complex problem solving. It 
fills the gap between full time engineer and full time proposal writer. 
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Appendix A 
This appendix contains a sample consultation session using VIPER. The 
graphic images represent the questions VIPER will ask and the messages it 
displays. The bold text in each image represents the user response to that particular 
question (@ stands for J~tnrn). Below is the VIPER title page 
,• -· 
VIPER - The VLSI Interactive Bid & Proposal Expert Resource 
Current objective: 
. VIPER will help you determine if you should make a bid to design an 
integrated circuit. As you answer VIPERS questions it will give you 
intermediate inforn1ation such as chip size. At the end of the consulta-
tion it 
will render its opinion. 
NOTE: Press return for any question that do not 
apply to the current situation! 
@ (Lets start our consultation session) 
** End - RETURN/ENTER to continue 
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M68050@ 
1. Type your response. 
2. Press RETURN/ENTER to continue. 
What is the 11 u111 her <)f gates l't)n ta in ell in the (1ev ice'! 
10000@ 
1. Enter a positive number. 
2. Press RETURN/ENTER to continue. 
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33@ 
1. Enter a positive number. 
2. Press RETURN/EN'l'ER to continue. 
What is the critical path length in gates? 
10@ 
1. Enter a positive number. 
2. Press RETURN/EN'l'ER to continue . 
. ·.·.·.·•·.·.·.·.· .. ·.·.·.·.·.·.·.·.·.·.·.·.·.·.·.· .. ·.·.·.·.·.•.·.·.·.·.·.·.· .. · .. ·.·.·.·.·.·.·.·.·.·.
·.·.·.·.· ·.·.·.·.·.·.·.·.·.·.·.·.·.·.·.· .. ·
.· .. ·.· .. ·.·.·.·.·•·.·.·.·.·.·.·.·.·.·.· 
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What is thl' t<.>tal 1crccntael' <.>f c~1ch l>f' thl' f<.>lll>wine: 
@ 
** End - RETURN/ENTER to continue 
Datapath 
50@ 
1. Enter a positive number. 
2. Press RETURN/ENTER to continue. 
____ .. ___ - --- - --
- - - ·- ·-- -- ·--- ·-----
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Random Logic 
25@ 
1. Enter a positive number. 
2. Press RETURN/ENTER to continue. 
Random Access Memory RAM 
O@ 
1. Enter a positive number. 
2. Press RETURN/ENTER to continue. 
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Read Only Memory ROM 
0@ 
1. Enter a positive number. 
J 
/ 
/ 
,, 
2. Press RETURN/ENTER to continue. 
Programmable Logic Array's PLA's 
25@ 
1. Enter a positive number. 
2. Press RETURN/ENTER to continue. 
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Other Logic 
'. 
, 
I 0@ 
1. Enter a positive number. 
2. Press RETURN/ENTER to continue. 
What type <.>f prllCl'ss will l1c uscJ ft)r this dl'vice? 
1.75UM 
1.25UM 
0. lJOl J 1\1 
0.60UM 
@ (after moving the cursor down to the 0.90UM item!) 
1. Use the arrow keys to position the cursor .. 
2. Press RETURN/ENTER to continue. 
·.· ·.·.·.·.·.·.·.·.· .. ·.·.· .. ·.·.·.·.·.·.·.·.·.·.·. 
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SINGLE-LEVEL-MET AL 
@ (we selected the default) 
1. Use the arrow keys to position the cursor .. 
2. Press RETURN/ENTER to continue. 
What is the rel uire(l sizt.: (>f the ticvil~e in Sl uarc 111icr<>ns? 
@ (the customer does not have a required size) 
1. Enter a positive number. 
2. Press RETURN/ENTER to continue. 
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The size of the M68050 will be approximately 3250000 
• 
square rmcrons. 
This is equivalent to 0.0325 square centimeters. 
Which is equivalent to 5038 square mills. 
@ ( our first message) 
** End - RETURN/ENTER to continue 
In hl)W 111an weeks \Vlltiltl 'llll Ii kc the dcv ice tt> t!tl ltl 111ask? 
48@ (value must be between 2 and 48!) 
1. Enter a positive number . 
. 2. Press RETURN/ENTER to continue. 
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ECL 
@ (we selected the default) 
1. Use the arrow keys to position the cursor. 
2. Press RETURN/ENTER to continue. 
Since the required frame is standard I am allowing 4 weeks 
for the design. 
@ (more messages) 
** END - RETURN/ENTER to continue 
. . . . . . - . ' ..........................
......... . 
....................................
......... ·.·.· .. ·.·.·.·.·.·.· ... · ... ·.·.·.· ·.·.· ·.·.·.·.·.·.·
.·.·.·.· ·.· ·.·.· . 
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1. 
It will take approximately 17 man weeks to design all of the 
superblocks in the M68050. 
@ (more messages) 
** End - RETURN/ENTER to continue. 
Are there any SfJecial re<..1uire111ents ft)r testing? 
• YES 
@ (we selected the default) 
1. Use arrow keys to position the cursor. 
2. Press RETURN/ENTER to continue. 
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The amount of time it will take to test all of the superblocks 
contained in the M68050 will be 7 man weeks. 
@ (more messages) 
** End - RETURN/ENTER to continue. 
It will take approximately 48 man weeks for the M68050 to 
go to mask. 
NOTE: As soon as I know the amount of people that are 
going to be assigned to the project I will determine the 
number of weeks in real time needed to go to mask. 
@ (more messages) 
** End - RETURN/ENTER to continue. 
·--- ·-- ·-- - ·---- ·----
- - ----
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You can expect the first M68050 models to arrive 54 man 
weeks from the start of the project. 
@ 
** End - RETURN/ENTER to continue. 
ll(lW 111any pr(lJ1le will he assigne(i t(l the 11rojcct? 
3@ 
** End-RETURN/ENTER to continue. 
·.·.· .. ·.· .. · .· ·.· .. · · .. ·.· .. ·.·.·.·.·.·.·•·.·.·.·.·.·.·.·.·. ·.·.·.·.· .. ·.·.·.·.·.· 
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Now that I know the amount of people that will be assigned 
to this project a mask date can be determined. The M68050 
will be ready for the mask shop 16 weeks after the project 
is started. 
NOTE: Expect frrst models about six weeks after that. 
@ (more messages) 
**End-RETURN/ENTER to continue. 
llt)\V 111any parts lit) )'l)U ex.J)ect the cust<J111er t<J L1uy? 
~ 
ABOVE_S00,000 
@ (we select between 10,000 and 800,000 parts per year) 
1. Use arrow keys to position the cursor. 
2. Press RETURN/EN'IER to continue. 
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3.5@ ($3.50 per device) 
1. Enter a positive number. 
2. Press RETURN/ENTER to continue. 
The M6850 will cost the customer approximately 4 dollars 
per device. 
@ (more messages) 
** End - RETURN/ENTER to continue. 
' .. 
---
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Based on a production run of between 10,000 and 800,000 
parts the company will see between 35000 and 2800000 
dollars in revenue from the M68050. 
@ (more messages) 
** End - RETURN/ENTER to continue. 
The non-recurrent engineering for the M68050 will cost the 
customer approximately 16000 dollars. 
@ (more messages) 
,: 
/ 
** End - RETURN/ENTER to continue. 
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Do you believe that this device is designable 
No Yes 
•••••••••• 
. ....... . 
· YES/NO 
@ (we selected yes with 90% certainty) 
1. Use an arrow key to indicate your degree of certainty. 
2. To select one item, at 100% certainty, CTRL- right arrow. 
3. Then press RETURN/EN'IER to continue. 
Based on the information you provided my opinion is to put 
in a bid on the M68050 project! 
@ (this is our expert advice!) 
** End - RETURN/ENTER to continue. 
- - - -
. -- ----- --- -
.. ·. · ..... ·.· ....... · ... · ................. ·.·. ·.·.·.·.·.·. ·. ·. ·.· ....... ·.· ... ·.· ..... ,•, · ... ·.· .· ... ·.·. ·.· .· .·. ·.·.·. · ... · .. 
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