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Insinöörityön tavoitteena oli tutustua vuorovaikutteisten web-sovellusten toteuttamisen 
mahdollistavaan Ajax-tekniikkaan ja siihen liittyviin teknologioihin. Työssä kerrottiin Ajaxin 
historiasta sekä esitettiin Ajaxin hyvät ja huonot puolet yleisellä tasolla. Lisäksi selvitettiin, 
minkä eri teknologioiden käyttöä Ajax edellyttää ja minkälaisiin sovelluksiin Ajaxia voi 
käyttää. Eniten käytössä olevat teknologiat esiteltiin ja niiden käyttämistä havainnollistettiin 
koodiesimerkkien avulla. Ajaxin sovelluskohteita lueteltiin, ja selvitettiin, mitkä tämän hetken 
suosituimmista web-palveluista Ajaxia käyttävät. 
 
Toisena päätavoitteena oli kehittää toimiva pelisovellus Ajaxia ja dynaamista sivunkäsittelyä 
soveltaen. Tarkoituksena oli siis suunnitella ja ohjelmoida alusta loppuun interaktiivinen 
pelisovellus internetissä julkaistavaksi. Tällä haluttiin selvittää Ajaxin soveltuvuutta 
peliohjelmointiin. Lisäksi haluttiin tietää, kuinka hyvin tällä hetkellä käytössä oleva HTML-
standardi suoriutuu peliohjelmoinnin luomista haasteista. Tämän ohella haluttiin myös tutkia, 
miten olio-ohjelmointi JavaScript-kielellä onnistuu. 
 
Työn tuloksena havaittiin, että Ajax on erittäin hyvä tekniikka työpöytäsovellusmaisten web-
sivujen toteuttamiseen. Työn jälkimmäisessä osassa opittiin soveltamaan Ajaxia 
yksinkertaisten pelien ohjelmoinnissa. HTML4 näytti soveltuvan tietyin rajoituksin myös 
peliohjelmointiin, mutta tulossa olevan HTML5:n arvioitiin olevan järkevämpi vaihtoehto 
tulevaisuuden Ajax-pelisovelluksien perustaksi. Pelin julkaisuvaihetta ei vielä saavutettu, 
koska lopullinen viimeistely ja testaus jäi vielä kesken. Lopullinen sovelluksen julkaisu 
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The goal of this thesis was to explore a technique called Ajax, used for making more 
interactive web applications, as well as also study the technologies behind it. The history 
of Ajax and the pros and cons of the technique were presented in general. The most used 
Ajax technologies were introduced and demonstrated with code examples. A few 
possible application areas were mentioned and it was also reviewed which of the most 
popular web services today are powered with Ajax. 
 
The second main goal was to develop a working game application using Ajax and 
dynamic display morphing. The idea was to design and program an interactive game to 
be published on the internet. This project helped to find out how well Ajax can be 
applied to game programming. A further objective was to evaluate the possibility to use 
the current HTML standard in game programming. In addition to that, there was a desire 
to study how well JavaScript lends itself to programming in an object-oriented fashion. 
 
The project suggested that Ajax is a very good technique to create desktop-like web 
applications. The latter part of this thesis helped in learning to use Ajax in simple game 
programming. HTML4 worked well in game programming with certain limitations, but 
the upcoming HTML5 seemed to be a more reasonable choice for future web games. 
The publication of the game was yet to be accomplished because the finalization and 
testing had not been completed. However, the final release of the application is going to 
























































































































































































































































































































































































































































   this.varA = "muuttuja"; 
} 








   this.value = 123; 
} 
ClassB.prototype.setValue = function(x) 
{ 
   this.value = x; 
} 



























scope = this; 









































































































var place = document.getElementById("place");     // löytää <div id="place"></div> 














$("place").id = "newplace";                   // vaihtaa id-attribuutin arvon 
$("newplace").className = "places";           // asettaa class-atribuutin arvon 
$("newplace").style.backgroundColor = "blue"; // vaihtaa taustavärin 






















var body = document.getElementsByTagName("body")[0]; 
// vaihtoehto 1: 
body.appendChild(document.createElement('div')); 
// vaihtoehto 2: 



























   var xhr = new XMLHttpRequest(); 
else   // IE 




















xhr.open("GET", "test.php", true); 







xhr.onreadystatechange = function() 
{ 
   if (xhr.readyState==4 && xhr.status==200) 
27 
 




















































   document.getElementById("result").innerHTML =  




































   var parser = new DOMParser(); 
30 
 
   xmlDoc = parser.parseFromString(xhr.responseText,"text/xml"); 
} 
else   // IE 
{ 
   xmlDoc = new ActiveXObject("Microsoft.XMLDOM"); 
   xmlDoc.async = "false"; 



















   xhr.overrideMimeType('text/XML'); 
else 









var body = document.getElementsByTagName("body")[0]; 
var cities = xmlDoc.getElementsByTagName("city"); 
for (var i=0; i<cities.length; i++) 














var json = "{ 'value':'hello','values': ['123', '456', '789'] }"; 
 






























































































































































































TILA  KYSELY  VASTAUS  SELITYS 
0  NOT ATHED  OK  Käyttäjä tunnistettu. 
1  AUTHED  QUEUED  Käyttäjä asetettu jonoon. 
    FOUND  Vastustaja löytynyt. 
2  QUEUED  FOUND  Vastustaja löytynyt. 
    NOT FOUND  Käyttäjä edelleen jonossa. 
3  MATCH FOUND  OK  Käyttäjä valmistautunut peliin. 
4  READY  READY  Vastustaja valmistautunut. 
    NOT READY  Vastustaja ei valmistautunut. 
5  MATCH‐WAIT  NO  Vastustaja ei liikkunut. 
    A|B|C  Tiedot vastustajan liikkeestä. 
6  MATCH‐PLAY  OK  Liike päivitetty. 
7  ONLINE UPDATE  YES  Vastustaja linjoilla. 
    NO  Vastustaja poistunut. 
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   @mysql_connect(DB_HOST, DB_USER, DB_PASSWORD)  
      or die(mysql_error()); 
   @mysql_select_db(DB_NAME)  










   $result = mysql_query($query_str)  
      or die(mysql_error());   
   if (is_resource($result)) 
      return mysql_fetch_array($result); 
   else 












   case "0": // NOT AUTHED 
      // ... 
      break; 
   case "1": // AUTHED 
      // ... 
      break; 













case "0": // NOT AUTHED 
 
   if ($_SESSION['uid'] == null)   // uusi käyttäjä kantaan ja istuntoon 
   { 
      db_query("INSERT INTO users (uid) VALUES (null)");   // Huom! uid=autoinc 
      $row = db_query("SELECT * FROM users ORDER BY users.uid DESC"); 
      $_SESSION['uid'] = $row['uid']; 




   else   // vanha käyttäjä kantaan jos ei vielä ole siellä 
   { 
      $row = db_query("SELECT * FROM users WHERE uid=".$_SESSION['uid']); 
      if ($row == null) 
         db_query("INSERT INTO users (uid) VALUES (".$_SESSION['uid'].")"); 
   } 
   $_SESSION['mid'] = null; 
   echo "OK"; 











case "7": // ONLINE UPDATE 
     
   $row = db_query("SELECT * FROM users,matches WHERE  
   users.uid=matches.uid".$_SESSION['you']." AND lastOnline > '".date("Y-m-d  
   H:i:s",time()-TIMEOUT)."'"); 
    
   if($row == NULL) 
      echo "NO";   // poistunut linjoilta 
   else 
      echo "YES";  // linjoilla 









function AjaxCaller( _url, _callback ) 
{ 
   this._url = _url; 
   this._callback = _callback; 
  
   this._xhr = this._createXHR(); 






AjaxCaller.prototype._createXHR = function() 
{ 
   if (window.XMLHttpRequest) 
      return new XMLHttpRequest(); 
   else   // IE 














   this._xhr.open("GET", this._url, true); 
   var _this = this; 
   this._xhr.onreadystatechange = function(){ _this._onReady(); }; 







AjaxCaller.prototype._onReady = function() 
{ 
   if (this._xhr.readyState == 4 && this._xhr.status == "200") 



























































function queuedCb( _response ) 
{ 
   if (_response == "FOUND") 
      new AjaxCaller("game.php?f=3", "matchFoundCb"); 
   else if (_response == "NOT FOUND") 
      new AjaxCaller("game.php?f=2", "queuedCb"); 
















































function readyCb( _response ) 
{ 
   if (_response == "READY") 
   { 
      if (starter)   // pelaaja aloittaa 
         game = new Game(true); 
      else   // vastustaja aloittaa 
      { 
         new AjaxCaller("game.php?f=5", "matchWaitCb");   // MATCH-WAIT 
         game = new Game(false); 
      } 
   } 










function mouseDown( e ) 
{ 
   if (game) 
   { 
      if (game.state == STATE_START_ME)   // örkkien sijoitusta 
      { 
         game.makeMove(getMouseX(e), getMouseY(e)); 
         new AjaxCaller 
            ("game.php?f=6&a="+getMouseX(e)+"&b="+getMouseY(e),"matchPlayCb"); 
      } 
      else if (game.getState() == STATE_PLAY_ME) 
         shoot_cnt = new Date().getTime(); 






function mouseUp( e ) 
{ 
   if (game) 
   { 
      if (game.state == STATE_PLAY_ME && !$("grenade")) 
      {   
         var angle = Math.atan((parseInt($("cannon").style.top)-getMouseY(e))/  
           (getMouseX(e)-parseInt($("cannon").style.left))); 
         var force = new Date().getTime()-shoot_cnt; 
         game.makeMove(force, angle); 
         new AjaxCaller("game.php?f=6&a="+force+"&b="+angle, "matchPlayCb"); 
         shoot_cnt = 0;   
      } 












function matchWaitCb( _response ) 
{ 
   if (_response == "NO") 
      new AjaxCaller("game.php?f=5", "matchWaitCb"); 
   else if (_response == "ERROR") 
      alert(_response) 
   else   // vastustaja liikkunut 
   { 
      var temp = _response.split("|"); 
      game.makeMove(parseFloat(temp[0]), parseFloat(temp[2])); 





























Game.prototype.makeMove = function( _a, _b ) 
{ 
   if (this._state == STATE_START_ME || this._state == STATE_START_YOU) 
      this._putOrc(_a, _b); 
   
   else if (this._state == STATE_PLAY_ME || this._state == STATE_PLAY_YOU) 
      this._grenade = new Grenade(_a, _b); 








Game.prototype._putOrc = function( _x, _y ) 
{  
   if (this._state == STATE_START_YOU) 
   { 
      this._your_orc_cnt++ 
      this._orcs.push(new Orc("your"+this._your_orc_cnt, false, _x, _y)); 
      this._orcs_divs.push("your"+this._your_orc_cnt); 
   
      if (this._my_orc_cnt+this._your_orc_cnt == MEN_COUNT*2) 
         this._state = STATE_PLAY_ME; 
      else 
         this._state = STATE_START_ME; 
   } 
   else if (this._state == STATE_START_ME) 
   { 
      // ... 






































Game.prototype._update = function() 
{ 
   if (this._grenade)   // kranaatti pelissä? 
   { 
      if ($("grenade")) 
      { 
         this._grenade.update(); 
         this._grenade.checkCollisions(this._object_divs); 
         var o = this._grenade.checkExplosions(this._orc_divs);   // örkki räjähtänyt? 
         if (o) removeObject(o);   // poistetaan räjähtänyt örkki 
         this._grenade.paint(); 
      } 
      else   // kranaatti räjähtänyt, vuoro vaihtuu 
      { 
         this._grenade = null; 
         if (this._state = STATE_PLAY_ME) 
            this.state = STATE_PLAY_YOU; 
         else 
            this.state = STATE_PLAY_ME; 
      } 





   for (var i in this._orcs) 
   { 
      if ($(this._orc_divs[i])) 
      { 
         this._orcs[i].update(); 
         this._orcs[i].checkCollisions(this._object_divs); 
         this._orcs[i].paint(); 
      } 
      else 
      { 
         if (this._orcs[i]._mine) 
            this._my_orc_cnt--; 
         else 
            this._your_orc_cnt--; 
         delete this._orcs[i]; 
 
         if (this._my_orc_cnt == 0 && this._your_orc_cnt == 0) 
            msgBox.displayTie(); 
         else if (this._my_orc_cnt == 0) 
            msgBox.displayLose(); 
         else if (this._your_orc_cnt == 0) 
            msgBox.displayWin(); 
      } 












































Granade.prototype.checkCollisions = function( _o ) 
{ 
   for (var i in _o) // käydään jokainen elementti läpi 
   { 
      // haetaan edellinen ja nykyinen sektori 
      var sector = this._getObjectSector($(_o[i]), this._x, this._y); 
      var old_sector = this._getObjectSector($(_o[i]),  
         this._old_x_pos,this._old_y_pos); 
 
      if (sector == 'B2') // törmäys... 
      { 
         switch (old_sector) 
         { 
            case 'A': // ...vasemmalta 
               this._bounceLeft(parseInt($(_o[i]).style.left)-this._w); 
               break; 
            case 'C': // ...oikealta 
               //... 
         } 
      } 



















Grenade.prototype._getObjectSector = function( _o, _x, _y ) 
{ 
   if (_x+this._w < parseInt(_o.style.left)) 
      return 'A'; 
   else if (_x > parseInt(_o.style.left)+parseInt(_o.style.width)) 
      return 'C'; 
   else 
   { 
      if (_y+this._h < parseInt(_o.style.top)) 
         return 'B1'; 
      else if (_y > parseInt(_o.style.top)+parseInt(_o.style.height)) 
         return 'B3'; 
      else 
         return 'B2'; 









Grenade.prototype.checkExplosions = function( _o ) 
{ 
   if (this._exploding) 
   { 
      for (var i in _o) 
      { 
         if ($(_o[i])) // sisältää null-olioita jos olioita jo räjäytetty 
         { 




               return _o[i]; 
         } 
      } 
   } 







this._moveTime += 0.04; 











Grenade.prototype.paint = function() 
{ 
   if (!this._exploding) 
   { 
      $(this._name).style.top = parseInt(this._y) +"px"; 
      $(this._name).style.left = parseInt(this._x) +"px"; 
   } 
   else // päivitetään räjähdysanimaatio 
   { 
      if (parseInt($(this._name).style.backgroundPosition) == 0)   // aloitetaan 
         this._setExplosionImage(); 
      else if (parseInt($(this._name).style.backgroundPosition) == -500)   // lopetetaan 
      { 
         removeObject(this._name); 
         return; 
      } 
      $(this._name).style.backgroundPosition =  
         parseInt($(this._name).style.backgroundPosition) - 100 + "px"; 
   } 
} 
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Liite 16:  Orc‐luokka 
 
Örkkien hallintaan on myös oma luokka. Nämä Orc‐oliot ovat sijoitettuina Game‐
luokan _orcs‐taulukkoon ja niiden div‐olioiden nimet _orc_divs‐taulukkoon. Game‐
luokan _update()‐metodissa kutsutaan myös örkkien metodeita päivittämään näiden 
liikkeet ja tarkistamaan törmäykset pelin elementtien kanssa. Nämä ovat kuitenkin 
yksinkertaisempia metodeja kuin kranaatin vastaavat metodit, koska örkit eivät voi 
liikkua, ainoastaan tippua alaspäin sijoittamisen jälkeen. Orc‐luokan metodit on esitelty 
taulukossa 1. 
Taulukko 1. Orc‐luokan metodit. 
function Orc( _name, _mine, _x, _y ) 
  Alustaa muuttujia ja luo örkin kentälle parametrina annettuun sijaintiin. 
 
Orc.prototype.update = function() 
  Päivittää örkin sijaintia. 
 
Orc.prototype.paint = function() 
  Piirtää örkin päivitettyyn sijaintiinsa. 
 
Orc.prototype.checkCollisions = function( _o ) 
  Tarkastaa örkin törmäyksen elementteihin sen tippuessa  ja muuttaa sijaintia  
  tarvittaessa. 
 
 
 
