








列オブジェクト指向言語 SPL を設計，開発した．本論文は，並列計算機として，SMP と同様の構造をもつ

























SPL(a Simple Parallel Language) を設計開発した．
さらに，さまざまな並列計算機上での設計開発を進
めている．
(1) PC クラスタ上での PVM を用いた実現
(2) pthread ライブラリを用いた実現
(3) やゑ [5] のスケジューラ上での実現











































































state var 識別子 = 初期値; ...
script
(=> メッセージパターン {



















































































の手法を用いて，SPL で記述し，8 台の PC からな
る PC クラスタ上での実行時間を計測した2．各 PC
















トするため，Unit 並列オブジェクトの 2 つの複製
を clone1 演算子により複製し，上記 2 つの配列を
別々にメッセージとして受渡す．その際に，ディクリ
メントした flag の値も受渡す．結果として，動的に













1 台の PC では，重量プロセスの生成は数百個程
度が限界であり，このアルゴリズムでは，最も細か
く分割される場合，整数値 1 個につき，1 つの重量
プロセスが割当てられることが考えられるため，N
の値を 100 とし，flag の初期値を変えソートが完
了するまでの実行時間を計測した．flag の初期値 2
の場合，重量プロセスが最大 7 生成され，明確に，
台数効果を表すことができる．flag の初期値 0 の
場合は，2 つめの Unit 並列オブジェクトの生成か
ら3，同一重量プロセス内部の軽量プロセスに割当て
る．最も台数効果が表されない場合である．よって，
flag の初期値 2 の場合 (上段)，flag の初期値 0 の
場合 (下段) の実行結果を図 4 に示す．横軸に PC の
台数，縦軸に秒単位の実行時間とした．
flag の初期値 2 の場合，1 ～ 8 台にかけて台数効
3現在の SPLの仕様では，並列オブジェクト生成 (演算子 clone
でない場合) は，必ず重量プロセスを新たに生成する．
図 4: PC クラスタ上での並列計算の台数効果
果が表されている．flag の初期値 0 の場合，最大 2




























5PC クラスタを構成する PC の台数，各 PC の性
能差など，自動的 (動的)に調べる動的負荷分散は，
処理が複雑になり容易ではない．本論文では，ユーザ










今後の課題として，SPL 処理系 (図 1の Kernel)
の効率化があげられる．PVM のみを用いて同様の
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state var Buffer=int[1000] var Lower=int[1000]
var cnt=0 var Upper=int[1000] var Result=int[1000]
script




(=> :CAL int f int flag @ S {
switch(cnt) {
case 1: {


















[S <= :ARRAY f 3 Buffer[3]]; break; }
default: {












[u <= :ARRAY k Upper[k]];[u <= :CAL 1 flag @ Me];
}
Result[j] := h; var scnt=1;
[select-loop

















[ut <= :ARRAY count Buffer[count]];
[ut <= :CAL 0 2 @ Me];
[select
(=> :ARRAY int f int c int R[1000] {
for(i:=0;i<c;i++) Result[i]:=R[i];
[SenderOfSelect <= :Quit];
})];
Primitive::printf("* count[%d]\n",count);
for(i:=0;i<count;i++)
Primitive::printf("%4d:%d\n",i,Result[i]);
}
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