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Abstract
Artists and architects often need to handle multiple constraints during design of physi-
cal constructions. We define a performative constraint as any constraint on design that
is tied to the performance of the model–either during fabrication, construction, daily
use, or destruction. Even for small to medium scale models, there are functional criteria
such as the ease of fabrication and the assembly process, or even the interplay of light
with the material. Computational tools can greatly aid in this process, assisting with the
lower-level performative constraints, while the designer handles the high-level artistic
decisions. Additionally, using new fabrication methods, our tools can aid in lowering
the difficulty of building complex constructions, making them accessible to hobbyists.
In this thesis, we present three computational methods for designing with different ap-
proaches, each with a different material, fabrication method, and use case.
The first method is a construction with intersecting planar pieces that can be laser cut or
milled. These 3D forms are assembled by sliding pieces into each other along straight
slits, and do not require other support such as glue or screws. We present a mathematical
abstraction that formalizes the constraints between pieces as a graph, including fabri-
cation and assembly constraints, and ensure global rigidity of the sculpture. We also
propose an optimization algorithm to guide the user using automatic constraint satisfac-
tion based on analysis of the constraint relation graph. We demonstrate our approach by
creating several small- to medium-scale examples including functional furniture. We
also extend our approach based on recent work and demonstrate other performative
constraints such as a target silhouette.
The second method presents a solution to a problem proposed by the LEGO® group in
1998, building a 3D sculpture out of existing building blocks that can be found in many
homes. Starting from the voxelization of a 3D mesh we merge voxels to form larger
bricks, and then analyze and repair structural problems based on a graph representation
of the block connections. We then output layer-by-layer building instructions to allow a
user to quickly and easily build the model. We also present extensions such as hollowing
the models to use less bricks, limiting the number of bricks of each size, and including
color constraints. We present both real and virtual brick constructions and associated
timings, showing improvements over previous work.
The final case presented tackles the inverse design problem of finding a surface to pro-
duce a target caustic on a receiver plane when light is refracted or reflected. This is
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an example where the performative constraint is the principal driver of the design. We
introduce an optimal transport formulation to find a correspondence between the incom-
ing light and the output target light distribution. We then show a 3D optimization that
finds the surface that transports light based on the correspondence map. Our approach
supports piecewise smooth surfaces that are as smooth as possible but allow for creases,
to greatly reduce the amount of artifacts while allowing light to be completely diverted
producing completely black regions. We show how this leads to a very large space of
high-contrast, high-resolution caustic images, including point and line singularities of
infinite light density as well as photo-realistic images. Our approach leads to surfaces
that can be milled using standard CNC milling. We demonstrate the approach showing
both simulated and fabricated examples.
Key words: architectural geometry, digital fabrication, fabrication-aware design, com-
putational design, 3D optimization, inverse surface design, complex assembly, caustics,
lego
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Résumé
Les artistes et les architectes doivent gérer plusieurs contraintes lors du design de construc-
tions physiques. Les contraintes dite performatives sont liées à la performance du mo-
dèle dans sa fabrication, sa construction, son utilisation quotidienne ou sa destruction.
Même pour les modèles de petite et moyenne taille, il existe des critères fonctionnels
tels que la facilité de fabrication et d’assemblage ou l’interaction de la lumière avec la
matière. Les outils informatiques aident grandement dans ce processus : ils facilitent
la prise en charge des contraintes performatives et permettent ainsi aux designers de
se focaliser sur les décisions artistiques. Grâce à de nouvelles méthodes de fabrication,
nos méthodes facilitent la construction d’ouvrages complexes et les rendent ainsi acces-
sibles aux amateurs. Dans cette thèse nous présentons trois approches avec différentes
méthodes de fabrication.
La première méthode permet de construire des formes 3D en assemblant des pièces
planes découpées au laser (ou fraisées). Les pièces sont fixées l’une à l’autre en glissant
dans des fentes prévus à cet effet, ni vis ni colle n’est donc nécessaire. Nous présentons
une abstraction mathématique qui formalise, sous forme de graphe, les contraintes entre
pièces ; notamment les contraintes d’assemblage et de fabrication, qui assurent la rigi-
dité globale de la sculpture. Nous proposons également un algorithme d’optimisation
en utilisant la satisfaction automatique des contraintes basée sur l’analyse du graphe de
relation des contraintes. Nous démontrons notre méthode avec plusieurs exemples de
petite et moyenne taille, dont des meubles. Nous expliquons également notre approche
en nous basant sur des travaux récents et montrons d’autres contraintes performatives
tel qu’une silhouette cible.
La deuxième méthode offre une solution à un problème posé par le groupe LEGO en
1998 : construire une sculpture 3D avec les briques de la marque. En partant de la
voxelisation d’un maillage 3D, nous fusionnons des voxels pour former de plus grandes
briques, ensuite nous analysons et réparons les problèmes structurels en se basant sur
un graphe représentant les connexions entre bloques. Il en résulte des instructions de
construction couche-par-couche permettant à un utilisateur de créer facilement et ra-
pidement le modèle. Nous présentons également des extensions, tels que des modèles
creux nécessitant moins de briques, une limite du nombre de briques de chaque taille,
et des contraintes de couleur. Nous présentons des exemples réelles et virtuelles, leur
temps de calcul, ainsi que les améliorations apportés aux précédents travaux.
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La dernière méthode s’attaque à un problème de conception inverse qui consiste à créer
une surface produisant une caustique cible sur un plan lorsque la lumière est réfractée
ou réfléchie. C’est un exemple où la contrainte performative est le principal moteur de
la construction. Dans un premier temps, nous introduisons une formulation de transport
optimal afin de trouver une correspondance entre la lumière entrante et la distribution
de la lumière sortante. Nous présentons ensuite une optimisation 3D qui permet de trou-
ver la surface altérant la lumière afin de reproduire la carte de correspondance. Notre
méthode reproduit des surfaces aussi lisses que possible mais permet les plis, de bien ré-
duire la quantité d’artefact en divergeant complètement la lumière, produisant ainsi une
région sombre. Nous montrons comment cela produit des contraste élevé, des images
caustiques haute résolution – notamment des points et des lignes de densité lumineuse
infinie – ainsi que des images photo-réaliste. Le produit fini consiste en une surface al-
térée avec un fraisage standard CNC. Nous montrons la réussite de la méthode avec des
exemples simulés et réels.
Mots clefs : géométrie architecturale, fabrication numérique, conception orientée fabri-
cation, conception par ordinateur, optimisation en 3D, conception inversée de surface,
assemblage complexe, caustiques, lego
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Chapter1
Introduction
Even artistic endeavors are subject to the laws of physics. Artists and architects have
traditionally relied on training or intuition when designing and constructing projects.
They are always constrained by the material and tools they use. The tools evolve, but
artists, in the race to gain the attention of a public that craves novelty, constantly want
to push past the limitations of the tools. When their own education and experience
is not enough, they rely on outside help—technicians and engineers—and there is a
constant negotiation between artistic intent and physical limits. This process can get
prohibitively time-consuming and expensive.
As more work is being done digitally, we can harness the power of computation to
give designers tools that can lessen the time spent and the workload of the negotiation
process. We can give designers tools that respond to artistic intent and allow them to
immediately see if their design is realizable. More than that, we can give them clues or
push them into feasible configurations so that staying within physical limits is seamless.
This way once the designer is ready to fabricate, they are sure that the design is already
close to the final construction.
With computational tools, not only can existing processes be accelerated, but we can
also enable algorithms to contribute to the design. As Axel Killian [Kil06] writes, “Con-
straints are usually perceived as limitations in design exploration. With computational
models and the ability to model even complex dependencies their role may be changing
towards that of design drivers.” Killian introduces a new paradigm–bidirectional mod-
eling–where the final product comes from both the designer and the constraints, which
are enforced by software. The artistic effort and the constraint satisfaction happens in a
cyclical fashion, iterating on the design, until it is completed.
We define a performative constraint or equivalently, a performative criterion, as any
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constraint on design that is tied to the performance of the model in a certain physical
context. This can be during the fabrication, the construction, in the years it is used
while standing be it normal use or extreme cases, and even during and after destruction.
In recent years, architects have called for performative design, or a process where the
constraints are inherent to the design itself. Rivka Oxman [Oxm09] writes, in traditional
architecture the term performance in design “is associated with the analytical act of a
posteriori evaluation [. . . ] Design generation is followed by performance evaluation,
which may condition further processes of generative modification [. . . ] The transition
towards performative models attempts to prioritize performance and to create a seamless
and integrated process of performance-based design.”
An example of a performative constraint being used in architectural software today is
evaluation of environmental criteria. A building (such as the Greater London Author-
ity Headquarters building by Foster and Partners) must be optimized for natural light,
ventilation, acoustical performance, and low energy consumption. The existing process
is modifying the current models iteratively with feedback from structural and environ-
mental engineers until each objective has been satisfied [Oxm09]. Of course, this gives
an outcome that is far from optimal. Without computational tools, it is difficult to be
concious of these criteria to the initial design, as the complexity and interdependence
makes for an almost impossible task even for an experienced architect. Recently, we are
seeing architects themselves developing systems to combine evaluation software with
generative design and optimization [LNR10, SNR11, SY13]. However, the evaluation
software is not built for easy integration with optimization systems and without the
proper knowledge and careful modeling of constraints, these systems often suffer from
inefficient global optimization and non-optimal results.
It is impossible to design with every constraint in mind a-priori and the research com-
munity is far from combining all these aspects into one tool. We take a first step in this
direction by looking at a subset of performative criteria that apply to constructions of
small- and medium-scale—such as stability of the model, ease of fabrication depending
on the chosen fabrication technology, assembly given the particular physical criteria, or
similarly to the environmental criteria, side effects of the construction such as interac-
tion with light and color.
As technologies such as additive manufacturing and 3D printing become more common
and accessible, there is also a need for tools that take advantage of those technologies
and enable complex designs. The lower the barrier of entry, the more desire there is
to differentiate and to push the limits of the machines. Improving the hardware is one
option, but by modelling the geometry and developing algorithmic tools, we can look
at the problem at a higher level and thereby enable more intricate and more surprising
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constructions.
With a combination of computational models, algorithms, and computer numerical con-
trol (CNC) machining, we can even go beyond the imagination of an artist, and allow for
never-before-seen fabricated results and effects. This thesis explores the aid of compu-
tation with fabrication for three design paradigms—building constructions out of inter-
secting planar pieces, building models out of LEGO® construction blocks, and making
controlled caustic effects out of transparent 3D pieces. In each of these situations, due
to the complexity of the fabrication tool, material, and other physical constraints, a
computational method is needed. Our methods are able to greatly aid in design, and
particularly in the final case, enable physical constructions that were never possible
before.
1.1 Overview
The primary motivation of this work is enabling physical structures using computational
tools. These tools are needed to build designs that are fabricable, assemblable, and
fulfill other performative constraints as needed by the project. Within this space there
are several challenges, and each chapter in this thesis addresses an example.
Designing 3D models to be fabricated is a very different task than designing models to
be presented in film or video games. Traditionally, computer graphics has focused on
the latter industries, but since computer graphics first became possible, there has been
demand to use similar tools in other industries such as architecture and mechanical
engineering. To deal with this demand, there have been many commercial projects such
as AutoCAD® and Solidworks®. While these are great at communicating designs, they
still allow a great many degrees of freedom to the designer that will let the designer
stray from physically realizable designs. Tools have been developed to let users test
the feasibility of designs, but a common problem is they will not propose solutions. Or
if they do, these solutions are often contradictory to the artistic intent of the original
design before testing. Therefore, tools must be developed that keep the project feasible
throughout. Chapter 3 presents a specific instance of this problem where an architect or
artist wants to fabricate a model easily and cheaply out of intersecting planar pieces that
can be cut from a laser cutter. The artist is constrained to stay within a space of feasible,
assemblable designs. This space is defined through simple geometric constraints on
such that an optimization can be designed around it. This chapter provides an example
of using such constraints along with graph theory to build a system where designer input
and optimization work hand-in-hand, in which the designer inputs high level decisions
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while the system handles the low-level constraints.
However, suppose a user does not have access to a CNC machine. In this case, he
or she can still prototype a 3D object out of materials they already have, quickly and
cheaply. Chapter 4 proposes a system which uses LEGO® bricks as an example. These
toys are often found around the home and by using our system, they can be repurposed
to construct 3D models. In this chapter, the system works as a post-rationalization of
an existing design but the constraints are still based on geometry and assembly. This
enforces the idea of using graph theory to model assembly and using optimization to
handle physical constraints.
Finally, computational tools can help designers and fabricators use CNC machines to
their maximum potential. Using an input such as an image, we can enable designers
to use physical constraints to their advantage. In Chapter 5, we propose a method to
construct pieces of transparent or reflective material that are able to redirect light to
“paint” a target image with light. This chapter provides an optimization that handles
the physical constraints of the CNC system being used (in our case 3/5-axis milling),
but goes further in also optimizing for the performative constraint of a target irradiance
produced by the light redirection due to the piece geometry.
1.2 Contributions
The core contributions of this thesis are:
• The definition of a constraint space of 3D objects composed of planar intersecting
pieces that is derived from requirements for fabrication, stability, and assembly,
– an optimization algorithm for finding feasible configurations that satisfy all
constraints, and
– an interactive system that enables effective design exploration within the
space of feasible solutions,
– as well as the ability to add performative criteria such as silhouette con-
straints.
• The definition of a graph-based model of stability for LEGO bricks that is shown
to outperform more complicated heuristics,
24
1.3. Publications
– an optimization algorithm for quickly solving for this system,
– and the ability to use other performative constraints, such as color, piece
limits, and variable solidity.
• A new optimization algorithm for inverse caustic design based on optimal trans-
port,
– resulting in a continuous, piecewise smooth surface reducing artifacts,
– enabling high-contrast target images including completely black areas,
– point and curve singularities of infinite light density in the target image,
– and non-uniform input light distributions with free boundaries.
1.3 Publications
This thesis covers the following peer-reviewed publications:
• Yuliy Schwartzburg and Mark Pauly. Design and optimization of orthogonally
intersecting planar surfaces. In Computational Design Modelling, pages 191–
199. Springer, 2012
• Yuliy Schwartzburg and Mark Pauly. Fabrication-aware design with intersect-
ing planar pieces. Computer Graphics Forum (Proc. of Eurographics 2013),
32(2pt3):317–326, 2013
• Romain Testuz, Yuliy Schwartzburg, and Mark Pauly. Automatic generation of
constructable brick sculptures. In Eurographics 2013-Short Papers, pages 81–84.
The Eurographics Association, 2013
• Yuliy Schwartzburg, Romain Testuz, Andrea Tagliasacchi, and Mark Pauly. High-
contrast computational caustic design. ACM Trans. Graph. (Proc. of SIGGRAPH
2014), 33(4):74:1–74:11, July 2014
In addition, the following publications were published during the same time period but
are not explicitly addressed here:
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• Sofien Bouaziz, Mario Deuss, Yuliy Schwartzburg, Thibaut Weise, and Mark
Pauly. Shape-up: Shaping discrete geometry with projections. Computer Graph-
ics Forum, 31(5):1657–1667, 2012
• Bailin Deng, Sofien Bouaziz, Mario Deuss, Juyong Zhang, Yuliy Schwartzburg,
and Mark Pauly. Exploring local modifications for constrained meshes. Computer
Graphics Forum, 32(2pt1):11–20, 2013
• Bailin Deng, Sofien Bouaziz, Mario Deuss, Alexandre Kaspar, Yuliy Schwartzburg,
and Mark Pauly. Interactive design exploration for constrained meshes. Computer-
Aided Design, 2014
• Cheryl Lau, Yuliy Schwartzburg, Appu Shaji, Zahra Sadeghipoor, and Sabine
Süsstrunk. Creating personalized jigsaw puzzles. In Proc. 12th International
Symposium on Non-Photorealistic Animation and Rendering, number EPFL-CONF-
199960, 2014
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Related Work
Artists and architects are given a difficult task when modeling an object. The problem
statement usually unfolds as such: given a set of limitations–imposed by the software,
defined by the realities of the project, subject to physics—sculpt a virtual object to meet
aesthetic and physical requirements. The status quo requires checking manually after
the design is finished, then following a cycle of drafts and resubmits until the ends are
met with certain compromises by the designer. The field of computer graphics is in a
perfect position to solve these problems as it is a question of designing software systems
using mathematical models and efficient algorithms. Besides professional applications,
as CNC machining becomes cheaper and more accessible, similar research can also
open up design options to hobbyists and laypersons. The work presented in this thesis
is a subset of two larger subfields of computer graphics, architectural geometry and
digital fabrication, and falling slightly within the two, computational caustics.
2.1 Architectural Geometry
Mesh Deformation A current trend in architectural design is organic free-form
structures that are impossible to construct without computation and are therefore defined
parametrically. However, pure generative design must be fine-tuned, reinterpreted, and
remodeled with conventional techniques in order to result in a working structure. An
open problem is modifying these structures to get a desired outcome based on real-world
constraints while keeping with the intentions of the designer. Recently, there has been
great interest in the research community in this domain. Eigensatz et al. [EP09] propose
a system to deform meshes based on constraints which could be used for performative
goals. Shape-Up is a system to interactively explore constrained meshes with geometric
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constraints by using handles (also called anchors) [BDS+12]. This is used to satisfy ge-
ometric constraints while trading off against smoothness of the mesh. It was extended
to support hard constraints as well [DBD+14]. Examples of constraints are planar faces,
square faces, angle bounds between edges, prescribed angle lengths, conformal defor-
mation, and many more. Bouaziz et al. extend this to physics constraints, which is
useful for visualizing results in deformation or modelling hanging chain models for ex-
ample [BML+14]. Deng et al. [DBD+13] propose a system to keep such deformations
local. Yang et al. [YYPM11] construct a shape space to explore constrained meshes
using a 2D interface. Tang et al. [TSG+14] propose to use guided projection rather than
optimization to quickly explore hard-constrained meshes.
Construction Other work in architectural design focuses on rationalization given a
particular manufacturing technology, which generally implies geometric or performa-
tive constraints. Optimizing for planarity, for example, is useful to construct buildings
from planar glass. Besides Shape-Up, numerous other works focus on planarization
of faces on a mesh [Vax12, POG13]. Other work designs for the topology of a mesh
to have planar faces [WLY+08, ZSW10]. Eigensatz et al. [EKS+10, EDS+10] extend
the facets to other shapes and present an algorithm to panel free-form surfaces while
minimizing production costs by trying to optimize the shape to allow for repeated use
of panel molds. Deng et al. [DPW11] present a system to construct surfaces using
hexagonal webs which can be planar, geodesic, or circular. Song et al. [SFG+13] de-
sign reciprocal frame structures from meshes. We also refer to a recent overview of the
connection between geometry and architecture [Pot13].
Several recent papers focus on designing self-supporting surfaces which are masonry
structures that can stand with only compression force, requiring no external support
[VHWP12, WSW+12, PBSH13, DGAO+13, LPS+13, TSG+14].
2.2 Digital Fabrication
The emerging field of digital fabrication takes advantage of new generation of CNC
machines that are coming out on the market and accessible to amateurs and hobbyists.
These machines include 3D printers made by companies such as MakerBot® and 3D
Systems®, as well as laser cutters made by companies such as Universal Laser Sys-
tems® and VersaLASER®.
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Shape abstraction Approximating a 3D shape by planar pieces has been studied
in the context of geometry processing and rendering. Variational shape approxima-
tion [CSAD04] uses Lloyd clustering to distribute a collection of plane proxies over
a surface to best approximate a given 3D shape. Billboard clouds [DDSD03] provide
highly efficient rendering by optimizing for a small set of textured planes that provide a
faithful visual representation of the 3D object. Slices [MSM11] use planar contours for
creating shape abstractions guided by perceptual cues derived from a user study. While
using the same geometric primitives as we do to describe a shape, these methods are
not intended as design tools for physical models, but rather focus on geometric or visual
approximation of purely digital representations.
Paper craft Various forms of paper craft modeling have been investigated in com-
puter graphics research. Origami, the art of paper folding without introducing cuts or
using glue, has been studied extensively in recent years [DO07, Tac10]. Hart [Har07]
introduced modular kirigami, a technique to create intricate symmetric structures from
identical paper pieces. Miller and Akleman [MA08] built upon this work and pro-
pose a recipe for creating slide-together paper sculptures based on a polyhedral base
surface. The constructions focus on specific classes of shapes, such as Platonic or
Archimedean solids, and operate on a surface representation, not a 3D volume. Other
surface-based methods have been proposed to generate paper models from 3D input ge-
ometry, e.g. [MS04, STL06, MGE07]. These algorithms typically flatten a surface and
compute a segmentation into developable patches that can be cut from paper sheets and
glued together to form a continuous approximation of the given input mesh. Pop-up
designs [Gla02, LSH+10, LJGH11] aim at converting a 3D scene into a stable represen-
tation supported by two base planes that can be folded flat without stretching or bending
the paper.
Laser cutting Laser cutting, printing stencils, and other techniques, can be used with
previous methods in computer graphics to fabricate cloth for clothing and toys. Igarashi
et al proposed a system to make plush toys out of 3D models [MI07, II08]. Igarashi et al.
made it possible to knit 3D models from thread [IIS08]. Another design system makes
beadwork from 3D models [IIM12]. More recently, Umetani et al. were able to model
and edit clothing in both 2D and 3D while simultaneously seeing what the draped result
looks like on a virtual dress form. By using similar methods of fabrication, Skouras et
al. propose a system to design inflatable structures like balloons [STK+14] from input
3D models. Garg et al. design a method through which sculptures can be fabricated out
of wire meshes by using a scaffold that is made using laser cutting [GSFD+14]. All
these methods enable home users to design sculptures from various materials through
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the use of computational models, often enabling designs that were previously infeasible.
Chen et al. [CSaLM13] are able to design 3D models out of laser cut pieces, although
they focus on the surface rather than the interior. Sliceforms makes 3D models out of
laser cut pieces in a grid shape, which can then be flat-folded [LNLRL13]. Mueller et
al. [MLB12] use laser cutting for an interactive system to construct mechanical devices.
LaserOrigami is another interactive system that allows for laser-cutting 3D objects by
allowing the planar slices to bend [MKB13]. NatCut is an interactive editor to fabricate
3D objects from bent laser cut pieces [SSSD+14]. Compared to the work in this thesis,
these latter systems lose structural integrity from the holes needed for the bending, and
cannot be scaled to medium/large constructions such as furniture.
Closely related to the work in this thesis, Hildebrand and coworkers [HBA12] intro-
duced an algorithm for creating cardboard models based on sliding planar pieces. Their
approach focuses on an automatic process that successively adds one element at a time
while observing assembly constraints implicitly. In contrast, our system is designed
as a dynamic design tool that allows the user to adjust and modify all pieces during
the design. Instead of a static data structure that is built incrementally, we propose
a continuous optimization that minimally alters the entire configuration to satisfy the
constraints. By not limiting the data structure to sequential trees, our work allows for
structures with cycles with non-trivial assemblies and assembly orders (such as cases
when multiple pieces have to be moved at the same time during assembly, see also the
supplementary materials). Additionally, [HBA12] does not consider the angles between
planar pieces, keeping them fixed to 90 degrees.
Furniture design Lau et al. [LOMI11] propose an algorithm for generating physical
realizations of man-made objects. They introduce a formal grammar for furniture mod-
els and combine lexical and structural analysis to automatically create parts and con-
nectors for fabrication. Umetani et al. [UIM12] allow for a guided exploration through
physically valid furniture designs. Recently, Shulz et al. use databases of furniture parts
to let users design new furniture models out of pre-existing parts [SSLP14]. Agrawala
et al. [APH+03] generate step-by-step assembly instructions for models including fur-
niture.
3D printing 3D printing, while seemingly having less constraints than other fabri-
cation methods, involves optimization as well for support structures and printing time.
Stava et al. [SVB+12] propose to fix problematic thin and structurally unsound parts
of 3D models to be able to print a strong 3D model. Wang et al. [WWY+13] use a
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minimal amount of struts to add stability to a structure while fully printing the skin.
Build-to-last is a system that optimizes the strength to material ratio of 3D printed ob-
jects [LSZ+14]. Dumas et al. [DHL14] propose a system to use bridges for scaffolding
in 3D printing. Luo et al. [LBRM12] build larger 3D models out of smaller 3D printed
parts. Spec2Fab and Openfab build systems to translate specifications to multi-material
3D printing [CLD+13, VWRKM13].
Fabrication-aware design Digital design tools that incorporate fabrication con-
straints are becoming popular in mechanical engineering, product design, and archi-
tecture [Kil06]. Recently, commercial tools have become available, such as Autodesk
123D, that aim at making fabrication-aware design accessible to non-professional users.
Spatial Sketch [WLMI10] is a system that takes sketching input from an infrared light
pen, transforms the line drawings into a solid shape, and approximates that shape with
a collection of radial or parallel planes. SketchChair [SLMI11] combines intuitive user
interfaces, simulation, and automated fabrication to enable personalized chair design.
The system generates a set of planar pieces that can be slit into each other to create
the framing for the chair, using a predefined grid pattern to specify the combinatorial
structure of the chair.
Mechanical Models Digital fabrication is not only useful for static models, but
can be used for moving models as well. Calì et al. [CCA+12] print 3D models with
joints already assembled. Bächer et al. [BBJP12] fabricate characters that have joints
along their medial axis that can be articulated. Zhu et al. [ZXS+12] model mechani-
cal toys that perform simple movements with gearboxes. Ceylan et al. [CLM+13] are
able to fabricate mechanical models that illustrate motion capture sequences. Coros et
al. [CTN+13] present a system to design moving mechanical characters with gear trains.
Thomaszewski et al. [TCG+14] then extend this to linkages.
Assembly Constraints on assembly are the focus of methods for generating geomet-
ric puzzles, such as Polyomino puzzles [LFL09] or Burr puzzles [XLF+11]. Séquin et
al. [Séq12] deal with multi-hand assemblies of planar pieces. Deuss et al. [DPW+14]
deal with the problem of assembling self-supporting structures using chains.
Zimmer et al. [ZLAK14] use simulated annealing to explore the spaces of models that
can be constructed using Zometool, a common construction system.
Looking specifically at assembly with LEGO bricks, the LEGO Group themselves pro-
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posed the problem of finding assembly instructions for arbitrary models. A first attempt
was done by a group of mathematicians in a one week workshop [GHP98]. They cre-
ated a cost function for a simulated annealing technique but they did not implement
or test it. The next attempt used evolutionary algorithms with a cost function inspired
from [GHP98]. The results describe the performance of the evolutionary algorithm it-
self (number of generations before convergence, etc. . . ) but they do not report whether
this method can actually make a LEGO model that is constructable [Pet01]. Moreover,
the required time that they report for optimization is 5 to 11 hours. Another attempt
was done using the beam search technique but there is no data about experimental re-
sults [Win05]. Van Zijl and Smal compare existing approaches and propose another
approach based on cellular automata [vZS08]. They use a similar merge/split formula-
tion but use several heuristics rather than a graph connectivity formulation. The reported
results have a long optimization time of about a few minutes and there is no informa-
tion on the solidity of the model. All the above methods are based on the cost function
proposed by [GHP98]. [SPC09] looks into how to transform a mesh into a LEGO rep-
resentation but this is only meant for realistic 3D rendering and does not aim at making
the model buildable.
2.3 Computational Caustics
Caustics are the result of light being refracted or reflected through an object (see Fig-
ure 5.2). Since, at its core, computer graphics focused on the interplay between light and
objects, caustics can be found throughout the literature [Gla89]. Traditionally, however,
research was focused on the forward problem—given a scene and a light source, render
the resulting caustics [PKK00, WS03, GWS04]. We seek to solve the inverse problem—
given a target caustic image, find the geometry that will generate such a caustic.
We briefly review several papers that are most closely related to our work in computa-
tional caustics. For a broader overview, we refer to the survey of Patow and Pueyo [PP05]
that provides an extensive discussion of methods for inverse surface design based on a
desired light transport behavior. An interesting related survey focusing on computa-
tional tools to design and fabricate material appearance has been presented by Hullin
et al. [HIH+13] Dorsch et al. [DLS94] notably are able to achieve two images at two
different planes for holograms.
One of the first methods in computer graphics to approach the inverse problem is the
work of Finck and colleagues [FDL10]. They use an analysis-by-synthesis strategy that
stochastically perturbs a given input surface to better match the desired caustic image.
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While interesting results can be achieved with this approach, the optimization, even with
an efficient GPU implementation, incurs a high computational cost and can be prone to
local minima leading to undesirable artifacts in the generated image. Recently, there
have been a number of papers related to our work that apply a more direct optimization
approach. These can be divided into discrete patch-based approaches, and continuous
parameterization-based methods.
Weyrich et al. [WPMR09] generate a set of sloped, planar microfacets to realize a de-
sired distribution of given ray directions. These microfactes are arranged in a regu-
lar grid using simulated annealing to minimize discontinuities. This approach is not
designed to reproduce smooth distributions and does not scale well to high resolu-
tions, which limits its applicability for caustic design. Papas et al. [PJJ+11] extend
the microfacet approach to curved micropatches, which produce specks of light with
an anisotropic Gaussian distribution. While significantly improving the quality of the
caustic images, this method retains some of the discretization artifacts and has difficul-
ties in resolving low intensity regions. This is mostly due to using a microfacet array
rather than a continuous surface. They model the target image distribution as discrete
Gaussian kernels and use capacity-constrained Voronoi tesselations for discretization.
We model the target exactly and use Lloyd iterations to initialize a power diagram as
discretization.
Yue et al. [YIC+12] propose a different optimization approach using re-configurable
prismatic sticks that refract parallel light onto a screen. Their focus is on creative ap-
plications where several discrete images can be generated with a single set of refractive
sticks. Beyond the limited resolution and other visual deficiencies, a main difficulty
with these discrete approaches is that they need to solve a complex spatial arrangement
problem. These typically leads to a NP-hard optimizations that require approximation
solvers.
Yue et al. [YIC+14] and Kiser et al. [KEN+12] address this problem by formulating
a continuous optimization. Their solutions can produce smooth surfaces that lead to
a significant improvement in the quality of the caustic images. The core idea is to
find a continuous bijective mapping between incoming light and caustic image through
a 2D parameterization that locally adapts area to match the desired target brightness.
However, enforcing smoothness globally and requiring a one-to-one mapping is un-
necessarily restrictive and thus limits the type of caustic images that can be produced.
High-contrast regions, intense concentrations of light, or completely black areas are
very difficult to achieve this way, as they lead to large deformations of the underly-
ing geometry (see Figure 5.14). In contrast, our algorithm alleviates these difficulties
by automatically introducing discontinuities in the normal field at optimally chosen lo-
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cations. In addition, our mapping is not constrained to be bijective, enabling intense
concentrations of light onto singular points or curves.
Our work is also related to research in computational optics. Glimm and Oliker [GO03]
investigated inverse reflector design for far-field distributions, where only the direction
of a reflected ray is considered. They showed that certain far-field reflectors can be
modeled by a 2nd order nonlinear elliptic PDE of Monge-Ampere type, which can be
solved in variational form using Monge-Kantorovich mass transfer. This work (also
see [Oli13]), while using very different assumptions and constraints than our solution,
inspired our use of an optimal transport formulation.
Rubinstein and Wolansky [RW07] establish a connection to the Klein-Gordon equation
to formulate an optimization for intensity control of collimated light beams using a
freeform lens. They optimize over both refractive surfaces, but require both the input
and output rays to be parallel, thus strongly limiting the contrast of the obtained images.
There have been numerous examples of other work in optics on this topic but they
have mostly focused on achieving uniform illumination or a smooth target at low res-
olution. Ries and Muschaweck [RM02] present a method for tailoring freeform op-
tics and include an integrability condition, although they focus on a point source and
their method is inefficient. Magarill [Mag13] presents a fast implementation of Oliker’s
method for reflectors. Heßling et al. [HGH12] extend the reflectors to extended light
sources. Benítez et al. [BMD+04] are able to optimize for several surfaces at once.
Wang et al. [WQL07] used a discontinuous lens to prescribe high contrast caustics but
their surface cannot be physically realized and is very low resolution. Feng et al. and
Bäurle et al. use two surfaces to optimize both for irradiance and wavefront for laser
applications as well as to improve the quality of the irradiance distribution [FHJG13,
FHGJ13, BBW+12]. To our knowledge, our work is the first to achieve high quality,
high contrast, and truly high resolution.
Numerous other works investigate the design and fabrication of freeform optical sys-
tems with applications in energy, lasers, illumination, or biomedical imaging, for ex-
ample. We refer to Fang et al. [FZW+13] for a survey of recent developments. Florian
Fournier [Fou10] provides another current example of reflector design in the optics
community using Oliker’s ellipses method with a faster implementation and also con-
siders extended light sources [FCR09]. In general, the objectives of these methods are
substantially different from the ones presented in this thesis, ranging from aberration
correction, reflector or lens design for light sources such as LEDs, to solar concentra-
tion. In contrast, our work aims at precise control of visually complex caustic projection
images with a focus on applications in design, art, and architecture.
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Fabrication-aware Design with
Intersecting Planar Pieces
Figure 3.1: 3D designs composed of planar intersecting pieces fabricated using laser
cutting and CNC milling.
We propose a computational design approach to generate 3D models composed of in-
terlocking planar pieces. We show how intricate 3D forms can be created by sliding
the pieces into each other along straight slits, leading to a simple construction that does
not require glue, screws, or other means of support. To facilitate the design process,
we present an abstraction model that formalizes the main geometric constraints im-
posed by fabrication and assembly, and incorporates conditions on the rigidity of the
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resulting structure. We show that the tight coupling of constraints makes manual design
highly nontrivial and introduce an optimization method to automate constraint satis-
faction based on an analysis of the constraint relation graph. This algorithm ensures
that the planar parts can be fabricated and assembled. We demonstrate the versatility
of our approach by creating 3D toy models, an architectural design study, and several
examples of functional furniture.
3.1 Foreword
3D constructions composed of interlocking planar pieces (Figure 3.1) are popular for
creating 3D toys made from wood or cardboard, but are also of great interest in archi-
tecture and interior design (Figure 3.2). The popularity of these models is mainly due to
the ease of fabrication and assembly. Planar pieces can be cut easily and cheaply from
many different materials, including cardboard, wood, metal, plastic, glass, or stone,
using simple machinery such as saws or laser cutters. Compared to 3D printing, 2D
cutting not only allows for a wide variety of materials, but also a much larger range of
scale, enabling constructions of the size of buildings at comparatively low cost.
In this chapter we define geometric constraints for 3D objects composed of planar in-
terlocking pieces and propose an optimization approach that solves for a physically
realizable solution for a given user input of planar piece orientations, positions, and
outlines. A feasible solution satisfies geometric conditions that directly relate to fabri-
cation, stability, and assembly.
If two pieces intersect this introduces an angle constraint on the plane normals. We
derive sufficient conditions on the relation of these constraints that guarantee rigidity
of the final assembled structure. To guarantee a valid assembly sequence, each pair of
intersecting planar pieces is constrained to be displaced only in the direction of the slit
created along their intersection line. These slit constraints can easily create a locked
state in which a subset of the pieces cannot be moved at all. Our optimization auto-
matically avoids such configurations and ensures that the 3D design can be assembled.
Beyond the orientation and placement of planar pieces, we also optimize their geometric
shape to avoid collisions during assembly.
The space defined by angle and slit constraints can quickly become difficult to navigate
in, since cycles in the graph can introduce complex non-local dependencies. Modifica-
tions of the orientation of a single piece to satisfy a certain design intent can propagate
through the entire object, making manual control of all constraints cumbersome and
36
3.1. Foreword
Cardboard FurnitureTaxidermy
Metropol Parasol, Sevilla, SpainAcrylic Sculpture
Wooden Dinosaur
Figure 3.2: Intersecting planar pieces can lead to compelling 3D forms with applica-
tions in interior design, toy making, sculptural art, and architecture.
virtually impossible for more advanced designs. This complexity is reflected in the fact
that existing manual designs are often limited to non-cyclic graphs or grid-like struc-
tures (see Figure 3.2). We show that these restrictions are not necessary and introduce a
more flexible constraint space that enables a variety of designs that cannot be achieved
by current methods.
Contributions. The input to our system is a set of initial plane orientations and
positions given by the user or created by some generative procedure. These can be
specified at the start or during the design process in any order. Planar piece outlines
are either defined explicitly or found by intersecting an infinite plane with a 3D hull.
During interactive editing, the designer can freely modify the position or orientation of
planar pieces, add or remove pieces, or change the constraint graph. The solution is
automatically updated to ensure that all constraints are satisfied.
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The output is a set of 2D stencil curves and a corresponding assembly plan. The curves
can be transformed to machining instructions and sent to standard planar cutting ma-
chines. The fabricated planar pieces can be flat-packed efficiently and assembled with-
out glue or screws. We believe that the simplicity, flexibility, and low cost of this type
of construction makes our system interesting both for casual users who want to create
their own 3D toys or freeform furniture, as well as architects and designers who want to
realize ambitious large-scale productions.
3.2 Problem Formulation
We first introduce some notation to provide a formal description of our optimization
and design objectives. In Section 3.3, we will discuss a method to realize these objec-
tives. We represent an arrangement of intersecting planar pieces by a graph G = (V ,E )
consisting of a set V = {v1, . . . ,vn} of n nodes or vertices, and a set E = {e1, . . . ,em} of m
edges with ek ∈ V ×V . Each node vi represents a planar piece pi with a normal ni , and
the centroid of the piece ci which lies on the plane (see illustration below). We write ei j
constraint graph planar intersecting pieces
to denote an edge that connects the vertices vi and v j . An edge ei j ∈ E defines a slit
connection between two nodes vi and v j . We denote with αi j = arccos(|ni ·n j |) the cor-
responding intersection angle of the two plane normals ni and n j , where αi j ∈ [0,pi/2]
always measures the smaller of the two intersection angles.
3.2.1 Rigidity
To ensure stability of the structure, we must introduce constraints on the angles at which
the pieces intersect. These angles restrict possible rotations (see Figure 3.3(e)) and
contribute to the stress at the intersection slit. The angle at which a slit can be cut
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into a planar piece is constrained by machining limitations. Many tools (e.g. most laser
cutters) can only cut a planar piece in a direction orthogonal to the plane normal, while
other machinery (e.g. CNC milling devices or 3D laser cutters) have bounds on how
far they can deviate from orthogonality (typically by about 40 degrees for a five-axis
milling machine). We denote the maximum possible cutting angle relative to the plane
normal as tα ∈ [0,pi/2). This cutting angle has direct consequences on the width hi j of
the slits: Let σ be the thickness of the material. Then for an edge ei j with corresponding
intersection angle αi j the minimal required slit width is
hi j =σ/sinαi j +max(σ/tanαi j −σ tan tα,0). (3.1)
Angle constraints. We call a slit tight, if the pieces are touching along the entire
intersection, or σ tan tα ≥σ/tanαi j . It follows that the slit of edge ei j can only be tight
if αi j ≥ pi/2− tα. We call this constraint on the intersection of two planar pieces an
angle constraint. In our optimization we aim for tight slits as these provide the most
stable configurations. In particular for dense graphs, however, it is not always possible
to obtain large enough intersection angles to achieve tight slits everywhere. Fortunately,
we can achieve stable configurations even when widening the slit width.
We say a node vi ∈ V is rigid, if the corresponding piece has no free rotational motion
space, i.e. if the slit connections with other intersecting nodes prevent any rotational
motion of the piece with respect to its adjacent pieces. We call a graph G locally rigid,
if all nodes vi ∈ V are rigid. As illustrated in Figure 3.3, tight slits trivially ensure
rigidity of a piece. Alternatively, several slits can work together to eliminate any free
rotational motion, thus ensuring rigidity even in the absence of tight slits. For a single
piece, we can see that any two (non-collinear) slits already guarantee rigidity if the two
connected pieces are themselves fixed, as the piece cannot rotate without pushing on the
connected pieces (see Figure 3.4(a)).
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orthogonal cutting,
tight slit
non-orthogonal cutting,
 tight slit
orthogonal cutting,
non-tight slit
tight, rigid non-rigid hinge edge non-tight, rigid
(a)
(d) (e) (f)
(b) (c)
pi
αi j
p j
Figure 3.3: Machining restrictions impose constraints on the maximal cutting angle of
slits. Most devices (e.g. laser cutters) can only produce cuts orthogonal to
the surface plane (a, c), while others (e.g. 5-axis milling) can accommodate
slits up to some angular threshold (b). Tight slits (a, b, d) are generally
preferable in terms of stability, but can significantly restrict the possible
intersection angle of pieces. Wide slits (c) allow more freedom, but can
introduce undesirable hinge edges that might lead to instabilities (e). Even
when resorting to wide slits, our optimization is guaranteed to find a locally
rigid configuration as illustrated in (f).
Non-tight edges that are not part of a cycle of a graph will allow rotational motion
around the slits. We call these hinge edges and write E h ⊆ E for the set of all hinge
edges. Therefore, a necessary (but not sufficient) condition for local rigidity is that the
slits of all hinge edges must be tight, i.e. αi j ≥pi/2− tα ∀ei j ∈ E h .
Global rigidity, or preventing rotation in any cycle of G and not just per piece, is a
difficult problem related to the rigidity of graphs [Jac07]. A non-globally rigid graph
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(a) (b)
Figure 3.4: A piece with non-tight slits (a) can still be rigid if its neighboring pieces
are fixed. A configuration with four parallel non-tight slits in a cycle (b) is
locally but not globally rigid. Therefore, our optimization always aims for
tight slits if possible.
is shown in Figure 3.4(b). Rotation involving multiple pieces, as illustrated here, is
unlikely to occur without specific initial conditions. Even so, to prevent this, we aim for
tight slits wherever possible. Configurations with wide slits can also be less desirable
for physical realization, since forces acting on these slits will be concentrated on the
contact edges, which might lead to strong internal stresses and corresponding material
wear [Dow93]. We call a graph strongly rigid, if all slits are tight, i.e. αi j ≥ pi/2−
tα ∀ei j ∈ E . Our optimization always tries to find a strongly rigid solution first. Only
if such a solution cannot be obtained does the algorithm resort to wider slits, while
still ensuring that the configuration remains locally rigid. If there is no feasible tight
solution or if a tight solution is not desired, coupled rotations and material stress could
be checked afterwards with a physics simulation in a similar manner to [UIM12].
3.2.2 Assembly
If we introduce cycles in the graph, similar to the cycle in Figure 3.5, then it can be-
come impossible to separate the pieces and likewise impossible to assemble the object.
Therefore, we consider the problem of disassembly: If a 3D object represented by a
graph G can be separated into individual pieces, then the inversion of this disassembly
sequence yields an assembly plan. In this section, we focus on how to define and detect
if a structure is assemblable. We describe a solution to ensure this constraint for an
invalid configuration in Section 3.3.1.
We need to satisfy two types of constraints to guarantee existence of a disassembly
sequence: (i) Slit constraints and (ii) global collision constraints. Slit constraints restrict
the relative motion for separating two interlocking pieces and are independent of the
actual shape of the pieces. Effectively, these constraints are due to the collisions of the
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two pieces in every direction but that of the slit and the coupling of these collisions
(see Figure 3.5). They therefore depend only on the intersection direction di j and the
structure of the constraint graph. Global collisions, or ensuring collision-free paths
during assembly, are discussed in Section 3.4.
Slit constraints. The physical connection defined by an edge ei j ∈ E is realized
by introducing straight slits into the planar pieces pi and p j (Figure 3.3). We assume
that pi and p j can only be separated by translating them in opposite directions along
the vector ni ×n j . We assume this is the only way to separate a connection, i.e. no
rotation or deformation of a piece is allowed or necessary. Since both configurations
are generally possible for a slit (see inset illustration), we define the edge direction
vector as di j = ±ni ×n j , using the sign convention that piece pi can only be moved
in the direction di j relative to p j , and, analogously, p j can only be moved in direction
−di j relative to pi . We call these restrictions on the relative motion of pieces pi and p j
the slit constraint of edge ei j .
Assembly conditions. We call two edges ei j and ekl parallel, if di j = dkl . We say
a graph G = (V ,E ) can be split into two subgraphs G1 and G2, if there exists
• a cut into two non-empty vertex sets V1 and V2 with V1∪V2 = V and V1∩V2 =;,
and
• a cut-set of parallel edges E ′ ⊆ E such that vi ∈ V1 and v j ∈ V2 for all ei j ∈ E ′.
The two subgraphs are then given as G1 = (V1,E1) and G2 = (V2,E2), where the edge
sets E1 and E2 are the restrictions of E to V1 and V2, respectively. We call the edge
set E ′ a parallel cut (as opposed to other cuts in the graph that do not consist of only
parallel edges). The existence of a parallel cut means that we can displace all pieces in
V1 along the common edge direction of E ′ to separate them from the pieces in V2 without
violating any of the slit constraints.
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locked separable
optimization
Figure 3.5: Planar intersecting pieces can easily create locked configurations (left) in
which no piece can be moved and hence the structure cannot be assembled.
Our algorithm optimizes for plane orientations that ensure feasibility of as-
sembly (right).
Definition I: We call a graph G = (V ,E ) separable, if
• |V | = 1, or
• G can be split into two separable subgraphs G1 and G2.
It follows immediately from Definition I that any graph that does not contain cycles,
i.e. is a tree, is separable, since any edge defines a parallel cut-set. Cycles in the graph,
however, require the existence of a set of parallel edges that cuts the cycle into two or
more parts.
Algorithm 1 ISSEPARABLE(G = (V ,E ))
if |V | = 1 then return true
else
for do e ∈ E
// find all edges parallel to e
E ′← {e ′ ∈ E |d(e ′)= d(e)}
// if parallel cut exists, cut graph and recurse
if then E ′ contains a cut C ⊆ E ′ of G
split G along C into G1 and G2 return ISSEPARABLE (G1) & ISSEPARABLE
(G2)
end if
end for return false
end if
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 (c) complete set of cuts (d) optimized graph
disassembly ordering relation
» »
(a) input graph (b) directional clusters
extracted cut
1. iteration
2. iteration
trivial cuts
Figure 3.6: Optimizing for assembly. Ignoring trivial cuts, edges are clustered accord-
ing to the slit direction (illustrated here by the 2D graph edge direction) and
a cut is extracted from the clusters (b). The corresponding edges are re-
moved and clustering is repeated until a complete set of cuts (indicated by
color) is obtained (c). The optimization then ensures that all edges of the
same cut become parallel (d) so that the resulting object can be disassem-
bled. The sequence of disassembly is constrained by the partial ordering
relation resulting from the clustering method. The dark purple and red con-
nections can be separated at any time and are thus not part of the ordering
relation.
From Definition I we can derive a recursive algorithm that checks if a given graph G is
separable and hence the corresponding 3D structure disassemblable (see Algorithm 1).
This algorithm makes use of an important observation: If a graph is separable and
contains multiple parallel cuts, then applying any of these cuts in any order will create
separable subgraphs since the edges of the other cuts will define parallel cuts in one or
more of the new subgraphs as well. Consequently, we can simply iterate through all
edges in the edge set E , apply the first parallel cut that we find (if one exists) to split the
graph into two, and execute the same procedure recursively on the generated subgraphs.
Any cycle in the graph that does not contain a parallel cut is in a locked state, i.e. cannot
be disassembled (see Figure 3.5).
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3.3 Optimization
Section 3.2.1 and Algorithm I provide a means to test whether a given design graph G
is rigid and can be assembled. Our goal is now to create such valid configurations. The
complex coupling of constraints makes it imperative to augment the design process with
an optimization method. By handling constraint satisfaction automatically, the user is
relieved of this difficult task and can focus on high-level aspects of the design.
An inherent problem with optimization is that as the orientations and positions of the
pieces change, edges would need to be added or removed from the intersection graph.
This quickly leads to intractability. To avoid this, we make use of the observation that
the angle and slit constraints only depend on the plane orientations, but not the spatial
positioning of planar pieces nor their geometric shape. We can thus formulate the opti-
mization as a two step procedure: Step one solves for a feasible solution using only the
plane normal vectors n1, . . . ,nn as unknowns (Section 3.3.1). Step two then optimizes
separately for the centroids c1, . . . ,cn and the boundaries of each piece to maintain the
structure of the graph (Section 3.3.2).
3.3.1 Orientation Optimization
The input for the optimization is an initial arrangement of planes with the corresponding
constraint graph G = (V ,E ) that specifies which planes should be intersecting.
Satisfying angle constraints. To obtain tight slits we define an inequality con-
straint to force the intersection angles αi j above the threshold mandated by fabrication
(Section 3.2.1). For each edge ei j , let cangle(ei j ) denote how far the corresponding
planar pieces are from satisfying the angle threshold measured as
cangle(ei j )=
(
ni ·n j
)2− sin2 tα. (3.2)
We use the square of the dot product to implicitly deal with the two possible orientations.
It follows that the graph G is strongly rigid, if cangle < 0 ∀ei j .
Satisfying slit constraints. In order to guarantee the existence of an assembly
sequence, we need to create a series of parallel cuts in the graph that separate all planar
pieces from each other. Our algorithm first finds a complete set of parallel or almost
parallel cuts, the latter of which are then optimized to become parallel. The goal here
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is to induce minimal change to the current plane orientation to achieve edge parallelism
and thus guarantee assembly.
Based on this objective, our algorithm proceeds as follows (see Figure 3.6): We first dis-
card all hinge edges, i.e. edges that are not part of a cycle or collinear edges, since these
edges provide trivial parallel cuts and thus do not impose any critical slit constraints.
For the remaining edges that belong to a cycle, we perform k-means clustering based
on edge direction, starting with k equal to the number of edges. We then progressively
decrease k until one of the clusters contains a cut of the graph. To avoid unnecessary
modifications to the plane normals when making the cluster parallel, we select the small-
est subset of the cluster edges that define the cut. These edges are tagged and assigned
to the same cut set for the optimization. We then continue the clustering recursively on
the untagged edges of the generated subgraphs until all edges are covered.
This yields a decomposition of the edge set into disjoint sets S1, . . . ,SM , Sk ⊆ E that,
when applied in sequence, form a complete series of cuts of G . Since these cuts are
not necessarily parallel cuts, we align the directions of all edges within each cut set to
a common direction to achieve parallelism. We introduce an auxiliary unit vector sk
for each set Sk to represent this common constraint direction and formulate equality
constraints for each edge in Sk by quantifying the difference in alignment of the edge
direction vectors to the vector sk . This difference is formulated for each ei j ∈Sk as
cslit(ei j ,sk)= ‖(ni ×n j )×sk‖2. (3.3)
Given the sequence of cut sets S1, . . . ,SM , it follows that G can be assembled, if
cslit(ei j ,sk)= 0∀Sk and ∀ei j ∈Sk .
Satisfying user constraints. Our goal is to find a configuration of plane normals
that satisfies all angle and slit constraints, while being as close as possible to the design
input of the user. We therefore introduce a closeness objective function finput(vi ) =
‖ni −n′i‖2 that measures the deviation of the current plane normal to the initial input
normal vector n′i . The corresponding energy term is given as
Einput =
n∑
i=1
ωi finput(vi )
2, (3.4)
where the weights ωi allow the user to specify important aspects of the design intent.
Pieces that should not change substantially can be assigned a high weight (“fixing the
piece”), while a low weight can be set for pieces that are free to deviate more strongly
from the input configuration.
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Constraint optimization. The goal of finding a configuration of planar pieces that
is rigid and assemblable can now be formulated as a quadratic objective function with
quadratic equality and inequality constraints:
arg min
n1,...,nN
Einput
subject to cangle ≤ 0 ∀ei j ,
cslit = 0 ∀Sk , ∀ei j ∈Sk ,
‖ni‖2 = 1 ∀ni ,
‖si‖2 = 1 ∀si .
(3.5)
The unknowns are the auxiliary vectors s1, . . . ,sM , and the plane normals n1, . . . ,nN that
determine both the intersection angle of connected planes as well as their slit direction.
We also add additional equality constraints to keep the vectors ni , si normalized. We
use Sequential Quadratic Programming (SQP) to solve Equation 3.5.
Rigidity. If the optimization defined above yields a solution, the resulting 3D struc-
ture is guaranteed to be strongly rigid. If no solution is found, we relax the require-
ment of strong rigidity to introduce more degrees of freedom by allowing edges that
are part of cycles to violate the angle constraint. This will introduce wider slits but still
guarantees a locally rigid configuration. We simply select the non-hinge edge with the
highest cangle, remove the corresponding angle constraint, and re-run the optimization.
We iterate this procedure until a feasible solution is found. Note that the optimization
is guaranteed to find such a feasible solution. If all angle constraints are invalidated,
strong rigidity is only enforced on the hinge edges. Since these can only be part of a
trivial parallel cut, they are not in conflict with the slit constraints. Consequently, a solu-
tion always exists (but might be far from the input), for example when all edges become
parallel. In this case, the configuration might need to be checked for global rigidity (as
in Figure 3.4).
3.3.2 Position Optimization
The optimization described above solves for plane orientations that satisfy assembly and
rigidity constraints. Changes in plane orientation for a piece vi are effected by rotating
around the centroids ci . As a result, some pieces that are connected by an edge in the
graph G might no longer be intersecting, while others might now intersect even though
there is no corresponding edge in G .
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For each newly introduced intersection, if a corresponding edge can be introduced with-
out violating the constraints, we add it to G . Then, since the intersection pattern defined
by the edge set E is closely related to visual or functional semantics of the design, we
apply a second optimization step to ensure that the graph structure is preserved. Recall
that the ci and the boundaries of the pieces have no direct influence on the angle and slit
constraints as these only depend on the plane normals. Thus we can, independently of
the above orientation optimization, modify the relative positioning of the planar pieces
and their contours to maintain the graph intersection pattern. We can also handle colli-
sions during the assembly process in this step.
During the design process, the user can define the contours explicitly or may optionally
choose a 3D guiding volume (see for example Figure 3.8). Each piece would then
be maximally intersected with the guiding volume to obtain its contours. This choice
results in slight differences in the method that will be noted below.
Retaining intersections. Let us assume that the planar pieces vi and v j of a given
edge ei j no longer intersect after their normals have been modified by the orientation
optimization. Let line li j be the intersection of the infinite planes of pi and p j (see
inset). For pi , we find the furthest point lying on the piece in the direction of ci to its
projection on li j and subtract a small distance ² to account for the slit width and allow
for stability. We call this point xi j . A similar operation on p j gives us x j i . The target
points P j (ci ) and Pi (c j ) are such that xi j and x j i coincide:
P j (ci )= ci −
x j i −xi j
2
(3.6)
If the pieces intersect then P j (ci ) = ci . If the user specifies a guiding volume, then we
additionally project xi j into the volume to ensure an intersection, again adding an ²
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tolerance. We formulate the optimization as a minimization of the following energy:
Epos =
n∑
i=1
∑
ei j∈E
‖ci −P j (ci )‖, (3.7)
where ei j are the out-edges of vi . We optimize for all positions simultaneously using
a non-linear alternating projection scheme (see [BXM03]), iterating until convergence.
The optimization converges to the closest local minimum to the input since each step
weakly decreases the distance between each pair of pieces. While it still might be
possible in degenerate cases that all ci converge to a single point, we never observed
this in our experiments and usually 10 iterations is sufficient.
Contouring. The position optimization displaces planar pieces to ensure that all in-
tersections specified in the constraint graph are realized. This operation might lead to
new intersections requiring new edges to be added. To avoid these and the resulting ad-
ditional constraints, we apply a clipping algorithm that iteratively clips pieces, changing
only contours, to avoid collisions. This leaves no new intersections, but can result in
split pieces and possibly disconnected structures. Since the choice of which planes clip
which and in what order can change the piece geometry and aesthetics, we perform only
the necessary clipping in order for the collisions to be avoided, and default sensibly in
ambiguous cases.
We aim to clip without changing the intersection graph: Say there are two intersecting
pieces pi and p j where ei j 6∈ E . If the pieces do not intersect along the entire length
of one piece, then we can simply clip without changing the graph since the pieces stay
connected in relation to the slits (see Figure 3.7(a-b)). Otherwise, we split one piece by
another such that the graph does not get disconnected. In ambiguous cases (neither split
disconnects the graph or both do) we default to splitting the piece that has no slits on
one side of the intersection or the one with most intersections. By clipping one piece
with another, we effectively split a vertex in our intersection graph into two vertices,
which introduces additional degrees of freedom in our constraint graph. We therefore
rerun the orientation optimization to ensure constraint satisfaction (see Figure 3.7(c)).
Global collisions. As opposed to only checking for introduced intersections, we
can also look at the global configuration and apply a final step that aims at resolving
collisions by cutting pieces if they block the motion path of another piece. This proce-
dure works in the order of disassembly, i.e. we start with the piece that would be taken
out first from the assembled object. To simplify the collision analysis, as in [HBA12],
we only consider the straight-line motion space defined by the slit direction. Thus every
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reoptimization
modified pieces
(b)(a) (c)
(d)
Figure 3.7: After optimization of orientations, intersections may arise that prevent as-
sembly (red lines). The system clips each piece such that no new intersec-
tions are introduced. (a) and (b) illustrate clipping without changing the
intersection graph. If it is not possible to keep the same graph, we split a
piece into two and re-optimize for orientation, as in (c). The bottom row
shows only the modified pieces for illustration. Clipping can also be per-
formed such that the assembly path is free of collisions (d). Afterwards,
the piece can be taken out in the direction of assembly. Note this will also
ensure that clipping of (b) will not introduce assembly constraints.
piece defines a collision volume that can be generated by sweeping the piece geometry
in the slit direction. We automatically detect collisions of this volume with all other
pieces that have not yet been taken out and clip these pieces to allow full motion (see
Figure 3.7(d)). If this splits a piece into two, we continue as described in the previous
paragraph. Recall that every slit can be realized in two opposing orientations (see inset
illustration in Section 3.2). Therefore, if the graph becomes disconnected, we also have
the degree of freedom of choosing the opposite orientation for each parallel cut.
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3.4 Design Process
With the optimization method in place, we now introduce an interactive design process
that allows the user to create 3D objects composed of intersecting planar pieces. The
interactive nature of the design process is shown in Figure 3.14.
Constraint editing. In order to keep the problem tractable, we keep the intersection
graph G fixed during a single optimization. However, at any stage during the design,
the constraint graph can be modified by the user to explore different design options,
adding possible intersections and re-optimizing to see the possible resulting structure.
To increase the degrees of freedom the user can discard a piece, i.e. remove a node
from the graph, or eliminate an intersection, i.e. delete an edge. One advantage of the
clustering method illustrated in Figure 3.6 is that we can simply permute the ranking of
the cuts to propose different design solutions to the user. This allows exploring design
alternatives by simply browsing through a set of solutions that all satisfy the constraint
sets. For the ambiguous cases in Section 3.3.2, the user can choose between possible
clippings.
Another handle that is at our disposal for avoiding collisions is the orientation of slits
within each parallel cut set. Recall that every slit can be realized in two opposing
orientations (see inset illustration in Section 3.2). After the optimization, we make sure
that the slits are all facing the same direction for each parallel cut. However, one can
freely choose the opposite orientation for each slit, as long as the parallel cuts remain
in the same orientation. This will only change the global collision clipping and the user
can choose the opposite orientations for aesthetic or static reasons. For example, if the
wrong orientation is selected, the pieces might slide out due to gravity or other forces
acting on the design.
3.5 Results
We show several designs created with our system to evaluate the versatility and effec-
tiveness of our approach. Figure 3.8 shows the design of a wooden 3D toy based on
a guiding surface mesh. This dinosaur toy was designed in about 20 minutes with a
concrete idea of the intended structure. Figure 3.9 shows an application in architecture,
highlighting the potential of our method for design exploration and the creation of scale
models. A feasible construction was ensured with our method with the process finished
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cutouts
mesh
Figure 3.8: A 3D toy composed of orthogonally intersecting planar pieces. The mesh
of the dinosaur serves as a guiding volume for the design.
top view
side view
Figure 3.9: An architectural design study of an outdoor pavilion made from orthogo-
nally intersecting pieces.
in less than 15 minutes. Figure 3.10 illustrates how functional custom-designed furni-
ture can be generated with our system. These examples were designed by exploration
with only a minimal idea of the intended outcome. Even with a relatively simple ge-
ometry, the assembly of this model requires joining multiple pieces at the same time
along non-trivial parallel cuts. Existing methods that incrementally add one piece at
a time [HBA12] cannot deal with such configurations. The assembly process as pre-
scribed by our framework can be seen in Figure 3.15.
All examples in Figures 3.8 to 3.10 are strongly rigid, i.e. only contain tight slits. Fig-
ure 3.11 is an example with non-tight slits that still maintains rigidity. The assembly of
such models is in general more complex, since non-tight slits can lead to non-rigid con-
stellations during construction that only become rigid once the corresponding cycles are
closed. In return, we obtain a substantially richer design space, in particular when work-
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Figure 3.10: The base of a coffee table and a freeform chair milled from medium den-
sity fiberboard (MDF) (see also Figure 3.1). Complex joints like the one
illustrated in the zoomed image can easily be created with our method. The
design graphs illustrate the complex coupling of constraints. The parallel
cut sets computed by the optimization are indicated by color in the order
of assembly. The smallest intersection angle is 50◦, as mandated by the
CNC milling machine.
ing with orthogonal cutting devices such as laser cutters. This is an important advantage
over previous methods such as [HBA12] that rely on tight slits for rigidity and therefore
quickly lead to grid-like structures when dealing with dense constraint graphs. With
the chair and table examples, milling took one hour and the assembly of each model
required about half an hour. The geometric information created during the design, i.e.
the contour curves of the planar pieces, is directly translated into machining instructions
via scripting. To facilitate assembly, we can optionally create unique matching IDs for
each slit that are laser-etched into the piece. An assembly plan can be created directly
from the partial ordering generated by the clustering algorithm of Section 3.3 as illus-
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Figure 3.11: A lampshade design uses non-tight slits to facilitate a complex intersection
pattern. Our optimization still guarantees that the assembled structure is
completely rigid.
trated in Figure 3.10 and the supplementary materials, and the system shows animations
of the assembly to aid the user. All our examples have been physically fabricated and
assembled, demonstrating that our system covers the full chain from digital design to
production.
Limitations. We use a greedy clustering strategy to generate a series of parallel cuts
in order to avoid the full combinatorial search that would be computationally intractable
for all but the simplest graphs. Hence we are not guaranteed to find a global optimum
in the sense of closest valid configuration to a given set of input constraints. In our
experiments, however, we found that the greedy choice was as good or better than all
subsequent clustering or user-assisted choices for cuts.
Currently, we do not incorporate statics or material physics into the optimization. Sim-
ilarly, we ignore potential limitations of the production process, such as restrictions
of the tool path for milling machines, or specific properties of the material, such as
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anisotropies (e.g. in wood) that would favor certain directional alignments. These limi-
tations offer a trade-off between the effectiveness of the design approach and the com-
putational complexity. They are a consequence of the specific abstraction of our model
that focuses primarily on the geometric relations and properties resulting from the main
fabrication and assembly constraints.
Future Work. The limitations discussed above are one immediate target for future
research. Integrating static properties or other performance objectives into the optimiza-
tion provides numerous opportunities to improve the effectiveness of the design process,
perhaps with a method similar to [UIM12]. The process would also be aided with ad-
ditional semantic controls and shape-aware operations. Another promising avenue for
future research is to consider a broader spectrum of material behavior. For example,
bendable pieces made of thin wooden or metal sheets can be fabricated with the same
technology as the rigid pieces currently considered in our work. Developable surfaces
lead to constructions that are much more general, but also more difficult to control.
Further potential for future work lies in the assembly process itself. Our goal previously
was to make assembly as easy as possible. Yet some applications might target the op-
posite. For example, 3D puzzles are intriguing because finding an assembly sequence is
difficult and often requires playful experimentation [LFL09, XLF+11]. We believe that
interlocking planar pieces have a great potential for challenging puzzles, even when
using only few pieces. For example, the 7-piece cyclic model shown in Section 3.6
was perceived by several test persons as very difficult to assemble without explicit as-
sembly instructions. This example illustrates the potential of our approach for creating
appealing 3D puzzles.
3.6 Orthogonal Intersection
We provide a brief analysis of the design space for orthogonally intersecting planar
pieces with tight slits. The angle constraint for strong rigidity effectively eliminates
a degree of freedom in the relative orientation of connected pieces. Only a rotation
around the respective plane normals is possible. Consequently, any two non-parallel
planar pieces pi and pk can be connected by a piece p j with unique plane normal
n j = ni ×nk . In the special case where pi and pk are parallel, i.e. ni = nk , any plane
with n j ·ni = 0 will be a valid connection. These restrictions on the connection of pieces
have interesting consequences on the design space.
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Conceptually, assuming consistent slit orientations, a set of parallel planes connected to
the same pieces can be collapsed to a single piece. An example is given in Figure 3.12,
where the constraint graph is a bipartite graph. The vertex set shown on the right can
be collapsed into a single vertex, which eliminates all cycles and thus trivially ensures
that the graph can be assembled. Densely connected graphs of this sort naturally lead
to parallel planes in the arrangement. In this particular example, all nodes have valence
n/2, where n = |V |. As a result, any cut has at least n/2 edges. To ensure that the graph
can be split along the cut, these edges need to be parallel. This leads to at least n/2
parallel planar pieces.
This example suggests that parallel edges of a cut lead to parallel planar pieces. How-
ever, this is not necessarily the case. Let us consider a simple elementary cycle consist-
ing of n pieces, i.e. 2n unknown parameters for the n plane normals (see Figure 3.13).
The available degrees of freedom are reduced by angle constraints, the global rigid mo-
tion of the structure, the constraint that the pieces form a cycle, and the existence of a
parallel cut, which necessitates that (at least) two edge directions must be parallel. The
formula below quantifies the degrees of freedom F (n) of an elementary cycle of size n:
parallel planes
......
......
constraint graph
Figure 3.12: A typical grid design commonly observed in existing cardboard models
requires one family of planes to be parallel. These types of constructions
are often called waffle grids. In the constraint graph, these parallel planes
can be collapsed to a single node, leading to a configuration without cycles
that trivially ensures that all slit constraints can be satisfied.
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constraint graphs
Figure 3.13: Elementary cycles with orthogonally intersecting planes. A parallel cut
consisting of two edges ensures that the cycles can be assembled. With six
or less pieces, such cycles must contain at least two parallel planes. While
not specifically designed as puzzles, the assembly of these models can be
challenging without a given assembly plan, since the parallel cut is the
only way to close the cycle. This illustrates the potential of our approach
for generating recreational 3D puzzles.
normals
angle constraints
rigid motion
cycle constraint
parallel cut
F(n) = 2n − n − 2 − 1 − 2 = n − 5
Consequently, for a cycle with 6 pieces, the single remaining degree of freedom is the
rotation of the two pieces associated with a parallel edge around the axis defined by
the edge direction. As it turns out though, in this case the two pieces connecting the
parallel edges must be parallel. Thus the smallest cycle that can be strongly rigid and
assemblable and does not contain any parallel pieces consists of 7 pieces.
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3.7 Design Process Details
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Figure 3.14: Illustration of a typical design process. The user first specifies a 3D guid-
ing volume, then positions and orients several initial pieces. The con-
straint graph automatically computed from the intersections typically vi-
olates some angle constraints (red nodes) and/or does not contain the re-
quired parallel cuts. The optimization then solves for a configuration that
satisfy the constraints (colored edges are parallel). The user adds more
planar pieces and iteratively refines the design, relying on the optimization
method to ensure constraint satisfaction.
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cutouts
Figure 3.15: Assembly sequence of the freeform chair model.
Figure 3.14 illustrates a typical design session. We deliberately chose an example where
the algorithm leads to significant change of the plane orientations to better visualize
the effect of the optimization. While these alterations are often more subtle, they can
involve a large subset of pieces. Satisfying the constraints by manually moving and
rotating the pieces would thus be very cumbersome, even for simple designs consisting
of few pieces. At the end of the process, assembly instructions can be directly generated
from the assembly graph, see Figure 3.15.
We present a comparison of plane orientations and positions before and after a single
step of optimization in Figure 3.16. For inputs we use sample meshes and planes gen-
erated by the method of McCrae et al. [MSM11].
Implementation. Our framework is implemented in C++ using the Qt library. We
use the Boost Graph Library for all graph operations and Boost Geometry for perform-
ing CSG operations and collision detection. We also use the C Clustering Library writ-
ten by Michiel Jan Laurens de Hoon for clustering the orientations. We use Sequential
Least-Squares Quadratic Programming as implemented by NLopt [Kra94, Joh10] to
solve Equation 5.
In very large graphs (> 500 edges), decreasing the number of clusters by only one per
iteration of the clustering algorithm can be slow, therefore we trade accuracy for speed
and decrease the clusters by a small multiple of the number of edges in the cycle. Sim-
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ilarly, for large graphs, discarding only one constraint per iteration of SQP can cause
many iterations, and we discard a small number of edges at once, again a trade-off
between accuracy and speed.
The SQP solver for Equation 5 requires as input the gradient of each constraint, which
can be assembled from the partial derivatives:
∂cangle
∂ni
= 2(ni ·n j )ni
g(ni ,n j ,nk ,s)=ni (nk ·n j )−n j (nk ·ni )
∂cslit
∂ni
= 2g(s ·n j )−s(n j ·g)
∂cslit
∂n j
= 2s(ni ·g)−g (s ·ni )
∂cslit
∂s
= 2(g ·ni )n j − (g ·n j )ni
The partial derivative of cslit is derived by rewriting the inside of cslit as a dot product
expression g.
Performative constraints We can also add performative constraints to our system.
As an example of a performative constraint, we consider pieces forming a set silhouette
(see Figure 3.17) when viewed or lit from a certain direction, as in Shadow Art [MP09].
This soft constraint can be used for an application such as daylighting or can enable
the designer to intuitively fill a section of a certain volume for semantic purposes. The
constraint can also be prescribed to necessitate a certain shape or “skeleton” in order to
maintain structural integrity. Consider two intersecting pieces A and B. The silhouette
constraint is satisfied locally within the solver by for each target silhouette, translating
the centroids of each pair of intersecting pieces in opposite directions on the projected
plane of the silhouette such that they maximally fill the space in 2D defined by the target
silhouette.
Another example, for performative reasons (for example making a flat top and bottom
for stability for a table) it is possible to slide planes in the direction of the normal of a
piece. These pieces are then held by gravity (see Figure 3.18)
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Figure 3.16: We use the method of McCrae et al. [MSM11] to generate initial plane
positions (left). After a single optimization step, the results at right are
produced. The respective constraint graphs are shown at the far right. In
a normal editing session, the user would continue adding planes and con-
straints from this point.
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Figure 3.17: A Shadow Art example (see [MP09]) with many more cycles. The example
is constructed with silhouette constraints (the two shadows shown). In this
case, the optimization is done as a post-rationalization step, and as there
are many cycles, pieces tend to become more parallel.
3.8 Additions and remarks
Extending contouring In the system, a user specifies a boundary using a planar
section of a guiding volume (see Figure 3.14) of an existing 3D object. After adding
many planes, this leads to an overly-constrained system where the result is very likely
to be a grid design (as in Figure 3.12). The system as proposed solved this problem by
allowing the user to cut planar slices before intersecting other slices. These boundaries
can be modified by the artist in a post-process and are guaranteed to still satisfy the
constraints as long as the artist does not expand the boundary or remove too much
from the slit regions. However, this is often a tedious process that leads to undesirable
outcomes, particularly if the goal is simply to illustrate a 3D shape and the internal
structure is not important.
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Figure 3.18: A small table built with orthogonally intersecting planar pieces using our
design method. Also pictured are the hull wireframe, the negatives of the
corresponding pieces, and the assembly process. This example features
planes assembled in directions parallel to their normals, which can be held
simply due to gravity.
Cignoni et al. [CPMS14] propose a method using ribbon-shaped slices to reduce the
constraints. These ribbons follow an input cross-field specified on the surface, follow-
ing the method of Bommes et al. [BZK09]. The cross-field can also be optimized for
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symmetry using [PLPZ12]. The advantage of these ribbons is that the general look of
the 3D shape is preserved while the number of constraints is kept low. This comes at
the cost of not having the rigidity of a full internal structure.
However, this fully automatic process does not involve the user besides allowing for
positional and direction constraints in the cross-field. Another limitation of their method
is that assembly is constrained to be moved as one piece at a time rather than allowing
for the full degree of freedom of cuts across multiple pieces. Therefore, a combination
of the two methods would be best for a design process that leaves as many degrees of
freedom as possible to the user. This will be discussed in the following pages.
In our method, during contouring, when there are ambiguities we split the piece with
the most intersections in order to maintain the greatest amount of connection in the
graph (see Section 3.3.2). We can use another idea introduced by Cignoni et al. instead.
We can choose the intersection to maximize the isoperimetric number h(G ′) of the dual
graph [BHT00], where G ′ = {V ′,E ′} and V ′ denotes the intersections while E ′ denotes
the pieces. The isoperimetric number is
h(G ′)=min |δA||A| , (3.8)
minimized over all subsets A ⊆ V ′ where the size of A is 0< |A| ≤ |V ′|2 . δA is the edge
boundary of E ′, the set of edges with exactly one endpoint inU . If this number is small
then there exists two large sets of vertices with few edges between them. If it is large
than any possible division of V ′ into two subsets has many edges between those subsets.
Choosing based on this criterion favors a well-connected graph.
Relaxing the constraints Cignoni et al. [CPMS14] also further relax the slit con-
straints, allowing non-parallel slit directions in the assembly process. They observe that
the slit intersections can be relaxed while preserving rigidity. This comes from the fact
that there are multiple ways to ensure rigidity from non-orthogonal intersection angles.
One is a triangular arrangement such as Figure 3.3(f). Another is four planar pieces
interlocked with non-parallel slit directions—this intuition is due to the non-orthogonal
slit acting as a hinge and the four connected pieces forming a four-bar linkage [MS10].
For stability, at least one of the intersections in this linkage must be tight, and therefore
an angle constraint must be included on this to keep it rigid.
If this relaxation is included in our system, there are more degrees of freedom and
therefore the user input can be matched more closely. This can then be used to relax the
hard constraint cslit in Equation 3.5. This can be reformulated as either a soft constraint
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or a change in the algorithm when Equation 3.5 does not yield a solution.
If Equation 3.5 has no valid solution, we remove the angle constraint on an edge with
the highest cangle. Under this relaxation, we can also remove the slit constraint on this
edge.
However, alternatively, we can reformulate cslit and cangle as soft constraints and mini-
mize instead the following optimization. Due to the relaxation of the slit constraints, as
well as for better rigidity, it is important to keep the slit width from getting too wide.
Therefore, we try to minimize each term instead of just dropping it.
arg min
n1,...,nN
Einput+ω1
∑
ei j
cangle+ω2
∑
Sk
∑
ei j∈Sk
cslit
subject to ‖ni‖2 = 1 ∀ni ,
‖si‖2 = 1 ∀si .
(3.9)
where ω1,ω2 are user-defined weights. Due to the formulation of Equation 3.9, we can
use an unconstrained minimization and parametrize ni and si as unit length vectors.
For this, we use the Ceres optimization framework [AMO13]. Alternatively, we can
reproject ni and si after each optimization step. Reformulating this optimization in an
unconstrained manner allows speed up of the algorithm for a much larger number of
pieces and makes it unnecessary to reject constraints one at a time. However, there is
a trade-off that the error is spread in a least-squares manner over the pieces rather than
having the constraints unsatisfied only in certain regions. This can be addressed by
solving the problem with an lp-norm where p ≤ 1.
Note that as we have a degree of freedom, and to make the cycle stable, we do not use
the final si as the slit directions but rather we choose the slit direction ni ×n j ∈Sk that
is closest to si . This ensures that at least one of the slits locks tightly along the length.
The weights ω1, ω2 denote the amount the user wishes to deviate in order to achieve
better rigidity. A useful direction of future work is to adjust ω1, ω2 locally in order to
balance external forces on the structure and ensure stability.
Future work An important future direction of this work is making it accessible to
common users. Since this research, Autodesk 123D Make has made an accessible sys-
tem to fabricate simple models out of laser cut pieces. This software has been used
for scaffolding for other fabrication methods such as the Wire Mesh system of Garg et
al. [GSFD+14]. However, the resulting panel layout is highly limited since construc-
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tion is ensured trivially by using waffle grid and waffle grid-like patterns. McCrae et
al. [MUS14] recently introduced an interactive system to design structures out of in-
tersecting planar pieces. They use constraints derived from our work, as well as static
constraints, and provide an intuitive interactive design system. Interesting future work
would be to combine a similar interactive system with statics with the optimization in a
framework with which architects and designers are already familiar such as Rhinoceros.
Finally, Saakes et al. recently proposed an interactive system to pack polygons to be
laser cut to efficiently utilize the material [SCMI13]. Our system would be enhanced by
including an easier way to layout 2D parts before fabrication.
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Automatic Generation of
Constructable Brick Sculptures
Figure 4.1: A demonstration of our method from start to finish. The LEGOMAN is first
voxelized into 1×1 bricks and the bricks are merged respecting color. Then,
the bricks are optimized for structure and extraneous bricks are removed.
Finally, instructions are produced and a LEGO model is built from the in-
structions.
The previous chapter proposed an example of a system where optimization works in
parallel with artist decisions. However, for certain types of fabrication technologies, an
automatic system is more desirable. One example is to construct 3D sculptures out of
existing building blocks where the differences in internal structure do not change the
aesthetics of the overall piece. The LEGO® construction system can be found in many
homes. It provides a way of prototyping that is accessible to many people that do not
have access to CNC machines. Building such models in large scale requires careful pre-
planning to produce constructable and stable models. We propose a system that, starting
with a voxelization of a 3D mesh, merges voxels to form larger bricks, and then analyzes
and repairs structural problems, finally outputting a set of building instructions. We also
present extensions such as producing hollow models, fulfilling limits on the number of
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bricks of each size, and including colors. Results (both real and virtual) and timings
show significant improvements over previous work.
4.1 Foreword
The generation and rationalization of 3D models for fabrication has recently become
a topic of great interest in the computer graphics community. However, most fabrica-
tion methods still require the user to have expensive equipment such as laser cutters or
3D printers. LEGO®, a popular toy construction system, is comparatively cheap and
nearly ubiquitous. However, building arbitrary 3D models out of LEGO manually often
involves significant trial-and-error. This process requires approximating a 3D model
out of a limited set of pieces and ensuring the sculpture to be connected, stable and
constructable. The goal of this chapter is to automatically create the set of instructions
for a LEGO model from a 3D object representation. By doing so, we highly simplify
the task of building a large customized LEGO model.
The LEGO Group, the company that produces LEGO toys, has twice openly presented
this problem to the scientific community—first in 1998 and later in 2001 [Pet01]. Our
approach is inspired by previous work [vZS08] in the sense that the algorithm starts
from the voxelization of a model into the smallest possible bricks, namely the 1× 1
bricks (see Figure 4.3) and merges those to form larger bricks. However, merging bricks
greedily makes it highly unlikely that the model is buildable or stable. To resolve this,
we propose a graph-based algorithm to ensure brick connections and resolve structural
weaknesses. Furthermore, our method can reduce the brick number by hollowing the
model, allows the user the specify limits on how many bricks of a certain type can be
used, and can even take into account the coloring of bricks.
Previous methods are based on variations of the heuristic
Fitness := Cnumbricks×numbricks +
Cprepend×prepend +
Cedge×edge +
Cuncovered×uncovered +
Cotherbricks×otherbricks +
Cneighbor×neighbor
where the C are weights and for each layer:
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Figure 4.2: The construction process. First, a triangle mesh with color data is given to
our method. Our method generates layer-by-layer instructions that can then
be followed by the user in order to build the model.
• numbricks is the number of LEGO bricks;
• prepend is the directionality of bricks in consecutive layers;
• edge is the number of edges of each brick that coincide with edges in the layer
below;
• uncovered is how much area of each brick is not covered by bricks in the neigh-
boring layers;
• otherbricks is the number of bricks in the layer below not covered by bricks; and
• neighbor is how far from each brick’s edge is the edge of a neighboring brick.
This heuristic is difficult to optimize for and the weights are tricky to find. Contrary to
this we use a simple metric that corresponds to the stability of the model and can be
optimized for efficiently.
4.2 General pipeline
The goal of our approach is as follows: given a 3D model as a triangle mesh and color
data, we want to generate layer-by-layer building instructions so that a user can easily
assemble the given LEGO model such that it will be connected and stable (see Fig-
ure 4.2).
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Figure 4.3: The set of legal bricks.
As in previous methods, we first represent the object as 1×1 LEGO bricks. We trans-
form a mesh representation of an object into a discrete set of voxels using the method
of [NT03]. The choice of voxel resolution is important as a higher value results in a
better approximation of the original object, but would require more bricks and more
time to build. We optionally hollow the voxelization, leaving only a given number of
outer layers in order to use less bricks to build the same object.
After conversion, we sequentially merge the 1×1 bricks in a greedy fashion. Given a
legal set of bricks, we make them as large as possible until no further merges can be
done (see Figure 4.3). At this point, the model is very likely to be weakly connected
and possibly disconnected leading to an unbuildable structure. Therefore, we increase
the solidity of the model by identifying the weaknesses and repairing them.We then
Voxelize [Pre-hollow]
Merge
OptimizeFinalize
Figure 4.4: The pipeline of our approach for the BUNNY model.
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optionally remove bricks if they don’t modify the solidity. Finally, the user can save the
instructions as images representing the brick layout of each layer to facilitate building,
or a video of the building process can be generated. A graphical representation of the
process can be seen in Figure 4.4.
4.2.1 Merge algorithm
In order to decrease brick count and increase connectivity, we prefer larger bricks. We
can do this simply by merging bricks with their neighbors. We use a randomized greedy
merge algorithm as follows:
1. Choose a brick in the model at random.
2. Find the legal set of neighbors with which the brick can be merged.
3. Select the neighbor with the lowest cost value and merge.
4. Goto step 2 until there are no more mergeable neighbors.
5. Goto step 1 until no brick can merge.
Note that for step 2 only a specific set of LEGO bricks is considered (the legal bricks).
For our examples, we use the set shown in Figure 4.3, but arbitrary other legal sets can
be specified by the user. For step 3, we favor the brick which when merged with the
current brick, will create the most connections (two bricks are connected if they are on
adjacent levels and they have at least one knob overlapping). If two merges create the
same number of connections, we choose between them randomly. This allows us to
save optimization steps in the next section. The result of this algorithm for a 10×10
grid can be seen on Figure 4.5.
Figure 4.5: The initial merge step.
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Figure 4.6: Two brick layouts (left), and their respective graph representations (right).
4.2.2 Solidity Optimization
The stability of the construction is related to how the bricks are connected: the more
the bricks of a model are connected to each other, the stronger it will be. This observa-
tion motivates the mapping of our LEGO brick representation to a graph representation
where each brick represents a vertex and each connection between two bricks repre-
sents an edge. In Figure 4.6, we illustrate the equivalence between a toy brick layout
example and its associated graph; see Figure 4.1 for a more complex example. With this
representation, we can analyze the connectivity of the LEGO model to determine weak
points.
Figure 4.7: A graph with articulation points. Articulation points are shown in red.
The number of connected components in the graph directly relates to solidity as pieces
can simply fall off if they are not connected to the rest. Two (non-trivial) subgraphs that
are only connected to each other by one brick also weaken the structure. We call the
brick connecting subgraphs of size greater than 1 a weak articulation point.
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Figure 4.8: The process of removing a weak articulation point.
Using these measures, we change the brick layout to increase solidity. After Sec-
tion 4.2.1, the bricks are at their maximum extent. Therefore, we split each of the bricks
at the interface between two connected components or neighboring an articulation point
into 1×1 bricks. Then, we simply run the merge algorithm again, changing only the
cost function to a random cost function. We perform this process iteratively until the
number of connected components and weak articulation points no longer decreases. In
Figure 4.8, we can see the split process for an weak articulation point (in red), note that
only the layer containing the weak articulation point is displayed for better visibility.
We tested with a dozen models at various scales, and we find that we need under 50
iterations to have no disconnected components and no weak articulation points for most
models. Unfortunately, we cannot know beforehand if the algorithm will converge to
the ideal case. There may be thin regions where articulation points cannot be removed
(such as the ears of the BUNNY at very coarse voxelizations), or specific voxelizations
that result in disconnected components. In these cases, the input mesh would need to
be changed to result in a completely stable structure. Nevertheless, if the user does
not need a specific voxel resolution, they can iterate with increasing voxel count until
a completely stable model is reached. See Table 4.1 and the additional materials for
experimental results.
4.2.3 Assembly Instructions
After the previous steps are completed, the user can save the assembly instructions in
order to build the model. These correspond to the layout of each layer. To help the
user align a new layer above a previous one, we show the layer below shadowed (see
Figure 4.9).
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4.3 Extensions
Besides the basic pipeline, we introduce several extensions to facilitate the building of
the model. In order to reduce the brick number and computation time, the model can be
pre-hollowed right after voxelization. After running the pipeline, once the model has no
more structural weaknesses, several other steps can be performed to facilitate building
of the model. The model can again be hollowed to remove unnecessary bricks, and
bricks of certain types can be removed to fulfil a specified quantity of each brick. We
can also introduce color into the process.
Reducing the overall brick number Reducing the quantity of bricks can allow
for easier and cheaper construction without significantly harming the stability of the
construction. If the model is filled with bricks it will require much more bricks than if
it is hollow. We have therefore devised two strategies for reducing the brick count by
hollowing the model.
Pre-hollowing. Before the pipeline, the user can specify a shell size, and we remove
the voxels which are further than than that number of bricks away from the outside of
the figure in any direction (not just in that plane). One layer of a hollowed Stanford
BUNNY with shell size 2 is shown in Figure 4.10b. An advantage of pre-hollowing is a
faster optimization process during the pipeline. The user can change the shell size but
usually 2 is sufficient for stability even for complex models.
Figure 4.9: Assembly instructions for layer 21 of the LEGOMAN. The two black bricks
correspond to the eyes.
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(a) The built model.
(b) A pre-hollowed layer before opti-
mization.
Figure 4.10: The Stanford BUNNY model built according to the instructions provided
by our method. The voxels are pre-hollowed leading to less pieces and a
faster optimization.
Post-hollowing. Pre-hollowing is fast but does not result in a minimal number of
bricks. Another technique to reduce brick count is to remove inside bricks without
compromising the model solidity. We remove pieces without introducing more con-
nected components or more weak articulation points. For each brick in the inside of
the model we consider a subgraph of the connectivity graph centered at the brick. We
then remove the brick if its removal does not add any weak points. This method can
sometimes result in pillars of bricks that form a path through the middle of the model.
Therefore, we can combine pre-hollowing and post-hollowing to start with a shell and
then remove any extraneous bricks.
Figure 4.11: The four possible splits of a 2×6 brick.
75
Chapter 4. Automatic Generation of Constructable Brick Sculptures
no post-hollowing with post-hollowing
Mesh Voxels Time (sec) Brick # Time (sec) Brick # Weak Pt
EROS 15144 4.66 ± 1.35 3820 ± 26 5.51 ± 1.40 3110 ± 28 0.10 ± 0.30
BUNNY 11472 26.5 ± 5.98 2900 ± 21 27.0 ± 6.00 2380 ± 30 7.20 ± 2.48
FERTILITY 6859 2.46 ± 1.21 1610 ± 18 2.78 ± 1.20 1400 ± 20 0.05 ± 0.22
KITTEN 12887 2.04 ± 0.73 3340 ± 28 2.72 ± 0.71 2650 ± 27 0 ± 0
LEGOMAN 9961 2.17 ± 0.85 2120 ± 25 2.50 ± 0.84 1800 ± 21 0 ± 0
Table 4.1: Mean values and standard deviations for 20 trial runs of 5 models at 50 layer
resolution. Note that the randomized algorithm produces consistent results
across different trials. Every trial resulted in a single connected component.
Satisfying brick type limits When building a model with a set kit of bricks, there
are set limits to each type of brick. For example, there can be many more 1×2 bricks
and not enough 1×4 bricks. Limiting the brick type greedily during merging often does
not result in a solid model. We therefore use an approach similar to post-hollowing: As
a post-process, we remove bricks over the limit by cutting them into two (legal) smaller
bricks. As in post-hollowing, we choose the split as to not to increase the number
of connected components or weak articulation points. For example, the possible split
operations that can be done on a 2×6 brick is shown in Figure 4.11. If every split causes
weak points, we go on to the next brick.
Using colors We can also allow for different colors of LEGO bricks. We initialize
the colors for each brick by finding the color of the original mesh texture on the point
closest to the center of the brick. We then round this color to the closest LEGO brick
color. Then, during step 2 of the merge algorithm (see Section 4.2.1), another verifica-
tion is added to allow merging of two bricks: if both bricks are outer (visible) bricks
and they have different colors, then they cannot be merged. Inner bricks can be merged
regardless.
4.4 Results
Table 4.1 summarizes timings and final brick counts for different models pre-hollowed
with a shell size of 2 (measurements were done using a 1.8 GHz processor). The time
is measured from the start of the first merge to the final result which consists of a single
connected component and no weak articulation points. The amount of bricks removed
by post-hollowing in each case is close to 20% of the number of bricks before the oper-
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ation.
It is difficult to compare the results with those of [vZS08] since they do not have a
solidity measure. For example, if we compare the results for the cube with 32 layers,
we know that our cube is solid but we cannot say the same for theirs. They report a time
of 197 seconds and a brick count of 2,128. If we suppose that both are solid than our
algorithm is orders of magnitude faster while using only slightly more bricks.
Using the instructions produced by our method, we built a 17 layer hollow Stanford
BUNNY with 314 bricks (see Figure 4.10). We also built a bust of a LEGO figurine (see
Figure 4.1) which takes color and brick type limits into account, consisting of 30 layers
and using 1,315 bricks.
In Figure 4.14, we evaluate how the number of connected components and the number
of weak articulation points evolve over time for three example models. We can see
in both cases the number gets sharply reduced during the first few iterations. For the
weak articulation points we usually the convergence rate is slower than for connected
components. We also show additional results in Figures 4.12 and 4.13. For statistics,
see Table 4.2.
4.5 Additions and remarks
The voxelization algorithm may sometimes result in aliasing artifacts. Furthermore, we
use the texture of the closest point on the mesh to determine the color of the brick, which
can also cause aliasing. These can be replaced with a more sophisticated scheme based
on feature detection or by a user-assisted painting and voxel insertion and deletion UI.
The current layer-by-layer instructions have the drawback of making it difficult to add
bricks only supported by the layer above. Another way of displaying the instructions
would be an interactive visualizer which displays each steps of the assembly similar to
the Autodesk Inventor Publisher Mobile Viewer or the LEGO Digital Designer applica-
tions. Finally, the code could be parallelized to take advantage of multi-core processors.
Recently, Mueller et al. [MMG+14] have used this algorithm for constructing parts of
3D models out of LEGO used this algorithm for combining 3D printing and our method,
so that large parts of 3D models can be built using LEGO in order to save costs and
material. Rapid prototyping using existing building blocks would be of great benefit to
both professional architects and hobbyists.
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Also, by taking into account the weight of each pieces and the gravity, it should be
possible to check that the model is stable. If the center of mass is not properly placed
to stand in a desired placement, it could be moved by adding pieces in the inside of
the model similar to [PWLSH13]. The definition of weak articulation points can be
expanded to those that support a load over a certain threshold. This can be further
explored by analyzing the stationary and rotational statics of each piece.
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Chinese Dragon
Pensatore
Eros
Kitten
Isidor Horse
Buste
Pierrot Polystyrene
Fertility
Figure 4.12: Results for several meshes. Colors are random to illustrate each separate
piece. Additional information and timings can be seen in Table 4.2.
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no post-hollowing with post-hollowing Hollowing
Mesh Res Voxels Time # Brick Time # Brick # CC # WAP Reduction
BUNNY 30 3431 7.77 874 7.89 736 2 12 15.79%
BUNNY 50 11472 12.6 2891 13.2 2383 1 8 17.57%
BUNNY 70 24400 9.47 6068 10.5 4878 1 0 19.61%
BUNNY 90 42604 23.3 10677 25.9 8475 1 0 20.62%
BUSTE 30 2245 1.21 557 1.3 493 2 0 11.49%
BUSTE 50 8026 6.33 2088 6.71 1706 2 2 18.30%
BUSTE 70 17440 9.26 4497 10.2 3577 2 0 20.46%
BUSTE 90 30577 14.6 7872 16.4 6241 1 0 20.72%
CHINESEDRAGON 30 4925 2.56 1262 2.8 1070 3 0 15.21%
CHINESEDRAGON 50 16864 4.46 4209 5.4 3411 1 0 18.96%
CHINESEDRAGON 70 36466 17.6 9009 20 7243 1 0 19.60%
CHINESEDRAGON 90 63631 70.5 15765 74.4 12486 1 0 20.80%
FERTILITY 30 1577 5.92 383 5.94 365 4 8 4.70%
FERTILITY 50 6859 4.21 1556 4.43 1357 1 0 12.79%
FERTILITY 70 16227 2.76 3866 3.59 3241 1 0 16.17%
FERTILITY 90 29210 7.1 6853 8.72 5595 1 0 18.36%
KITTEN 30 3879 0.268 984 0.42 813 1 0 17.38%
KITTEN 50 12887 1.74 3349 2.41 2665 1 0 20.42%
KITTEN 70 26972 8.05 6987 9.51 5525 1 0 20.92%
KITTEN 90 46441 23.8 11915 26.8 9334 1 0 21.66%
LEGOMAN 30 2989 1.47 655 1.55 568 1 0 13.28%
LEGOMAN 50 9961 2.36 2092 2.68 1766 1 0 15.58%
LEGOMAN 70 21362 4.97 4460 5.6 3740 1 0 16.14%
LEGOMAN 90 37478 10.9 7940 12.4 6562 1 0 17.36%
MARIO 30 2263 0.291 573 0.369 515 1 0 10.12%
MARIO 50 8551 8.46 2227 8.82 1896 1 0 14.86%
MARIO 70 19181 13 4868 14.1 3936 2 0 19.15%
MARIO 90 33822 50.4 8669 52.1 6844 1 0 21.05%
PIERROT 30 5877 0.481 1514 0.763 1294 1 0 14.53%
PIERROT 50 18552 5.71 4700 6.67 3759 1 0 20.02%
PIERROT 70 38239 16 9632 18 7635 1 0 20.73%
PIERROT 90 64732 28.4 16426 32.1 13003 1 0 20.84%
ISIDOREHORSE 30 1804 0.91 407 0.961 361 1 6 11.30%
ISIDOREHORSE 50 6680 2.49 1493 2.7 1266 1 3 15.20%
ISIDOREHORSE 70 14692 1.52 3340 2.09 2718 1 0 18.62%
ISIDOREHORSE 90 26022 5.99 5798 6.97 4710 1 0 18.77%
POLYSTYRENE 30 4560 1.27 1214 1.47 973 1 0 19.85%
POLYSTYRENE 50 14615 3.88 3782 4.55 3030 1 0 19.88%
POLYSTYRENE 70 30538 10.7 7890 12.4 6214 1 0 21.24%
POLYSTYRENE 90 51748 18.3 13210 21.1 10405 1 0 21.23%
PENSATORE 30 5898 0.809 1463 1.13 1216 1 0 16.88%
PENSATORE 50 18559 5.02 4743 6.04 3740 1 0 21.15%
PENSATORE 70 38387 12.3 9752 15.1 7450 1 0 23.61%
PENSATORE 90 65290 35.5 16574 39.9 12827 1 0 22.61%
EROS 30 4597 7.81 1155 7.94 1029 2 0 10.91%
EROS 50 15144 8.34 3867 9.28 3140 1 0 18.80%
EROS 70 32208 10.4 8028 12.5 6424 1 0 19.98%
EROS 90 55235 27.1 13764 30.8 11005 1 0 20.05%
Average Reduction 17.54%
Table 4.2: Additional timings and results for the models in Figure 4.12. The maximum
number of iterations was set to 50 for all models. Res refers to the number
of layers. Time is reported in seconds. # CC is the number of connected
components and # WAP is the number of weak articulation points.
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Figure 4.13: Additional results with texture.
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Figure 4.14: The number of connected components and the number of weak articula-
tion points for each iteration for three models.
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Figure 5.1: Caustic Brain: Our algorithm computes a 3D surface that refracts uniform
light to focus on sharp intensity lines that sketch a human brain. The phys-
ical prototype shown on the right has been fabricated in transparent acrylic
with a CNC milling machine. The photographs illustrate how the caustic im-
age evolves as the acrylic piece is rotated into position (see also Figure 5.12
and accompanying video).
The previous two chapters dealt with the problem of finding methods of fabrication for
3D models. The first included artistic input as the structure of the outputted model, as
the internal structure has a great influence of the aesthetics of the piece. Both methods
produced pieces that would be difficult, or at least tedious, to build without computation.
The constraints in each case also came directly from the fabrication and the building
process. However, performative constraints can also be applied that do not come directly
from the fabrication but secondary effects of it. The interplay of light and material is
one such “side effect.” But what if using computation that side effect can be used as a
primary design driver?
In this chapter, we present a new algorithm for computational caustic design. Our algo-
rithm solves for the shape of a transparent object such that the refracted light paints a
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desired caustic image on a receiver screen. We introduce an optimal transport formula-
tion to establish a correspondence between the input geometry and the unknown target
shape. A subsequent 3D optimization based on an adaptive discretization scheme then
finds the target surface from the correspondence map. Our approach supports piecewise
smooth surfaces and non-bijective mappings, which eliminates a number of shortcom-
ings of previous methods. This leads to a significantly richer space of caustic images,
including smooth transitions, singularities of infinite light density, and completely black
areas. We demonstrate the effectiveness of our approach with several simulated and fab-
ricated examples.
5.1 Foreword
The interplay of light and form is fundamental in how we perceive the world. Reflective
or refractive objects exhibit particularly rich interactions with light, often creating fasci-
nating caustic effects. These effects, which we call caustics, are even found in everyday
life such as light shining through a glass or reflecting off a metal bowl. While mostly
accidental and seemingly random in everyday objects, artists have explored these caus-
tic patterns for enticing light installations (see Figure 5.2). However, this deliberate use
of caustics typically follows a simple trial and error design approach. Manually control-
ling the appearance of caustics is notoriously difficult, as slight changes to the specular
surface can have large, non-local effects on the created caustic image. Objects such as
the one shown in Figure 5.1 are virtually impossible to create with traditional means of
shaping or sculpting a refractive material.
Instead, we follow a recent line of research that proposes computational solutions to
approach this challenging inverse light transport problem [FDL10, PJJ+11, KEN+12,
YIC+14]. We address fundamental shortcomings of these previous methods and pro-
pose the first solution capable of computing the shape of refractive objects that cast
controlled, highly detailed caustic images of high contrast.
We introduce a new optimization algorithm for inverse caustic design based on optimal
transport. The optimal transport formulation in combination with an adaptive Voronoi
discretization scheme enables a significantly broader range of target light distributions
than previous methods. Our solution supports continuous, piecewise smooth surfaces to
allow easy fabrication, while enabling high-contrast target images including completely
black areas, point and curve singularities of infinite light density in the target image,
and non-uniform input light distributions with free boundaries.
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Figure 5.2: Caustics created by everyday objects and art installations (bottom row).
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Figure 5.3: Processing pipeline. We first compute the initial source irradiance dis-
tribution on the receiver screen from the incident illumination. The opti-
mal transport algorithm then finds a mapping to the target distribution from
which we obtain the target normals on the source surface. The target opti-
mization solves for the surface that best matches these normals. (Photo by
Philippe Halsman © Philippe Halsman Archive)
These features, that have not been shown in any previous method, significantly expand
the creative possibilities of computational caustic design and enable caustic lighting for
a variety of application domains, such interior and product design, lighting, architec-
ture, or art. We present several prototypes that demonstrate that physical realizations
of our caustic generators well match the predicted behavior. Controlling caustics offers
a number of exciting new design possibilities in a variety of fields, such interior and
product design, architecture, or art.
5.2 Overview
We first introduce some terminology and give a high-level overview of our approach
as illustrated in Figure 5.3. We assume we are given the initial geometry refractive
object, the caustic generator, and the incident illumination on that object. The user also
specifies the position and orientation of a receiver screen on which the desired caustic
image should appear. The receiver is typically a diffuse planar surface of arbitrary
orientation. The incident illumination is refracted through the initial geometry to create
an irradiance distribution on the receiver that we call the source irradiance ES . Our
goal is to determine the shape of the caustic generator such that the resulting irradiance
distribution on the receiver matches a desired target irradiance ET provided by the user.
To formulate our optimization we make several simplifying assumptions. We use a
geometric model of optics with perfect specular scattering. To create the desired caustic
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image, we only modify a single scattering event for each light path, i.e we change the
shape of a single refractive surface that we call the source surface. The optimized
surface computed by our algorithm is the target surface. Light rays should arrive at
each point of the source surface from a single direction only, which requires idealized
illumination such as parallel light or light emitted by point sources. We comment on the
effect of area light sources in Section 5.6.
Our algorithm first calculates the source irradiance ES by raytracing the incident illumi-
nation through the source geometry. Then we compute an optimal transport map (OTM)
from source to target on the receiver screen. This map encodes how the distribution of
light needs to be modified to obtain the desired target image. More specifically, we com-
pute a target position on the receiver for each light ray that leaves the source surface.
Using Snell’s law we can then determine appropriate normals on the source surface that
can be integrated to obtain the optimized target surface.
We first describe how to define the target distribution in Section 5.3. The subsequent
sections discuss the core components of our algorithm: Section 5.4 explains how to
compute an OTM using an optimization on a power diagram, while Section 5.5 de-
scribes an iterative optimization algorithm to compute the 3D surface of the caustic
generator from the OTM. In Section 5.6 we present several simulated and physical re-
sults and provide an evaluation and comparison of our method with previous work. We
conclude with remarks on future research direction in Section 5.7.
5.3 Specifying the Target
As described in detail below, we use an optimal transport formulation to map the source
irradiance ES to the target ET in order to compute the target positions on the receiver
for each refracted light ray. In this setup, source and target are more conveniently rep-
resented as radiant flux measures ΦS and ΦT , respectively. A measure is a function
that assigns a non-negative real number to subsets of a domain, satisfying certain prop-
erties such as non-negativity and countable additivity [Bog06]. We make use of this
representation in Section 5.4.
Flux Φ and irradiance E are related as Φ(Ω) = ∫ΩE(x, y)dxdy for any subset Ω ⊆ IR2.
LetU be the union of the supports of ΦS and ΦT on the receiver, i.e. the smallest closed
set such that ΦS(IR2 \U )=ΦT (IR2 \U )= 0. In the following, we drop the subscript for a
radiant flux that can refer to either ΦS and ΦT .
87
Chapter 5. High-contrast Computational Caustic Design
Singularities. One of the most fascinating features of caustics is the intense con-
centration of brightness when light is sharply focused onto points or curves. To cap-
ture this effect we support point and curve singularities of infinite light density in our
target distribution ΦT . These can be represented using point and line Dirac delta dis-
tributions [ZZ12]. We define three types of base functions Φ0, Φ1, and Φ2 for point
singularities, curve singularities, and area distributions, respectively. We specify point
and curve singularities through an SVG file and area distributions as either an SVG file
or a PNG image. These base functions can then be combined arbitrarily to build the
desired target distribution ΦT .
A point singularity δ is specified by a position xδ ∈U and a flux Φδ, such that
Φ0(Ω)=
{
Φδ if xδ ∈Ω
0 otherwise.
A curve singularity γ is represented by a curve c : [0,L] → IR2 and a curve density
function f : [0,L]→ IR, where c is parameterized with respect to arc length and L is the
total length of c. Then Φ1 is defined as
Φ1(Ω)=
∫ L
0
fΩ(t )dt ,
where is fΩ the restriction of f onto Ω:
fΩ =
{
f (t ) if c(t ) ∈Ω
0 otherwise.
Finally, we define
Φ2(Ω)=
∫
Ω
E(x, y)dxd y,
where E :U → IR is an integrable 2D irradiance function.
Target. Let {δ1, . . . ,δNδ} be a set of Nδ point singularities and {γ1, . . . ,γNγ} a set of Nγ
curve singularities. The target flux function ΦT is then represented by the combination
of 0, 1, and 2-dimensional integral functions as
ΦT (Ω)=
Nδ∑
i=1
Φi0(Ω)+
Nγ∑
j=1
Φ
j
1(Ω)+Φ2(Ω). (5.1)
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We model curve singularities with piecewise linear representations. Unlike previous
work, these singularities allow infinite light density. To represent the 2D irradiance
function E we support a pixel grid of intensity values or a vector representation. Note
that both the source and the target distributions can contain regions of zero intensity
anywhere in U . In particular for the target, more than one singularity is not possible
in previous methods that use continuous generator surfaces. Continuous surfaces inher-
ently interpolate the rays and generate streaks and therefore discontinuous surfaces with
sharp creases are necessary (see Figure 5.4).
caustic 
generator
receiver
caustic 
generator
receiver
Discontinuous Continuous
Figure 5.4: For a target of two points, a discontinuous surface with is able to distribute
light evenly to the two points (left; in profile). A continuous surface will
produce streaks and interpolate between the two points.
5.4 Optimal Transport
The goal of computational caustic design is to redirect light rays such that the desired
target light image is drawn on the receiver screen. Since we assume a mostly diffuse
receiver that scatters light equally in all directions, the perception of the caustic image
depends mainly on the flux density or irradiance at each point, but is largely indepen-
dent of the direction of the incoming rays hitting the screen. This means that we can
formulate the optimization on the target positions of each light ray on the receiver. In
other words, we need to answer the question: How do we have to move the initial
source positions of each ray on the receiver towards new target positions, such that the
overall irradiance distribution matches the target ET as closely as possible? We solve
this problem using an optimal transport formulation to compute the target positions.
As we discuss below, optimal transport is ideally suited to handle discontinuities and
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singularities, while maximizing smoothness to obtain high caustic image quality.
5.4.1 Continuous Optimal Transport
We briefly review the basic concepts of optimal transport that are most relevant for our
approach. For an extensive review we refer to [Vil09]. Optimal transport is concerned
with finding a mapping between two probability measures, a source measure µS and a
target measure µT . A 2D transport map from µS to µT is a function pi :U →U for some
domain U ⊆ IR2, such that µS(Ω) = µT (pi(Ω)) for every subset Ω ⊆U . We can define a
global transport cost for pi as
c(pi)=
∫
U
‖x−pi(x)‖2dµS(x).
For this `2 cost measure it has been shown that there exists a unique optimal transport
map (OTM) that is a global minimizer of the total transport cost [Vil09]. Minimizing
the transport cost in our context means that overall the directions of the refracted light
rays are modified as little as possible. This minimizes the change in curvature of the
target surface and ensures that no foldovers are introduced in the mapping. Among
other benefits (see discussion below), this simplifies physical fabrication and helps avoid
optical deficiencies such as internal reflections.
To apply the optimal transport formalism to our problem, we need to transform our
radiant flux measures ΦS and ΦT into probability measures, i.e. measures of total mass
of one. This can be easily achieved as
µS(Ω) := ΦS(Ω)
ΦS(U )
, µT (Ω) := ΦT (Ω)
ΦT (U )
, (5.2)
where ΦS(U ) = ΦT (U ) is the total mass of Φ, assuming that no light is lost due to
absorption.
5.4.2 Discrete Optimal Transport
Our computation of the discrete OTM follows the algorithm introduced by Aurenham-
mer et al. [AHA98] and later extended and improved by Merigot [Mér11]. A similar
approach has been proposed by de Goes et al. [dGBOD12].
We assume that the incident illumination is represented as a triangle mesh on the source
surface, where each vertex carries an incoming direction and an intensity value. This
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Figure 5.5: The source irradiance distribution is sampled using Lloyd sampling to ob-
tain the initial Voronoi diagram, where each Voronoi cell approximately
receives the same irradiance (low resolution for illustration). The optimiza-
tion then computes the weights of the corresponding power diagram that
best matches the target distribution. The dots show the centers of mass
of the source and target distribution, respectively, integrated over the cells.
(Photo by Philippe Halsman © Philippe Halsman Archive)
triangle mesh is ray-traced through the source surface onto the receiver screen to obtain
a piecewise linear representation of the source irradiance ES . Here we assume that the
refraction through the source surface does not create any fold-overs or singularities.
We resample ES such that each sample roughly represents the same amount of flux
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to best exploit the degrees of freedom in the OTM optimization. For this purpose,
we apply Lloyd sampling on ES to obtain a set S = {s1, . . . ,sn} of sites si ∈U . The
domain U is then discretized using a Voronoi diagram of S . The goal is to determine
how each Voronoi cells need to be deformed and moved, such that its flux is distributed
to match the desired target distribution. This can be achieved by representing the target
distribution as a power diagram (weighted Voronoi diagram) on the sites S and finding
suitable weights (see Figure 5.5).
Let Pω be the power diagram of S with a set of weights ω = {ω1, . . . ,ωn}. When all
weights ωi are zero, the power diagram coincides with the Voronoi diagram, which we
thus denote as P0. Let Cωi be the power cell of Pω associated with site si . Aurenhammer
and colleagues [AHA98] have shown that there is a unique assignment of weights such
that µS(C0i )=µT (Cωi ) for all i .
Recalling the definitions of Equations 5.1 and 5.2, this means that for a suitable set of
weights ω, light refracted by the initial base geometry onto the Voronoi cell C0i on the
receiver will be redirected to the power cell Cωi of Pω. The ratio of areas of C
0
i and C
ω
i
accounts for the relative difference of intensity in the source and target.
Merigot [Mér11] showed that the unknown weight vector ω can be found as a global
minimizer of the convex function
f (ω)= ∑
si∈S
(
ωiµS(C
0
i )−
∫
Cωi
(‖x−si‖2−ωi )dµT (x)
)
. (5.3)
This result is fundamental for our algorithm as it ensures that the OTM can be found
by a suitable gradient descent scheme. It turns out that the corresponding gradients are
simply the differences of the integrated source and target densities, i.e.
∂ f
∂ωi
=µS(C0i )−µT (Cωi ). (5.4)
We use an L-BFGS solver [LN89] to minimize the objective function f of Equation 5.3,
following the multi-scale strategy proposed by Mérigot [Mér11]. We refer to this paper
for detailed derivations and implementation details. In all our examples the number
of points is scaled by a factor of four between two different levels of the multi-scale
solver. We use the CGAL library [Yvi13] with exact arithmetic to compute the power
diagrams. Recently, Bruno Lévy [Lé14] has been able to use the multi-scale method to
solve optimal transport in 3D. Similar improvements can potentially be used to speed
up our formulation.
92
5.4. Optimal Transport
power cell
image grid
curve singularity
point singularity
Figure 5.6: Integration of the target measure on a power cell. Curve singularities are
approximated by piecewise linear segments.
Singularities. Merigot’s solution maps a source density to a finite set of point sites.
We use an inverse formulation, i.e. we map a set of sites, the samples on the source
distribution, to the density defined by the target measure. This allows us to naturally
integrate singularities in the target measure by adapting the calculations of the inte-
grals in Equations 5.3 and 5.4 (see Figure 5.6). We split the integrals over the target
measure on each power cell into separate terms according to Equation 5.1 and evaluate
each term separately. Point singularities are trivial to evaluate. For curve singulari-
ties, we approximate each curve by a polygon segment and the corresponding density
by a piecewise linear function defined over the polygon, leading to a simple analytical
formula for the integration (see Section 5.3). To evaluate integrals over pixel areas and
similarly for filled polygons, we first compute the intersection of each pixel with the cell
to adapt the pixel boundaries appropriately. We assume constant density for each pixel
area and apply Green’s theorem to transform the area integral into a simpler boundary
integral. A benefit of our optimal transport formulation compared to previous meth-
ods [KEN+12, YIC+14] is that the OTM is not required to be bijective. This means, for
example, that we can focus light going through a certain area of the generator onto a
single point or curve, thus creating singularities of infinite light density.
Discontinuities. The regularity of optimal transport has been studied extensively,
see [DPF13] for a recent survey. Essentially, OTMs are continuous for a quadratic cost
function like the one we use, if the probability measures are sufficiently regular and the
target convex. Nevertheless, discontinuities arise naturally in optimal transport for non-
convex or high-contrast targets, see [CJL+13] for a sufficient condition for discontinuity
in planar OTMs. Adjacent regions in the source can be mapped to distant regions on
the target, which leads to discontinuities in the normals of the target surface. These
discontinuities are in fact necessary when aiming at completely black interior regions,
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Figure 5.7: Two-stage target optimization. We first compute the target normal n˜ for
each vertex (left), then solve for the vertex position x to obtain the target
surface that matches these normals (right). Because x changes, the target
direction dT and consequently the normal n˜ need to be updated, hence both
stages are iterated.
for example (see Figure 5.10). This additional flexibility to introduce discontinuities
in the mapping is a major benefit of optimal transport, as it strongly reduces distortion
artifacts commonly observed in globally smooth methods such as [KEN+12, YIC+14]
(see also Figures 5.13 and 5.14).
5.5 Target Optimization
The OTM provides us with a discrete mapping between source and target irradiance
distributions. More precisely, it provides the positions where rays leaving the source
surface should intersect the receiver. The goal of the target optimization is now to find
the corresponding target surface that refracts the rays towards these target positions.
For this purpose we discretize the target surface with a triangle mesh that is initialized
on the source surface. We compute target normals for each vertex, using Snell’s law,
from the target ray directions derived from the OTM. The optimization then moves the
vertices to best match these normals while respecting the desired flux densities. Since
modifying the vertex positions changes the target directions, we iterate this process (see
Figure 5.7).
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source mesh
source distribution target distribution
xS dS
x˜R xR
Figure 5.8: Natural neighbor interpolation of the OTM onto the vertices of the source
mesh. First we obtain x˜R as the intersection with the receiver plane of the
ray leaving the source surface at xS in direction dS. Inserting this point
into the Voronoi diagram of the source distribution yields the blue cell. The
fraction of area of each original Voronoi cell that the blue cell covers de-
fines the interpolation weights for computing the target position xR from the
corresponding centroids of the target power diagram (right).
OTM Interpolation. As illustrated in Figure 5.5, the power diagram adapts to the
target distribution and can thus be highly non-uniform. However, for light transport
simulation or fabrication, a uniform sampling of the target surface is preferable. We
therefore represent the target surface by a uniform triangle mesh MT of user-specified
resolution. Let v = {x,n,dI ,xR } be a vertex of MT , where x is the vertex position, n the
corresponding surface normal, dI the direction of the incoming ray, and xR the intersec-
tion of the outgoing ray with the receiver; see Figure 5.7. The positions x and incoming
ray directions dI are initialized from the source surface and incoming illumination, re-
spectively. We retrieve the target position xR from the OTM. Recall that the OTM
defines a point-wise correspondence between the weighted centroid of each Voronoi
cell and the corresponding power cell. To obtain the target position xR we interpolate
the computed receiver positions onto MS using natural neighbor interpolation [Sib81],
as shown in Figure 5.8. Since natural neighbor interpolation is only defined within the
convex hull of the centroids, we extrapolate by moving the centroids of boundary cells
onto the boundary. This causes a slight deformation at the boundary, but the effect
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diminishes as the OTM resolution increases.
Given an incoming light vector dI and a target direction dT = (xR− x)/‖(xR− x)‖, we
compute the desired target surface normal using Snell’s law as n˜= dI +ηx/‖dI +ηdT ‖,
where η is the ratio of the refraction indices of the two media. We refer to [KP12] for a
derivation of this formula.
3D Optimization. Even though the OTM is curl-free, the normals derived from the
corresponding targets are not necessarily integrable, due to the non-linearity introduced
by Snell’s law. To compute the target surface, we thus formulate an iterative optimiza-
tion that solves for the target vertex positions by minimizing the following compound
energy:
argmin
x
w · [Eint,Edir,Eflux,Ereg,Ebar], (5.5)
where w is a weighting vector. The integration energy aligns the vertex normals n of
MT with the target normals n˜ derived from the OTM:
Eint =
∑
v∈MT
‖n− n˜‖22, (5.6)
where n is computed by averaging the normals of incident triangles weighted by the
incident angles [BKP+10, Pg.41]. Previous techniques constrain the vertices of MT to
lie on the associated incoming ray direction and therefore only need to solve for a scalar
vertex displacement. As illustrated in Figure 5.9, this can be problematic, because the
mesh cannot adapt to sharp creases caused by discontinuities in the normal field. We
therefore perform the optimization over all spatial coordinates of the mesh to allow
vertices to slide along the surface to better represent crease lines. However, to maintain
consistency with the OTM, we need to ensure that vertices do not deviate too much from
the incoming ray direction. This can be achieved with a penalty term
Edir =
∑
v∈MT
‖x−proj(xS ,dI )(x)‖22, (5.7)
where xS is the position of vertex v on the source surface. The projection operator proj
returns the point on the line (xS ,dI ) closest to x. In addition, we need to ensure that the
flux over triangle t of MT remains constant, because the OTM was computed according
to this flux. Therefore, we insert a flux preservation energy for each triangle:
Eflux =
∑
t∈MT
‖ΦT (t )−ΦS(tS)‖2, (5.8)
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Figure 5.9: Benefit of 3D integration. The result of our optimal transport algorithm is
integrated on a regular height field, as used in previous integration meth-
ods [KEN+12, YIC+14] (top row). Since the grid cannot align with the
sharp creases produced by discontinuities in the OTM, artifacts appear at
high contrast transitions. Our full 3D integration scheme largely avoids
these artifacts by properly aligning mesh edges to the creases (bottom row).
(SVG source: Wikipedia. The Olympic Rings are ® International Olympic
Committee)
where tS is the triangle corresponding to t on the source surface. To maintain well-
shaped triangles we add the regularization term:
Ereg = ‖LX‖22, (5.9)
where the vertices of MT are stacked in X, and L is the corresponding combinatorial
Laplacian matrix [BKP+10]. Finally, we introduce an additional barrier energy to en-
sure the physical realizability of the piece by preventing the surface to fall beyond a
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certain distance dTH from the receiver:
Ebar =
∑
v∈MT
‖ fbar (nR · (x−xR))‖2 (5.10)
fbar (x) = max(0,− log((1−x)+dTH)) (5.11)
where nR is the normal of the receiver plane.
The pseudocode of the target optimization algorithm is provided below.
// INPUT:
// X := vertex positions of MS
// R := optimal transport map
// OUTPUT:
// X := vertex positions of MT
function X = TARGET-OPTIMIZATION(X,R)
XR = OTM-Interpolation(X,R)
while NotConverged() do
DT = normalize(XR −X)
N˜= Fresnel-Mapping(X,DT )
X=Normal-Integration(X,N˜)
end while
end function
We solve Equation 5.5 using the auto-differentiation Levenberg-Marquadt optimization
offered by the Ceres framework [AMO13]. The optimization converges after a few
outer iterations of Fresnel Mapping followed by 3D optimization.
For all our examples, we set the weights for Eint and Ebar to 1. For the EINSTEIN,
OLYMPIC, and BRAIN models we use 1×10−6 for the weight of Edir and no flux energy,
while the SIGGRAPH and LENA models are computed with 1×10−4 for Edir and 1×10−3
for Eflux. The results are not particularly sensitive to the choice of these parameters.
More difficult to tune is the weight for regularization term Eref (we select values between
1× 10−6 and 1× 10−4 in our examples). If chosen too low, triangle inversions might
occur that lead to an inconsistent surface. On the other hand, if the weight is too high,
we deviate from the optimal solution, which introduces distortions in the caustic image.
In the future we want to investigate more sophisticated regularization terms that prevent
triangle inversions without negatively affecting the other objectives.
Alternative using alternating minimization As an alternative to Ceres, we can
use an alternating minimization formulation similar to that of Shape-Up [BDS+12,
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target distribution sunlight
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acrylic piece
heightfieldtarget distribution
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Figure 5.10: A caustic image of the Olympic rings photographed under sunlight (top
right) and a spotlight (bottom) with a color mask computed from the OTM.
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BML+14]. This approach is similar to the method of Xie et al. [XZWC14]. In this
version, we convert the target vertex normals to face normals which we look up from
the OTM at the centroid of each face. We reformulate each of the energies from the
section below as a constraint and minimize a sum of energies, where each term has the
form:
W (q,x)=w ||Aq−Bx||22+δC(x), (5.12)
where A,B are matrices, δC is an indicator function which returns 0 if the constraint C
is satisfied and ∞ if not, and w is a weight associated to each constraint. We can solve
this in an alternating fashion by first fixing the x and solving for q, and then fixing q
and minimizing for x. We reformulate each of the constraints in the previous section as
follows.
For the integration energy, Equation 5.6, we first define the centroid pi for each face
fi ∈ MT and find its normal ni interpolating the OTM. For each face, we find the
projections onto the constraint set qi j where 0 ≤ j < | fi |. | fi denotes the number of
vertices in fi . To obtain qi j we project the point of each vertex on the face onto the
plane defined by the centroid and the normal, in the direction of the incoming light
direction di .
pi = 1| fi |
∑
v j∈ fi∈MT
x j (5.13)
qi j = 〈pi −x j ,ni 〉/〈di ,ni 〉ni +x j (5.14)
N=
(
I4×4− 1
4
1
)
⊗ I3×3 (5.15)
Wint(x)=wint
∑
fi∈MT
||Nq( fi )−Nx( fi )||22 (5.16)
Here 〈·, ·〉 denotes an inner product, ⊗ is the Kronecker product, {q,x}( fi ) means the
items of {q,x} corresponding to face fi stacked.
We can use a similar formulation to Equation 5.7 since it is already formulated as a
projection. We have a qi for each vi ∈MT .
qi = proj(xi s ,di )(xi ) (5.17)
Wdir(x)=wdir
∑
vi∈MT
||qi −xi ||22 (5.18)
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In case of freeform boundaries (e.g. Figure 5.12), we can introduce a term to project
points on the boundary to the boundary curve, similar to the Equation 5.18, but project-
ing onto the closest line segment of the boundary curve orthogonally to the incoming
light direction.
As for the area preservation term, we refer to [BML+14]. Finally, we can introduce a
Laplacian term similarly to the previous section.
5.6 Results and Discussion
In this section we present several simulated results and physical prototypes computed by
our optimization algorithm. We also evaluate the approximation quality with a ground
truth example, compare our solution to previous methods, and comment on limitations
of our approach. All light transport simulations have been generated using the physics-
based rendering software LuxRender.
Figures 5.1 and 5.12 show a challenging example on a freeform domain. The high
concentration of uniform light onto a complex network of singular curves of varying
intensity and separated by black regions, is achieved through numerous discontinuities
in the OTM. Figure 5.10 shows another high contrast caustic with completely black
interior and exterior regions. The distortion of the checkerboard illustrates the strong
refraction of the caustic generator. A simple extension allows for colored caustics. If
the target distribution is wavelength-dependent, e.g. given by a color image, we can
create a corresponding semi-transparent color filter on the caustic generator based on
the OTM. The resulting color mask nicely illustrates how the incoming illumination
is distributed towards the different rings. Note how no light is lost to the background
in these examples (see also Figure 5.13). This kind of effect can only be achieved by
adequate handling of discontinuities. Figure 5.11 combines a smooth image with high-
intensity singularity lines. Although there are slight distortions due to fabrication errors,
the result retains its high contrast and quality. The setup for each example is listed in
Table 5.1.
Performance. Thanks to the multi-scale approach of the OTM optimization, we em-
pirically observe roughly linear complexity in the number of input samples. However,
each iteration requires re-computing the power diagram using exact arithmetic, which
is computationally involved. For the example in Figure 5.10, it took 4 minutes for 16
thousand points, 25 minutes for 66 thousand points, and 95 minutes for 260 thousand
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heightfield curvature plot
simulation
photograph photograph
target distribution
pixel image
singularity curves
Figure 5.11: Signed portrait of Albert Einstein. A pixel image is combined with several
singularity curves for the signature to define the target distribution. The
total flux of the curves has been chosen as half the total flux of the im-
age, which is reflected in the area distribution visible in the curvature plot.
We use an exposure time of half a second (bottom left) and two seconds
(bottom right) in the photographs to show the high dynamic range of the
caustic image. (Photo by Philippe Halsman © Philippe Halsman Archive)
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simulation
photograph – white light
photograph – laser
optimal transport final power diagramtarget curves
heightfield
physical prototype
curvature plot
Figure 5.12: The caustic generator of the brain. The target distribution is composed of a
number of singularity curves, where the line thickness indicates the relative
flux density of each line. Computed from an initial uniform sampling, the
final power diagram (1/4 the sample size for better readability) illustrates
the highly non-uniform discretization necessary to match the target. The
bottom-right row shows how a set of regularly sampled points is trans-
ported under the OTM. At left, a comparison of the physical prototype
with a light transport simulation computed with LuxRender with roughly
the same camera and light source parameters, and a photograph of hori-
zontal laser beams passing through the piece demonstrating how light is
refracted.
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Figure 5.13: Comparison of our approach to the approach of Kiser et al. [KEN+12].
This method exhibits strong distortions for a black background (left).
These artifacts can be reduced by brightening the background at the cost of
reduced contrast. The artifacts disappear completely at about 12% white
background, but now only 50% of the total incident illumination is focused
on the rings. The gray border indicates the intensity of the uniform input
illumination.
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target distribution
our solution heightfield curvature plot
PBC original PBC remeshedPBC scaled
Figure 5.14: Comparison of our method to the Poisson-based continuous (PBC) method
of Yue et al. [YIC+14]. Their algorithm needs to artificially reduce con-
trast to match the shape of the logo. The original image is taken from the
paper. The scaled image matches the overall light intensity of our solution,
as indicated by the gray border that shows the intensity of the uniform
input illumination. An extension of PBC that dynamically remeshes the
domain yields strong distortion artifacts. In contrast, our result achieves
high caustic image quality. All PBC results have been produced by Yue et
al.
points. The 3D target optimization takes between 3 minutes for a mesh of size 321×321
to about 15 minutes for a 641×641 mesh. All reported results are from a 2013 MacBook
Pro with a 2.3GHz quad-core processor and 16GB of RAM.
The largest test case we ran took four hours of compute time to calculate the surface
of a caustic generator of 1.5 million samples. More than 90% of the time is devoted to
the optimal transport computation of which 99% of the time is spent recomputing the
power diagram in each iteration. However, depending on the complexity of the target
distribution, already significantly fewer samples suffice to achieve good results as listed
in the table below.
Ground truth comparison. Figure 5.15 illustrates how our optimization approxi-
mates a ground truth result when increasing the resolution. For this example, uniform
incident illumination on a circular domain is projected onto a uniform circular singular-
ity curve centered at the origin. Through symmetry we see that under optimal transport
each radial line is mapped to the corresponding closest point on the circle. For such
a line, we can derive an analytic solution using Snell’s law that can then be radially
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Image EINSTEIN OLYMPIC BRAIN SIGGRAPH LENA
Mesh size 6412 6412 6412 6412 12812
OT samples 261,121 261,121 162,739 254,016 1,305,600
Physical size 10×10 cm 10×10 cm 11.5×13.5 cm 10×10 cm 10×10 cm
dTH 30 cm 30 cm 40 cm 30 cm 10 cm
wint 1 1 1 1 1
wdir 1×10−6 1×10−6 1×10−6 1×10−4 1×10−4
wflux 0 0 0 0.001 0.001
wbar 1 1 1 1 1
wreg 2×10−4 1×10−4 2×10−4 1×10−6 1×10−6
Table 5.1: The setup and optimization energy weights for each of the Caustic pieces.
swept to obtain the ground truth 3D shape of the generator. As the results indicate, our
solution quickly approaches to the ground truth under refinement.
Comparison to previous methods. Figures 5.13 and 5.14 show a comparison of
our approach to the methods of [KEN+12] and [YIC+14], respectively. These methods
achieve the highest quality caustic images to date. Both algorithms are similar in that
they use fixed boundary conditions and enforce smoothness of the generator surface
everywhere. While suitable for low-contrast images, where both achieve excellent re-
sults (see Figure 5.16), these constraints lead to visible artifacts when aiming for high-
contrast images or black regions. These artifacts can only be avoided by artificially
reducing contrast. In Figures 5.14 and 5.13 this is achieved by increasing the brightness
of the background to a point where a substantial amount of light is “lost” for the actual
caustic image. In contrast, our solution can harvest all light and supports completely
black regions anywhere on the caustic. However, the adaptive discretization of the op-
timal transport algorithm comes at the price of increased computational overhead (see
statistics above). The methods of [KEN+12] and [YIC+14] that optimize on a regular
grid are about 10 times faster, and therefore may still be preferable for low contrast
images.
Discussion and Limitations. A key aspect of our algorithm is that optimal trans-
port automatically determines where discontinuities in the normal field should occur.
Instead of having discontinuities everywhere as in [WPMR09, PJJ+11], or no disconti-
nuities anywhere as in [KEN+12, YIC+14], our approach strikes a balance that achieves
superior image quality, while not imposing unnecessary restrictions on the achievable
caustic images.
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Error vs. OTM resolution for source mesh of 80,957 vertices
Error vs. source mesh resolution using analytic normals
Linear blend of Voronoi diagram to power diagram for 208 samples
target simulation
Figure 5.15: Ground truth evaluation. A disk of uniform light is focused onto a circular
singularity curve by a hat shaped surface that can be computed in analytical
form. All errors are in mm. The simulation shows the rendered caustic
corresponding to an OTM resolution of 82,369 samples (top-right error
plot).
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Input image [YIC+14]
[KEN+12] Our method
Figure 5.16: For a smooth image like Lena, the performance of our algorithm is compa-
rable to the state-of-the-art. For comparison, we use the input image as the
basis for the gamma and global brightness of the other images. The top-
right image has been provided by the authors of [Yue et al. 2014]. (Lena
photo © Playboy Magazine)
While our optimization supports singularities in the target distribution, physical models
will always deviate from the perfect surface and blur out singularities to finite areas
(see Figures 5.1 and 5.12). Explicitly modeling singularities is still useful, because it
provides a more principled and complete mathematical formulation and avoids having to
manually select the spatial width of high-intensity curves in a pixel grid. This could lead
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to excessive resolution of the input image and thus substantially increase computational
cost.
The simplifying assumptions discussed in Section 5.2 incur a number of limitations of
our approach. Area light sources, such as the sun, violate the assumption of a single
incident light direction for each surface point. In general, this introduces blur in the
caustic image, similar to the blur of shadow boundaries that cannot be avoided com-
pletely. Further blurring is introduced by imperfect specular scattering, machining im-
precisions, and the necessary polishing process to remove milling path artifacts. Despite
the accumulative nature of these effects, our prototypes convey that physical realizations
maintain the overall quality of the target caustic images. An interesting direction for fu-
ture work, especially once machining precision improves, is to consider the wave nature
of light and study the possible resolution of caustics at the limit imposed by diffraction
and incorporate partial coherence as in [LGX+13].
Our optimization does not take into account potential self-shadowing, internal reflec-
tions, or physical limits of refraction. If the angle of the incident illumination on the
source surface becomes too shallow, or the target normal deviates too strongly from the
source normal, artifacts will occur.
Our approach solves for one specific mapping defined by the unique optimal trans-
port map. While this mapping has several important benefits in terms of regularity and
smoothness of the resulting caustic generator surface (see also the discussion in Sec-
tion 5.4), potentially many other mappings exist for a specific target that might have
interesting properties. For example, the optimal transport map by construction avoids
fold-overs, which makes the caustic image rather stable under changes in the spatial
configuration, e.g. when translating or rotating the piece with respect to the receiver
(see also Figure 5.1). If a more fragile caustic image that exhibits more dynamic behav-
ior is desired, mappings with fold-overs might be advantageous.
5.7 Additions and remarks
Our solution can serve as the basis for a number of future explorations. Extending the
caustic design process to handle multiple source surfaces, consider the dynamics of
caustics as the spatial configuration changes, or optimizing for multiple caustic images
in a single object (as in [BBW+13]), are interesting questions for future research.
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Figure 5.17: Fabrication experiments for the EINSTEIN model. Experiments A-J in or-
der are shown on top with a uniform circle at right. Close-ups of pieces
A-K show the jittering artifacts as well as the turning line (middle two
rows). Finally, differences on the pieces themselves can be noticed visu-
ally at bottom.
Fabrication. The physical prototypes are fabricated in acrylic (PMMA, IOR: 1.49)
using the Mikron HSM 400U 5-axis CNC milling machine. Milling is performed in
three passes: one with a 10 mm diameter standard drafting mill, and two with a 4 mm
diameter diamond drill. The final pass is done with a cusp height of 1.5 microns at
36,000 RPM. After milling, polishing is sometimes necessary, this is done by hand
with a PMMA polish paste. We refer to [PEB+13] for more details and experiments
related to the fabrication process with glass. Here we detail some experiments with
PMMA. Figure 5.17 shows experiments with the EINSTEIN piece, the parameters of
each experiment are detailed in Table 5.2. We show only the finishing pass for brevity,
and as that is where the most variation occurs. We can see from the experiments that a
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common problem with milling is jittering artifacts (seen on the photographs as columns)
coming from the vibration of the piece.
Piece
Parameter Units A B C D E F H I J K
Cutting speed mm/min 1200 " " " " " " " " 800
Type of milling XY " " " " YX " " " XY
Pass size mm 0.03 " 0.30 0.075 " " " " " 0.03
Direction (cross) ◦ 0 0/90 " " 0 0/90 45/135 45 225 180/90
In-path tolerance mm 0.02 0.005 0.0001 " " " " " " "
Facet tolerance * 0.25 " 1 " " " " " " "
Total milling time min 165 165 30 75 45 75 105 160 45 315
Table 5.2: Fabrication parameters for a subset of experiments A-K for the EINSTEIN
model. " signifies that the value is the same to the previous one. All pieces
were milled with a spindle speed of 36,000 RPM. For the direction, ω/φ
signifies that it was milled a first time along an axis ω◦ counter-clockwise to
the x-axis and a second time along the axis φ◦ to the x-axis. Facet tolerance
is a multiplicative factor of the in-path tolerance. Experiments G and G’ are
identical to F except for the emulsion used, and G’ was rotated by 180◦. I
and J use different milling strategies.
Additional results An example of adding color can be seen in Figure 5.10. This is
done by applying a printed color film and applying the inverse mapping from caustic to
piece to lookup the color for each pixel. We have also experimented with another option
of achieving color. We separate a target image into its constituent red, green, and blue
color channels. Then we find a generator surface for each channel. Using a red, green,
and blue colored light we can then overlay each of the surfaces to produce the target.
The result can be seen in Figure 5.18.
Finally, an early experiment of achieving high-contrast caustics was done with the EPFL
logo as a target. The result can be seen in Figure 5.19.
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Figure 5.18: A caustic of the graffiti image of the Dalai Lama can be achieved by using
separate caustic pieces for each of the red, green, and blue color channels,
and colored light sources.
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target
sunlight
Figure 5.19: A caustic piece showing the EPFL logo illuminated by sunlight.
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Chapter6
Conclusion
This thesis has presented three computational methods for design scenarios with per-
formative constraints. As such, the goal of this thesis is to inspire future work in aiding
design through efficient modeling of constraints.
We have shown that interlocking planar pieces offer rich design possibilities for creating
compelling 3D models that can be fabricated with low-cost machinery and assembled
without glue, screws, or other means of support. We demonstrate that optimization
is crucial for exploiting the full creative potential of this type of construction. Only
through computational means can we handle the intricate coupling of fabrication and
assembly constraints that lead to a highly complex design space. Our approach effec-
tively hides this complexity, allowing even non-expert users to quickly create interesting
3D designs.
We have shown that it is possible to automatically create assembly instructions to build a
mesh from LEGO bricks using simple graph-based algorithms. Our method is faster and
more accurate than the existing approaches and has the advantage of reporting whether
the model is solid or if it has some weaknesses. We can also account for brick type
limits and colors, as well as reducing brick count by hollowing.
The first two works deal with the application of graph theory in construction, and this
can potentially lead to a rich area of future work. Large-scale construction often in-
volves coordinating many different elements and teams which must be coordinated.
Graph-based optimization is particularly useful when one wants to build a larger object
out of component building blocks as these naturally form hierarchies and cycles of con-
struction. Possible future work on algorithms on these graphs is reusing building blocks
thereby saving time and money by cutting many pieces at once without reprogramming
CNC machines.
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We have shown how an optimal transport formulation in combination with an iterative
3D optimization provides a powerful new tool for computational caustic design. Our
method achieves comparable results to previous methods for low-contrast images, but
yields significantly better results for high-contrast caustics. This is achieved by explicit
modeling of singularities and automatic placement of discontinuities in the surface nor-
mals, made possible by an adaptive discretization that conforms to the target irradiance
distribution. As a consequence, our algorithm significantly broadens the kind of caustic
images that can be produced, attaining a new visual quality not possible before. Optimal
transport is particularly useful to enable smooth mappings with discontinuities. This is
directly applicable to equiareal texture maps but might have other applications within
lighting or sound such as projectors, displays, or even acoustic mirrors.
Each of these optimization algorithms are examples of performative form-finding: find-
ing a geometric shape/configuration that maximizes a performative goal. These kind
of optimizations have many other potential applications, for example in geometry or
image editing, digital fabrication, or physical simulation. However, these cases are only
the beginning of an exploration into what is possible. The ideas presented open up nu-
merous new research questions for computer graphics and related fields. Additionally,
there is still further work to be done in applying these techniques outside of academia.
The eventual goal is tools that can be easily and quickly used in design without needing
the designer to worry about low-level details. While it might be some time before these
are ready, the most valuable applications, and also the best research questions, can only
come when artists and architects are actively using such tools in their own projects. To
further this goal, it is important to try to combine performative constraints into a frame-
work easily used by architects and designers. Further research will hopefully not only
expand the possibilities of fabrication techniques but allow designers to work within a
minimal set of constraints in a manner that is general and intuitive.
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