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1.1 Resum (abstract)
En aquest document sintetitzo les meves experiències sobre la realització del meu projecte de final
de carrera, desenvolupat juntament amb la empresa Endepro Software S.L., gràcies al contracte de
cooperació educativa a través de la Universitat Politècnica de Catalunya. 
En aquest  treball  l’objectiu final  és  crear  un entorn  d’observació d’una màquina industrial  on
l’usuari d’aquest sistema és capaç de veure en temps real l’estat de totes les entrades i sortides de
la  màquina  que  està  observant  mitjançant  una  aplicació  mòbil.  D’aquesta  manera  el  projecte
consta de 3 parts principals:
• Un  placa  de  la  família  Raspberry  programada  amb  C++,  connectada  directament  a  la
màquina observada.
• Un Web Service programat amb la tecnologia .NET, on es connecten les altres dues parts.
• Una aplicació mòbil  desenvolupada amb el  framework multi plataforma Xamarin.Forms,
que fa la funció de la interfície del usuari.
Les diverses parts d’aquest document estan redactades de formes diferents pel fet de que no totes
elles poden ser explicades en la seva totalitat. Precisament la part de la placa, està sotmesa a drets
de confidencialitat de l’empresa Endepro  Software S.L. per tant aquest apartat del  treball  està
explicat molt  per sobre sense donar detalls  íntims de la implementació.  Les altres parts  (WS i
aplicació mòbil)  estan creades a  fora de l’empresa per tant  aquestes sí  que estan elaborades,
explicant cada detall  del  codi  escrit.  Explicant les parts  obertes del  projecte he intentat ser el
màxim de precís pel que fa l’explicació donant el suficient nivell de detall com perquè una persona
amb  un  mínim  de  coneixement  de  les  eines  utilitzades,  pugui  repetir  tot  el  procés  de  la
implementació amb un resultat exitós.
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Els  objectius  s’han  realitzat  en  la  seva  màxima  amplitud,  donant  una  solució  completa,  ja
preparada per poder estar implementada en un cas real. Com es pot veure amb la lectura d’aquest
document,  la  realització  d’aquest  projecte  engloba  un  ampli  ventall  d’àmbits  del  món  de  la
informàtica,  donant  solucions  innovadores,  aprofitant  al  màxim  les  possibilitats  de  les  eines
utilitzades. Aquest fet demostra que el grau de la Enginyeria de Sistemes TIC, realment dóna la
formació i preparació suficient com per desenvolupar projectes d’un grau de complexitat elevat,
fent possible la combinació de diverses eines per tal de obtenir un resultat òptim.
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1.2 Summary (abstract)
In this documents I will to synthesize my experiences coming from the realization of my bachelor's
thesis, made with the cooperation of Endepro Software S.L. 
In this project the principal goal is the creation of an industrial machinery observation environment
where the user of this system is able to watch in real time on his mobile phone the states of all the
inputs and outputs of the observed machine. In this way the project consists on three parts:
• Raspberry board programmed with C++, connected directly to the observed machine
• Web Service programmed with .Net technology, where all the other components connects
to.
• Mobile application developed with a multi platform framework called Xamarin.Forms which
will be used as the user interface.
The several parts of this document are written in different forms, because not all of this parts can
be explained in detail. One of the most sensible parts is the program running in the Raspberry
board that is licensed by Endepro Software S.L.
The other parts (WS and Mobile app) are made outside the company and this parts are explained
with all the details of the implementation. While explaining this parts I was trying to be as more
precise as possible giving the reader the opportunity to recreate the project using this document
as a guide.
All the goals raised in the start have been accomplished, giving to the user a complete solution that
can be implemented in real case. The readers of this document can see that this project uses a lot
of different frameworks and technologies of the IT world, giving an outstanding solutions taking
advantage of all  the used technologies. This project confirms that the IT enginery is giving the
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students the preparation to be able to create a complex solutions that are using a lot of different
levels of frameworks and technologies.
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2. Introducció
Com  ja  s’ha  comentat  anteriorment  el  projecte  consisteix  en  la  creació  d’un  sistema
monitoritzador d’una màquina industrial capaç de donar informació en temps real sobre l’estat de
les seves portes I/O. Això ho he aconseguit utilitzant una placa de la família Raspberry, un Web
Service i una aplicació mòbil. 
He decidit fer aquest tipus de sistema per el simple fet de voler crear un sistema innovador i útil en
el món real, que pugui ser implementat en un cas real just acabat el projecte. Aquesta oportunitat
l’he vist gràcies a l’ajut de la empresa col·laboradora en el projecte, Endepro Software S.L. que cada
cop  més  està  entretinguda  fent  projectes  en  el  camp  de  la  anomenada  «Industria  4.0»,  una
industria futurística que utilitza les últimes novetats de la enginyeria per augmentar al màxim el
rendiment, l’eficiència i la comoditat del treballador.
El punt d’inflexió, que va decidir sobre la implementació d’aquest projecte, va ser el de conèixer el
cas d’un empresa tèxtil de la comarca del berguedà. Aquesta empresa, fundada en els temps on
l’electrònica encara estava al  seu inici,  no tenia previst utilitzar la tecnologia per augmentar el
rendiment dels seus treballadors, provocant així un seguit d’accions repetitives molt optimitzables
que cada empleat havia de fer al llarg de la seva jornada. Un exemple podria ser el fet de que cada
treballador estava obligat a deixar el seu lloc de treball cada cop que canviava de feina/peça, ja que
ho havia de documentar en un full que estava a l’altre punta de la nau. Sabent això vam poder
aconseguir fer un seguit de càlculs per calcular les pèrdues que li suposava a l’empresa aquest fet.
Vam comptar que cada treballador tardava de mitjana uns 2 minuts per documentar la seva feina i
ho feia uns 2 cops al dia (de mitja), sabent que l’empresa té uns 50 obrers i que a l’any es sol
treballar uns 210 dies, vam arribar a la conclusió de que l’automatització d’aquesta acció li suposa
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un estalvi igual a 7.000€ anuals, una xifra important per una empresa d’aquesta magnitud.
Aquest  projecte  ha  estat  previst  per  desenvolupar-lo  en  el  temps  que  es  sobreposa  amb  el
quadrimestre nr. 8 de la EPSEM, per tant des del febrer del any 2017 fins al juny del mateix any,
donant així un marge suficient com per elaborar una solució completa. 
Implementant el sistema m’he fixat en triar les eines on millor podia aprofitar els coneixements
obtinguts durant la carrera, sobre tot aquells relacionats amb la programació de microcontroladors
i els protocols de comunicació. 
Vist que durant la carrera vam treballar majoritàriament amb dispositius de la casa Arduino el
projecte ha estat pensat per implementar-lo utilitzant aquesta família de plaques, però com es
podrà veure més en davant, aquest dispositiu, degut a la pobresa de les seves prestacions no va
poder ser el candidat definitiu per enfrontar el pes de tot el sistema complert.
Tal  i  com  es  podrà  veure  durant  la  lectura  d’aquest  document  puc  afirmar  que  tots  els  dies
destinats a la elaboració d’aquest sistema, tant en solitari com a Endepro, han fet possible el meu
avanç com treballador i programador, marcant un principi en la meva llarga carrera com a futur
enginyer  omplint-me  d'experiència  i  passió  per  al  món  d’informàtica  i  altres  branques  de  la
tecnologia moderna.
9
Grzegorz Szymanski                 Memòria del projecte de final de carrera
3. Endepro
Endepro es una empresa dedicada al món de tecnologia, sobre tot informàtica especialitzant-se en
el  desenvolupament  de  programes  i  serveis  de  diferents  tipus  (gestió,  websites,  aplicacions  i
sistemes complerts fets a mida), escrits en diferents llenguatges/frameworks (C#, C++, Java, SQL,
HTML5, .NET, Xamarin, iOS, Android, Windows 8 Phone). L'empresa ha decidit gestionar els seus
projectes  amb  amb  la  metodologia  agil-scrum[1] fent  així  possible  una  major  adaptació  a  les
necessitats dels clients, gràcies a la gran flexibilitat d'aquesta metodologia que permet fer canvis
en el projecte durant la implementació d'aquest.
La fundació de la companyia era fruit de l’evolució natural de l’activitat professional de Josep Maria
Pinyol  que  aleshores  ja  comptava  amb  una  àmplia  experiència  en  el  sector  de  les  noves
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tecnologies. Des del 2004, com a professional autònom, ell ja oferia el seus serveis a empreses per
a les quals havia treballat en el sector industrial. Amb el pas del temps, l’activitat d’Endepro ha
anat creixent i l’equip tècnic també s’ha ampliat fins a les vuit persones actuals, sempre mantenint
el nucli dur de l’equip inicial. D’aquesta manera formen un grup innovador i amb una experiència
consolidada per afrontar els nous reptes i projectes que requereix el sector en el qual treballen.
Les diferents formacions acadèmiques i  especialitzacions  del  seu equip els  permeten oferir  un
servei de qualitat en els diferents àmbits en els quals treballen. Es tracta d’una combinació amb la
qual poden assumir la direcció i el lideratge de projectes tecnològics des de l’anàlisi funcional fins
al seu desenvolupament. D’aquesta forma poden oferir solucions a mida en enginyeria informàtica
i enginyeria industrial.
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4. Desenvolupament de la placa
Aquesta part del projecte ha estat implementada a dintre de l’empresa Endepro Software S.L., per
tant, tot el contingut d’aquest apartat es confidencial i pertany a la propietat de l’empresa. Com a
paraula d’introducció cal esmentar que aquesta part suposa un pes important de tot el projecte, ja
que, la implementació d’aquesta ha suposat un esforç molt gran, tant intel·lectual com temporal. 
Gràcies a aquest esforç he aconseguit crear un sistema molt complert creat per diverses capes
utilitzant tecnologies que han fet possible una portabilitat molt elevada d’aquest entre diferents
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plataformes. Això ha sigut possible gràcies a un conjunt d’herències d’objectes principals, fent així
que el  programa principal  del  projecte sigui  invariable,  ja que,  aquest utilitza classes bàsiques
virtuals i purament abstractes (que no tenen cap implementació, només defineixen la classe pare)
que  després  utilitzant  l’herència  s’especialitzen  per  cada  plataforma,  implementant  els  detalls
necessaris  per  cada  plataforma,  sense  que  el  programa principal  es  vegi  afectat.  Això  ens  ha
permès crear un sistema capaç de funcionar en totes les plataformes UNIX i  Windows, també
permetent la creació d’un projecte capaç de funcionar en la plataforma Arduino, però amb algunes
limitacions (falta de comunicació per la interfície Ethernet). 
Aquesta  placa  és  capaç  de  fer  moltes  més  funcions  que no han estat  necessàries  per  aquest
projecte en concret, com per exemple la possibilitat de comunicació amb màquines industrials que
utilitzen un PLC com a controlador, fent possible un rastreig de la seva memòria interna, a part de
la seva interfície I/O. La placa també és capaç d’establir una comunicació Bluetooth amb dispositius
mòbils.
4.1 Entorn de treball
Al començament he hagut de familiaritzar-me amb la manera de treballar de l'empresa. El canvi
més gran pel que fa la manera de treballar ha sigut el canvi d'entorn de desenvolupament, ja que,
l'empresa utilitza l’entorn que dóna el  IDE creat  per Microsoft,  anomenat  Visual  Studio per la
plataforma  Windows  que  li  proposa  al  usuari  una  manera  de  treballar  totalment  diferent,
comparant amb el treball amb l’entorn d’Emacs sobre la plataforma Linux al que estava acostumat
fins aleshores. Després d'haver treballat amb aquest conjunt d'eines, estic convençut que el Visual
Studio li ofereix al programador un entorn molt més agradable fent la seva feina molt més eficient.
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Però aquestes facilitats tenen el seu preu, com en aquest cas, la poca flexibilitat que fa impossible
el treball amb altres compiladors que no el propi de VS, anomenat MSVC.
Endepro utilitza la plataforma Confluence[2] per mantenir la documentació dels seus projectes, per
tant, al primera tasca que he hagut de fer ha sigut la documentació de les eines que se'm han
proposat, entre elles la mateixa Arduino Uno i el mòdul Ethernet oficial de la casa Arduino, que
utilitzarem per comunicar-nos amb el servidor i els PLC. He hagut d'esbrinar el funcionament de les
shields/mòduls a base de fer testos utilitzant les llibreries donades pel fabricant. Malauradament
les 2 shields no estaven gaire ben documentades, fent així molt més complicat el desenvolupament
del projecte amb elles, havent d’esbrinar el funcionament de cada mètode de l’API amb el mètode
de proves i errors, enlentint així tot el procés de la implementació. Una part positiva d’això es que
gràcies a la falta de documentació, he augmentat en un nivell considerable les meves capacitats
d’enteniment  d’un  codi  fet  per  altres  persones  i  la  capacitat  de  saber  relacionar  diversos
símptomes de l’execució d’un programa amb els detalls de la seva implementació.
4.2 Material disponible
Abans de començar a programar qualsevol cosa, he hagut de conèixer el material  que sem ha
proporcionat. El material mes rellevant de tot el sistema son les shields compatibles amb Arduino.
Shields son elements d'extensió de la plataforma Arduino que són capaços, utilitzant el pins I/O,
donar-li funcionalitats noves a la plataforma.
El material que més hores ens ha costat per documentar ha estat el de la shield d’Ethernet, ja que,
degut a la complexitat de la llibreria proposada per aquest mòdul i la seva poca flexibilitat pel que
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fa el canvi dels paràmetres principals ha sigut molt complicat integrar la shield en el projecte i ha
fet  impossible  complir  tots  els  objectius  proposats.  Aquest  mòdul  es  incompatible  amb altres
mòduls  de  comunicació  Ethernet/WiFi,  ja  que,  tots  utilitzen  la  mateixa  llibreria  que  no
parametritza el pin de SS (Slave Select, selector que indica quina shield es vol utilitzar en el bus
compartit) fent així que no s’hagi pogut utilitzar varis mòduls Ethernet per fer diferents connexions
(un modul per comunicar-se amb el PLC i l’altre per comunicació amb el servidor). Arribat a aquest
moment hem decidit continuar el desenvolupament utilitzant l’Arduino UNO però a l’hora hem
decidit buscar una altre placa de casa Arduino que pugui complir amb les necessitats i que sigui
compatible amb el codi generat fins aleshores. Un altre inconvenient d’aquesta placa es la mida de
la  seva  llibreria  que  utilitzava  una  percentatge  molt  elevat  de  la  memòria  total  del
microcontrolador  deixant  poc  espai  per  la  implementació  del  nostre  codi  i  per  altres  possible
llibreries.
En general l’ús d’aquesta placa no es recomanable per projectes importants de gran magnitud, ja
que, la llibreria d’aquesta ha estat pensada perquè sigui fàcil d’utilitzar i no per donar una alta
flexibilitat  d’adaptació  a  la  resta  del  projecte  i  la  possible  cooperació  amb  altres  plaques.
L’inconvenient  més gran de la  llibreria  es  falta  de la  possibilitat  de  la  parametrització del  pin
responsable del Slave Select del protocol de comunicació SPI, fent que sempre hem de tenir ocupat
el pin 10 de la placa només per aquesta funció.
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4.3 Implementació del protocol de comunicació
Un cop documentades les parts de hardware més essencials pel projecte, ha arribat el moment de
començar a implementar les diferents parts del programa final. Al ser un projecte tan complex, el
codi  d’aquest  s’ha dividit  en diferents  parts/llibreries  pròpies  que al  final  s’han ajuntat  en un
programa principal únic. Per començar hem decidit implementar el protocol de comunicació amb
el servidor, capaç de pujar a un nivell d’abstracció molt alt tota la feina relacionada amb la creació
16
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de  les  trames  que  utilitzarem  per  comunicar-nos.  S’ha  d’esmentar  que  en  aquest  projecte
existeixen diferents tipus de trames, unes per passar dades entres els nodes, altres per canviar la
configuració del nodes, etc. i per tant, aquesta llibreria es capaç de crear, donats uns paràmetres al
constructor, els diferents objectes que implementen els diferents tipus de trames que ens podrem
trobar en el nostre protocol.
El funcionament resumit de la llibreria es el següent:
La  classe  base  es  la  responsable  de  definir  virtualment  els  mètodes  necessaris  per  la  gestió
adequada de les trames que implementaran els seus fills.
Figura 4: Definició de la classe base de la qual heretaran les classes específiques
Com es pot veure en la figura 4, s’ha implementat una classe base que de forma virtual (sense
implementació)  defineix  els  mètodes  GetData()  i  ParseData()  que  s’utilitzaran  per  crear  nous
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objectes a partir de les trames o trames a partir dels objectes. El mètode ParseCommand() es el
mètode clau fent que donada una trama, ell  segons el tipus de la trama (enviament de dades,
configuració, resposta del servidor, etc.) crea un fill del mateix tipus que la trama i utilitzant el
mètode ParseData() que implementa aquest fill, guarda totes les dades que conté la trama en la
memòria del dispositiu de manera ordenada i fàcilment accessible gràcies als mètodes i propietats
específiques implementades pels fills que gestionen adequadament els input/output de les dades
que conté.
Un altre mètode clau es el GetCommand(), que es el responsable d’agafar les dades d’un objecte
en concret i crear una trama preparada per enviar cap al servidor. Aquest mètode crea la trama
omplint un string codificat en base 64 de les coses comunes per tots els tipus de trames definides
per el protocol (per exemple el  timestamp i la longitud de dades) i  després cridant el mètode
virtual GetData() que retorna les dades específiques per cada tipus de objecte/trama. Al ser un
mètode virtual la implementació de GetData() cau sobre el fill, per tant aquest ja sap com tractar
les dades que conté i sap com transformar-les en dades que podran ser incloses en la trama.
Aquesta manera d’implementar la llibreria fa que aquesta estigui molt ben estructurada i fa que la
seva  utilització  sigui  molt  més  simple,  ja  que,  creant  una  instància  de  la  classe  base  podem
convertir-la en un objecte de qualsevol tipus passant-li com a paràmetre (a la funció ParseData()) la
trama  que  rebem.  Amb  això  hem  pogut  aconseguir  un  codi  principal  simple  que  no  s’ha  de
preocupar de «parsejar» les trames rebudes per veure de quin tipus són i de quin tipus ha de ser
l’objecte que guardarà les dades encapsulades en la trama. El mateix passa amb la creació de les
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trames, on sempre s’utilitza el mateix mètode per crear qualsevol tipus de trama (GetCommand())
i degut a la herència retornarà una trama ben formada.
4.4 Estil de programació
Per tal de no limitar el projecte a només una plataforma, hem decidit implementar-lo utilitzant la
sintaxis i els mètodes que es poden trobar a la llibreria estàndard del C++ [3] en la seva especificació
de l’any 2014 (la més nova aleshores). Per tal d’aconseguir aquest objectiu hem hagut d’utilitzar
una llibreria que implementa la llibreria estàndard de C++ en el ecosistema d’Arduino, permetent
el ús de les estructures bàsiques del llenguatge com std::vector i std::string que són la base de
funcionament del nostre projecte i que permeten un treball molt eficient amb grans quantitats de
dades emmagatzemades en forma de taules de bytes. 
Pel  que  fa  el  C++  en  comparació  amb  el  C,  cal  destacar  uns  detalls  crítics  pel  que  fa  el
desenvolupament de codi. Un dels aspectes més rellevants es l’ús de la memòria per part de la
llibreria estàndard de C++. En entorns limitats, com es el cas d’Arduino, aquest es un fet obligatori a
esmentar,  ja  que,  durant  l’execució  del  codi  es  pot  apreciar  com  l’ús  d’estructures  de  tipus
std::vector escanya la memòria RAM del  microcontrolador,  exigint molta memòria per posar a
terme  les  operacions  programades.  Un  altre  dels  aspectes  a  destacar  és  la  disponibilitat  de
compiladors per a diferents microcontroladors, on el llenguatge C està suportat per casi be tots els
compiladors del món, gràcies a la seva poca complexitat. Fet que no es pot acreditar al C++, on els
seus  compiladors  molt  cops  són  comparats  amb  «monstres»  i  exigeixen  un  gran  esforç  per
implementar un compilador per una plataforma específica. 
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La utilització del C++ enlloc del C m’ha suposat un altre gran avanç pel que fa la meva formació
com a programador. C++ es un llenguatge basat en C, compatible amb aquest de forma binària (es
poden utilitzar llibreries de C en codi de C++) però que el puja a un nivell d’abstracció més alt, fent
possible l’ús de la programació orientada a objectes amb herència. Al implementar objectes, la
llibreria estàndard pot utilitzar tipus de dades molt útils que permeten l’ús de memòria dinàmica,
però que alhora permet un accés directe als apuntadors de memòria al estil de C. Sabent tot això,
crec que C++ es una eina molt potent amb la qual es pot aconseguir absolutament tot, amb una
sintaxis més agradable que no pas la del C mantenint el rendiment d’un llenguatge compilat, fent
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Figura 5: Resum de les característiques
bàsiques del C++
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possible per exemple, programar microcontroladors i altres dispositius incapaços de enfrontar el
pes d’un sistema operatiu executant una màquina virtual necessària pels llenguatges de més alt
nivell (C#, Java o Python).
4.5 Limitacions de la plataforma Arduino
Un cop explicada la base del funcionament de la nostre implementació ens hem posat a fer proves
de rendiment utilitzant les eines esmentades anteriorment.  En aquest moment del  projecte el
nostre equip de desenvolupament ha començat a sospitar de que l’Arduino pot suposar un gran
problema a l’hora de implementació de tot el projecte per culpa de les seves escasses prestacions,
sobre tot pel que fa a la memòria RAM de 2KB, que impedia l’ús de la llibreria estàndard per grans
vectors de dades, ja que, una gran part de la memòria RAM la ocupaven els mètodes de la llibreria
que han de ser carregats per tal de poder utilitzar-los.  A més a més l’Arduino havia de suportar el
pes de les llibreries de control de les shields de comunicació, com la d’Ethernet. Per tal de poder
executar el programa correctament he hagut de modificar les llibreries i eliminar els «prints» que
contenia, ja que, aquestes funcions ocupaven tant la memòria de programa com la memòria RAM,
fent impossible l’execució del programa per culpa del solapament de memòria RAM. Aquest fet
m’ha suposat un gran problema, ja que, el solapament de la memòria es molt difícil de depurar. Es
difícil  de fer-ho perquè el  programa s’executa correctament fins a un cert  moment, posant en
qüestió la correctesa del segment d’un codi correcte on el programa ha parat de funcionar. Per
depurar correctament aquest problema, he hagut de crear un mapa de memòria, analitzant a cada
pas  quanta  memòria  s'està  ocupant  en  cada  moment  i  aleshores  m’he  adonat  de  que  en  el
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moment de la creació dels objectes que contindran les dades, ens hem estat passant dels 2KB de
memòria RAM.
Altres problemes amb quins ens hem trobat durant el desenvolupament d'aquest projecte es el
ecosistema de Arduino,  que deixa molt  a  desitjar  pel  que fa  la estabilitat  de les eines i  de la
documentació de les seves llibreries. El plug-in Visual Micro per Visual Studio, que implementa el
Arduino IDE en el  VS  es  una eina  molt  inestable  i  limitada que no deixa  parametritzar  coses
bàsiques d'un projecte com per exemple rutes relatives dels fitxer que es volen incloure en el
programa.
També  s'ha  d'esmentar  que  aquesta  eina  tota  l'estona  està  en  desenvolupament  i  amb  cada
actualització se li implementen coses noves demanades per la comunitat.
Al haver-nos trobat amb tots aquests obstacles, hem decidit crear una altre branca del projecte i
centrar-nos en la implementació del programa per entorns amb un sistema operatiu, com podria
ser Windows o Linux, independitzant en un cert nivell, la implementació del hardware sobre quin
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Figura 6: El plug-in Visual Micro pel Visual Studio que implementa funcionalitats del Arduino IDE
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estarem treballant. Aquest fet ha facilitat bastant el treball amb les connexions TCP entre servidor-
placa  i  PLC-placa,  ja  que,  al  utilitzar  un  S.O.  hem  pogut  utilitzar  una  llibreria  open-source
anomenada ASIO que implementa el protocol TCP i permet establir comunicacions d’una manera
molt  simple.  Un  altre  avantatge  que  suposa  utilitzar  aquesta  llibreria,  es  que,  aquesta  estarà
inclosa en el nou estàndard de C++ 2017, de manera fixe per tant, el dia que aquest estàndard
s’hagi  finalitzat  i  comencem  a  utilitzar  un  compilador  capaç  de  compilar  codi  amb  aquesta
especificació, només haurem de canviar el namespace asio:: per std:: i ja podrem eliminar aquesta
llibreria  exterior  i  estarem utilitzant la llibreria estàndard del  llenguatge,  que suposa una gran
comoditat pel que fa la flexibilitat del projecte.
4.6 Treball amb els PLC de MODBUS
Aquesta característica de la placa no es utilitzada en el projecte, perquè la màquines tèxtils no
acostumen  a  estar  controlades  per  un  PLC,  però  he  considerat  interessant  comentar  aquesta
possibilitat que ens dóna la implementació, per acabar confirmar sobre la complexitat de la solució
desenvolupada pel que fa aquesta part del projecte i que aquest sistema es fàcilment adaptable a
altres indústries més complexes que utilitzen una maquinària molt més avançada. 
Per tant, per seguir amb el flux del treball he hagut de començar a fer proves de comunicacions
amb els PLC de marques més populars que segueixen els protocols de comunicació MODBUS [4].
Per poder fer proves, he hagut de muntar un entorn de simulació d’un PLC per tal d’agilitzar el
treball. Per fer-ho he utilitzat el simulador Free Modbus PLC. Es un simulador open-source que
implementa el protocol de comunicació MODBUS i que a base d’aquest protocol implementa un
client i servidor multiplataforma amb una interfície gràfica agradable. 
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Al ser un programa open-source escrit en C, he pogut utilitzar el seu codi com a llibreria i seguint
els  exemples  de  les  seves  implementacions  he  pogut  escriure  el  meu propi  client  per  tal  de
comunicar-me  amb  el  PLC.  També  això  m’ha  permès  crear  una  mini-llibreria  que  conté  cap
dependència externa capaç d’implementar el protocol MODBUS, sense lligar-me a cap plataforma
en concret  fet  que,  tal  i  com hem pogut  veure  en  l’apartat  destinada a  les  limitacions  de  la
plataforma Arduino, ens ha estalviat molta feina pel que fa l’adaptació del codi perquè aquest sigui
multi-plataforma.
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Figura 7: Logo de la marca MODBUS
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En la pantalla principal (figura 8) tenim una taula que representa els sectors de memòria del PLC.
Per modificar registres del simulador ho podem fer es del mateix servidor pitjant 2 cops sobre el
sector/registre que volem modificar. El simulador permet comunicacions via port serie o Ethernet
simulant totalment el comportament d'un PLC normal.
Un cop muntat el simulador he començat a buscar llibreries que implementen aquest protocol de
comunicació. Al final he trobat una petita llibreria molt simple que donats uns paràmetres crea
trames  preparades  per  enviar  al  PLC.  Es  una  llibreria  molt  simple,  ja  que,  no  implementa  el
protocol de comunicació,  ni implementa la comunicació en sí basada en sockets. Un cop trobada la
llibreria ha sigut molt fàcil implementar un entorn de comunicació amb el simulador, ja que, en
aquell moment la comunicació per Ethernet la tenia molt ben estudiada i practicada en diferents
casos. 
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Figura 8: Servidor de MODBUS per Windows
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L'escriptura i lectura des del exterior del simulador es fa d'una manera molt simple on nosaltres
modifiquem els  sectors  que ens  interessen i  els  podem escriure  al  PLC amb un offset.  Si  per
exemple si establim l'offset a 5 i modifiquem els sectors 0-3 del client, al PLC es modificaran els
sectors 5-8. Amb el paràmetre Amount indiquem quants sectors volem sobreescriure. Aquest PLC
treballa amb dades de mida de Word que corresponen a 2 Bytes.
En la implementació per Arduino, la llibreria donada permet escriure i llegir dades d'una manera
molt senzilla, ja que, existeixen els mètodes ReadArea i WriteArea que tenen una estructura com la
següent:
Result=Client.ReadArea(S7AreaDB, // We are requesting DB access
1, // es el número del block de memòria que volem llegir
start, // l’offset
Size, // l’amount
Target); //es el buffer on es guarden els valor llegits, o 
els que s'escriuran en el cas d'escriptura.
El result es un 0 si tot ha anat bé o sinó contindrà un codi d'error.
Un cop comprovat el funcionament correcte del simulador he executat el meu client on de manera
fixe he modificat uns registres de memòria utilitzant el mètode WriteArea, i després he llegit els
mateixos registres que he modificat i els he mostrat per pantalla per comprovar el funcionament
correcte del programa.
Un cop hem decidit transportar el projecte cap a altres plataformes, no hem tingut problemes amb
aquesta part, ja que, la llibreria utilitzada aquí no té cap dependència exterior i utilitza funcions
bàsiques del llenguatge C, només hem hagut de canviar la forma de comunicació amb el PLC, on ja
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no  utilitzem  la  placa  d’Ethernet  d’Arduino,  sinó  ara  utilitzem  la  llibreria  ASIO  comentada
anteriorment.
4.7 Implementació del programa principal
El següent pas en el desenvolupament del projecte ha estat el de la implementació d’un programa
principal capaç de interaccionar amb totes les llibreries creades/utilitzades fins el moment, fent
així un primer prototip del sistema final. 
Gràcies a les proves fetes amb les llibreries per separat (Ethernet, Comunicació), aquesta tasca ha
sigut més assequible d’aconseguir,  ja que, no he hagut de preocupar-me de les inicialitzacions
correctes dels paràmetres de les llibreries perquè les he pogut copiar directament de les proves ja
fetes  a  part.  A  part  d’implementar  el  programa  principal  també  hem  hagut  de  finalitzar  la
implementació  d’un  prototip de  Web Service  capaç  de  rebre  i  enviar  trames amb el  protocol
establert per nosaltres.
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Figura 9: Diagrama de flux de l'execució del bucle del programa
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El funcionament del programa principal consisteix en un bucle i un setup. En el setup inicialitzem
les llibreries de les shields amb els paràmetres desitjats  i  creem els  objectes de la llibreria de
comunicació que necessitarem més endavant i comprovem si tenim guardada alguna configuració
a la EEPROM de l’Arduino o en algun fitxer binari (en cas de treballar en una plataforma amb S.O.).
Si hi ha informació de la configuració, la carreguem al seu objecte corresponent indicant-li així al
sistema les  IP’s  del  servidor  i  del  PLC,  les  entrades  i  sortides  que volem llegir  i  les  zones  de
memòria que volem veure del PLC. 
El bucle fa una iteració infinita on en primer lloc comprova si hi ha alguna cosa per rebre des del
socket d’Ethernet. En següent lloc comprova si el objecte de la configuració està creat i si conté
alguna configuració, en el cas positiu procedeix a la lectura de les dades.
Si la no hi han hagut errors durant la lectura de les dades, en el següent pas el bucle comprova si
les  noves  dades  són  diferents  de  les  últimes  dades  enviades  cap  al  servidor,  protegint  així  el
programa i tot el sistema de una sobrecàrrega amb dades repetitives. Si les dades són iguals que
les enviades anteriorment, el objecte que conté les dades acabades de llegir es esborrat i si les
dades són diferents, el següent pas del bucle es un intent d'enviament de la trama basada en les
dades noves cap al servidor central.  Si  l'enviament ha estat correcte l’objecte que contenia les
dades velles es esborrat i el apuntador que apuntava al objecte que contenia les dades velles passa
a tenir el valor del objecte on s'ubiquen les dades noves, deixant així espai per les dades que es
llegiran en la següent iteració del bucle i fent que no s’hagin de copiar les dades d’un vector de
dades a l’altre, estalviant així molts cicles de la CPU.
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Com a últim pas hem implementat una petit «wait» que espera 5s abans de tornar a fer una
iteració en el bucle, perquè hem vist que l’execució de tots els passos anava tant ràpid que ens va
semblar  innecessari  malgastar  tants  recursos  de  la  CPU  per  obtenir  aquesta  freqüència
d’actualització de dades. Actualitzar l’estat de les dades cada 5s ens dóna una visió molt clara del
que està passant amb la màquina i en quin estat es troba. Fent això també ens hem protegit d’una
sobrecàrrega pel que fa enviament de dades irrellevants cap al servidor central i de la lectura de
dades  del  PLC,  que  suposava  una  gran  feina  per  aquest,  ja  que,  dispositius  d’aquest  tipus
acostumen a tenir unes CPU poc potents que no estan preparades per sostenir tantes peticiones
per segon del món exterior.
4.8 L’estructuració del projecte
Com que el projecte està pensat des del seu inici, ser multiplataforma, hem necessitat alguna eina
que faciliti la compilació i la gestió del codi per totes les plataformes suportades (Linux i Windows).
Per això hem optat per utilitzar la plataforma CMake, capaç de construir i compilar projectes per
diferents plataformes i entorns de treball utilitzant la seva pròpia sintaxi de dependències entre els
fitxers. El CMake en sí es un software de gestió molt semblant als Makefiles, però pujat a un altre
nivell de control, sent capaç de incloure llibreries externes, crear solucions de projectes per Visual
Studio i finalment crear executables per diferents plataformes utilitzant diversos compiladors. 
L’ús d’aquest software va suposar un gran avanç en el que es l’eficiència de treball, ja que, gràcies a
això podem desenvolupar el codi utilitzant el Visual Studio i compilant la solució per Windows, per
després immediatament poder fer les comprovacions adequades amb una Raspberry que utilitza el
sistema Linux.
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Un inconvenient d’aquesta solució, es el  fet  de que no hem tingut en conte la compilació del
projecte per la plataforma Arduino, aquesta fase s’hauria de implementar utilitzant un compilador
extern (avr-gcc) on la infraestructura del CMake crea un Makefile capaç de compilar i enviar el
projecte cap a l’Arduino, també tenint el compte que algunes parts del projecte no poden estar
incloses per no superar els límits físics de la plataforma. Però com que inicialment utilitzarem la
plataforma Raspberry com a base, hem decidit no invertir més temps en la plataforma Arduino,
però seguint la ideologia de tot el projecte, hem deixat una porta per poder fer-ho en un futur,
només ampliant el fitxer de configuració del CMake amb les noves configuracions i dependències.
4.8 Canvis posteriors
Per ajustar el funcionament de la placa a les necessitats d’aquest projecte en concret, he hagut de
fer uns quants canvis en la manera de funcionar de la placa i en les seves característiques. 
El primer canvi que he fet, ha estat el de eliminar del projecte tota la part de connexions Bluetooth
i  la  connexió  cap  a  dispositius  PLC,  ja  que,  en  el  nostre  cas  serien  components  totalment
innecessaris  que només augmentarien la mida del  executable i  complicarien l’estructura de la
solució, fent-la menys flexible i menys optimitzada.
Un altre canvi important ha estat el canvi de la manera de connexió cap al servidor central des de
la placa, ja que, implementat el meu WS he volgut treballar utilitzant l’API que dóna l’estàndard
REST (GET, POST) i no he volgut treballar a nivell de connexions TCP que es com es feia fins ara. Per
aquest motiu he hagut d’emular manualment l’estructura d’una petició POST, ja que, la llibreria
ASIO no permet la creació de peticions REST natives. Aquest fet es pot apreciar en la següent
captura:
30
Grzegorz Szymanski                 Memòria del projecte de final de carrera
La implementació d’aquesta capa per sobre del protocol TCP facilita molt la implementació del
Web Service i crec que ha estat una bona decisió veient els resultats finals.
Pel  que  fa  la  rebuda  de  les  trames,  també  ho  he  hagut  d’adaptar  per  funcionar  a  un  nivell
d’abstracció més alt, perquè he hagut de parsejar la resposta del servidor per extreure el missatge
concret que conté la trama que m’interessa. 
Això  ha  sigut  possible  de  fer  d’una  manera  bastant  senzilla  perquè  en  el  nostre  protocol  de
comunicació hem establert que els caràcters «!» i «$» senyalitzen l’inici i el fi de la trama, fet que
he  aprofitat  per  muntar  una  màquina  molt  simple  per  extreure  l’string  que  m’interessa.  A
continuació es pot veure el codi que he implementat per fer-ho:
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Figura 10: Emulació d'una petició POST
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Per acabar d’ajustar la placa a les necessitats d’aquest projecte, he hagut d’implementar la gestió
específica dels pins GPIO de la plataforma Raspberry perquè el programa pugui llegir-los i enviar
els seu estat cap al Web Service. 
Per fer-ho he utilitzat la llibreria «WiringPi» responsable de pujar de nivell  d’abstracció tota la
infraestructura dels pins de la plataforma Raspberry,  perquè la seva utilització i implementació en
un codi C++ sigui el més simple possible. Aquesta llibreria reconeix automàticament sobre quina
versió de la placa Raspberry s’està executant el codi i tenint en conte això, treballa sobre uns pins o
uns altres, sense haver de fer canvis al codi font (els headers GPIO varien segons la versió de la
placa).  
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Figura 11: Fragment de codi responsable
d'extreure i d'emmagatzemar la trama rebuda
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Seguint amb la mentalitat de tot el projecte, he intentat que tot i implementar coses específiques
d’una plataforma, el projecte segueixi sent multi plataforma. Per aquest motiu tota la part nova del
codi afegit està encapsulada en un espai de #ifdef, perquè aquesta part del codi només es tingui en
conte si  es  dóna una definició  adequada al  compilador  (en el  CMake en el  nostre cas).  En la
següent lectura es pot veure la inicialització de la llibreria i dels pins que volem llegir:
Per fer la lectura del pin en sí, inicialitzat anteriorment, s’ha d’utilitzar una simple funció que ens
dóna la llibreria tal i com es pot veure a continuació:
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Figura 12: Inicialització de la
llibreria i dels pins GPIO
Figura 13: Lectura del estat del pin
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Un cop finalitzada la  implementació de la lectura dels  pins,  he hagut  de modificar  la manera
d’executar tot el projecte, perquè per comoditat pròpia he considerat que seria interessant poder
canviar les direccions ip i port del servidor cap a quin ens volem connectar per enviar les dades,
sense haver de recompilar el codi, o haver d’enviar una trama de configuració des del servidor. Per
això he modificat el «main» del programa, perquè aquest agafi les adreces inicials des de la línia de
comandes, tal i com es pot veure en la següent captura:
5. Desenvolupament del Web Service
Aquesta part del projecte es la primera part que he implementat a fora de la empresa Endepro
Software S.L., que també resulta ser la part més important del treball. Es una part essencial, ja que,
es la responsable de connectar la placa explicada en l’apartat anterior amb el món extern. També
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Figura 14: Captura dels arguments passats per la línia de comandes
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la implementació del Web Service[5] suposa un gran repte degut a la varietat de clients que s’hi
han de connectar, que tot i seguir un mateix protocol, tenen els seus detalls propis que el WS ha de
tenir en conte. També ha sigut per mi un repte personal, ja que, aquest ha estat el primer Web
Service que he implementat des de 0 fins al  final,  sense cap guia a seguir,  permetent-me així
aprendre moltes coses desconegudes per mi fins aleshores.
Per aclarir, el Web Service és la part visible pel món exterior d’un server. És la API que ens dóna
aquest per tal de que puguem accedir a les dades que emmagatzema, gestionar-les i fer-ne un ús
sense posar en perill la seguretat del propi servidor ni de les dades que conté, ja que, un Web
Service  creat correctament inclou mesures de seguretat necessàries per tal de que no es pugui fer
un ús inadequat del sistema. En el cas d’aquest projecte el WS no té una API molt extensa, ja que,
només cal que implementi els mètodes de POST (guardar informació de placa) i GET (per accedir a
aquesta informació guardada) de manera genèrica, sense haver de processar les dades que conté.
He decidit implementar el WS utilitzant la tecnologia .NET de Microsoft, perquè es una de les més
utilitzades i  més ben suportades pel  que fa  la documentació i  experiència de la comunitat  de
programadors. També és la que m’ha semblat la més correcte d’utilitzar pel simple fet de ser una
cosa nova que no ha estat ensenyada en el  àmbit universitari.  Fent possible així  conèixer una
tecnologia nova creant aquest projecte.
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5.1. .NET Framework
.NET (dot net) es un framework desenvolupat per Microsoft que intenta estandarditzar i unificar
l’entorn de programació  per  la  plataforma Windows.  El  framework  en  sí  utilitza  una màquina
virtual anomenada CLR (Common Language Runtime) capaç d’executar diferents codis escrits en
diferents llenguatges sobre diferent Hardware. Tot el codi escrit utilitzant la llibreria del framework
és executat en un entorn de Software totalment independent del Hardware on aquest està ubicat,
permetent al programador un treball molt eficient sense haver de preocupar-se dels detalls de la
plataforma física on el programa estarà ubicat. 
Aquest  framework  està  en  un  continuu  desenvolupament  on  cada  cop  se  li  afegeixen  més
característiques al entorn i la llibreria bàsica i es dóna suport a les novetats dels llenguatges de
programació que aquest framework suporta. 
Un dels avantatges més grans pel que fa l’avanç d’aquest framework, ha estat la implementació de
les operacions asíncrones, fent possible d’una manera molt simple la divisió de les tasques entre
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Figura 15: Logotip del framework .NET
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diferents processos, creant així programes capaços d’aprofitar al 100% el multi-threading de les
CPU’s modernes.
Això també ens permet crear unes interfícies d’usuari molt fluides, ja que, la UI del usuari sempre
està ubicada en el thread principal i les accions secundàries, com pot ser per exemple la connexió
cap a un Web Service, es fa en segon pla, sense la necessitat de bloquejar cap altre procés que
s’estigui executant en el mateix moment. 
Gràcies a la contribució de la comunitat es va crear una versió multi-plataforma de la màquina
virtual  del  .NET  anomenada  «Mono»,  fent  possible  l’execució  del  codi  .NET  en  totes  les
plataformes més importants del mercat (UWP, Linux, Android, iOS, etc...) que suposa un gran avanç
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Figura 16: Representació gràfica del
desenvolupament de .NET al llarg dels anys
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pel que és la popularitat i la utilitat d’aquest framework. Gràcies a aquesta col·laboració es va crear
el framework «Xamarin» que serà utilitzat per crear l’aplicació mòbil  multi-plataforma d’aquest
projecte.
Les aplicacions creades amb quest framework estan caracteritzades pel seu elevat rendiment sobre
tot en contextos on es pugui utilitzar al màxim la capacitat del llenguatge de separar la feina en
tasques i en diferents processos.
5.2. Web Api 2
Web Api es un framework capaç d’implementar i exposar al usuari les interfícies necessàries per
crear uns Web Service de tipus REST. Es un framework que forma part de la tecnologia .NET, per
tant  tot  el  desenvolupament  està  elaborat  en  el  llenguatge  C#[6],  mantenint  totes  les
característiques explicades en l’apartat anterior.
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Figura 17: Logotip del framework WebApi 2
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En  el  projecte  jo  utilitzo  la  segona  revisió  d’aquesta  API,  que  bàsicament  s’ha  centrat  en  la
simplificació  de  la  feina  que  ha  de  fer  el  programador  per  tal  de  configurar/implementar  les
diferents  funcions  responsables  de donar-li  vida  al  Web Service.  Les  diferents  característiques
d’aquesta API i els seus detalls els explico aprofitant l’explicació del codi del Web Service que faig
en la següent apartat.
La  base  del  funcionament  de  l’API  es  caracteritza  per  un  sistema  de  Petició-Resposta,  on  el
programador indica quina funció s’ha d’executar quan es rep una petició d’un tipus concret (POST,
GET, PUT, DELETE, etc.) i el valor de retorn d’aquesta funció, ja passa a ser la resposta que li donara
el servidor al client que ha fet la petició. Això fa que el treball amb aquesta API sigui molt intuïtiu i
molt personalitzable pel que fa l'adaptació del Web Service a diferents escenaris de treball, com
per exemple en el cas d’aquest projecte, l’adaptació d’aquest Web Service d’alt nivell (peticions
REST)  a la manera de treballar d’una placa que es comunica a través de sockets TCP de baix nivell.
5.3. Anàlisis del codi
5.3.1. Creació de la plantilla
En aquesta apartat del treball faré una anàlisis completa de tot el codi del Web Service que he
implementat, explicant detalladament totes les funcions.
Com es pot veure per implementa aquest Web Service he utilitzat el IDE Visual Studio 2017 [7], el
més ben preparat per suportar el treball amb les tecnologies .NET. El Visual Studio dóna moltes
plantilles pre-creades de projectes de diferents tipus, entre elles la de la Web Api. Aquest fet es
una gran ajuda que li dóna l’IDE al programador, ja que, la configuració del entorn i les classes
bàsiques que s’han de crear obligatòriament, ja estan creades des del inici del projecte. També cal
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esmentar que el VS2017, ja des del inici, crea una solució correctament estructurada en diferents
carpetes, seguint les regles generals del que és la gestió del codi del projecte i l’ordenació d’aquest.
Per adquirir una idea general de com s’estructura un projecte creat amb Web Api 2 podem mirar el
següent diagrama on es poden veure les diferents parts de la solució i la seva funció:
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Figura 18: Plantilla del projecte de WebApi 2
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5.3.2. Gestió de la base de dades
Ja  sabent  l’estructura  general  del  projecte,  he  pogut  passar  a  implementar  les  bases  del
funcionament del nou Web Service, d’aquesta manera he procedit a implementar la base de dades
que emmagatzemarà totes les dades enviades per la placa d’una manera òptima. 
Per fer-ho he utilitzat una de les eines que ens dóna a disposició el Visual Studio, anomenada
NuGet.  Aquesta  eina  es  un  gestor  de  paquets  que  permet  incorporar  en  el  projecte  diverses
llibreries  fent  que  aquestes  s’incorporin  directament  en  l’estructura  del  projecte.  També  cal
esmentar  que  si  volguéssim  executar  la  solució  en  un  altre  ordinador,  el  gestor  de  paquets
descarregaria els components automàticament just al carregar la solució.
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Figura 19: Diagrama de funcionament d'una solució WebApi 2
Grzegorz Szymanski                 Memòria del projecte de final de carrera
Un cop adquirit el component necessari per la base de dades, he pogut crear el model de dades
que emmagatzemaré en aquesta. Un model, es una clase que ens serveix per dir-li a la base de
dades, quina és l’estructura de les dades que haurà de contindre.
Com que les nostres dades estan emmagatzemades en trames de tipus string, la gestió d’aquestes
es molt simple, perquè només s’ha de crear un sol camp de dades de tipus string i un altre que en
serveix de clau forània, que s’omplirà automàticament cada com que fem una inserció a la BD.
Un  cop  implementat  el  model  de  dades,  ha  arribat  l’hora  de  implementar  la  BD  en  sí.  Això
s'aconsegueix creant un context de la BD, on nosaltres li indiquem quin model de dades ha de
utilitzar i quin nom tindrà la taula de la BD.
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Figura 20: La llibreria utilitzada per implementar la base de dades en el projecte
Figura 21: Model de dades
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Com es  pot  veure en la  figura  anterior,  he  hagut  d'heretar  el  meu context  propi  de  la  classe
genèrica «DbContext» per tal d’aconseguir el resultat que volia. Un cop creat el context només
falta  indicar-li  al  Web  Service  que  volem  utilitzar  aquesta  base  de  dades.  Això  s'aconsegueix
enregistrant aquesta BD, en el fitxer Startup.cs creat per la plantilla, en la configuració del Web
Service de la següent forma:
5.3.3. Implementació de la gestió de les dades
Com que ja hem configurat correctament la base de dades, ara podem procedir a implementar el
Web Service en sí. Per fer-ho necessitem crear un controlador on al seu interior crearem l’API que
podran utilitzar els clients. La plantilla creada automàticament, ja conté un controlador genèric,
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Figura 22: Implementació del context de la Base de Dades
Figura 23: Enregistrament de la Base de Dades en el Web Service
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però jo he decidit crear un controlador propi, ajustat a les meves necessitats. Per això he començat
per la implementació del constructor del controlador, que té la següent forma:
El paràmetre «Route» serveix per indicar-li al controlador quin nom haurà de posar el client per
accedir a aquest controlador en concret, en el nostre cas al deixar aquest string buit la ruta d’accés
cap a aquest controlador és ip:port. 
Com podem veure, per crear el controlador necessitem passar-li un repositori de dades. Aquesta
interfície l’he creat per facilitar la gestió de dades que emmagatzema la BD i per estructurar millor
el codi. Per això aquesta interfície implementa el següents mètodes:
Són els mètodes bàsics per gestionar una taula de dades. La implementació d’una capa entre-mitja
que separa el controlador i la base de dades, ens permet crear un controlador genèric que no
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Figura 24: Constructor del controlador 
Figura 25: Contingut de la interfície
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haurà de canviar si per exemple canviem la manera d’emmagatzemar les dades perquè en aquest
cas  només  haurem  de  modificar  la  implementació  dels  mètodes  de  la  interfície,  però  la  API
d’aquesta  no  canviarà.  A  continuació  es  pot  veure  un  exemple  d’implementació  d’aquesta
interfície, en el cas específic del nostre projecte: 
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Figura 26: Implementació de la interfície
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5.3.4. Implementació del controlador
Ja acabada la implementació de la gestió de les dades, no ens falta res més que la implementació
de la API en sí que exposarà el Web Service cap als seus clients.
Per fer-ho he començat implementat el mètode GET de la especificació REST, he decidit crear 2
mètodes GET, un genèric que retorna tot el contingut de la BD i un específic que permet retornar
una sola trama, amb un ID específic. 
Com que la gestió de les operacions I/O recau sobre la interfície implementada abans, el codi del
controlador es molt simple i només es limita a cridar la funció adequada i retornar el resultat.
Un cop implementat el retorn de dades del WS, he passat a implementar la entrada de trames,
amb el mètode POST. Com que aquest mètode serà cridat per la placa que utilitza el protocol TCP
per comunicar-se amb l’exterior,  molta cosa que s’havia pogut fer  de manera automàtica,  l’he
hagut de fer manualment, tenint en conte el protocol de comunicació que hem implementat a
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Figura 27: Implementació dels dos mètodes GET
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Endepro Software S.L.  Per això el  mètode POST que he implementat no té cap paràmetre, on
normalment els mètodes d’aquest tipus tenen un paràmetre d’entrada que és l’objecte de dades ja
creat i parsejades pel framework directament d’un fitxer JSON enviat pel client. Però en el nostre
cas el client es una placa que envia un missatge d’string que no pot ser parsejat automàticament.
Un cop esbrinat  aquest  funcionament he començat  a  implementar  el  mètode POST de la  API
buscant una manera per extreure el missatge enviat per la placa i parsejar-lo adequadament per
tal de poder donar-li una resposta correcte.
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Figura 28: Exemple del mètode POST on la creació del objecte de
dades es fa automàticament
Figura 29: L'obtenció del missatge enviat per la placa
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Com podem veure en la figura anterior, per obtenir el missatge hem hagut d’extreure el camp
adequat  del  «body» de la  petició i  convertir-lo  a  un string codificat  amb l’estàndard  ASCII.  Ja
obtingut aquest string he hagut de treure els signes «!» i «$» del missatge que corresponen al inici
i al final de la trama en el nostre protocol, creant així una trama codificada amb base64 preparada
per parsejar-la.
5.3.5. Creació de la resposta
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Figura 30: Creació de la resposta del mètode POST
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Per analitzar la trama rebuda, primerament l’he hagut de convertir de un string en base64 a un
vector de bytes. Per tal de crear una resposta correcte, aquesta ha de contindre el ID de la trama
rebuda  que  es  troba  en  les  primeres  2  posicions  d’aquesta  (16  bits).  En  el  següent  pas  hem
d’esbrinar  el  tipus  de  trama  que  hem  rebut,  perquè  la  placa  pot  enviar  2  tipus  de  trames:
autentificació i dades. Si la trama conté dades, la emmagatzemo en la base de dades. Arribats a
aquest punt ja hem pogut guardar les dades rebudes (si cal) i ja tenim les dades necessàries per
crear la resposta, que com es pot veure en la figura anterior sempre té una mida fixe de 7 bytes i
conté els camps que es poden veure en la mateixa captura. Un cop creada la resposta, l’he hagut
de convertir un altre cop a base64 i  afegir-li  els símbols de final i  inici  de la trama. Retornant
aquesta resposta, el framework ja crea una resposta completa de tipus REST automàticament, on
el camp de dades estarà omplert amb les dades que he retornat en la funció. 
6. Desenvolupament de l’aplicació mòbil
En  aquesta  part  del  document  explico  les  meves  experiències,  del  que  ha  sigut  el  procés
d’implementació de l’aplicació mòbil, capaç de d’agafar informacions emmagatzemades en el Web
Service explicat anteriorment i mostrar-les d’una forma comprensible al usuari.
He decidit seguir amb la mentalitat d’un projecte multi-plataforma que no li obliga a l’usuari l’ús
d’alguna  plataforma  en  concret,  per  tant,  per  desenvolupar  aquesta  aplicació,  he  utilitzat  un
framework anomenat Xamarin. Es un framework bastant nou, en un continuu desenvolupament
però tot  i  així,  ja  avui  en dia  dóna l’estabilitat  i  la  fiabilitat  necessària  com per  utilitzar-lo  en
projectes concrets. 
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He decidit crear una aplicació molt simple on usuari només ha de especificar la ip del servidor on
es vol connectar, i immediatament mostrar-li la informació que el servidor retorna. Creant així un
programa molt simple i fàcil d’utilitzar amb molta utilitat i possibilitats d’un posterior millorament,
deixant les portes obertes per poder afegir funcionalitats noves a mida que el sistema en general
sigui dopat amb noves característiques.
6.1. Framework Xamarin
He decidit utilitzar el framework Xamarin[8] per desenvolupar aquesta aplicació, perquè, aquest
framework  és capaç,  utilitzant  les tecnologies  .NET,  de compilar  un mateix codi  i  una mateixa
representació  gràfica  per  diferents  plataformes,  entre  altres  iOS  i  Android  que  són  les  més
interessants avui en dia. Al utilitzar la tecnologia .NET, aquest framework està fonamentat sobre
una base sòlida i estable com és el llenguatge C# i tot l’entorn que permet utilitzar.
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La possibilitat de poder compartir el mateix codi entre diferents plataformes es un gran avanç pel
que fa el desenvolupament d’aplicacions mòbils, ja que, tant els costos de la implementació com el
temps  necessari  per  crear-la  baixen  considerablement  eliminant  la  necessitat  de  duplicar  la
mateixa lògica del codi creat en diferents llenguatges per diferents plataformes.
Per descriure el  funcionament d’aquest framework aprofitaré l’explicació del  codi  de l’aplicació
creada per aquest projecte d’una manera semblant com ho he fet amb l’explicació de la part del
Web Service.
6.2. Anàlisis del codi
6.2.1. Creació de la plantilla del projecte
Per  desenvolupar  l’aplicació  he  utilitzat  el  IDE  Visual  Studio  2017  el  qual,  igual  que  amb  la
implementació del  Web Service, aporta moltes facilitats al  programador creant un entorn molt
agradable que intenta agilitzar al màxim totes les tasques a realitzar.
Per tant en primer lloc he començat creant una plantilla adequada pel meu projecte amb l’ajut de
creador de projectes de VS. 
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Com es pot veure en la figura anterior, he utilitzat la tecnologia Xamarin.Forms per la creació de la
interfície gràfica de l’aplicació. Es una tecnologia que permet crear una única definició de la GUI
utilitzant un fitxer .xaml i compilar-lo per a diferents plataformes sense haver de canviar el codi
d’aquest. En segon lloc es pot veure que he decidit compartir el codi en forma de PCL (Portable
Class Library), aquesta estratègia permet crear controladors i models compartibles entre totes les
plataformes,  però  també  deixa  la  possibilitat  d’implementar  coses  natives  en  els  projectes
individuals per a cada plataforma.
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Figura 31: Creació de la plantilla de la solució
Figura 32: Projectes creats per la
plantilla
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Mirant la captura anterior  es pot apreciar  els  projectes creats per la plantilla,  un PCL,  un per
Android i un per iOS. En el cas de la meva aplicació he utilitzat només classes del projecte PCL, ja
que, no he tingut la necessitat d’implementar coses natives de cada plataforma.
6.2.2. Implementació de la GUI
Ja  creada  la  solució,  he  pogut  començar  a  dissenyar  l’aplicació.  En  el  meu  cas  he  preferit
primerament  començar  per  la  implementació  de  la  part  gràfica  de  l’aplicació  i  després
implementar els controladors necessaris per donar funcionalitats a les parts gràfiques dissenyades
anteriorment.  D’aquesta  manera  he  aprofitat  el  fitxer  creat  per  la  plantilla  anomenat
«MainPage.xaml» i he començat a sobre escriure el codi amb les meves pròpies idees.
Primerament  he  implementat  els  camps  d’entrada  de  la  IP  i  port  del  servidor  on  em  voldré
connectar per recollir les dades de la placa. D’aquesta manera he creat un «Grid» general que
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Figura 33: Implementació del Grid i dels camps d'entrada
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encapsularà tots els components de la pantalla i seguidament he posat camps de tipus «Label» (el
header del camp d’entrada) i «Entry» (L’entrada en sí) per a cada entrada necessària. D’aquesta
manera he obtingut el següent resultat:
El contenidor de tipus «ContentView» només m’ha servit per posar el fons de color gris i es un
contenidor genèric que pot encapsular un sol fill.
Un  cop  implementades  les  entrades  m’he  posat  a  implementar  el  botó  de  connexió  amb  el
servidor, per això he utilitzat el camp del tipus «Button».
En la captura anterior es pot veure que en realitat he implementat 2 botons, un per connectar i un
altre per desconnectar del servidor, on mentre que un  es visible l’altre està amagat a sota per
estalviar espai en la pantalla. Tots els elements dinàmics de la interfícies tenen un camp anomenat
«x:Name» utilitzat  per  trobar  el  component  a  dintre  el  codi  del  controlador  per  donar-li  una
funcionalitat. El resultat d’aquesta implementació es pot veure a continuació:
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Figura 34: Camps d'entrada
Figura 35: Implementació dels botons de connectar i desconnectar del servidor
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Un cop implementats els botons, m’he pogut centrar directament en les dades rebudes des del
servidor i en la manera de com postrar tota aquesta informació al usuari. Al final he decidit posar
un camp gros de text on es mostra el log actual de totes les accions realitzades per la placa i uns
camps petits en forma de quadrats que mostraran visualment l’estat dels pins de la placa (verd:
encès, vermell: apagat). 
Per  implementar  aquests  camps  he  hagut  d’utilitzar  un  contenidor  anomenat  «StackLayout»
responsable do contindre varis fills i gestionar la seva posició i mida de forma grupal. Per això he
especificat que aquest contenidor estigui centrar verticalment i horitzontalment en el seu camp del
«Grid» i que la mida dels seus fill sigui de 30x30 píxels. Per implementar els pins en sí, he utilitzat
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Figura 36: El botó que
ens servirà per
connectar-nos al
servidor
Figura 37: Implementació dels camps corresponents al pins
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el component «BoxView» capaç de crear rectangles de mides i color específics. El color dels pins es
gestionat al controlador. A continuació podem veure el resultat:
Per implementar el camp del log he utilitzat el que sobra de la pantalla (la «*» en el RowDefinition
del Grid) i ho he fet utilitzant un simple Label encapsulat en un contenidor anomenat «ScrollView»
per si la mida del log supera l’espai disponible en la pantalla.
Amb això he acabat la implementació de la part gràfica de l’aplicació amb el següent resultat:
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Figura 38: Els camps que
indiquen l'estat dels 5 pins de
la placa
Figura 39: Implementació del camp del log
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6.2.3. Implementació del controlador
Un cop finalitzada aquesta part de l’aplicació, m’he posat a implementar el controlador, per tant la
part  responsable  de  donar-li  dinamisme  i  accions  a  tots  els  components  gràfics.  Per  tant
primerament  he  començat  pel  mètode  constructor  del  controlador  on  s’inicialitzen  tots  els
components i on he posat unes dades preestablertes en cas de que l'aplicació estigui en mode
«DEBUG», per facilitar i agilitzar la comprovació del funcionament d’aquesta:
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Figura 40: Visualització gràfica de
l'aplicació
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En el següent pas he volgut donar-li funcionalitat als botons de connexió i desconnexió amb el
servidor. Per això he creat 2 mètodes com els següents:
On  els  2  tenen  el  mateix  nom  que  l’event  «Clicked»,  especificat  en  la  part  gràfica  explicada
anteriorment.  Amb  això  el  framework  es  capaç  de  crear  una  connexió  entre  el  model  i  el
controlador.  Com es  pot  observar  les  dues  funcions  modifiquen varis  estats  dels  components
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Figura 41: Mètode constructor del controlador
Figura 42: Mètodes responsables de donar funcionalitat als
2 botons
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gràfics,  en concret  amaguen o ensenyen un dels  dos  botons i  activen o desactiven els  camps
d’entrada. També modifiquen una variable global anomenada «connected» que utilitzo com a flag
per si s’han de continuar actualitzant les dades o es que ja s’ha apretat el botó de desconnectar del
servidor.
El mètode del botó de connexió crida a la funció RefreshData() que es la responsable de actualitzar
l’estat de les entrades digitals de la placa.  Aquesta funció es la base de funcionament de tota
l’aplicació, ja que, es ella la que fa les crides al Web Service i es la que descodifica la resposta per
mostrar-la de manera comprensible al usuari.
Al començament la funció crea un timer que cada 2 segons crida la tasca creada a continuació en la
qual es fa la creació de la URL cap a quina es connectarà el mòbil. Un cop obtinguda la URL amb les
dades de les entrades, es fa la crida al Wab Service utilitzant la funció «GetTodoItemsAsync()», on
la seva estructura consisteix en la creació d’un HttpClient, objecte responsable de connexions que
utilitzen  els  Web  Service,  i  configurar-lo  adequadament.  En  el  següent  pas  s’inicialitza  una
seqüència «try  – catch»,  que s’utilitza per provar  d’executar alguna funció,  i  si  aquesta funció
retorna algun error/excepció el mètode «catch» l’agafa i el controla de manera adequada per no
deixar el programa inutilitzable. Si la petició al WS ha anat bé deserialitzo l’objecte JSON[9] retornat
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Figura 43: Inicialització del timer i la crida al Web Service
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per aquest utilitzant el model de dades conegut en la part del WS i retorno la llista creada, perquè
aquesta pugui ser parsejada i exposada al usuari.
Si  la petició al  WS no ha estat exitosa,  tallo la connexió canviant el flag «connected» a false i
segueixo el mateix comportament que el del botó de desconnexió comentat abans. També mostro
per pantalla una finestra amb el missatge del error perquè l’usuari pugui saber que es que ha
passat. Últimament retorno una llista buida amb el model de dades buit.
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Figura 44: Model de dades utilitzat per
deserialitzar la resposta del WS
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Un cop rebuda la resposta del  servidor aquesta s’ha de processar adequadament perquè sigui
fàcilment llegible pel usuari.
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Figura 45: Estructura de la funció GetTodoItemsAsync()
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Per crear el log que mostraré per pantalla utilitzo un string anomenat «text» on concateno tota la
informació útil.  Però abans de començar a incloure elements en aquesta variable, he hagut de
descodificar les trames rebudes del servidor perquè aquestes es pugui parsejar correctament. El
procés es molt semblant al de la descodificació de les trames utilitzat en el Web Service. Al final del
procés s’obté un vector de bytes on cada camp correspon a una dada específica determinada pel
protocol de la placa que monitoritzem. 
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Figura 46: Descodificació de la trama en base64
Figura 47: Creació del objecte DateTime responsable de la gestió de les dates
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Un cop obtingut l’accés a les dades, primerament procedeixo a agafara el timestamp de UNIX[10]
emmagatzemat en la trama, com que un timestamp d’aquest tipus ocupa 8 bytes, l’he hagut de
crear manualment unint els 8 bytes separats en un sol numero que indica el nombre de segons des
del 1 de gener del 1970. Un cop obtingut l’objecte de tipus DateTime, es molt fàcil gestionar el
treball amb les dates, per tant, directament he pogut concatenar al string de sortida la data de
quan s’ha agafat la mostra que estem processant.
 Com a següent pas del parseig de la trama he arribat al pas de la lectura del estat dels pins de la
placa.  L’estat  de  cada  pin  es  guardat  en  2  bits  on  aquest  te  3  possibles  estats  (ON,  OFF,
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Figura 48: Adquisició de la informació sobre l'estat dels pins
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UNDEFINED), i son els que llegeixo del vector de dades. En el nostre cas que tenim 5 pins per llegir,
aquesta informació ocupa 10 bits emmagatzemats en 2 bytes. L’estat de cada pin el guardo en una
llista i al mateix temps concateno al string final l’estat de cada pin.
Un cop acabats tots els bucles de lectura de dades, obtenim un string amb totes les dades que ens
ha retornat el servidor i d’aquesta manera, ja podem mostrar-lo al usuari de la següent forma:
Un  cop  mostrat  el  log,  només  ens  falta  actualitzar  l’estat  del  pins  gràfics  que  implementa
l’aplicació. Per això utilitzo la llista creada durant la lectura dels pins, on per cada posició d’aquesta
llista comprova el seu estat i segons això, li designo un color o un altre al pin gràfic.
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Figura 49: Actualització del label de dades amb l'string obtingut anteriorment
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Un cop acabada aquesta part, ja es pot donar l’aplicació per feta. Es una aplicació simple amb unes
grans possibilitats pel que fa la seva extensió en un futur.
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Figura 50: Actualització dels estats dels pins gràfics
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7. Conclusions
Havent  acabat  aquest  projecte  puc  afirmar  que  la  programació  i  els  seus  problemes,   noves
maneres de treball, el companyerisme, aprenentatge diari i la resolució de diversos problemes han
esdevingut el meu dia a dia duran aquesta etapa de la meva carrera com a futur enginyer. Aquest
període m’ha servit per a conèixer de primera mà el món laboral enfocat en l’àmbit de l’enginyeria
i veure com en realitat funciona el món d'informàtica per així preparar-me i aprendre a treballar de
la millor manera possible que no sempre es la ensenyada en la universitat.  Per aquest motiu,
considero que després d’aquest període de la meva vida les classes de màster que vull realitzar
seran molt més profitoses i les podré enfocar molt més cap als problemes reals que se'm posin al
davant durant la meva carrera professional. 
També cal esmentar que tot el projecte m’ha servit per expandir les meves àrees de coneixement
sobre les tecnologies utilitzades avui en dia, en diferents àmbits, tan des de microcontroladors
acabant amb aplicacions mòbils, permetent-me veure amb experiències pròpies en quina direcció
està fluctuant i amb quin principis es basa el món de la enginyeria contemporània. Totes aquestes
experiències no passaran desapercebudes, anant-se oblidant al llarg del temps, sinó, seran elles les
que em permetran accedir als camps del món laboral inaccessibles fins el moment, ampliant el
meu valor com a enginyer.
Pel que fan els propòsits inicials del projecte, puc afirmar que s’han completat tots d’ells amb la
seva totalitat  creant  un sistema del  qual  em puc sentir orgullós,  sense por poder presentar-lo
davant  d’un  públic.  La  manera  de com està  fet  el  projecte  permet un llarg  desenvolupament
d’aquest, implementant funcionalitats noves, adaptant-lo a les noves necessitats i/o àrees del món
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de  la  indústria  actual,  fent  possible  l’aparició  d’aquest  sistema  en  una  infinitat  de  sectors  i
dispositius monitoritzadors del món.
Considero que les idees inicials pel  que fa la forma del  projecte, per tant,  la seva flexibilitat  i
usabilitat han estat les correctes i són els punts clau que destaquen d’aquest, fent-lo especial i
competitiu, amb un possible futur com un implementació real en el món industrial. El fet d’haver-
lo implementat amb eines multiplataforma li ha donat la possibilitat d’encaixar en un ampli ventall
de gustos del possibles clients, sense haver de lligar-los a una plataforma predeterminada, com pot
ser el as d’aplicació mòbil que pot ser utilitzada en totes les plataformes punteres d’avui en dia.
Acabant  aquesta  memòria  m’agradaria  esmentar  la  gran  aportació  de  la  empresa  Endepro
Software S.L. en el que és el desenvolupament tan del projecte en sí, com la formació que han
sigut  capaços  de  donar-me  en  tan  poc  temps,  que  ha  sobrepassat  les  meves  més  valentes
imaginacions, del que podria ser el treball amb un equip de programadors tan elaborat.
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