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Industrija videoigara je od početka Ponga 1958. do 2019. godine iznimno narasla 
preko vrtoglavih 135 milijarda dolara te se nikako ne može smatrati gubitkom vremena. 
Svakodnevno se može vidjeti utjecaj videoigara, od reklama unutar 
„blockbuster“ filmova, kao što su Guardians of the Galaxy i Fortnite, pa sve do stila 
oblačenja mlađe generacije. Razvojom mobilnih uređaja zadnjih desetak godina, 
industrija videoigara većinski se prebacila upravo na razvoj igara za mobilne uređaje 
te taj segment više vrijedi nego kombinirana vrijednost računalnih i konzolaških 
videoigara. 
Ovim završnim radom pojašnjeno je i opisano korištenje Unity Engine Editora koji 
se koristi kao alat za razvoj računalnih i mobilnih igara. S obzirom na to da razvoj 
jedne računalne igre zahtijeva više vještina, u ovom su radu opisani segmenti koji su 
potrebni za razvoj jedne samostalne igre. Na početku je objašnjen sam koncept 2D 
platformer igre i Unity Engine Editora. Nakon toga opisan je cjelokupni razvoj jedne 
igre od same mehanike igrača, kamere, kretnje i sposobnosti pa sve do dizajna razina 
pomoću 2D slika (engl. Sprites) i animacije lika. Također je pokrivena problematika 
samog razvoja igara i prepreka koje jedan samostalni programer mora riješiti kako bi 
izradio uspješan projekt. Cjelokupni kôd pisan je u C# (C Sharp) programskom jeziku 
unutar Unity Engine Editora te se spominje nekoliko vrlo korisnih besplatnih Asseta 
kao što su CharacterController2D i Anima2D koji se mogu preuzeti preko službenog 
Unity Asset Storea. CharacterController2D uveliko olakšava razvoj kretnje igrača po 
2D svijetu, dok Anima2D pruža mnoštvo različitih alata koji značajno olakšavaju samu 
animaciju likova i objekata.  
 
Ključne riječi: razvoj, Unity Engine Editor, 2D platformer, 2D slika, C Sharp, 
Character Controller2D, Anima2D  
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1.  UVOD 
U ovom završnom radu želi se prikazati kako izgleda razvoj 2D platformer 
videoigre unutar Unity Engine Editor sučelja. Pokriveno je više segmenata razvoja koji 
je nužan za razvoj bilo koje vrste videoigre. Segmenti uključuju razvoj skripta za 
mehaniku ili kretnju likova, skripte za kretnju kamere, animaciju likova, razvoj tekstura 
ili spriteova te implementaciju zvučnih efekata i pozadinske glazbe. Igra je 2D 
platformer što znači da se igrač kreće na dvodimenzionalnoj površini. Cilj igre je 
zaobići sve prepreke i zamke na koje igrač naiđe te doći do zlatnog novčića koji ga šalje 
na novu razinu. Igra postaje progresivno teža te je inspirirana jednako, ako ne i težim 
naslovima kao što su Super Meat Boy i Ori and The Blind Forest. 
 
 
2. 2D PLATFORMER 
Platformer ili platformska igra jedan je od najranijih žanrova videoigara. Prva 
„prava“ platformer igra pojavila se 1981. godine, pod nazivom Donkey Kong, koja je 
započela trend platformer igara sljedećih desetak godina. U to vrijeme čak 1/3 od svih 
ukupnih igara na tržištu bile su upravo platformske igre. Danas više nije takvo stanje, ali 
i dalje se posvećuje puno pažnje platformskim igrama. [1][2]  
Platformer se najviše razlikuje po načinu kretanja glavnog lika. Najčešće je lik vrlo 
pokretan, može skakati, s lakoćom se penjati, trčati po zidovima i puno drugih stvari. 
Kao što i ime nagovještava, igrač se mora suočiti s nizom prepreka u obliku platforma, 
zamka i slično.  
Cilj ovog rada je pokazati postupak izrade jedne 2D platformer igre pod nazivom Year 
3205. Neke od funkcionalnosti pokrivene u ovom radu su: kretnja igrača, dizajn razina, 
posebne sposobnosti kao što su dupli skok, jaki skok, hodanje po zidu, skok od zida i 
drugo. 
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3. 2D GRAFIKA 
2D računalna grafika većinom se sastoji od dvodimenzionalnih modela kao što su 
2D geometrijski modeli, tekst i digitalne slike ili spriteovi. 2D grafika razvijena je 
tijekom 1950-ih godina i bazirana je na uređajima vektorske grafike. Kasnije, tijekom 
sljedećih par desetljeća, zamijenili su ih rasterski grafički uređaji. PostScript jezik i X 
Window System protokol značajno su obilježili razvoj u tom području. 
2D grafički modeli mogu kombinirati geometrijske modele (tzv. vektorska grafika), 
digitalne slike (tzv. rasterska grafika), tekst koji se može oblikovati, matematičke 
funkcije i jednadžbe i ostalo. Navedene komponente mogu se modificirati i manipulirati 
geometrijskim transformacijama kao što su translacija, rotacija, skaliranje. Unutar 
objektno orijentirane grafike slika je opisana indirektno objektom, obdarenim sa 
samorenderacijskom metodom. To je procedura koja dodjeljuje boju pikselima na slici 
proizvoljnim algoritmom. Kompleksniji modeli mogu se izgraditi kombinacijom 
jednostavnijih objekata. [3][4] 
3.1. Sprite 
Sprite je termin za dvodimenzionalni bitmap koji je integriran u veću scenu, 
najčešće unutar 2D videoigre. Prvi put pojavili su se 1980-ih na konzolama poput Texas 
Instruments TI-99/4A, Atari 8-bit family, Commodore 64, Nintendo Entertainment 
System, Sega Genesis i mnogim drugim konzolama tog perioda. 
Manualna izrada spriteova također se opisuje kao forma pixel umjetnosti (engl. Pixel 
art). [5] Svi spriteovi, osim spriteova glavnog lika, unutar ovog rada ručno je izradio 
autor putem pixel art alata. 
Spriteovi su bitni za razvoj 2D igre i za optimizaciju 3D igara. U ovom radu sve su 
scene napravljene pomoću spriteova, tako da su igrač, teren, prepreke i pozadina 
spriteovi. 
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4.  UNITY 
Unity (engl. Cross-platform game engine) je razvio Unity Technologies, koji se 
primarno koristi za razvoj trodimenzionalnih i dvodimenzionalnih videoigara. Također 
se u njemu razvijaju i razne simulacije za računala, konzole i mobilne uređaje. Prvi put 
predstavljen je 2005. godine za OS X na Apple's Worldwide Developers Conferenceu. 
Trenutno je proširen na 27 različitih platforma i postoji šest većih verzija Unityja. [5][6] 
Engine koristi sljedeće grafičke API-ove (engl. Application Programming Interface) za 
željenu platformu: Direct3D (Windows i Xbox One), OpenGL (Linux), macOS, 
OpenGL ES (Android), WebGL (Web) i druge. Važno obilježje Unityja je upravo to što 
je njegovo sučelje bazirano na Drag-and-Drop funkcionalnosti. Primarno se koristi C# 
kao programski jezik, no prije su postojala još dva jezika, Boo i Javascript koji trenutno 
više nisu u upotrebi unutar Unityja 2017.1. [7] Okruženje dozvoljava promjene scene i 
skripta, što je još jedno bitno obilježje Unityja jer su sve promjene trenutno vidljive. 
Unity dozvoljava razvoj igara u 3D i 2D okruženjima. Za 3D razvojno okruženje 
dozvoljava precizno određivanje kompresije tekstura, tzv. mipmaps, i opcije rezolucije 
za svaku platformu koju taj game engine podržava. Za 2D okruženje je razlika u tome 
što je moguće uvesti tzv. spriteove te također postoji napredni 2D world renderer. [8] 
 
Slika 1. Sučelje Unity Enginea 
Izvor: autor. 
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5. RAZVOJ 2D VIDEOIGRE 
Za koncept igre koristile su se sljedeće smjernice: 2D računalna igra, platformerski 
stil igre, mogućnost uporabe raznih sposobnosti kao što su skakanje, čučanj, hodanje po 
zidu i slično te otključavanje sposobnosti nakon svake razine za lakše manipuliranje 
kretnjama lika. Fokus ove igre bio je na samoj mehanici kako bi se igračeva sposobnost 
igranja najviše istaknula. Kao inspiracija su uzeti Super Meat Boy, Ori and the Blind 
Forest, Cuphead i slične igre takvog stila. Također, u igri nema uništavanja ni pucanja, 
a cilj igre je istraživanje okoline i traženje najboljeg načina da se dođe do kraja razine, s 
time da je svaka razina sve teža i kompleksnija u samom dizajnu. Isto tako, postoje i 
razne zamke na koje igrač mora paziti ili će u protivnom biti uništen. Za svaku grešku 
igrač je kažnjen tako da gubi život. Ne postoje životni bodovi, svaki udarac je koban za 
igrača i mora cijelu razinu ponovno igrati sve dok ju ne završi. Nakon završetka svakih 
par razina igrač otključava nove sposobnosti lika, kao što su dupli skok, hodanje po zidu, 
skakanje od zida i slično. Igra se sastoji od više scena, a osnovne scene su: glavni 
izbornik preko kojeg se pokreće sama igra, scena igre gdje se događa sva radnja (igrač 
prelazi razine samostalno) te završetak igre (engl. Game Over), scena nakon što je igrač 
uništen te mogućnost ponavljanja iste razine.  
5.1. Mehanika igre 
Najbitniji dio svake igre je mehanika same igre. To podrazumijeva kretanje lika, 
poziciju i kretnju kamere, AI (engl. Artificial Intelligence) protivnika i responzivnost 
kontrola kako bi igrač osjetio kako svaka kretnja ima smisla. Mehanika se većinom radi 
preko skripta unutar Unity Enginea. 
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Slika 2. Sprite igrača unutar 2D scene  
Izvor: autor. 
5.1.1. Kamera 
Prije završetka osnovnih funkcija za kretnju igrača bitno je implementirati kameru 
koja prati sprite igrača po svijetu. S obzirom na to da je igra platformerskog žanra, 
kamera je vrlo bitna stvar na koju treba obratiti dosta pažnje kako bi se igrač osjećao 
uključeno u svijet. Kamera ne smije biti previše udaljena kako se ne bi izgubilo na 
detaljima igre, a isto tako ne smije biti previše blizu jer se onda ne vidi dovoljno daleko 
kako bi se izbjeglo ili predvidjelo prepreke i opasnosti. Imajući to na umu, bitno je na 
kameru dodati vlastitu skriptu pod nazivom „CameraController“ koja će kameri odrediti 
na koji način prati igrača.  
 
Slika 3. Pozicija kamere prije kontrolera kamere  
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Izvor: autor. 
S obzirom na to da je kôd koji je zadužen za kontroliranje kamere opširan, prvo će se 
prikazati deklaracija varijabla, a potom sama skripta koja je zadužena za kontroliranje 
kamere.  
Deklaracija varijabla za kameru unutar „CameraController“ skripte: 
 public GameObject player; 
 public float cameraZpos = -10f; 
 public float cameraYOffset = 5f; 
 public float cameraXOffset = 1f; 
 public float horizontalSpeed = 2f; 
 public float verticalSpeed = 2f; 
 private Transform _camera; 
 private PlayerController _playerController; 
 
Ove varijable omogućuju preciznu manipulaciju pozicijom kamere u svijetu, ovisno o 
igraču. Os Z kamere određuje udaljenost kamere od modela igrača, a X ofset omogućuje 
veću preglednost u smjeru kretnje po X osi. Ako se igrač kreće desno, onda se kamera 
automatski više orijentira prema desnoj strani kako bi se vidjelo što više svijeta u 
smjeru kretnje i isto tako obrnuto, u lijevom smjeru. Ofset po Y osi prikazuje koliko 
gore ili dolje igrač vidi dok se kreće ili skače.  
Kôd za početnu poziciju kamere: 
 void Start () { 
  if (!player) { 
player = GameObject.FindGameObjectWithTag ("Player"); 
   } 
_playerController = player.GetComponent<PlayerController> 
(); 
  _camera = Camera.main.transform; 
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  _camera.position = new Vector3  
   (player.transform.position.x + cameraXOffset,  
    player.transform.position.y + cameraYOffset,  
    player.transform.position.z + cameraZpos); 
¸  } 
Potrebno je odrediti početnu poziciju kamere ovisno o poziciji igrača na sceni pomoću 
GetComponent naredbe. Svaki put kada se igra ili nova razina pokrene, kamera se zna 
točno pozicionirati na određenu poziciju koja je točno na igraču. Taj dio koda se 
implementira unutar Start() funkcije jer se izvršava samo jednom dok se igra učitava.  
 
Kôd za dinamičnu kretnju kamere: 
void Update () { 
   
  if (_playerController.isFacingRight) { 
   _camera.position = new Vector3 ( 
    Mathf.Lerp(_camera.position.x, 
player.transform.position.x + cameraXOffset, horizontalSpeed * 
Time.deltaTime), 
    Mathf.Lerp(_camera.position.y, 
player.transform.position.y + cameraYOffset, verticalSpeed * 
Time.deltaTime),  
    cameraZpos 
   ); 
  } else { 
   _camera.position = new Vector3 ( 
    Mathf.Lerp(_camera.position.x, 
player.transform.position.x - cameraXOffset, horizontalSpeed * 
Time.deltaTime), 
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    Mathf.Lerp(_camera.position.y, 
player.transform.position.y + cameraYOffset, verticalSpeed * 
Time.deltaTime), cameraZpos); 




Da bi kamera bila dinamična i pružala idealno vidno polje igraču, potrebno je dodati 
nekoliko funkcija koje određuju poziciju kamere ovisno o smjeru i brzini kretnje igrača, 
kao što je navedeno u kodu iznad. S ovim kodom završava se skripta za kameru te se iz 
testiranja može vidjeti da kamera učinkovito prati igrača i pruža mu maksimalnu 
vidljivost ispred modela ovisno o smjeru kretnje. Također, s obzirom na to da su javno 
deklarirane varijable, moguće je mijenjati brzinu praćenja kamere, udaljenost i visinu 
pozicije kamere. 
 
Slika 4. Pozicija kamere nakon implementacije skripte za kontrolu kamere  
Izvor: autor. 
 
5.1.2. Osnovna kretnja igrača 
 Za početak se koriste zamjenski (engl. Placeholder) modeli za igrača jer u ovoj fazi 
nije bitan izgled i dizajn igre nego je fokus na samoj mehanici igrača. Nakon prihvaćene 
cjelokupne mehanike igre, kreće animiranje i dizajniranje tekstura, modela i slično za 
Luka Matijević  Izrada 2D platformer igre u Unity Engine-u 
 
Međimursko veleučilište u Čakovcu  14 
igrača i za svijet oko njega. Koristeći funkcionalnost (engl. Drag-and-drop) koju Unity 
Engine pruža, sprite se smješta na scenu kako bi se moglo početi sa stvaranjem skripta 
koje su potrebne za kretnju lika. Za kreiranje glavnog lika s kojim igrač upravlja, bitno 
je dodati nekoliko komponenta koje su zadužene za fiziku s ostalim objektima i za 
detekciju površine ako se nalazi ispod, pored ili iznad igrača. Iz tog razloga potrebno je 
dodati Rigidbody 2D i Box Collider 2D koji su zaduženi upravo za to. Također je 
implementirana besplatna skripta koja je preuzeta s Unity Asset trgovine pod nazivom 
Character Controller 2D koja je zadužena za detekciju površine. Detekcija površine 
vrši se pomoću posebne metode pod nazivom Raycast. Raycast omogućuje generaciju 
nevidljivih zraka određene dužine i pozicije iz samog lika te daje informacije o stanju 
površine igrača i je li nešto iznad igrača. Detekcija platforma je vrlo važna stvar jer 
uveliko olakšava manipulaciju površine i sprečava igrača da potencijalno 
zloupotrebljava fiziku unutar igre. 
 
 
Slika 5. Komponente za glavnog igrača  
Izvor: autor. 
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Nakon dodavanja svih potrebnih komponenta za razradu kretnje glavnog lika, može se 
kreirati nova skripta pod nazivom PlayerController koja će omogućiti osnovne kretnje 
igrača. Nakon što je kôd završen, igrač će moći skakati i kretati se lijevo ili desno. 







public class PlayerController : MonoBehaviour { 
 
private Vector3 _moveDirection = Vector3.zero; 
public float walkSpeed = 6.0f; 
public float jumpSpeed = 8.0f; 
public float gravity = 20.0f; 
public bool isGrounded; 
public bool isJumping; 
public bool isFacingRight; 
 
void Update(){ 
   _moveDirection.x = Input.GetAxis ("Horizontal"); 
   _moveDirection.x *= walkSpeed; 
  if (isGrounded)  
  { 
   isJumping = false; 
   _moveDirection.y = 0; 
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   if(Input.GetButtonDown("Jump")){ 
     _moveDirection.y = jumpSpeed; 
     isJumping = true; 
   } 
  } 
Važno je spomenuti funkciju sljedećih varijabli: „isGrounded“ varijabla provjerava je li 
igrač prizemljen i sprečava igrača da beskonačno skače dok je u zraku, „isJumping“ je 
još jedan način provjere igrača u kakvom je trenutnom stanju i koristi se za naprednije 
sposobnosti, „isFacingRight“ pokazuje je li ili nije li igrač okrenut prema desno, a 
pomoću te provjere može se lagano pozicionirati sprite igrača u pravilan smjer.  
S obzirom na to da je igra još uvijek u prototipnoj fazi, neke se varijable deklariraju kao 
javne varijable kako bi se mogle lagano i učinkovito mijenjati unutar samog Unityja za 
potrebe testiranja i praćenja stanja igrača. 
 
Slika 6. Sučelje skripte koje prikazuje javne varijable u kodu za lakšu manipulaciju  
Izvor: autor. 
 
 Ono što se trenutno može primijetiti je da se prilikom kretanja lijevo i desno sprite 
ne okreće ovisno o smjeru kretnje. Kako bi se taj problem riješio, koristi se transform 
funkcija uz pomoć boola „isFacingRight“, kao provjera koja omogućuje rotaciju modela 
ovisno o smjeru kretnje. Kôd se dodaje u dio koji provjerava je li model prizemljen. 
Kôd za rotaciju spritea igrača: 
   if (_moveDirection.x < 0) { 
    transform.eulerAngles = new Vector3 (0, 180, 0); 
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    isFacingRight = false; 
   } else if (_moveDirection.x >0) 
   { 
    transform.eulerAngles = new Vector3 (0, 0, 0); 
    isFacingRight = true; 
   } 
 
Također, funkcija za skakanje je malo troma te ne postoji velika sloboda oko nje. Da bi 
skakanje bilo dinamičnije, dodan je broj koji se množi s brzinom skoka, ovisno o tome 
koliko dugo se drži gumb za skakanje.  




if(_moveDirection.y > 0) 
{ 




Time se završavaju osnovne funkcije za lika koje mu omogućuju kretanje po X i Y osi, 
u obliku hodanja ili trčanja za X os i u obliku skakanja za Y os. Bitno je napomenuti 
kako je mehaniku kretnje igrača moguće napraviti na mnogo načina, no s ovakvim 
načinom su osigurane konzistentne vrijednosti i predvidljive kretnje koje su vrlo lagane 
za naučiti ako ste igrač. 
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5.1.3. Čučanj 
 Jedna od najčešćih funkcija u 2D platformer igrama, osim skoka, je mogućnost 
čučnja. Čučanj igraču daje puno veću fleksibilnost za kretanje kroz razine. Također, 
dizajneru razina daje puno više slobode u kreiranju zamka i prepreka. Za početak je 




 public float creepSpeed = 3.0f; 
 public bool canCrouch = true; 
 public bool isCreeping; 
 public bool isDucking; 
 
S obzirom na to da se igrač može kretati u čučnju, potrebno je deklarirati posebnu 
provjeru koja provjerava kreće li se igrač u čučnju. Također, kada je igrač u čučnju, on 
će se kretati puno sporije nego prije tako da je isto bitno deklarirati varijablu za brzinu 
kretnje u čučnju. 
Razrada sposobnosti čučnja je izuzetno komplicirana. Postoji više problema koje treba 
riješiti kako bi čučanj pravilno funkcionirao. Najveći problem je vraćanje igrača u 
stojeći položaj bez da se igrač zaglavi unutar objekta tijekom tranzicije jer se smanjuje 
(engl. Box collider), tj. povećava u tranzicijama između stajanja i čučnja, kako bi mogao 
prolaziti kroz niske prolaze. 
 
5.1.3.1. Ray cast 
 
Za rješavanje tog problema koristi se takozvana Ray cast funkcija. Jednostavno 
rečeno, to su zrake koje izlaze iz predefinirane točke. U slučaju čučnja izlaze iz gornje 
strane prema gore. 
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Ray casting se koristi za rješavanje raznih problema u računalnoj grafici i u geometriji. 
Termin je prvi put upotrijebio Scott Roth 1982. godine dok je opisivao metodu za 
renderanje punih geometrijskih modela.  
Kôd je vrlo opširan, no jednostavan je za shvatiti ako se zna kako se Ray castovi 
ponašaju.  
Na početku se mora definirati iz kojih se točaka stvaraju zrake i u kojem smjeru idu. S 
obzirom na to da se želi spriječiti zaglavljivanje igrača unutar objekta tijekom tranzicije 
između čučnja i stajanja, provjerava se što je iznad igrača i ima li prostora za ustajanje.  
Potrebno je deklarirati dvije varijable koje će služiti za definiranje pozicije tih zraka  
jednu varijablu za smanjivanje odnosno povećavanje (engl. Box collider) spritea igrača i 
jednu za određivanje sloja (engl. Layer) s kojim želimo da zraka reagira. 
 
Deklaracija varijabla za pozicije zraka: 
 private BoxCollider2D _boxCollider; 
 private Vector2 _originalBoxColliderSize; 
 private Vector3 _frontTopCorner; 
 private Vector3 _backTopCorner; 
public LayerMask layerMask; 
 
Nakon deklaracije navedenih varijabla postavljaju se zrake na gornji dio (engl. Box 
collider).  
Kôd za stvaranje zraka, odnosno Ray castova: 
_frontTopCorner = new Vector3 (transform.position.x + 
_boxCollider.size.x / 2, transform.position.y + 
_boxCollider.size.y / 2, 0); 
_backTopCorner = new Vector3 (transform.position.x - 
_boxCollider.size.x / 2, transform.position.y + 
_boxCollider.size.y / 2, 0); 
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RaycastHit2D hitFrontCeiling = Physics2D.Raycast 
(_frontTopCorner, Vector2.up, 2f, layerMask); 
   RaycastHit2D hitBackCeiling = Physics2D.Raycast 
(_backTopCorner, Vector2.up, 2f, layerMask); 
 
 
Slika 7. Prikaz zraka za provjeru prepreka iznad igrača  
Izvor: autor. 
  
Ovaj kôd određuje poziciju dviju zraka, jedne iz gornjeg lijevog kuta, a druge iz gornjeg 
desnog kuta igrača (Slika 7.). Nakon implementacije zraka može se nastaviti s razradom 
čučnja. 
Postoje tri slučaja koji moraju biti pokriveni kodom i provjerama. Prvi slučaj je taj da se 
igrač ne kreće u čučnju i nije u stanju čučnja, što znači da zapravo uspravno stoji.  
Kôd za prvi slučaj: 
  if (Input.GetAxis ("Vertical") < 0 && _moveDirection.x == 0) 
{ 
   if (!isDucking && !isCreeping) { 
    _boxCollider.size = new Vector2 (_boxCollider.size.x, 
_originalBoxColliderSize.y / 2); 
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    transform.position = new Vector3 
(transform.position.x, transform.position.y - 
(_originalBoxColliderSize.y / 4), 0); 
    _characterController.recalculateDistanceBetweenRays 
(); 
   } 
   isDucking = true; 
   isCreeping = false; 
  } 
Drugi je slučaj da je igrač u stanju čučnja, ali se ne kreće po X osi.  
 
Kôd za drugi slučaj: 
else if (Input.GetAxis ("Vertical") < 0 && (_moveDirection.x < 0 || 
_moveDirection.x > 0)) { 
   if (!isDucking && !isCreeping) { 
    _boxCollider.size = new Vector2 (_boxCollider.size.x, 
_originalBoxColliderSize.y / 2); 
    transform.position = new Vector3 
(transform.position.x, transform.position.y - 
(_originalBoxColliderSize.y / 4), 0); 
    _characterController.recalculateDistanceBetweenRays 
(); 
   } 
   isDucking = false; 
   isCreeping = true; 
  } 
Treći i zadnji slučaj je da se igrač nalazi u stanju čučnja i kreće se istovremeno po X osi. 
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Kôd za treći slučaj: 
else { 
   if (!hitFrontCeiling.collider && 
!hitBackCeiling.collider && (isDucking || isCreeping)) { 
    _boxCollider.size = new Vector2 (_boxCollider.size.x, 
_originalBoxColliderSize.y); 
    transform.position = new Vector3 
(transform.position.x, transform.position.y + 
(_originalBoxColliderSize.y / 4), 0); 
    _characterController.recalculateDistanceBetweenRays 
(); 
    isDucking = false; 
    isCreeping = false; 
   } 
Čučanj je, najjednostavnije pojašnjeno, smanjivanje Box collidera igrača za upola. 
Napravljena je posebna animacija koja prati tu tranziciju kako bi igrač vidio da je u 
stanju čučnja. Implementacijom ovog koda sprečava se zaglavljivanje igrača unutar 
objekta. Kako bi igrač mogao ponovno ustati, obje zrake, lijeva i desna, ne smiju imati 
prepreku te tek onda igrač može ponovno ustati bez obzira drži li tipku za čučanj ili ne. 
5.1.4. Dupli skok 
Nakon implementiranja osnovnih funkcija kretanja i poboljšanja kamere, može se 
krenuti na naprednije funkcije i sposobnosti igrača. Prva i vjerojatno najlakša 
sposobnost koja je izuzetno bitna u svakoj platformskoj igri je upravo dupli skok. Dupli 
skok omogućava skakanje na više razine te dodaje još jednu dimenziju u igri. Također, 
omogućava bolji i efikasniji dizajn nivoa. Implementacija duplog skoka poprilično je 
jednostavna  potrebno je dodati nekoliko linija koda kako bi sve funkcioniralo. 
 
Deklaracija varijabli za dupli skok: 
 public float doubleJumpSpeed = 4.0f; 
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 public bool canDoubleJump; 
public bool doubleJumped; 
 
Prvo je potrebno deklarirati same varijable koje će u sučelju Unityja omogućiti dodatno 
manipuliranje jer su javnog tipa. Prva linija koda određuje koliko se velika sila 
primjenjuje po Y osi tijekom duplog skoka. Druga linija provjerava je li igrač uopće u 
mogućnosti duplo skakati, npr. je li uopće otključao ili kupio tu sposobnost kako bi ju 
koristio na trenutnoj razini ili je sposobnost zaključana. Treća linija provjerava stanje 
igrača, je li trenutno u duplom skoku, tako da se sposobnost ne može zloupotrebljavati 
više puta unutar jednog skoka. 
Kôd za dupli skok: 
if (Input.GetButtonDown ("Jump")) { 
    if (canDoubleJump) { 
     if (!doubleJumped) { 
      _moveDirection.y = doubleJumpSpeed; 
      doubleJumped = true; 
     } 
    } 
   } 
5.1.5. Jaki skok 
Svaka 2D platformer igra mora imati unikatne sposobnosti. U ovoj igri moći će se 
koristiti takozvani jaki skok (engl. Power Jump) za lakšu kretnju po razini. Igrač neće 
imati pristup ovoj sposobnosti odmah na početku igre nego kasnije u težim razinama 
kada je potrebno napredno razumijevanje mehanike igre. Tako igrač lakše može naučiti 
mehaniku igre bez da je opterećen s previše sposobnosti. 
Kao i s bilo kojom drugom sposobnosti, moraju se deklarirati varijable.  
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Deklaracija varijabla za jaki skok: 
 
private float powerJumpSpeed = 10.0f; 
private bool canPowerJump = true; 
private bool isPowerJumping;  
 
Ideja je vrlo slična kao i za dupli skok, no igrač ne mora biti u zraku kako bi ju mogao 
aktivirati nego mora čučnuti kako bi mogao jako skočiti. 
 
Kôd za jaki skok: 
   if(Input.GetButtonDown("Jump")){ 
    if (canPowerJump && isDucking) { 
_moveDirection.y = jumpSpeed + powerJumpSpeed; 
     StartCoroutine ("powerJumpWaiter"); 
Razlika u ovom kodu je što se prvi put koriste takozvane korutine (engl. Coroutine). 
Korutine omogućavaju dodatno manipuliranje. U ovom slučaju može se točno odrediti 
koliko dugo traje jaki skok. 
 
Kôd za korutinu jaki skok: 
 IEnumerator powerJumpWaiter(){ 
  isPowerJumping = true; 
  yield return new WaitForSeconds (1f); 
  isPowerJumping = false; 
 } 
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5.1.6. Trčanje po zidu 
Trčanje po zidu (engl. Wallrunning) je također česta sposobnost unutar 2D 
platformerskih igara. Super Meat Boy pruža odličan primjer sposobnosti trčanja po zidu. 
Sposobnost trčanja po zidu otključava još jednu dodatnu dimenziju i fleksibilnost unutar 
igre.  
 
Slika 8. Prikaz igrača prilikom trčanja po zidu  
Izvor: autor. 
Potrebno je pratiti stanje takozvanih zastavica (engl. Flags) koje služe kao provjera 
zidova s lijeve ili s desne strane kako bi se moglo započeti trčanje po zidu. Zahvaljujući 
skripti koja je besplatno preuzeta s Githuba [9], može se pratiti stanje tih zastavica bez 
pretjeranih komplikacija. 
 
Deklaracija varijabla za trčanje po zidu: 
    public float wallRunAmount = 2.0f; 
    public bool canWallRun = true; 
    public bool isWallRunning; 
 private CharacterController2D.CharacterCollisionState2D 
_flags; 
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Nakon deklaracije može se krenuti u razradu koda za trčanje po zidu. Cilj ove 
sposobnosti je da se igraču omogući penjanje po zidovima koje inače ne bi mogao 
preskočiti i da se omogući kreativnija razrada razina unutar igre. Potrebno je odrediti 
brzinu kretanja igrača dok trči po zidu. 
 
Kôd za trčanje po zidu 
   if (canWallRun) { 
if (Input.GetAxis ("Vertical") > 0 && _ableToWallRun 
== true && isGrounded == false) { 
     _moveDirection.y = jumpSpeed / wallRunAmount; 
     StartCoroutine (wallRunWaiter ()); 
     if (_flags.left) { 
    transform.eulerAngles = new Vector3 (0, 180, 0); 
     } else if (_flags.right) { 
    transform.eulerAngles = new Vector3 (0, 0, 0); 
     } 
    } 
   } 
Korutina ponovno omogućava precizno određivanje trajanja trčanja po zidu. Nije 
poželjno dozvoliti igraču da beskonačno trči po zidu jer to može zakomplicirati sam 
dizajn razina i povećava mogućnost zloupotrebljavanja mehanike igre. Stoga, potrebno 
je ograničiti korištenje sposobnosti. 
 
Kôd za korutinu: 
 IEnumerator wallRunWaiter(){ 
  isWallRunning = true; 
  yield return new WaitForSeconds (0.5f); 
  isWallRunning = false; 
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 } 
 
5.1.7. Skok od zida 
Kako bi se nadopunila sposobnost trčanja po zidu, potrebno je napraviti i 
sposobnost skoka od samog zida (engl. Walljump) po kojem se trči, kako bi igrač 
mogao prijeći na drugu stranu zida ili skočiti na platformu.  
Kôd je vrlo sličan onome za samo skakanje, no potrebno je implementirati par provjera 
kako bi se sposobnost pravilno mogla izvoditi jer se može koristiti samo u određenim 
okolnostima. Igrač mora zadovoljiti nekoliko uvjeta kako bi mogao skočiti od zida, što 
znači da nije na tlu i da nije već skočio od zida unutar određenog vremenskog razdoblja. 
 
Deklaracija varijabla za skok od zida: 
 
public float wallJumpXAmount = 0.5f; 
public float wallJumpYAmount = 0.5f; 
public bool canRunAfterWallJump = true; 
public bool canWallJump = true; 
public bool wallJumped; 
 
Deklaracija se malo razlikuje od prijašnjih jer se igrač kreće po X i Y osi. Potrebno je 
definirati jačinu skoka po X osi i jačinu skoka po Y osi. Fleksibilnost sposobnosti se 
dodatno povećava implementacijom „canRunAfterWallJump“ varijable, što omogućava 
ograničavanje koliko puta igrač može trčati po zidu dok je u zraku. 
 
Kôd za skok od zida: 
   if (canWallJump) { 
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    if (Input.GetButtonDown ("Jump") && wallJumped == false 
&& isGrounded == false) { 
     if (_moveDirection.x < 0) { 
      _moveDirection.x = jumpSpeed * wallJumpXAmount; 
      _moveDirection.y = jumpSpeed * wallJumpYAmount; 
      transform.eulerAngles = new Vector3 (0, 0, 0); 
      _lastJumpWasLeft = false; 
 
     } else if (_moveDirection.x > 0) { 
      _moveDirection.x = -jumpSpeed * 
wallJumpXAmount; 
      _moveDirection.y = jumpSpeed * wallJumpYAmount; 
      transform.eulerAngles = new Vector3 (0, 180, 0); 
      _lastJumpWasLeft = true; 
     } 
 
     StartCoroutine (wallJumpWaiter ()); 
    } 
   } 
  } else { 
   if (canRunAfterWallJump) { 
    StopCoroutine (wallJumpWaiter ()); 
    _ableToWallRun = true; 
    isWallRunning = false; 
   } 
  } 
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U kodu se nalazi provjera „_lastJumpWasLeft“ koja služi za pravilnu orijentaciju sprite 
modela prilikom skoka. U protivnom bi igrač uvijek bio okrenut prema zidu umjesto 
suprotno od zida. 
 
S ovom sposobnošću zaključuje se kompletna mehanika igrača. U nastavku slijedi 
dizajn igrača, razine, izbornik, animacija i pozadinska glazba. 
5.2. Dizajn igre 
Dizajn videoigre je proces dizajniranja sadržaja i pravila videoigre u 
pretprodukcijskom periodu. U dizajn igre spadaju stil igre, okolina, priča i likovi unutar 
igre tijekom perioda produkcije. Za kvalitetan dizajn videoigre potreban je široki 
spektar vještina  od same kreativnosti do tehničkih elemenata videoigre.  
Kako videoigre postaju sve kompleksnije, a računala i konzole postaju sve jači, posao 
dizajnera odvojio se od posla programera. Sada studiji za razvoj videoigara imaju 
poseban odsjek samo za dizajn igara zbog velike količine posla. [10] 
Igra u ovom završnom radu odvija se u dalekoj 3205. godini. Igrač je izgubljen robot 
koji pokušava naći put prema kući. Tijekom svoje pustolovine nailazi na mnoštvo 
zamka i prepreka koje mora proći kako bi stigao na sljedeću razinu.  
Cilj igre je zaobići sve prepreke te na kraju razine doći do novčića koji šalje igrača na 
sljedeću razinu. Kako igrač napreduje kroz igru, tako napreduje i teren oko njega, 
mijenjaju se pozadina, tlo i težina razine. 
 
5.2.1. Dizajn razina 
Svaka igra treba zanimljive razine po kojima se igrač kreće i istražuje. 2D 
platformer igre većinom koriste spriteove kako bi opisale svijet oko sebe. Izrada 
spriteova je prilično jednostavna, mogu se napraviti čak i u jednostavnijim programima 
poput Painta jer su spriteovi zapravo pixel art.  
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Za potrebe ove igre napravljeni su spriteovi veličine 32 x 32 piksela. Stavljaju se u tzv. 
paletu Tile Pallete za olakšani pristup. 
 
Slika 9. Paleta spriteova za dizajn razina 
Izvor: autor. 
 
Dodavanjem palete automatski se unutar trenutne scene kreira takozvani Grid koji služi 
kao platno za postavljanje spriteova po sceni. Grid značajno olakšava postavljanje 
spriteova. 
 
Slika 10. Grid komponenta i njezine opcije 
Izvor: autor. 
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Klikom na određeni sprite omogućuje se postavljanje tog spritea unutar scene te se 
razina doslovno crta kako je dizajner zamislio. 
Važno je napomenuti kako spriteovi nemaju nikakve komponente na sebi te su trenutno 
samo vizualni dizajn. Kasnije je potrebno dodati Box collidere kako igrač ne bi 
propadao kroz razinu. 
 
Slika 11. Dizajniranje razine 
Izvor: autor. 
Nakon dizajna razina treba postaviti Box collidere po kojima bi se igrač kretao. To se 
može jednostavno napraviti tako da se kreira prazni objekt s komponentom Box 
collider. 
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Slika 12. Postavljanje granica razine pomoću Box collidera (zeleni pravokutnici) 
Izvor: autor. 
 
Svaka razina ima početak i kraj. Kako bi igrač mogao otići na sljedeću razinu, mora se 
postaviti nekakva vrsta okidača (engl. Trigger) koji kada igrač prođe, prelazi na sljedeću 
razinu.  
Za prelazak na sljedeću razinu u ovom radu koristi se sprite novčića na kojem je 
postavljena posebna komponenta pod nazivom „PickUp“. Unutar skripte te komponente 
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Kôd za prelazak na novu razinu: 
public class PickUp : MonoBehaviour 
{ 
    private void OnTriggerEnter2D(Collider2D collision) 
    { 
        if (collision.gameObject.tag.Equals("Player")) 
        {            
SceneManager.LoadScene(SceneManager.GetActiveScene().buildIndex 
+ 1); 
        } 
    } 
} 
 
Svaka 2D platformer igra ima određenu vrstu zamka ili prepreka. U Year 3205 
koriste se zamke u obliku šiljaka koje igrač mora zaobići koristeći svoje sposobnosti. 
Ako igrač ne uspije zaobići zamku, vraća se na početak trenutne razine. Postupak je vrlo 
sličan kao i za novčić koji učitava novu razinu. Na svaki šiljak potrebno je dodati Box 
collider koji se ponaša kao okidač, što znači da unutar same komponente mora biti 
kvačica unutar „Is Trigger“ kućice. 
 
 
Slika 13. Box collider kao okidač 
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Izvor: autor. 
Dodavanje Box collidera nije dovoljno jer mora postojati skripta koja prepoznaje kada 
je zapravo okidač aktiviran. 
 
Kôd za resetiranje razine: 
public class EndTrigger : MonoBehaviour 
{ 
    private void OnTriggerEnter2D(Collider2D collision) 
    { 
        if (collision.gameObject.tag.Equals("Player")) 
        {            
SceneManager.LoadScene(SceneManager.GetActiveScene().name);         
        } 
    } 
} 
Okidač točno zna kada je igrač ušao jer je označen oznakom Player koja je ranije 
postavljena.  
 
Slika 14. Oznaka igrača tzv. Tag 
Izvor: autor. 
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Također, iako je igra dvodimenzionalnog tipa, to ne znači da se svjetlosni efekti ne 
koriste. Pomoću 2DDLighta koji je preuzet s Asset Storea moguća je dinamična 
manipulacija svjetlošću unutar scene. [10] 
 
Slika 15. Dinamično svjetlo 
Izvor: autor. 
 
Time su pokrivene sve osnovne predispozicije koje razina mora zadovoljiti kako bi bila 
igriva. 
5.2.2. Dizajn korisničkog sučelja 
Svaka igra mora imati određenu vrstu korisničkog sučelja kako bi korisnik mogao 
manipulirati igrom prije, tijekom i nakon igre. Sve igre na početku svog korisnika 
pozdravljaju s glavnim izbornikom (engl. Main Menu) na kojem se nalaze gumbi za 
pokretanje igre ili izlazak iz igre, opcije i slično. 
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Slika 16. Glavni izbornik igre 
Izvor: autor. 
 
Također, radi lakšeg snalaženja unutar igre, može se dodati pomoćni tekst koji 
korisniku objašnjava kako aktivirati sposobnosti i slično. 
 
 
Slika 17. Pomoćni tekst unutar igre 
Izvor: autor. 
Korisnik često ima potrebu pauzirati igru. To je vrlo bitna stavka za 2D platformer igre. 
Pomoću pauze može se resetirati razina ako je igrač zapeo, može se nastaviti igra te se 
može izaći iz nje. 
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Slika 18. Sučelje pauze 
Izvor: autor. 
 
5.2.3. Pozadinska glazba 
Kako bi se igrač upustio u igru i atmosferu, potrebno je dodati pozadinsku glazbu 
koja prenosi osjećaj, tematiku i težinu pojedinih razina. Glazba ranih videoigara bila je 
limitirana na jednostavne melodije pomoću tehnologije sintesajzera.  
Kako je tehnologija napredovala, tako se i dizajn same pozadinske glazbe razvio te je 
danas jednake kvalitete kao i za blockbuster filmove. Glazba unutar igre može se čuti 
unutar glavnog izbornika, tijekom glavnog dijela igre i na završetku igre. Neke od 
modernih videoigara imaju dinamičnu progresiju glazbe tijekom jedne razine, ovisno o 
situaciji u kojoj se igrač nalazi. [11] 
U ovom radu koristi se besplatna glazba koja je preuzeta s web-stranice Bensound. [12] 
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Slika 19. Sučelje za manipulaciju pozadinske glazbe 
Izvor: autor. 
 
Kako bi se glazba pokrenula kada se i igra pokrene, potrebno je dodati objekt koji na 
sebi ima Audio Source komponentu. Ako je potrebno kompleksnije manipuliranje 
glazbom, mogu se dodati skripte koje točno mogu odrediti kada se zvuk pokreće i na 
kojim se razinama glazba emitira. 
 
Kôd za emitiranje glazbe pomoću skripte: 
public class MusicScript : MonoBehaviour 
{ 
    static bool AudioBegin = false; 
    void Awake() 
    { 
        if (!AudioBegin)  
        { 
            GetComponent<AudioSource>().Play(); 
            DontDestroyOnLoad(gameObject); 
            AudioBegin = true; 
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        } 
    } 
    void Update() 
    { 
        if (SceneManager.GetActiveScene().name == "MainMenu" || 
SceneManager.GetActiveScene().name == "Level4") 
        { 
            Debug.Log(SceneManager.GetActiveScene().name); 
            GetComponent<AudioSource>().Stop(); 
            AudioBegin = false; 
        } 




Dodavanjem „DontDestroyOnLoad“ unutar skripte sprečavamo da se glazba konstantno 
ponavlja ako igrač ne uspije završiti razinu iz prvog pokušaja ili ako želimo da se glazba 
prenosi na druge razine.  
5.3. Animacija lika 
Animacija je metoda pomoću koje se manipulira slikama tako da izgledaju kao 
fluidne kretnje. Računalna animacija je proces za digitalnu generaciju animiranih slika. 
Većina animacija koristi 3D računalnu grafiku, no i dalje se često koriste 2D animacije 
zbog učinkovitosti i puno bržeg renderanja. [13] 
U većini 2D platformerskih igara animacija lika je vrlo bitna stavka jer igraču daje 
osjećaj realnosti, pokreta i težine samoga lika. Bez animacije je gotovo pa nemoguće 
objasniti igraču što se događa s likom i okolinom. Kako bi korisnik točno znao koju 
sposobnost je iskoristio, svaka sposobnost ima povezanu animaciju koja se animira 
unutar samog Unity Editora.  
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Slika 20. Sučelje Animatora za precizno manipuliranje uvjetima i tijekom animacija 
Izvor: autor. 
 
Kako bi se moglo manipulirati s animacijama i zadati im određene uvjete kada se one 
zapravo budu pokrenule, prvo se mora animirati samog lika.  
 
 
Slika 21. Sučelje za animiranje  
Izvor: autor. 
 
Za pomoć kod animacije 2D lika korisno je imati „Anima2D“ Asset koji je preuzet s 
Unity Asset Storea [14]. Pomoću Anima2D mogu se napraviti takozvane kosti koje se 
skupa povežu da se ponašaju kao npr. ruka ili noga, tj. oponašaju pravilno 
funkcioniranje zglobova. 
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6. ZAKLJUČAK 
Razvoj videoigara oduvijek je bila vještina koju svaki developer, koji želi početi 
razvijati videoigre, mora proći kako bi kompletno razumio cijeli proces razvoja. Samo 
neke od stvari koje programer treba imati, uz same programerske vještine, su 
koncipiranje igre, razvoj zvuka, efekta i animacije. Svaki programer ima svojih 
prednosti, netko ima više smisla za animaciju, a netko za sam kôd igre, pa je poželjno 
da se naprave skupine ljudi kako bi se efikasno razvile igre. Manji game development 
studio idealan je početak za bilo kojeg početnog game developera koji želi steći 
iskustvo. U ovom završnom radu prikazuje se koje sve aspekte razvoja treba jedan 
programer pokriti kako bi mogao napraviti samostalnu igru. Također, sadrži nekoliko 
korisnih Asseta koji uvelike olakšavaju razvoj 2D igre, pa čak i 3D igre. Razvoj 
videoigara uvelike se promijenio od Ponga, koji se igrao na osciloskopu, pa sve do 
danas gdje su kodovi napisani u preko sto tisuća linija za modernu igru. No, zasigurno 
je puno lakše za samostalnog programera da krene programirati, zahvaljujući Unity 
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