Direct interactive manipulation of 3D objects is very important in Computer Graphics. The user interface to deal with this problem poses a difficult problem because of the high number of degrees of freedom involved, associated with the loss of depth in the viewing projection.
Introduction
Interactive manipulation of graphical objects in the Euclidean three-dimensional space has many applications in computer graphics. For this reason, user interfaces to deal with the problem are of great importance.
In general, the user visualizes the object using a twodimensional projected view. This implies in a loss of depth of the 3D environment. The loss of depth is in general compensated by using multiple viewing windows interface, which is not adequate for some specification problems. Moreover, in general we do not use special input devices in order to provide the necessary degrees of freedom to manipulate the objects.
Most of the problems of interactive manipulation of objects in 3D space reduces to the problem of point location and point displacement. These two problems are closely related, but are distinct in nature.
The point location problem consists in choosing, interactively, a point P in 3D space, satisfying certain constraints. A common situation is to pick a point P that belongs to some surface S R 3 . The point displacement problem consists in moving a point P 0 2 R 3 to some other point P 1 . This is achieved by using a vector v such that P 1 = P 0 + v. V is called a displacement vector.
Note that point displacement implies a technique for point location to specify the initial point P 0 , and a technique for vector specification, to describe the displacement vector v. Certainly, a technique of point location can be used to specify displacement vectors, by specifying the initial and final locations.
In this paper, we are interested in the problem of devising a good interface for the specification of displacement vectors under the following restrictions:
1. Use of a single viewing window; 2. Use of the mouse as the only input device.
We will describe a new approach to solve this problem. Our technique uses quaternion algebra and it entails a novel use of the arcball interface [7] . We will also describe an implementation of the technique.
Displacement Vectors
Consider two points P 0 and P 1 in R 3 . The displacement vector from P 0 to P 1 is the vector d = P 1 , P 0 , illustrated in Figure 1 . P 0 is called the source point and P 1 is called the target point. The displacement vector d defines a translation of the space which takes the point P 0 to the point P 1 .
Displacement vectors are very useful in many different graphical applications. It is widely used, for instance, in the area of interactive modeling. We are particularly interested in the use of displacement vectors for the interactive specification of surface warping using point specification, as described in [3] . A description of this problem is illustrated in Figure 2 : the user selects a point P 0 on the surface S , and moves P 0 to point P 1 , the displacement vector d = P 1 ,P 0 is used to warp the surface in the vicinity of P 0 .
Figure 2. Surface warping and displacement vectors.
Given the source point P 0 , the specification of a displacement vector has three degrees of freedom: two for the direction and one for the length.
A Brief Review
Mouse and keyboard constitute ubiquitous devices for user input. The mouse implements a two-dimensional vector device which is quite suitable to specify relative positions on the Euclidean plane R 2 . By introducing an adequate coordinate system, the mouse can be used to interact with planar graphical objects.
When we need to specify objects with more than two degrees of freedom, we are faced with a dilemma:
Use special input devices with the desired number of degrees of freedom [8] ;
Employ special parameterizations of the object which allow the use of lower dimensional input devices.
A very important particular case, consists of using the mouse to specify positions and orientations in space. This problem has been discussed in [1] , which analyses several techniques to specify rotations in 3D space using a mouse, and proposes a virtual trackball as a solution to the problem.
The virtual trackball has similarities with the arcball introduced in [7] . Nevertheless, the algebra of quaternions used in the arcball interface provides a better stimulus response, and a better kinesthetic correspondence between the direction of mouse movements and the spatial rotations.
The arcball is very effective for the specification of orientations in 3D space. Nevertheless, this interface does not address the problem of specification of 3D displacements in space, which has the same number of parameters, but a more complex nature [6] .
An early study of this problem appeared in [5] , where line segments are used to construct a triad cursor which can be used to provide location feedback for 3D positioning tasks such as translation, scaling and rotation.
A recent approach to the problem of specification of 3D positions was proposed in [4] . It is based on a moving cursor plane which is controlled by the user and intersects the shaded object to give screen position and depth feedback. The problem of displacement specification is also addressed in the paper using the moving cursor. It provides a good precision in the specification of space positions, but the user interface for interactive specification of displacement vectors is not effective.
In our approach to specify the displacement vector d = P 1 , P 0 . We assume that the specification of the source point P 0 is a solved problem and we will concentrate on the specification of the vector d alone. We should point out however that for surface warping it is not difficult to devise a good technique to choose the source point on the surface. For this task, we have implemented a simple technique of picking the source point directly on the surface using the mouse. This works fine for most of the surfaces. Certainly, to deal with surfaces of very complicated geometry, other methods of source point specification, including the one in [4] , can be implemented.
Arcball and Displacement Vectors
In this section we will present our solution for the interface problem of interactive specification of displacement vectors. We will describe the solution in the context of specifying displacement vectors for surface warping by point specification as explained before. Certainly, the solution can be adapted to apply as well to the interactive specification of displacement vectors in general.
A displacement vector d = P 1 , P 0 can be written as d = P 1 , P 0 = jjP 1 , P 0 jj P 1 , P 0 jjP 1 , P 0 jj = s d 0 ; where s = jjP 1 , P 0 jj and d 0 = P 1 , P 0 jjP 1 , P 0 jj : This is illustrated in Figure 3 . The vector d 0 is unit vector with the same direction and source location of the displacement vector. It defines a point on the unit sphere S 2 P 0 centered at the source point P 0 . From d 0 we obtain the desired vector d by using a proper scaling s, i.e. d = s d 0 .
Figure 3. Displacement vectors and unit vectors.
As we see, most of the interface problem reduces to the specification of the direction vector d 0 . In fact, once we have d 0 , the scaling parameter s can be specified easily using some one-dimensional widget.
The vector d 0 can be obtained by rotating the unit vector n, normal to the surface S at the point P 0 (see Figure 4 ). This is a natural choice in our problem because in general the displacement vector for the warping is located in a conical neighborhood of the unit normal vector n. Other problems of specifying displacement vectors usually have an equivalent natural choice for the initial vector d 0 .
Figure 4. Unit normal vector.
Rotation of the unit vector n can be attained using arcball interface, as described below.
The Arcball Sphere
The arcball sphere is the unit sphere S 2 P 0 centered at the source point P 0 (see Figure 4) . Using the correct coordinate system for the arcball sphere is the key point to obtain a good user feedback. Certainly this coordinate system depends on the position of the camera, which provides the user point of view. We will define a coordinate system that provides a solution with a very good stimulus response, and an excellent kinesthetic correspondence between the mouse movements and the rotation of the vector n.
The natural choice for the z-axis vector is the normal vector n to the surface at the source point P 0 (See Figure 5) . Now we need to define the unit vectors e 1 and e 2 of the coordinate system on the tangent plane T P0 S of the surface at P 0 . The x-axis unit vector on the tangent plane is the vector e 1 = e 2 n. With respect to the user, this vector points rightwards.
In summary, the reference frame fe 1 ; e 2 ; n g with origin at P 0 defines the coordinate system of the arcball sphere. This coordinate system depends on the choice of the source point P 0 , and also on the position of the camera.
Note that with this coordinate system, moving the mouse upward in the arcball disk, rotates the normal vector n away from the user; moving the mouse downwards rotates the vector n towards the user; moving the mouse rightwards and leftwards rotates the vector n to the right or to the left of the user respectively. To obtain a rotation around the vector n we move the mouse outside the arcball disk as in the classical arcball implementation [7] . In sum, the vector n rotates in a direction which is completely correlated with the direction of the mouse movement. Moreover, the rotation depends only on the initial and final positions of the mouse, and not on the mouse path between these two points.
The Implementation
In our implementation we use a single-window interface. Arcball is used twice on the interface:
1. We use the traditional arcball to allow the user to rotate the object;
2. We use the arcball described in the previous section to specify the displacement vector.
Each arcball is controlled using the left and right mouse buttons.
The window interface of the program is shown in Figure 6 : In (a) we show a torus to be warped, in (b) we have used the arcball to rotate the surface of the torus, and in (c) we have selected a point to be warped. Note that when we select a point the system shows the normal vector, the tangent plane and the coordinate axis of the displacement vector arcball.
The user can specify any number of displacement vectors independently. This is very useful when the user needs to specify the warping at different points.
An Action Sequence
Consider the surface of the torus shown in Figure 7 (a). We will illustrate the interface action to produce the warped torus shown in Figure 7 (f).
1. Figure 7(b) shows the source point to be displaced, selected by the user, along with the normal vector and the tangent plane plotted by the interface. The tangent plane shows the with the coordinate axes of the arcball sphere.
2. Figure 7 (c) shows a close up view of the surface. The interface has a close-up-normal view button.
3. Figure 7 (d) shows the displacement vector in white, obtained from a rotation of the normal vector using the arcball.
4. Figure 7 (e) shows the scaled displacement vector. Note the scaling widget on the right of the menu bar of the window interface.
After the desired displacement vector is obtained the warping takes action by clicking the warp button on the menu bar. The warped torus is shown in Figure 7 (f).
The program has an option for real time warping. Using this option the warping takes place as we rotate or scale the displacement vector. In another option offered by the warping system, many displacement vectors can be specified before the warping is computed. This is illustrated in Figure 8 : (a) shows a torus with three points selected, and (b) shows the warped surface.
Conclusion and Future Work
We have described a friendly and very effective user interface for specifying 3D displacement vectors, using the mouse. We have experimented this interface to specify displacement vectors in a system for surface warping. The interface is quite pleasing and has received a good response from some people that have used the system.
The interface presents a novel use of the arcball, where the arcball sphere has a coordinate system that adapts to the user point of view, and to the point of interest on the object. Certainly, this coordinate system can be exploited to use arcball for other three-dimensional specification problems.
The interface for the warping system has been implemented on a Pentium computer running Windows NT. We have used Visual C++ and OpenGl for the implementation.
We plan to include this interface as part of the generic warping and morphing system Morphos which is described in [2] .
Because of the user oriented coordinate system for the arcball it would be interesting to experiment this arcball interface in a virtual reality environment, using a head mount display. 
