As component-based development (CBD) rapidly spread throughout the software industry, a comprehensive methodology is needed to apply it more systematically. For this purpose, a new CBD methodology named Magic & Robust Methodology Integrated III (MaRMI-III) has been developed. The purpose of this paper is to present MaRMI-III by its constituent processes and claim that it can be used to support system developers conduct CBD in a consistent manner. First, we review the CBD approach to system development and the role of CBD methodology, and then we explain the several characteristics of MaRMI-III which are considered necessary to the CBD environment. Next, we explain a process model of MaRMI-III which separates the development process from the project management process and prescribes wellordered activities and tasks that the developer should conduct. Each phase forming the Process Model is explained in terms of its objectives and main constituent activities. Some techniques and workproducts related to each phase are also explained. Finally, to examine the usefulness of MaRMI-III, an analytical comparison with other CBD methodologies and the results of a questionnaire survey are described. Keywords: Component-based development (CBD), software component, and systems development methodology.
I. Introduction
Component-based development (CBD) has been considered the most viable approach for realizing software reuse and thus for efficiently developing high-quality software-based systems [1] , [2] . CBD aims to develop software systems by assembling reusable software components and modifying them if necessary [3] . Such an approach is expected to bring about several advantages. One primary benefit is that it significantly enhances software reusability, reliability, and maintainability, as well as reducing time-to-market, thereby increasing the productivity of the software development process [3] , [4] . Additionally, a component platform framework or architecture provides components with various services such as transaction, security, and persistency, so that a high level of quality and reliability is guaranteed to component-based systems [5] . Finally, several management activities, including quality assurance and maintenance, potentially become easier by taking a component as the unit of management and, consequently, diminishing managing complexity [6] .
A software component can be defined in various ways according to its abstraction level or range of use [2] , [4] . However, the most generally accepted definition is that of D'Souza et al.: "An independently deliverable unit of software that encapsulates its design and implementation and offers interfaces to the outside, by which it may be composed with other components to form a larger whole" [7] . Another frequently quoted definition is that of Szyperski, which points out the important characteristics of a component: "A unit of composition with contractually specified interfaces and explicit dependencies only. A component can be deployed independently and is subject to third-party composition" [8] .
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Dong-Han Ham, Jin-Sam Kim, Jin-Hee Cho, and Su-Jung Ha CBD is divided into two processes: component development (CD) and component-based software development (CBSD) [9] . CD focuses on how to build highly reusable independent software modules (design for reuse), whereas CBSD mainly strives to construct a system by composing the available components that best meet the users' requirements and technological constraints (design with reuse).
In general, when a new development paradigm emerges and there is a lack of experience, a development methodology is needed. A methodology is defined as a collection of processes specifying activities to develop a system and techniques to be used for the activities throughout the life cycle [10] . From the developers' cognitive perspective, the most significant value of a methodology is that it allows them to "do the right things" as well as to "do the things right."
ETRI conducted a questionnaire survey of scores of Korean software companies about the actual practices of development methodology in 2001 [11] . The survey results indicated that 97% have a strong need for methodology in constructing software-based systems. In particular, 66.3% answered that they were willing to introduce a CBD methodology, whereas 12.6% of the respondents were interested in a structured and information-engineering methodology and 19% were interested in an object-oriented methodology. These results indicate the evident need and importance of a CBD methodology. Moreover, the lessons learned from conducting CBD demonstrated that a CBD methodology providing a wellorganized process and various techniques is indispensable for the success of a CBD project [12] .
Currently, well-known CBD methodologies include the Rational Unified Process (RUP) [13] , Catalysis [7] , Select Perspective [14] , UML Component [15] , Compuware's Uniface [16] , and Castek CBD [17] . Of these, RUP and Catalysis are the most widely used in real industry. RUP is a well-defined software engineering process and provides a customizable process framework. Though it is not a methodology specific to a CBD project, one of its essential principles is to build systems with components, and thus RUP can be used or customized to support CBD projects. The most remarkable feature of RUP is that it has two dimensions, a time dimension showing a life cycle and a discipline dimension indicating certain activities to be primarily conducted along the life cycle. The main advantage of using RUP is that the various tools provided from Rational Software support activities specified in RUP, enabling iterative and incremental development. Catalysis provides a very comprehensive process from business modeling to code and process patterns adopting various development requirements. However, it is not a thorough methodology, rather a semi-structured set of design principles, advice, and patterns throughout the life cycle. Such a characteristic makes it difficult for the developer to view the big picture when using it. Additionally, the lack of management activities is a crucial shortcoming of Catalysis.
However, in spite of their strong points, none of these methodologies give a complete solution to CBD [10] , [18] . This is because the CBD approach is fairly new and has a greater complexity in both the development and project management processes compared to the prior development paradigms. One of their shortcomings is that they handle problems mainly in the implementation and deployment phases, instead of within the full-system life cycle [19] . Also, the use of some methodologies is dependent on specific software tools or organizations, resulting in a lack of generality [10] . A third shortcoming is that most of CBD methodologies are weak in supporting architecture modeling and software reuse [20] . Finally, from our experience, we notice that there is a lack of a detailed process enabling developers to work in a procedural way, regardless of their level of expertise in CBD. From the cognitive perspective of developers, procedural task is more effective and less cognitively burdensome in most situations of problem-solving such as design activity [21] . These shortcomings highlight the need for a new methodology that will achieve the claimed CBD benefits.
To effectually support developers in conducting a CBD project, a methodology should be comprehensive, user-friendly, and customizable. In other words, it should address all kinds of development and management activities, providing specific guidance on those activities as well as allowing developers to customize it to their projects. Another point to consider is that it should address design problems specific to a broadly used component technology platform such as Java 2 Platform, Enterprise Edition (J2EE) or .NET. In addition, new concepts such as component, interface, and architecture should be clearly defined and represented [20] . With this view in mind, we have developed a new CBD methodology named Magic & Robust Methodology Integrated III (MaRMI-III) 1) . The purpose of this paper is to present MaRMI-III and claim that it can be used to support system developers in conducting CBD. First, this paper describes the characteristics of MaRMI-III, and then it explains the detailed process in connection with its other constituent elements. Lastly, evaluation studies to validate the usefulness of MaRMI-III are described.
II. Outline of the Methodology
When developing MaRMI-III, we collaborated with six active software companies that have a lot of experience in CBD projects. Also, we made reference to the previous CBD methodologies introduced in section I and attempted to draw useful contents from them, with consideration of our experience. Thus, our methodology is the result of combining our CBD experience with the quality practices of previous CBD methodologies and with other CBD-related literature.
In this section, we discuss the several characteristics of MaRMI-III. Firstly, MaRMI-III makes use of Unified Modeling Language (UML) as a modeling notation. UML, which most system developers are accustomed to using, is regarded as a de facto standard notation for object-oriented modeling [23] , [24] . For this practical reason, in MaRMI-III, system analysis and design activities are conducted by using UML diagrams. In particular, MaRMI-III takes a use-case driven approach. Use-case can be effective for identifying user requirements and specifying components. It is also a basic unit for incremental development.
Secondly, MaRMI-III is architecture-centric and thus lays emphasis on system architecture design in the early phase of the development process. A system architecture designed to be stable and extensible in the early phase guarantees high reusability of software components. In MaRMI-III, architecture is organized into three layers: technical architecture, software architecture, and component architecture. In general, technical architecture provides the technical environment that developers should understand and consider. As will be explained in detail later, MaRMI-III deals with designing a software architecture that is a collection of software components, and a component architecture that is a collection of business components concerned with specific business processes or functions.
Thirdly, MaRMI-III addresses both the development of systems from components and the development of a component itself. To realize such systems, developers should not only use off-the-shelf components but also build components for themselves if there are no relevant components in the off-the-shelf market [25] . Regarding this, what is noteworthy is a mini-project that uses a time box as a management method for realizing use cases. A mini-project is a small-scale work unit that develops one component or more in a sequential or concurrent way. It enables system developers to take a stepwise and incremental approach. This results in several benefits: minimizing project risk, managing requirements with the participation of users, giving developers continuous motivation, and so on. Fourthly, the metamodel of MaRMI-III, as shown in Fig. 1 , is reasonably compatible with the Software Process Engineering Metamodel, specified by the Object Management Group [26] . It gives a description of what elements constitute methodology and how they are related to each other. The definition of each element is given in Appendix A.
Fifthly, Fig. 2 shows the underlying concept of the process of MaRMI-III. What is noted here is the division of the development and project management processes. This reflects the view that the management of a CBD process is so complex that it needs to be dealt with separately. The project management process is comprised of three phases: Plan, Control, and End. The development process consists of four phases: Requirements, Architecture, Incremental Development, and Transfer. Each of these four phases goes with the Control phase from its beginning to end. In the phase of Incremental Development, an iterative approach through mini-projects is taken to implement the system in a step-wise way. Figure 3 details the overall process to the level of activity. For example, the Requirements phase is made up of three activities: requirements understanding, requirements definition, and development strategy set-up. Fig. 4 shows the configuration diagram of the Incremental Development phase. The Set of Techniques helps developers conduct tasks specified in the Process Model in an efficient way. Examples of Techniques include object modeling, cost and benefit analysis, design pattern, architecture style, and the Architecture Tradeoff Analysis Method. A workproduct is a description of a piece of information or physical entity used or produced by the tasks. To aid developers in writing the prescribed workproducts, MaRMI-III provides a Set of WorkProducts that predefine its format and some contents. The content of these workproducts are interrelated. Figure 5 illustrates such an example in the phase of Incremental Development. Additionally, MaRMI-III provides two example case studies: the bidding management system in e-commerce and the external cooperation system in the banking industry, which will be used as references for its application.
Finally, MaRMI-III has two versions, each of which addresses the different component technologies, platform-J2EE and .NET. Currently, both of them are the most extensively used platforms in the software component industry. The main difference between the two versions exists mainly in the task of detailed component design and implementation of the component and system.
In the next section, each phase forming the overall process is explained in terms of objective, constituent activities, and associated main-techniques and workproducts.
III. Development Process
The Requirements phase is the first step of the development process. This phase aims at collecting and identifying users' requirements in consideration of the system vision. If necessary, a business model is created so that the system background can be understood more accurately. The boundary of the system to be developed is clarified with a use-case diagram and conceptual model. Designers verify the adequacy of the requirements by developing a user interface (UI) prototype and testing it with the participation of users. An initial draft of the system architecture is defined on the basis of the requirements, use-case diagram, and conceptual model. Reusable components addressing some parts of the requirements are examined to enhance the productivity of the development process. As is widely acknowledged, identification of the correct requirements becomes increasingly important to the success of system development, not to mention CBD. For this, MaRMI-III emphasizes the utilization of the use-case diagram, which represents the system's functionality and can be served as a basic unit for requirements identification, management, and testing. Additionally, several techniques for user-centered design, such as brainstorming, structured interview, and questionnaires are used for capturing the right user's requirements. In this phase, the main workproducts include a vision description, requirements collection, business use-case model, use-case model, and UI prototype.
Next is the Architecture phase, of which the objective is to define a stable system architecture accommodating efficient software reuse. As previously explained, system architecture is defined by three architectures: technical architecture, software architecture, and component architecture, as shown in Fig. 6 . Technical architecture means the given technical environment for component execution, which includes hardware and a network. Developers seldom consider this architecture as a design item, but they must understand it as such to effectively use it. Therefore, the primary concern of developers is how to design software architecture and component architecture. Software architecture is a set of software components. Its design focuses on the reusability of software components and stability against a change of users' needs. A use-case model can be effectively used to understand the design requirements of software architecture. Component architecture is a set of business components that deals with certain kinds of business tasks in the work domain. It is designed so that business components can reflect users' needs flexibly and quickly. Comparing software architecture with component architecture again, the former is related to an implementation perspective, whereas the latter relates to the business process and tasks. To design the system architecture, the user's requirements are first refined by structuring a use-case diagram and creating a system-object model. Using the refined use-case model, designers define the software architecture, satisfying all kinds of requirements as well as the identified quality attributes. A detailed design mechanism and strategy to implement the defined software architecture are derived, and a logical data model is designed at this time. On the basis of the logical data model, developers identify the interface in consideration of the cohesion of business tasks and refine the reference relations between interfaces in consideration of the software architecture and technical architecture. Next, they derive the final business components and detailed component operations during the process of refining the interface and prepare the component specifications by component unit. The derived components are then structuralized to create a component architecture model. After the software architecture and component architecture are created, the components are packaged and structuralized, and the initial system architecture made out in the Requirements phase is then refined and finally defined.
Examination and obtainment of reusable components is done after the final system architecture is built. The design pattern and several diagrams of UML, such as a collaboration diagram, class diagram, and sequence diagram, are mainly used as techniques for architectural design. As constructing a system architecture may involve unpredictable risk factors, designers should strive to get rid of such probable risk factors through the architecture prototype. The workproducts that should be necessarily produced from this phase include a software architecture specification, mechanism description, component specification, system architecture description, and an architecture prototype. As described above, MaRMI-III suggests that software architecture be designed first, and component architecture be designed later. However, in the early phases of componentbased system development, business components of component architecture are implicitly considered for designing software architecture. As a design progresses, developers can identify refined business components independent of software architecture. Here, designing software architecture requires a top-down approach because developers should decompose system functions, referring to mainly use-case models, as well as a bottom-up approach because the software components ought to be designed in consideration of implementation issues and the technical architecture. The design of the component architecture also needs a hybrid approach since developers should keep in mind the overall purpose and process of the needed systems as well as software components implementing business components.
In the phase of Incremental Development, the componentbased system is implemented through a mini-project based on the use-cases and a system architecture created in previous phases, as shown in Fig. 5 . In general, though it is not mandatory, it is suggested that one mini-project should aim at developing one component using two to five designers. The mini-project allows developers to implement a system in a repeatable and incremental way, thereby minimizing the risk of project failure. Through conducting mini-projects, use-cases and the system architecture are refined from the implementation viewpoint. Classes and components are designed using various diagrams of UML, such as class, sequence, and activity diagrams. Then, components are designed in detail, together with a database and a UI, taking the component technology platform into consideration. After integrating the designed components, an integration and system test is executed to verify whether the system runs as designed. The important workproducts produced from this phase are the UI-detailed design description, component-detailed design description, database design description, refined systemarchitecture description, component code, and user's manual. In the case of the J2EE version, the component-detailed design description includes a package description (server), implementation class-model description, enterprise JavaBeans description, transaction design description, Query Language definition description, security definition description, and a deployment description (server-J2EE). Contrastingly, the .NET version involves a namespace definition description, application definition description, service-component definition description, Structured Query Language definition description, DLL definition description, and deployment description (server-.NET).
Finally, the Transfer phase is conducted to store the developed components into a component repository or to install the developed system into a user's environment. If a repository or system is already being used, it is converted into a new one for smooth operation. The final acceptance should be gained, checking if the developed component or system is compatible with the users requirements. Then, all kinds of developed outputs are delivered to the users. The system installation report, acceptance test report, user's training report, and system observation report are the main workproducts in this phase.
IV. Project Management Process
In general, the project management process is made up of various activities to accomplish the purpose of the project, meeting the goals of delivery time, cost, and quality. Its activities and their focus are dependent on the technological environment and the specific characteristics of the system development process. Additionally, as a system development process becomes more complex, its management should accordingly become more systematic and comprehensive. With this view in mind, MaRMI-III provides a project management process separated from the development process, which reflects several typical features of a CBD-based project and gives special emphasis on quality assurance and time management in the mini-project.
As the first step of the project management process, the Plan phase has the objective of obtaining the acknowledgement of conducting a project and preparing the many things needed for system development. When necessary, a contract is made on the service agreement. This phase addresses the activities of both a project sponsor and a project performer and their interactions to make a project contract. Additionally in this phase, a detailed plan for developing the system is also made out on the basis of the project contract. The workproducts created after conducting this phase include the project draw-up, document requesting proposal, project proposal, project contract-document, project-working plan, and quality control plan.
The objective of the Control phase is to support the commencing of each phase in the development process, manage its progress, and conduct quality control on the workproducts. Specifically, this phase involves the following activities: preparing for launching upon each phase in the development process; establishing detailed development activities and tasks; preparing a standard for managing a project's progress; establishing a plan for conducting miniprojects; monitoring and evaluating the project's progress, conducting quality control activities to ensure the quality of workproducts; and adjusting the project schedule and plan to optimize the performance of the project by checking the results of each phase in the development process. The main workproducts are a phase working plan, mini-project working plan, project progress report, mini-project inspecting report, phase inspecting report, and quality control report.
After completing all the development processes, the End phase evaluates the final results of the project and makes a report on them. Workproducts produced from the project are arranged for reuse in the future. In this phase, the project manager settles accounts for the finished project to do cost accounting. Finally, project resources, such as personnel and equipment, are relocated and a maintenance plan is established to give a satisfactory quality-in-use to users. A project completion report, system operation plan, and system operation contract are the main workproducts of this phase.
V. Evaluation of the Methodology
The effectiveness of a new system can be validated in several ways [27] , [28] . In general, evaluation methods can be divided into three categories: formal experiment, case study, and survey [28] . In the case of the methodology, formal experiment and full case study seem to be difficult because they require too much time and cost and show a lack of sound metrics. For this reason, we compared MaRMI-III with other CBD methodologies according to some evaluation criteria and subsequently supplemented the comparison results by conducting a questionnaire survey of organizations having experience in using MaRMI-III. In the following, we will describe the subjective comparison results.
As shown in Table 1 , MaRMI-III has attractive advantages in most of the evaluation criteria. As in the case of the other methodologies, it uses UML as a notation and stresses an iterative and incremental approach as well as an early prototyping. Its primary advantage is that it provides a highly specific process, task, and procedure covering the full development and project management life cycle, which developers can customize to be suitable for their work context. For example, Fig. 7 illustrates what activities compose the Control phase and what tasks constitute those activities. The number at the bottom-right corner of the box indicates the identification number of each activity and task. In more detail, Fig. 8 shows the detailed procedure of the task of internally inspecting the mini-project. From this figure, we can find that there are three roles involved in this task: the project manager, quality manager, and component developer. Other information includes the workproducts that are used for input to this task or produced from this task. To further understand which input workproducts are used for which procedure, which procedure produces which workproducts, which roles are involved in which procedures, and what specific technique can be used for this task, developers can consult the contents of the Process Model which is a main element of MaRMI-III. They can also use a set of techniques and workproducts that enable them to do tasks in a more procedural and systematic way, thereby improving the performance of the development and management.
In addition to the above, there are other benefits from the use of MaRMI-III. For instance, it deals well with architectural design problems which are gradually becoming more critical to the success of CBD projects. Architectural design and evaluation problems in CBD are too complex to rely on the developer's intuition and experience. The number of factors comprising the problems and their interrelations form a broad design space and thus place a high cognitive load on the developer. The detailed and proved procedures and techniques of MaRMI-III would be a merit in that they can reduce the architectural design space appropriately.
As software is increasingly becoming interactive, a user interface design needs a more systematic process and more guidance. Compared to the other methodologies, MaRMI-III gives much more attention to the design process of the user interface over the development life cycle. However, it does not provide many of the user interface design and evaluation Preparing project environment C0104
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• Mini project working plan • Quality control plan • Mini project work product methods that are widely used in the industry. To investigate the effectiveness and quality of MaRMI-III, its J2EE version was reviewed and validated by five international experts. All of them are professors in universities in the USA and have a lot of experience in research and consulting on CBD. The review method they used is a combined type of expert review with heuristic evaluation. Thus, they separately reviewed MaRMI-III with a short checking criteria and came together to discuss their review results. The criteria used are as follows: how well the state-of-the-art J2EE technologies are reflected, to what degree MaRMI-III is complete and consistent in its contents and structure, and how practicable and usable it is for developers to apply. The overall results indicate that MaRMI-III would be a good map of guidance for developing software components and component-based software, though some shortcomings and problems were identified. The typical problems pointed out include inconsistency of terms, obscurity in the definition of a few terms, information redundancy, lack of detailed explanation for a few activities and tasks, and so on. All of them were reflected in revising the J2EE version and in making the .NET version.
There are several software process standards such as ISO/IEC 12207 [29] , ISO/IEC 15504 [30] , CMMI [31] , and so forth. They are classified into two groups by their main purpose. One group is concerned with a common framework for a software life-cycle process (e.g., ISO/IEC 12207), and the other group provides a framework to assess and improve the software process (e.g., ISO/IEC 15504 and CMMI). To examine the coverage of the processes provided by MaRMI-III, we compared them to those of ISO/IEC 12207 and ISO/IEC 15504. To summarize the comparison, MaRMI-III addresses most of the processes prescribed in those standards except the following: the operation process (5.4, CUS 4) 2) , maintenance process (5.5, ENG 2), audit process (6.7, SUP 7), and improvement process (7.3, ORG 2). However, software
2) The first item in the parentheses indicates the process of ISO/IEC 12207 and the second is for ISO/IEC 15504 process standards only prescribe the requisite processes and their workproducts. They do not define the detailed procedure, guidance and technique used to execute the processes. In this regard, MaRMI-III can be used as a concrete and practical methodology to support adopting and conforming to the software process standards.
From the analytical evaluation, we can also identify the weak points of MaRMI-III. First, specific guidance on testing related activities is insufficient. For example, the problem of how to use component testing results in integration, and system testing needs to be supplemented. Second, MaRMI-III does not suggest an adequate number of iterations in the phase of Incremental Development according to the characteristics of the project context. Third, although a metamodel is provided, a more comprehensive metal-level framework specifying the roles of the methodology elements and concepts, as well as how their relations are specified, needs to be developed. Such kind of framework would be a good map for guiding the customization of the methodology.
Although subjective assessment has its own merit, it is necessary to collect empirical data on the actual use for a better guarantee of the benefits of MaRMI-III. In the current situation, a survey is regarded as the most desirable empirical method, taking into consideration our available resources. Thus, we conducted a questionnaire survey of organizations having experienced using MaRMI-III. So far, twenty-seven organizations have used MaRMI-III and they were asked to respond to our questionnaire survey by email. The questionnaire includes 63 questions, some of which are subcategorized or similar to others. The type of question is either open or closed, according to its characteristics. In the closed question, requiring only one choice, responses were measured on a 5-point semantic-difference scale, which ranges from "very good" to "very poor". Eleven responses were obtained, resulting in a response rate of about 41%. This rate can be considered above average in survey research, though our sample size is not large [32] . However, one response was considered insufficient for the analysis, so ten responses were analyzed. Appendix B illustrates the profile of the organizations and the main results.
The survey results are summarized as follows. The profiles of the respondents vary in their organization type and size, and the purpose of using MaRMI-III is dependent on their working purposes, as shown in Table B-1. The period of their experience in CBD and use of MaRMI-III also varies, as shown in Table B -2. First, the perceived overall quality of MaRMI-III was questioned on two points: on content and organization, and on its completeness. Most of the respondents selected the "above-average" level on both points, as illustrated in Table B-3. As to the advantages and shortcomings, several features were evenly selected, and can be viewed in Tables B-4 and B-5. Detailed procedures and workproduct templates are comparatively pointed out as the main advantages of MaRMI-III. However, the detailed procedures result in a large-volume working manual, and this can be troublesome to some people. This is supported from the data which shows that such a large volume was selected most as the main shortcoming. Table B-6 shows that the process model was generally considered the best element of MaRMI-III, and of all of the elements of MaRMI-III was also chosen as the worst element one or more times. The completeness and detailedness of the process model ranked in the level, "above average" shown in Table B -7. But, regarding the component identification and specification, we didn't get a favorable answer, as can be seen in Table B-8 . These seem to be the weak points of MaRMI-III, and should be revised and improved in the future. Next, we asked about the usefulness of three points featuring MaRMI-III, which are included in Tables B-9 thru B-11. Seventy percent of the respondents graded the usefulness of contents on specific platform technologies in the level "good". All of them gave a favorable score on the usefulness of the separation of development and project management. However, the project management part nearly scored in the "average" level. Finally, all of the respondents rated as "above average" the effectiveness of MaRMI-III on their work. To sum up the survey results, MaRMI-III has a potential to aid CBD developers in conducting their projects.
VI. Conclusion
MaRMI-III has been developed to support software developers taking a CBD approach by providing a coherent streamlined Process Model and a Set of Techniques and WorkProducts. Specifically, it provides a well-defined development process that is compatible to Software Process Engineering Metamodel at a meta-level and a project management process that emphasizes quality and risk aspects. Its users are also aided by specific techniques informing procedural ways to deal with certain tasks or problems specified in the Process Model, as well as workproduct collections providing a workproduct template and guidelines for writing them. Both English and Korean versions of MaRMI-III are available. MaRMI-III deals with the design problems related to J2EE and .NET, both of which are widely used for a CBD-technology platform. Evaluation studies for the effectiveness of MaRMI-III showed that it could usefully support the work of CBD developers.
However, based on the evaluation results, several things remain as a matter to be further studied in order to make MaRMI-III more usable. First, it is unreasonable to apply any kind of processes and activities to any kind of development project. Thus, it is advisable for developers to discreetly select processes and activities appropriate to their own work. The problem of how to selectively apply MaRMI-III according to the inherent characteristics of the project such as size, constraints in terms of cost and schedule, and a priority of quality criteria should be further studied. Second, when using a heavy-weight methodology like MaRMI-III, users find it difficult to understand the interrelation between workproducts and to trace the information flowing through them. To lessen a user's cognitive load in such tasks, some types of guidelines or maps should be devised. Finally, to obtain more practical results on the strengths and weaknesses of MaRMI-III, continuous evaluations should be made. Although the evaluation studies we conducted have their own advantages, they have limits in revealing the practical matters in using MaRMI-III. Thus, it will be necessary to use more powerful and long-term validation techniques, such as project monitoring, field studies, and a synthetic approach for future evaluations. Example case studies 3 12 Manual written in Korean 3 12
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