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オイラーのφ関数およびその逆関数の計算
倪　　　永　茂
はじめに
オイラーの関数φ(n)（以下ではφ関数と略
す）とは、1からnまでの整数のうちnと互いに素
なものの個数のことである（高木、1971）。
たとえば、1,2,3,4,5,6のうち6と互いに素なの
は、1,5の二つなので、φ(6) = 2となる。また、素
数 pについては、1 から pまでの整数のうち互い
に素でないのは p 自身だけなので、 φ(p) ＝ p – 1
となることは直ちに理解できよう。なお、φ関数
は英語では、totient functionと呼ばれている。
φ関数はフェルマーの小定理や素因数分解と深
く関わることから、数論や暗号理論（黒澤・尾
形、2004）等の研究分野において、大いに活用さ
れている。
　本稿ではφ関数の計算法、ならびに、その逆関
数の計算法を言及する。ただし、ここでいう逆関
数とは、オイラーの関数φ(n)の値が与えられた
時の、nを求める問題をさす。すなわち、
x＝φ(n) に対し、n＝φ-1(x)を計算することであ
る。とくに、逆関数の計算においては、再帰的技
法を提案し、計算の高速化を果たす。
Ⅰ．φ関数の計算法
素数に対するφ関数の値はその定義から直ちに
計算できるのに対して、合成数に対するφ関数の
値については、以下の定理がよく知られている（高
木、1971）。
定理１　nを正整数とし、
　　　　　　　n＝p1
e1 p2
e2 
… p
m
em
を n の素因数分解とする。このとき、次が成り立
つ。
　　φ(n) ＝ n (１–  　) (１–  　) …(１–  　)
したがって、整数の素因数分解と同様、個々の
n に対するφ(n)の計算と、nまでのすべての整数
k に対するφ(k)の計算とを分けて、その計算法を
示す。
個々のφ(n)の計算では、n の素因数分解を利用
する方法が最も効率的と言われている。つまり、
定理１をそのまま計算に利用する方法である。計算
時間はnの素因数分解のそれと同オーダーとなる。
φ(k)(１≦ k ≦ n )を計算するなら、以下のC言
語プログラムを利用するとよい。n（以下の計算
法１ではMAXと定義している）までのφ関数の
値がいっぺんに算出される。
計算法１（Cプログラミング言語によるφ関数の
計算）
#define MAX 1000000
int phi[MAX];　/* 関数値 */
int isprime[MAX]; /* 素数判定用 */
void euler_phi(void)
{
  int i, j;
  for (i=0; i<MAX; i++)
    isprime[i]=0, phi[i]=i;
  phi[2]=1;
  for (j=4; j<MAX; j+=2)
    isprime[j]=1,
    phi[j]-=phi[j]/2;
  for (i=3; i<MAX; i++) {
    if (isprime[i]) continue;
    phi[i]-= phi[i]/i;
    for (j=i+i; j<MAX; j+=i)
    　isprime[j]=1,
    　phi[j]-=phi[j]/i;
  }
}　　
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Ⅱ．φ逆関数の計算法
　φ逆関数とは、与えられた x = φ(n) に対し、
n = φ-1(x)を求めることである。
いくつかの興味ある実例を挙げ、φ–１(x)が多値関
数であることを示す。
x = 1 に対して、n = 1, 2
x = 2 に対して、n = 3,4,6
x = 3 以上の奇数に対して、n は存在しない。
x = 4 に対して、n = 5,8,10,12
x = 583925760に対して、書ききれないが、異
なる値の n は19639個も存在する。
x の値が小さければ、φ関数を逆引きする。つ
まり、φ(n)の値すべてをテーブルに計算登録し
ておいて、xをlookupする方法も考えられるが、
巨大なxの値についてはコンピュータシステムの
記憶容量の制限から限界がある。
そこで、逆関数の計算に次の漸近式をもちこむ
ことを提案する。
φ-1(x) = p k+1φ-1 (            　) 
if x が ( p – 1)p k で割り切れる（k=0,1,2,…)
つまり、2からの素数 pをひとつずつもってき
て、xを ( p – 1)p k で割り切れるかどうかを確かめ
る。割り切れるのであれば、　　  を新たな xと
して、その逆関数を再呼び出して計算していく。
以下では x = 4を実例として、4つの関数値が如
何に求まるかを、ステップ毎に詳しく見ていこ
う。
（ステップ1-1）
まずは最初の素数p = 2についてである。k = 0
とし、( p – 1)p k を確かめる。なお、k = 1について
はステップ1-2で、k = 2についてはステップ1-3で
調べる。
p = 2, k = 0では、( p – 1)p k=1, p k+1 =2,   　　  =4
になり、φ-1(4)＝2・φ-1(4)になる。
（ステップ1-1-1）
素数2は上で既に調べたので、このステップ
ではつぎの素数3を調べる。p = 3, k = 0 のもとで
は、 ( p – 1)p k =2, p k+1 =3,             =2になり、
2・φ-1(4) ＝6・φ-1(2)になる。
（ステップ 1-1-1-1）
　つぎの素数 5 を調べる番になっているが、2 を 
 ( p – 1)p k = 4・5 k で割り切れることはありえない
ので、これ以上の素数を調べる必要性はなくなる。
（ステップ 1-1-2）
 　つぎの素数 5 を調べる。p = 5, k = 0 のもとでは、
  ( p – 1)p k =4,  p k+1=5,             =1 になり、 
2・φ -1(4) ＝ 10・φ -1(1) になる。 φ -1(1) の値は
1 であるので、最初の関数値 n = 10 がこのステッ
プで見つかる。
（ステップ 1-2）
　ステップ 1-1 の続きをやる。つまり、p = 2,
 k = 1 について調べる。
p = 2, k = 1 では、( p – 1)p k =2,  p k+1=4,             =2 に
なり、 φ -1(4) ＝ 4・φ -1(2) になる。
（ステップ 1-2-1）
　つぎの素数 3 を調べる。p = 3, k = 0 のもとでは、
( p – 1)p k =2,  p k+1 =3,             =1 になり、 
4・φ -1(2) ＝ 12・φ -1(1) になり、2 番目の関数値
n = 12 がここで見つかる。
（ステップ 1-3）
　ステップ 1-2 の続きをやる。つまり、p = 2, 
k = 2 についてさらに調べる。
p = 2, k = 2 では、 ( p – 1)p k =4, p k+1 =8,             =1 に
なり、 φ -1(4) ＝ 8・φ -1(1) になり、3 番目の関数
値 n = 8 が見つかる。
（ステップ 2-1）
　2 番目の素数 p = 3 をもってきて調べる。
p = 3, k = 0 では、 ( p – 1)p k =2, p k+1 =3,             =2 に
なり、 φ -1(4) ＝ 3・φ -1(2) になるが、つぎの素数
5 ではそれ以上の n を見つけることはないので、
打ち切る。
（ステップ 3-1）
　3 番目の素数 p = 5 をもってきて調べる。
p
 = 5, k = 0 では、( p – 1)p k =4, p k+1 =5,            =1 に
なり、φ -1(4) ＝ 5・φ -1(1) になり、4 番目の関数
値 n = 5 が見つかる。
このように、逆関数の計算では、個々の素数を
つぎつぎともってきてテストし、つぎの深いス
テップでは、同じ素数は使うことはしない。ま
た、同じステップのところでは、k の値も0から
インクリメントして調べる。全体として、調べる
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ステップは3次元的に例えることができる。
以上の説明をまとめると、逆関数計算のプログ
ラムが得られる。
計算法2（Cプログラミング言語によるφ逆関数
の再帰計算）
#define MAX 1000000
#define PMAX 35000
int ans[MAX]; /* 関数値 */
int prime[PMAX], flag[PMAX]; /* 素数とそ
の判定 */
void calc(int val, int prev, int pos, 
int n)
{
  int p, q, pp;
  int b=1+sqrt(n);
  if (n==1) {
    ans[len++] = val;
    return;
  }
  if (!(n&1) && n+1>prev && n>=2 &&
     ((n<=P_MAX && !flag[n+1]) ||
     isprime(n+1))) {
    ans[len++]=val*(n+1);
  }
  for (; prime[pos]<=b; pos++) {
    pp=p=prime[pos];
    q=p-1;
    if (n%q==0) {
      calc(val*p, p, pos+1, n/q);
      while (1) {
        q*=p, pp*=p;
        if (n%q) break;
        calc(val*pp, p, pos+1, n/q);
      }
    }
  }
}
再帰関数をつぎのようにして呼び出し、φ逆関
数を高速に計算する。
計算法3（Cプログラミング言語によるφ逆関数
の計算）
voidins_euler_phi(int n)
{
  int i, len;
  if (n==1) printf(“1 2\n");
  else if (n<1 || (n&1))
   printf("No solution\n");
  else {
    len=0;
    calc(1, 1, 0, n);
    for (i=1;i<len; i++)
     printf("%d", ans[i]);
    printf(“\n”);
  }
}
計算法 3 に示したプログラムを応用する例とし
て、逆関数φ -1(x) の関数値の個数について調べる。
ただし、x が 3 以上の奇数については関数値個数
がゼロであることから、偶数の入力値のみを扱う
ことにする。
x
 = 2 から 508 までの偶数に対する関数値の個
数の一覧を表１に示した。左端の欄は下一桁を除
いた x の値であり、１行目の数字は下一桁 x の値
である。例えば、 x = 12 の際のφ -1(x) の値の個数
6 は 3 行 3 列目に記されている。
x
 の上限をさらに 2000 までに引き上げた際の
関数値の個数の増減を図 1 に示した。個数の増減
に規則性のないことはこれらの図表からも確認で
きよう。
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おわりに
本稿ではオイラーのφ関数、ならびにその逆関
数を高速に計算するアルゴリズムを提案した。と
くに、逆関数の高速計算においては、再帰的技法
を取り込んだことで、その高速化を果たした。
これらの計算法は暗号理論等の研究分野におい
て、大いに活用されることを期待する。
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表 1　φ -1(x) の関数値の個数
（x = 2…508の偶数）
0 2  6 8
0 0 3   5
 2 6 0 6 
2 5 2 0 0 2
3 2 7 0 8 0
 9  3 2 
5 0 2 2 3 2
6 9 0 8 2 0
7 2 7 0 0 2
8 0 2 6 0 6
9 0 3 0 7 0
0  2 3 2 9
 2 6 0 3 0
2 7 0 0 2 9
3 2 7 0 2 2
 3 0 2 0 2
5 2 0 0 7 0
6 2  3 2 2
7 0 2 0 8 2
8 0 0  0 0
9 2 2 0 2 2
20 8 0 3 0 
2 2 3 0 9 0
22 5 2 8 2 2
23 0 6 0 0 2
2 3 0 0 0 0
25 2 9 0 0 0
26 3 2 0 0 2
27 2 5 0 9 0
28 8 2 0 0 28
29 0 2 2 3 0
30 5 0 0 2 0
3 2 6 0 2 0
32 6 0 8 0 
33 2 3 0 8 0
3 0 2 3 2 6
35 0 2 0 3 2
36 25 0 0 2 5
37 0 2 0 0 2
38 3 2 27 0 2
39 0 3 0 3 0
0 3 0 0 0 6
 0 0 0 5 2
2 3 0  0 0
3 2 3 0 0 2
 9 2 3 0 2
5 0 3 0 5 0
6  2 8 2 
7 0 0 0 3 2
8 37 0 0  0
9 2  0 0 2
50 5 2 7 2 2
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Computing Euler's Totient Function
and It’s Inverse Function
NI  Yongmao
Abstract 
The totient function phi(n), also called Euler's totient function, is defined as the number of positive integers that 
are relatively prime to n, 
The main results in this paper are to introduce a scheme to compute phi(n) by C programming language, and to 
propose a recursive approach to get n which fulfills the equation phi(n) = x  for a given x.
（200 年 6 月  日受理）
