Original scientific article In recent years, there has been an increasing interest in tailoring agile development methodologies by combining different agile practices. The adoption of such a balancing approach requires a systematic customization of best practices among agile methodologies. This paper presents an empirical case study for adopting a hybrid Scrumban methodology with an integrated gamification approach, which was conducted in the context of a small-medium enterprise (SME). First, we conducted a focus group to better understand the potential inquiries that might have been useful to improve the development process. Secondly, we employed a cross-sectional survey approach to explore the company personnel's opinions regarding the changes in the process. The survey data was collected from 30 practitioners who were working for the same project in a software development organization in a technology research centre. The descriptive statistics were calculated with paired sample t-tests being used to compare for integration process that contains three stages (i) initial stage, (ii) Scrumban stage, (iii) Scrumban with integrated Gamification stage. The preliminary results of this research support the idea that a set of game elements can be integrated with a hybrid software development methodology to enhance individual and organizational productivity.
Introduction
Software development is a set of complex sociotechnical activities that encompass the life cycle of software production [1] . The planning of such activities, however, is subject to change based on the state and nature of a software project, as well as the software development culture of an organization [2] . Therefore, it is hard to generalize the software development process. While it is agreed that there is no 'one-size-fits-all' process, there have been a number of attempts to customize the software development methodologies regarding project needs [3] . In the past two decades, due to the dynamic and growing business need, there has been a correspondingly significant increase in rapidly changing customer requirements especially in regard to newly emerged software development domains. To cope with such problems, a number of researchers have sought to develop new software development techniques which were mostly collected under the banner of agile development [4] . The vision of agility is based on an immediate response to customer expectations [3] , while agile manifesto suggests that people and their interactions should be highlighted over process and tools [5] .
Recently, many software small-medium enterprises (SMEs) in Turkey demonstrated an inclination to align themselves with agile development methodologies over traditional approaches. Scrum and Kanban are two of the most frequently used agile methodologies according to an empirical investigation [6] . Many SMEs prefer Scrum to others, while a few consider Kanban as the primary methodology.
A game is strategic social interaction between two or more people, which can be undertaken for several reasons such as entertainment, education, etc. The concept of games can be considered as an important aspect to explore individuals' interactions, and most importantly a novel way to present social problems [13] , which may be based on the actions of individuals who are connected to one other for activities such as software development, deployment, and testing. Consequently, using game thinking should have several benefits for addressing the social issues of software development. We propose that gamifying (i.e. integrating a series of game elements) the software development process would encourage the participants to be socially connected with their software development team, which could motivate them to use their skills and knowledge more effectively.
The goal of this study is to detail the transformation process for adopting Scrumban, (i.e. a hybrid agile methodology), which is additionally improved by integrating a set of game elements. This study therefore aims to address the following research questions: Do we improve the software development process by using Scrumban integrated gamification framework ? The paper has been organized in the following way. Section 2 begins by laying out the theoretical dimensions of the research. It covers the background including the details of the software development process that the company used, the definition of gamification, and the idea of games found in the software engineering literature. Section 3 details the research methodology, which was used to conduct the research. In the next section, we analyse the findings of the research, focusing on the results of interviews and focus group discussions, and the surveys. In the last section, we conclude the paper by discussing our findings and the ideas for further research.
Background 2.1 Scrum
Scrum is an agile approach based on well-known industrial process control techniques [7] . It is an incremental framework based on small length plans with continuous feedback, and task prioritization [8] . The goal is to reach the target in small, concrete and iterative steps.
The word "Scrum" comes from the game of rugby. This term was first used by Takeuchi and Nonaka [14] . It is a special kind of formation, an "interlock" of rugby teams at their first engagement. Based on feedback loops, Scrum is another form of incremental software development. Its structure supports "empirical process control" techniques for project management [16] .
Unlike traditional methodologies where the extent of a delivery is identified by the time needed, scrum uses time-boxed iterations (i.e. usually same length iterations based on scope and quality of working functionality) [17] . In particular, this means that defining the scope in a limited time frame instead of enabling the scope to create a release length mitigates the project risks. Scrum iterations encircle all phases that are required to deliver the product or a part from the product line of development.
Scrum iterations are a series of steps called sprints. Before each sprint there is a gathering called a sprint review meeting, where developers present the requested work (i.e. desired system characteristics/features) to the product owner or to the stakeholders [8] . These meetings aim to organize the next sprint according to the importance of the tasks (change requests or defect's) defined. Sprints usually settle with regard to potential of shippable pieces of software [8] . In other words, in every sprint, the aim is to keep a product in a state near finalization and have the customer see the added value to the product sprint-by-sprint. As a member of a selforganizing team, team members coordinate their work in daily stand-up meetings. There is usually a member who is called a scrum master who is responsible for dealing with team problems [8] . Dingsoyr et al. [16] investigate the characteristics of Scrum by collecting empirical data from a project based on a small cross-organizational development. Their study indicates that Scrum helps to control the development process by increasing motivational factors. On the other hand, by having customer participation in the process there is a slight decrease in-group learning from feedback loops.
Cohn and Ford [15] claim that Scrum is more suitable for web projects. Moreover, it is found suitable for producing software products in turbulent environments with high expectations. On the other hand, Kanban is an information management methodology which is frequently used in industrial development. Instead of a time-boxed approach, it uses a flow-based alternative. In addition, Kanban uses a board structure to visualize the workflow in which tasks are represented, assigned, and prioritized [9] . Most importantly, tasks shown in a Kanban task-board are assigned by using a pull mechanism that limits the work in process [10] , and ultimately the production is constrained with the notion called minimum marketable functions [11] . In addition, an increasing number of software organizations recognize that customizing an agile methodology regarding company needs is vitally important [12] .
Scrumban
Based on a set of elements borrowed from Scrum and Kanban, Scrumban is a hybrid agile methodology designed to cope with dynamically changing customer requirements and frequent coding problems. Unlike Scrum, it does not have sprints, which were found problematic by some software practitioners and eventually caused some team members to wait for each other in some cases [9] . However, it possesses some of the best practices of the Scrum development, such as daily stand-up meetings, etc. It is an agile mash-up, which can be considered as a combination of Scrum and Kanban in the form of a pull-based project management methodology [18] . Scrumban borrows the best practices of Scrum such as user-stories, daily stand-up meetings and self-organized team aspects. However, a Scrum task board is not enough to reflect the changes where sprints were replaced with a Kanban style pull-driven coordination mechanism with work-in-progress (WIP) limitations [19] . These limitations control how many units of work can be processed at once. The pull mechanism ensures the workflow is improved as the software teams improve their processes. However, a challenge here is that optimizing the WIP heavily depends on the selection of the right values to achieve an optimal flow [9] . In addition, Scrum requires an estimation before each iteration whereas a fixed-size event-driven backlog may be more beneficial for reducing waste, i.e. creation and discussion of too many user stories [19] . Such an approach is necessary for software projects that have ambiguous user stories, and further helps to cope with software projects with frequent programming defects [12] . To deal with problematic issues better, Scrumban requires a good visible representation (see Fig. 1 ). WIP helps software teams to limit multitasking thereby improving software development productivity.
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Defining games and gamification
The broad use of the word game is sometimes equated with the concept of an interactive system that is based on a series of rules and a number of participants who have a type of conflict to achieve an actual or a potential outcome [20] . A game is an activity of play which is composed of players, rules and payoffs. The strategic interactions of the participants usually happen in a setting such as a game board or by using a communication tool such as a computer. A player is a participant in a game who can be considered as a motivated individual for a planned goal. A game may leverage the desire of an employee to compete where researchers believe that such a motivation could be useful for improving the organizational success. Consequently, the term gamification is coined, which refers to the use of game thinking in non-game contexts [21] . Although the idea is not new, the global rise of social networking has expanded the importance of game like structures. The actual implementations of gamification suggest that a process designer should add several mechanisms to business processes such as reputation points, progress bar, leveling system for the participants, achievements and badges. In short, the concept of gamification can be used to produce highly motivated participants that are working on routine activities.
Zichermann and Cunningham [21] point out that gamification may have diverse meanings for different individuals. Deterding et al. [22, pp. 2] define gamification as: "use of game design elements in nongame contexts" [23] . From a marketing viewpoint, Huotari and Hamari [24] identify gamification as an activity in which quality of services are improved by using game-like features, which could potentially be useful for marketing services. This view is not fully supported by Deterding et at. [25] who argue that gamified applications should only employ elements of a game unlike a serious game, which eventually proposes a complete game construction. A potential limitation with this explanation is that first there is no consensus for the exact definitions of game elements [23] . Secondly, it seems that the understanding of the boundary between the game and game element is questionable. For example, a game consists of self-similar elements, which are constructed by using a set of gamified parts; therefore, game itself may be an end product of a gamification process. Thirdly, this researcher argues that initial descriptions fail to take process thinking into account. In fact, one possible outcome of a gamification process might be likely to be a game itself. Even in some cases, a game can be gamified in the actual process (e.g. see [26] ). Lastly, Groh [27] discusses the challenges and strategies for facilitating and promoting gamification where he highlights the fact that the concept should be more utilized for conducting rigorous research regarding the pros and cons. In the context of this paper;
Gamification is a transformation process in which interaction patterns, game mechanisms, reusable game components are operationalized to solve problems in an intended environment that is situated within a real world context. [28] (p. 2)
Gamification should be considered as a process based on the two observations. First, we suggest that it is important to define a boundary such as an entry and exit criteria for validating a gamified product. Second, we believe that it is required to measure the difference between the initial state and the final state of a gamified approach. The goal of gamifying a product or a service is to convert "an intrinsic motivation to an extrinsic reward" [21] (p. 27). To gamify a system, game elements should be identified and game mechanics should be tailored and integrated in the selected non-game context. Although using game elements in the software engineering context is recent, we believe that incorporating it with a software development process should (i) increase the development velocity by adding extra motivation, (ii) help software practitioners to focus on more clear goals by shortening the process tasks, and ultimately reveal the goals to make them more achievable.
From a software development perspective, several researchers have suggested using a game thinking approach. For example, Cockburn [29] suggested that the cooperative and iterative nature of software development is somehow similar to a set of invention and communication games. It was claimed that development is a game that is limited with the project resources. Based on the skills of software decision-making, Baskerville et al. [30] point out that a software project can be viewed as a balancing game. To teach CMMI to the software practitioners, Holeman [31] designed a board game for teaching software process improvement. Ogland [32] proposed a solution by utilizing drama theory to form a game playable by software development organizations, and sought ways to improve the software development process.
Gamification as a design process
Gamification can be considered as a framework where the participants are systematically motivated with targets that have small and quantifiable increments based on continuous feedback and interactions. To keep the participants in the flow [20] , the design approach should also offer meaningful choices, which derives challenges and opportunities, letting your participants keep playing. For example, it is important to single out the participants' behaviors which should be rewarded. These rewards can be identified as follows: (i) rewards that a participant can get in any circumstances, (ii) rewards that can be taken as a consequence of interaction, (iii) the rewards that participant can get after finishing a task, and finally (iv) the rewards that are taken based on performance. In addition, the rewards can be presented in (i) a continuousrewarding, (ii) constant-rewarding, or (iii) variablerewarding participants [33] . However, similar to any design process, the quality of the process heavily relies on the talents of the designer. The process is evaluated by using continuous feedback loops, which are useful to keep the players motivated, which can be considered as one of the important aspects of any game design. Moreover, these loops are also useful for observing the behaviour patterns of participants.
According to Werbach and Hunter [34] , the design process should be implemented in six main steps. First and the foremost, we should highlight concrete business goals, which should be represented in terms of a rankedlist of business objectives. These items should address the needs of gamifying. To cope with environmental turbulence in business landscapes, these requirements should be subject to change and need to be assessed periodically.
After defining the reasons of gamification in the first step, secondly, the expected behaviours of participantsand the ways to measure them -should be identified. Most importantly, these behaviours should promote the business objectives. The desired behaviours can be quantified using a measurement technique such as points. For example, designer can give several points for the desired actions to keep individuals motivated accordingly.
Thirdly, we should model our participants by predicting gamer characteristics and their relationship with the gamified system. Therefore, the characteristics of the participants should be identified. A well-known personality profiling model used in games are Bartle's player types [35] : achievers, who prefer to level up quickly and earn what the gamified system offers, explorers are the players who are interested in exploring new content, socializers are the type of players who enjoy others company, and prefer to be social and helpful. Killers are the type of players who enjoy dominating others, and mostly prefer competing with other participants.
Fourthly, we design game activity cycles namely engagement and progression loops. Engagement loops can be considered as micro management of participants, which guide the behaviors of participants with instant and continuous feedback while progression loops require a stair-like design, e.g. quests, boss fights, etc. A level in a gamified system may end-up with a major challenge where a player can have some intense activities, later having a resting state or a point.
Fifthly, the gamified system should include elements of fun and ultimately a good design means a participant may join the system voluntarily. Lazzaro [36] suggests that there are four types of fun: (i) easy fun, which consists of lightweight activities for having simple fun, (ii) hard fun that includes complex and challenging activities, (iii) people fun, which includes social activities with lots of interactions, and (iv) serious fun is a type of fun where participants think that activities are beneficial and meaningful.
Finally as the sixth step, in light of the information collected in the previous steps, we deploy the necessary instruments and construct a road map to implement design decisions.
Study background
The data composed for this research study was collected over a 12-month period (2012 ÷ 2013) from 30 software development practitioners who were working for the same project in an SME in a technology research centre at the Middle East Technical University.
The company acted as a private development centre that performed only innovative game or simulation projects for museums and local institutions (e.g. cultural heritage games and interactive software for virtual museums). The project had an expected project delivery time of 14 months. The company had 12 personnel who worked as software developers, 3 software testers, 3 individuals who were systems analysts, 6 individuals who were working as graphical designers and 6 people were recruited as 3D artists. The main organization consists of three sub teams of 10 people equally distributed (i.e. four developers, one software tester, one system analyst, two graphical designers, and two 3D artists).
Although the majority of software practitioners that were hired were familiar with Scrum (e.g. some attend scrum master and scrum product owner trainings), the initial software development process had an uncontrollable lifecycle with intensive scrum sprints, which was followed by some idle time for software practitioners for reasons such as delays in feedback from the client. Many project tasks are complex, based on mostly non-repeatable activities likely to produce complex zones. Due to the complexities on multimedia and game development projects, a significant amount of development tasks require reordering of work items in 2-3 weeks. However, clients naturally expect deliverables on time within a limited budget with high quality standards.
The original intention of the study was to guide the software development organization during its translation stage from one agile development methodology to another. All assessments and software process improvement suggestions were designed and produced regarding the specific company needs. The objective of these improvements was to produce better software development outcomes through the integration of novel techniques. The researcher provided a set of recommendations for best practices that are hybridized from both Kanban and Scrum development. In addition, workflow and plans for education of the staff that were equipped with new technologies and tools were also created.
Methodology
The process used in this study has two main phases. The first phase comprises the transformation activities of software development organizations from Scrum to Scrumban. Next, a proposed gamification framework was used to improve the software development process. The goal is to increase the levels of interaction among the software practitioners and modelling their motivational activities. Initially, a focus group was conducted to single out the opinions of participants regarding the planned integrations.
To understand the implications of each step in the study, data was gathered in each integration step via a survey instrument. This is the first study to undertake a longitudinal analysis of a complete transformation process of an SME organization. Therefore this part of the study was conducted in the form of a survey. There are two main integration steps of the study, which lasted for 12 months. Firstly, the survey was conducted at the initial stage. Six months after adopting Scrumban initial results were discussed and the potential game elements were highlighted in a retrospective meeting. To explore the changes in individuals' opinions, the survey was conducted again. At the final stage, a set of game elements were integrated to the software development process. Lastly, six months after that a survey has been conducted once again to observe the opinions of participants (see Fig. 2 ). This survey investigated the usefulness of the integration process from the viewpoint of company personnel.
Figure 2 The sequential steps of the research process
The study utilizes a variant of an action research approach [37] . It was designed to explore the perceptions of software practitioners regarding the transformation process and to foster their awareness about the changes. Using the action research method, the problem is to produce practical knowledge where the boundaries of the investigation are constrained by a research team, i.e. a group of participants with the guidance of an expert researcher. Using a collaborative process, preliminary findings are evaluated by the contributors (i.e. research team) and the definition of the problem can be altered whenever necessary [38] . The goal of this approach is to find a solution to a problem by adjusting a set of parameters to alter the outcomes. It certainly requires an expert from the field to deal with change management. The desire for selecting the action research for this study is to contribute to the direction of the research (i.e. take some actions to shape the working process if need be).
Case study
The first phase of the case study started with the inquiry of the researcher regarding the improvement of the development process that was used by the software development organization. To investigate the problems that were encountered in the software development organization, the researcher suggested starting with a focus group meeting where all software practitioners were encouraged to express their opinions to improve the software development process. The focus group discussion was facilitated by one of the researchers who ensured that all participants had spoken enough to express their thoughts about the problems that were experienced using the Scrum methodology. In light of the focus group discussion, a variety of perspectives were expressed, and several issues were identified. Firstly, there was a communications gap between the product owner and software development teams. This gap had been reported to cause several problems in active project groups especially among designers and developers. It was reported that during several sprints, the software-testing group experienced short but incremental delays on feedback loops. In addition, there was confusion among stakeholders regarding the end of a Scrum sprint. In such cases, performance tests were postponed and ultimately the process of documentation was reported as laborious and slow. The focus group discussion also revealed that many short term solutions which had emerged in the process had a negative impact on long term outcomes. Therefore, some strategic targets were modified. To cope with sprint deadlines, some developers claimed that during a sprint it was not easy to establish the standards in coding quality. We concluded that Scrum is working very well with project planning tasks while there were some serious issues with programming tasks. For example, some software teams finished their assigned task early and waited for other teams to catch up. In the final part of the focus group study, the team discussed the factors that might potentially affect the change process. To measure the implication of the change in the process on software practitioners, we adopted a 12-survey questionnaire from a similar study [39] . To capture the preliminary status, we conducted a survey on 30 personnel of a small-medium software development organization. Tab. 1 shows the results of the survey. The questions were analysed based on responses on the 5-point Likert agree-disagree scale. For each statement, there were five choices: strongly disagree (1), disagree (2), neutral (3), agree (4), and strongly agree (5) accordingly.
Process change: Scrum to Scrumban
After the initial survey, the software process was changed from Scrum to Scrumban. The task board was altered and iterations were replaced with a pull-driven coordination mechanism based on the notion of work-inprogress. The researcher was appointed as the change manager and attended monthly meetings. To investigate the opinions of software practitioners, preliminary survey was conducted after a six month period. The questionnaire required respondents to give information on Scrumban process and its actual implementation. Descriptive statistics were obtained from the two questionnaires.
In the preliminary questionnaire, 12 questions were evaluated by the entire personnel (i.e. conducted for Scrum). The average in the first questionnaire on the Likert scale was found to be 3,2 (see Tab. 1) where as for the second round (i.e. conducted for Scrumban) the average on the Likert scale was 3,7 (see Tab. 2). To determine why the differences between the means of the two samples are significant (p < 0,05), the data obtained from the two questionnaires was analysed using a paired-sample t-test. This test statistically analyses the difference between the opinions of software practitioners regarding the transition process. In other words, this study investigated the opinion of respondents whether or not the new software development methodology (i.e. Scrumban) made a better impression than the previous Scrum approach.
As shown in Tab. 4, there is a 0,5 difference between the means of the two questionnaires. The calculated t value (6,12) is higher than the critical table value (1,79), and therefore this shows that the new process has a positive effect on the software development company. 
Improvements with Scrumban
The results of the transformation process suggest several updates. First, the Scrum task board was updated to reflect the new development process, which includes a WIP constraint that limits the work in process within each step. In a traditional time-boxed Scrum process, team velocity is measured in terms of story points where a team will be evaluated by how many stories they realized. However, in the new hybrid methodology, to cope with continuously changing requirement, the work in process is controlled using a pull system. This provides a fixed size backlog where work estimation is not performed in every iteration. To monitor the software development process, the alterations were tracked using a cumulative flow diagram.
In addition, daily stand-up meetings, which were held previously, have been improved. The meetings were performed similarly to the focus group sessions; the agenda was redesigned based on a simple but written protocol similar to semi-structured interviews. Consequently, these stand-up meetings became a place to produce systematic and comparable information. Based on these meetings, the task board was updated. Finally, time-boxed iterations were completely removed from the process. Instead, a task board based information system was utilized to control the software production where the balancing was based on capacity constraints.
Gamification
To address software practitioners' social concerns (i.e. intrinsic and extrinsic motivation), researchers suggested adding game elements in addition to the Scrumban process. To this end, we used a six-step gamification approach to improve the software development process.
The business objectives of the software development organization were identified as follows: -Increase the intrinsic and extrinsic motivation of software practitioners using game elements. -Improve the social interactions of practitioners who were working in the software development process by using interactive elements. -Increase the awareness of community, and provide continuity of the practice. -To preserve the perception of progress during the software development process. -To increase the fun factor during the software development process.
Design of targeted behaviours -Finish more tasks: As frequently seen in games, based on their difficulty level, a set of tasks (i.e. quests) was designed to keep individuals motivated to finish their active tasks. Such quest-based categorization was also beneficial for identifying the problematic pieces that may not be visible upfront. -Encourage cooperation: Software artefacts, which can be developed by collaborative teamwork, were identified. Based on the user stories that were identified in the requirement analysis, the levels of difficulties of tasks were revealed. As participants were recognized as players, they are able to choose a task regarding their player's level and quest difficulty. -Share your experience: Participants who finished their tasks were encouraged to help other practitioners. The goal was to benefit novice practitioners with tacit knowledge of the experience individuals. Such behaviours were highly rewarded, which also promised to increase the participant's system-wide reputation.
Identification of player characteristics -The software development organization had three main roles of software development: (i) software developer, (ii) 3D and graphical designers, (iii) software testers. The age varied between 20 ÷ 40 and a total of 30 personnel (23 male and 7 female) were actively working in the software development organization. -During a set of unstructured interviews with company personnel regarding their Bartle's player types: 5 individuals defined themselves as achiever, 8 were explorer, 7 were socializer, 10 were killer types.
Designing activity loops -In addition to a Scrumban task board, a point system was added where participants earn points regarding their jobs. Finishing a task, sharing information and cooperation were quantified. User stories, which were captured during the requirement analysis, were also ranked and integrated into the points system. Most importantly, some tasks were only available to those with enough points.
Designing the elements of fun -Achievements were rewarded with badges not only used for keeping the sense of progression but also used for creating a set of surprises for participants. -All software practitioners were represented by an avatar, which were also added to the task board as a major enhancement. This approach also provides an easy tracking system for tasks versus participants.
Deploying necessary instruments
Using the proposed gamified approach, the workflow was revised regarding selected game design principles. The progression loops in the process were more easily followed. In addition, some feedback was also presented in the task board.
Scrumban and Gamification
Six months after adding gamification to the Scrumban process, the survey was conducted once again and its results were compared with the Scrumban survey. The questionnaire required respondents to give information on the enhanced process, which was basically a combination of Scrumban and gamification approaches.
As in the previous state, the software practitioners answered 12 survey questions. The average in the first Likert scale was 3,7 (see Tab. 2) whereas the third round average in Likert scale was 4,09 (see Tab. 5).
To determine if the change in the opinions of software practitioners was significant (p < 0,05), a pairedsample t-test was performed on the means of the two questionnaires.
As shown in Tab. 7, there is a 0,39 difference between the means of the two questionnaires. The calculated t value (6,71) is higher than the critical table value (1,79), and therefore we can consider that Scrumban+Gamification integration shows improvement in participants understanding of the software development process. 
Conclusion and future work
The present study was designed to determine the effectiveness of the transformation process from Scrum to Scrumban and further Scrumban to Scrumban and Gamification. Based on the initial [40] , and the current versions of the study, the following conclusions were obtained. Scrumban solved some of the major issues raised in focus group studies by software practitioners, which were observed using Scrum methodology. In particular, during a sprint, problems regarding a group of user stories were ignored and therefore potential issues were masked for a significant amount of time. Scrumban was also found more compatible with the workflow of software development organization. For example, in Scrum, estimation in the first group of sprints is highly productive. In later iterations, however, task prioritization and proper estimation problems became acute and visible. Our findings suggest that such issues may emerge because of problematic user stories or due to software programming defects. To address these problems, we proposed to add a WIP-based pull mechanism with methods to improve the visualization of software development.
To increase the motivation of software practitioners, we proposed an integrated gamification approach. This study shows its actual implementation with initial results from the field. In general, the additional game elements seemed to increase the motivation and engagement of software practitioners within the process. We found evidence that using Scrumban and gamification provides a systematic performance improvement, which was checked by asking practitioners (in a three step survey method) where paired-sample t-test statistics showed that there was a statistically significant difference (p < 0,05) in survey results between initial state with Scrumban, and Scrumban with Scrumban and Gamification. Although the findings of the present study suggest that a Scrumban integrated gamification framework collectively improves the software development process, the results of the study should be interpreted with caution. A large sample from a group of SMEs might be beneficial for better identification of the impact of the transformation process. Finally, our findings provide some support for the conceptual premise that software development organizations benefit from a Scrumban integrated gamification approach. However, further empirical investigations of different software companies are required to validate such a proposition. This study is oriented towards both researchers and practitioners who are interested in the results of methodological transformation efforts in an agile software development organization.
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