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Obsahem této bakalářské práce je teoretický popis algoritmu pro nepřímé osvětlení scény
a jeho implementace. Funkčnost je demonstrována ve vzorové aplikaci. U získaných výsledků
je porovnána jejich vizuální kvalita a časová náročnost.
Abstract
Content of this bachelor’s thesis is theoretical description and implementation of indirect
scene illumination algorithm. Functionality is demonstrated in example application. Visual
quality and time consumption are compared for acquired results.
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V současné době se realistické zobrazování scény stává vcelku běžnou záležitostí. Exis-
tuje mnoho různých přístupů, ale často je tento proces stále příliš výpočetně náročný pro
zobrazení v reálném čase. Tato práce se zaměřuje na jeden z aspektů reálně vyhlížející
scény a to výpočet nepřímého osvětlení scény. Cesta za vyšší efektivitou může vést nejen
vymýšlením nových postupů, ale také vylepšováním těch stávajících. Takovým případem
je i algoritmus, který je v této práci využit. Tento algoritmus využívá principy jednoho
ze základních přístupů pro výpočet stínů a to pomocí stínových map. Využívá však tzv.
nedokonalé stínové mapy, což výpočet značně urychlí a to až k hranici pro využití v dy-
namických scénách vykreslovaných v reálném čase. Záleží ovšem na složitosti vykreslované
scény. Toto zjednodušení s sebou nese i jisté snížení kvality výsledného efektu. Součástí






Využití nedokonalých stínových map pro efektivní výpočet nepřímého osvětlení je metoda
vytvořená T. Ritschelem a kolektivem představená na konferenci SIGGRAPH Asia v roce
2008 [13]. Chytře spojuje několik existujících algoritmů, které budou v této kapitole před-
staveny a vysvětleny. Nejprve vysvětlím pojem nepřímého osvětlení, poté se zaměřím na
popis samotných stínových map, které jsou jádrem celé metody. Následně popíši jak byl
tento základní přístup rozšířen pro využití nedokonalých stínových map a nakonec popíši
další algoritmy, které jsou pro výpočet stínu potřebné. Při psaní této kapitoly jsem využíval
informace z [15].
2.1 Globální osvětlení
Globální osvětlení využívá principu, že objekty v reálném světě odráží mezi sebou světlo
na ně dopadnuté. A to jak světlo z primárního zdroje (primární, přímé), tak světlo, které
se již od nějakého objektu odrazilo (sekundární, nepřímé). Spojením těchto dvou osvětlení
se dosáhne efektu blízkému realitě. Na rozdíl od skutečnosti lze při výpočtu na počítači
nastavit jak dalece - tj. kolikrát se paprsek odrazí, než jeho vliv zanikne. Na obrázku
2.1 je ukázka metody zvané radiozita. Světlo je odráženo od všech materiálů a s každým
odrazem je utlumováno. Některé metody odrážení světlo pouze od reflexivních materiálů.
Takto pracuje například základní implementace ray tracingu (sledování paprsků). Ukázka
na obrázku 2.2. Navíc je barva světla při odrazu ovlivněna barvou povrchu, od kterého se
odráží. Pro výpočet se používá součin odpovídajících barevných složek dopadajího světla
a odrazové plochy. Toto simuluje reálný jev, který při odrazu vzniká. Pro vysvětlení je
potřeba chápat světlo jako vlnění o určité vlnové délce. Při dopadu světla na předmět je
část světla (podle vlnové délky) pohlcena a část odražena. Barva je potom subjektivní vjem
závislý na vlnové délce světla, které daný předmět odrazí. Pokud tedy předmět pohlcuje
například vlnové délky modrého a zeleného světla, pak při dopadu bílého světla (které
obsahuje všechny barvy) složky modré a zelené pohltí, červenou odrazí a pro pozorovatele
se tedy jeví jako červený objekt.
V počítačových scénách je globální osvětlení řešeno pomocí různých technik. Kromě
výše zmíněné radiozity a ray tracingu se dále používá path tracing (sledování cesty), pho-
ton tracing (sledování fotonů), fotonové mapy a další. V této bakalářské práci je využit
netradiční přístup pomocí nedokonalých stínových map.
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Obrázek 2.1: Radiozita - vliv počtu odrazů na osvětlení scény. Obrázek převzat
z http://en.wikipedia.org/wiki/Radiosity %28computer graphics%29
Obrázek 2.2: Ukázka efektu ray tracingu (dole) na scénu vykreslenou bez odrazů (nahoře).
Obrázek převzat z http://www.cs.utah.edu/ jstratto/state of ray tracing/
2.2 Stínové mapy
Je to jeden ze základních postupů pro výpočet stínu. Je dvouprůchodový - to znamená, že
scéna je vykreslena dvakrát. Při prvním průchodu je scéna vykreslena perspektivní projekcí
z pohledu světla. Jediná informace, která se uloží k dalšímu využití je vzdálenost vykreslo-
vaných fragmentů od zdroje světla - tzv. hloubková či stínová mapa (dále v textu také
označovaná zkratkou SM). [2] Ukázku lze vidět na obrázku 2.3.
V druhém průchodu je scéna vykreslena perspektivní projekcí z pohledu kamery. Zde je
pro každý fragment opět vypočtena vzdálenost od zdroje světla. Pokud je tato vzdálenost
větší než hodnota získaná v prvním průchodu, znamená to, že mezi tímto fragmentem a
zdrojem světla leží nějaký objekt a fragment je tedy ve stínu (na obrázku 2.4 vlevo). Pokud
jsou hodnoty vzdálenosti z prvního a druhého průchodu stejné, dopadá na objekt světlo
(na obrázku 2.4 vpravo). Porovnávání na rovnost je problematické a tak nejjednodušším
opatřením je tolerovat drobnou odchylku v rovnosti (např. v řádu tisícin jednotek). Infor-
mace zda se fragment nachází ve stínu nebo ne, jsou pak využity v osvětlovacím modelu.
Zde je vypočtena barva fragmentu na základě barvy povrchu a dopadajícího světla.
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Obrázek 2.3: Hloubková mapa
Obrázek 2.4: Princip využití stínových map. Obrázek převzat
z http://http.developer.nvidia.com/CgTutorial/cg tutorial chapter09.html
2.3 Nedokonalé stínové mapy
Pro výpočet nepřímého osvětlení využijeme množství virtuálních bodových světel dále oz-
načovaných anglickou zkratkou VPL (virtual point light) [11]. To jsou body ve scéně, které
jsou přímo viditelné z primárního zdroje světla a jsou použity pro jeho další šíření. Ukázka
tvorby VPL je na obrázku 2.5. Každé VPL pak může rekurzivně generovat další skupinu
VPL. V této práci jsou generována VPL pouze jedenkrát, tedy nerekurzivně. Poté, co jsou
vygenerována VPL, je scéna zjednodušena. Z množiny všech polygonů (trojúhelníků), ze
kterých se skládá scéna je předem dané množství zahozeno (ignorováno). Výběr probíhá
náhodně, přičemž pravděpodobnost zachování trojúhelníka roste s jeho obsahem plochy.
Všechny trojúhelníky, které byly ponechány jsou nyní nahrazeny 1 bodem náhodně vy-
braným na jejich povrchu. To přináší značnou výhodu v tom, že dále není nutno zpra-
covávat všechny polygony (nejčastěji trojúhelníky), ale pouze body a to ještě v menším
množství, než bylo původně trojúhelníků. Pro každé VPL je vytvořena stínová mapa této
scény za použítí paraboloidní projekce (viz kapitola 2.5), což znamená, že VPL osvětluje
celou polorovinu ve směru normály. Tato mapa je ovšem nedokonalá, protože oproti orig-
inálu obsahuje “díry” (Obr. 2.6 a 2.7). Zaplnění těchto děr je provedeno pomocí Pull Push
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algoritmu [12], který je blíže popsán v kapitole 2.6 (Obr. 2.8). Toto nevytvoří z nedokonalé
stínové mapy její dokonalý protějšek, ale přiblíží ji k němu dostatečně pro další použití. Při
vykreslování finálního obrazu je pro každý fragment procházeno přes všechny nedokonalé
stínové mapy a testováno zda se fragment nachází či nenachází ve stínu. Protože map jsou
řádově stovky až tisíce, nejsou chyby způsobené zjednodušením scény prakticky znatelné a
navíc stíny nemají ostré okraje.






stínová mapa po pull push
2.4 Světelné zdroje
Zdroje světla mohou mít různé vlastnosti. V [15] lze nalézt jedno ze základních rozdělení
mimo jiné na tyto druhy:
6
Bodový zdroj
Světlo je se stejnou intenzitou vyzařováno rovnoměrně do všech stran. Definován je polohou
a intenzitou. Schematicky znázorněno na obrázku 2.4. Pro účely této bakalářské práce je
u sekundárních světel využito principu bodového zdroje s mírnou modifikací. Světlo je totiž
emitováno pouze do jedné poloroviny ve směru kolmice z povrchu v tomto bodě jak je
zřetelné z obrázku 2.4.
Obrázek 2.9: Bodový zdroj světla. Vlevo klasický, vpravo vyzařující do jedné poloroviny.
Rovnoběžný zdroj
Lze si jej vyložit jako bodový zdroj umístěný v nekonečné vzdálenosti. Má rovnoběžné
paprsky. Používá se především k simulaci vzdálených světel - jako např. svit Slunce na
Zemi. Ilustrační ukázka je na obrázku 2.10.
Obrázek 2.10: Rovnoběžný zdroj světla
Plošný zdroj
Nejčastěji je to část roviny o konečně velké ploše. Paprsky se šíří do předního poloprostoru
ve všech směrech. Díky tomu dokáže vytvářet neostrý stín (polostín) - tedy oblast, kam
dopadá pouze část paprsků ze zdroje světla. Ukázka tohoto světla je na obrázku 2.11.
Reflektor
Anglicky spot light. Definován je pomocí dvou souosých kuželů se společným vrcholem.
Vnitřní z nich (s menším úhlem) obklopuje oblast, na kterou dopadá světlo v plné síle. Vnější
kužel kolem tuto oblast obklopuje pásmem, ve kterém směrem od středu k okraji klesá
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Obrázek 2.11: Plošný zdroj světla
intenzita světla lineárně od maximální k nulové. To vytváří reálně vypadající hladký přechod
mezi stínem a osvětlenou částí. Rozhodnutí, zda bod leží v oblasti působení některého
z kuželů je řešeno pomocí matematické funkce cosinus. [9] Pro světelný zdroj je vypočten
cosinus mezi osou kuželu a jeho pláštěm. Druhá hodnota je cosinus úhlu mezi osou kuželu
a vektorem od vrcholem kuželu k zpracovávanému bodu. A protože čím je menší úhel, tím
větší je hodnota příslušného cosinu, stačí jen porovnat, zda získaná hodnota pro osvětlovaný
bod je větší než hodnota získaná pro kužel světla. V tok případě je bod osvětlen. Kromě
výše popsaného snižování jasu mezi kužely může světlu ještě klesat intenzita s rostoucí
vzdáleností od objektu. Obrázek 2.12.




 úhel  
Obrázek 2.12: Reflektor
2.5 Parabolické stínové mapy
V této podkapitole čerpám informace z [10]. V kapitole 2.4 bylo zmíněno, že pro sekundární
světla je potřeba zajistit šíření paprsků do celé poloroviny. To v praxi znamená, že je třeba
transformovat viditelné objekty z celé poloroviny do dvourozměrné textury. Při znalosti
klasických stínových map lze využít jednoduché řešení. Vygenerovat 5 stínových map - jednu
do každého směru, kromě směru do opačné poloroviny. To ovšem vyžaduje 5 vykreslovacích
průchodů, což je značně časově náročné. Proto vznikly metody, které toto řeší v jenom
průchodu. Jednou z nich jsou tzv. kulové stínové mapy (anglicky spherical shadow maps.
Tento postup má však jiný nedostatek. Jde o nerovnoměrné mapování. Projevuje se tím, že
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objekty blízké rovině, na níž světlo leží, jsou do textury mapovány s výrazně větším krokem
než objekty nacházející se více ve směru normály tohoto povrchu, což se projevuje na kvalitě
stínů. Existuje ještě jiná metoda, která tímto nedostatkem netrpí. Rozdíl je viditelný na
obrázku . Nazývá se parabolické stínové mapy. Známá je též varianta duální parabolické
stínové mapy, která využívá textury dvě - pro každou polorovinu jednu - a dokáže tedy
pojmout informace o celém okolním prostoru. Využívá se tedy například k efektu bodového
zdroje světla. Jak již bylo uvedeno výše, v této práci bude dostačovat varianta mapující
jednu polorovinu.
Obrázek 2.13: Mapování poloroviny do textury. Vlevo kulové, vpravo parabolické. Obrázek
převzat z http://the-witness.net/news/2010/09/hemicube-rendering-and-integration/
Tento algoritmus využívá matematickou funkci dvou proměnných definovanou rovnicí
2.1. Grafem této funkce je eliptický paraboloid, který můžete vidět na obrázku 2.14. Tato za-
křivená plocha má zajímavou vlastnost, kterou lze pro účely projekce poloroviny s výhodou
využít. Existuje takový bod F (nazývaný fokus), z něhož vyslané paprsky jsou po odražení
od plochy paraboloidu rovnoběžné. Pokud tedy umístíme zdroj světla do tohoto bodu, pak
paprsky vyslané do jednotlivých bodů scény, se po odražení od paraboloidu mamapují do







(x2 + y2) kde x2 + y2 ≤ 1 (2.1)
2.6 Pull-push algoritmus
Informace pro tuto podkapitolu jsem čerpal z [12]. Vstupem pro tento algoritmus je textura
(obrázek, bitmapa), která kromě informace o barvě pixelu uchovává informaci, zda je pixel
tzv. validní. Cílem algoritmu je na základě okolních validních pixelů interpolovat tento
nevalidní. Výsledkem je efekt “zaplnění děr”. Tento postup se používá především při bodové
reprezentaci objektů. Ať už se jedná o hodnoty získané skenováním reálných objektů, nebo
(tak jako v případě této práce), body, které jsou získány zjednodušením trojúhelníkové
reprezentace modelu. Postup se skládá ze tří hlavních fází. Pull, kopírování a push.
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Obrázek 2.14: Eliptický paraboloid. Obrázek pževzat
z http://gamedevelop.eu/en/tutorials/dual-paraboloid-shadow-mapping.htm
Pull fáze
Na začátku je nutné zpracovat vstupní data. Jedná se prakticky o vytvoření mip mapy. To
je textura, která kromě originálního obrázku obsahuje i jeho kopie, jejichž rozlišení je vždy
poloviční vůči té předchozí a to až do velikosti 1 pixelu. Protože při tomto postupu na každý
nově generovaný pixel připadají čtyři pixely z předešlé úrovně, je výsledná barva nového
pixelu prostým průměrem těchto původních hodnot. Výjimku tvoří nevalidní pixely. Ty se
do nově počítané barvy nezapočítávají. Pokud ani jeden z předchozím pixelů nebyl validní,
vznikne nevalidní pixel.
Kopírování
Pull push se zpravidla provádí za použití dvou textur. Důvod je prozaický. Ve většině
implementačních prostředí není možné do jedné textury ve stejnou chíli zapisovat i z ní
číst. Proto se při pull fázi s každou úrovní rozlišení střídá vstupní textura s výstupní. Toto
řešení je často trefně popisováno jako tzv. “ping-pong” implementace. Pro závěrečnou fázi
je ale potřeba, aby informace rozložená do dvou textur byla přístupná v každé z nich. Proto
je nutné doplnit chybějící data navzájem mezi texturami.
Push fáze
Poslední částí je samotné zaplnění děr. Opět se střídá vstupní a výstupní textura. Pro
každý nevalidní pixel ve výstupní textuře je ze vstupní textury přistupováno k obrázku
s polovičním rozlišením. Nejprve se vyplňují díry v obrázku s rozlišením 2x2 pixely a
pokračuje se až do největší verze obrázku. Podobně jako v pull fázi jsou pro interpolaci
využity 4 pixely. Nyní je ale mezi ně rozdělena váha nerovnoměrně a to v poměru 9 : 3 : 3
: 1. Přiřazení váhy závisí na orientaci pixelu v mřížce. Nejlépe je to vidět na obrázku 2.16.
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s využítím nedokonalých stínových
map
V této kapitole budu popisovat, jak jsem výše vysvětlené algoritmy prakticky implemen-
toval a spojil do jednoho funkčního celku. Využívám knihovnu OpenGL verze 3.3 [14],
programovací jazyk pro psaní shaderů GLSL (OpenGl Shading Language) verze 3.30 [4] a
knihovnu SDL [5] pro práci s oknem aplikace a ovládání pomocí klávesnice a počítačové
myši. Podkapitoly jsou seřazeny podle pořadí v jakém se provádí příslušné operace za
běhu programu. Při spuštění programu je jedenkrát volána funkce onInit(), která za-
jišťuje načtení modelu, předzpracování scény (3.1), inicializaci shaderů, zkopírování potřeb-
ných dat do paměti grafické karty a přípravu textur (3.2). Po této inicializace a též při
každé změně parametrů, manipulaci s modelem nebo změně velikosti okna je volána funkce
onWindowRedraw(). Právě v této funkci je prováděno jádro bakalářské práce. Při prvním
vykreslování se postupně provede: vygenerování virtuálních bodových světel (3.3), z každého
z nich je vytvořena stínová mapa ukládaná do jedné společné textury (3.4), nad touto tex-
turou je proveden pull push (3.5) a na závěř je stínových map využito k výpočtu samot-
ného osvětlení. Při dalších překresleních lze některé kroky vynechat. Generování nových
virtuálních bodových světel je prováděno pouze při změně vzájemné pozice světla a mod-
elu. Generování stínových map se provádí při změně virtuálních bodových světel. A protože
aplikace umožňuje kromě klasického průběhu algoritmu zapínat a vypínat pull push, a volit
mezi bodovou a trojúhelnikovou reprezentací scény při generování stínových map, je nutno
při těchto změnách též vytvořit nové stínové mapy.
3.1 Předzpracování scény
Vstupním parametrem je počet náhodných pokusů, které budou provedeny. Pro tuto hod-
notu používám polovinu počtu trojúhelníků modelu. Výsledný počet bodů může být o něco
nížší, protože některé trojúhelníky mohou být vybrány vícekrát. I takové trojúhelníky však
nagradím jen jedním bodem. Pravděpodobnost výběru trojúhelníku roste s obsahem jeho
plochy. Výběr je prováděn metodou tzv. házení šipkou do mapy. Nejprve je nutné vy-
počítat celkový obsah všech trojúhelníků. Na intervalu od nuly po tuto získanou hodnotu
generuji náhodná čísla. Pro každé náhodné číslo procházím pole trojúhelníků a opět pos-
tupně přičítám jejich obsahy do jedné proměnné. Ve chvíli kdy hodnota této proměnné
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přesáhne náhodně vygenerované číslo, je právě zpracovávaný trojúhelník označen příznakem
jako vybraný. Poté procházím trojúhelníky opět od začátku pro další z náhodných čísel. Po
zpracování všech náhodných čísel již znám počet bodů po zjednodušení scény a tak naalokuji
potřebný prostor na haldě. Pro každý vybraný trojúhelník zvolím na jeho povrchu náhodný
bod, který si uložím. Tyto souřadnice jsou výsledkem předzpracování scény.
3.2 Příprava textur
Celkem jsem k implementaci potřeboval těchto 8 textur: (upravit formát zobrazní těch
informací)
depthTex
Rozměry: x * šířka stínové mapy × x * výška stínové mapy, kde x * x je počet
použitých stínových map
Datový typ: float (32 bitů)
Složky: červená, zelená, modrá
Popis: Textura pro uložení všech stínových map z virtuálních bodových světel.
pullPushTex 1, pullPushTex 2
Rozměry: 1,5 * šířka stínové mapy × 1 * výška stínové mapy
Datový typ: float (32 bitů)
Složky: červená, zelená, modrá
Popis: Textury pro pull push algoritmus.
coordTex
Rozměry: šířka okna × výška okna
Datový typ: float (32 bitů)
Složky: červená, zelená, modrá (interpretovány jako souřadnice ve 3D)
Popis: Textura pro uložení souřadnic ze kterých se generují virtuální bodová světla.
normalTex
Rozměry: šířka okna × výška okna
Datový typ: float (32 bitů)
Složky: červená, zelená, modrá (interpretovány jako normály ve 3D)
Popis: Textura pro uložení normálových vektorů ze kterých se generují virtuální
bodová světla.
colorTex
Rozměry: šířka okna × výška okna
Datový typ: float (32 bitů)
Složky: červená, zelená, modrá, alfa
Popis: Textura pro uložení barvy ze kterých se generují virtuální bodová světla.
lightZBuffer
Rozměry: šířka okna × výška okna
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Datový typ: float (32 bitů)
Složky: hloubka
Popis: Textura pro uložení hloubkové informace. Používá se při vytváření stínu primárního
světla.
textureCBcolor
Rozměry: 2 × 2
Datový typ: float (32 bitů)
Složky: červená, zelená, modrá
Popis: Textura s barvami, kterých může model nabývat. Barva je v modelu definována
jako souřadnice do této textury.
3.3 Vytvoření virtuálních bodových světel
Virtuální bodová světla musí být náhodně generována na povrchu, kam dopadá světlo
z primárního zdroje. Použil jsem shader k vykreslení scény z pohledu světla. Model využívám
trojúhelníkový, tedy bez zjednodušení. Do tří textur jsem uložil originální souřadnice, orig-
inální normály a barvu. Ta je rovna součinu barvy dopadajícího světla s barvou povrchu.
Protože primární světlo je typu reflektor, použil jsem klasické perspektivní promítání s úh-
lem stejným jako má vnější kužel reflektoru. To by samo o sobě nestačilo, protože tímto
promítáním získám obdélníkový pohled do scény. Je proto nutné odlišit plochy, které se
nacházejí sice v tomto průhledu, ale nedopadá na ně světlo. To jsem vyřešil tak, že pokud
se vykreslovaný fragment nachází mimo osvětlenou oblast, ukládám namísto normály hod-
notu (1,0, 1,0, 1,0). Takové hodnoty nemůže normalizovaný normálový vektor dosáhnout a
můžu tak oblasti od sebe rozlišit.
Když jsou textury naplněné, převedu jejich obsah pomocí funkce glGetTexImage() do
polí alokovaných na haldě. Do těchto polí následně náhodně přistupuji a ukládám si do
dalších tří polí souřadnice, normály i barvu výsledých virtuálních bodových světel. Pokud
při náhodném přístupu narazím na prvek s velikostí normálového vektoru větší než 1,5,
jedná se jistě o oblast kam nedopadá primární světlo a tento prvek jako VPL neukládám.
Abych předešel zacyklení v případě kdy požadovaný počet VPL je výrazně větší než oblast,
ze které mohou být generovány, nastavil jsem cyklus tak, aby náhodných čísel generoval
maximálně stokrát více než je požadovaný počet VPL a zbývajícím VPL nastavil všechny
hodnoty jako nulové.
3.4 Získání a uložení stínových map do textury
Stínovou mapu je nutno vygenerovat pro každé virtuální bodové světlo. Proto v cyklu
procházím pole VPL a pro každé z nich vykresluji scénu pomocí shaderu. Scénu přirozeně
vykresluji z pozice tohoto VPL a používám parabolické promítání popsané v podkapitole
2.5. Abych zamezil vykreslování objektů ze záporné poloroviny, používám v shaderu ořez
rovinou gl ClipDistance[0]. Důležitou proměnnou v tomto shaderu je velikost vykreslo-
vaných bodů. Její vliv na kvalitu výsledného stínu lze nalézt v podkapitole 4.3. Při běžném
běhu programu je pro vykreslování použita bodová reprezentace zjednodušené scény. Pro
testovací účel je možné přepnout na vykreslování celé trojúhelníkové reprezentace nebo
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dokonce obě tyto možnosti spojit. Protože více výsledků ukládám do jedné textury, používám
pro definici cílové oblasti v této textuře funkci glViewport().
Při testování se stávalo, že fragment, na kterém VPL leží se vykreslil do scény a z části
ji překryl. Tento problém jsem vyřešil posunutím VPL o jednu setinu jednotky ve směru
normálového vektoru.
Transformační matici mvLight vytvářím pomocí funkce lookAt(eye, center, up) z kni-
hovny glm [3]. Parametr eye definuje pozici kamery (předávám souřadnice VPL), parametr
center udává bod, na který kamera směřuje (předávám souřadnice VPL posunuté ve směru
normály) a parametr up je vektor určující orientaci kamery. Konkrétně tento vektor před-
stavuje směr vzhůru. Použil jsem vektor (0,1,0) - tedy ve směru kladné poloosy y. To ale
nefungovalo pro VPL generované na stropě a podlaze cornell boxu, protože tento vektor je
rovnoběžný s normálou, což způsobí, že se nevykreslí nic. Proto jsem dodefinoval podmínku,
že pro VPL s normálou rovnoběžnou s osou y, použiji jako up vektor zápornou poloosu z
(0,0,-1).
3.5 Pull-push nad texturou
Stínové mapy jsou v textuře ulozeny maticove a doléhají na sebe svými okraji. V případě,
kdy model zachycený ve SM zasahuje až do okraje, mohly by se SM provedením pull push
nad celou texturou navzájem ovlivňovat. Proto aplikuji pull push v cyklu pro každé VPL
zvlášť. Výhodou je, že se SM opravdu neovlivňují. Jak jsem však později zjistil, tento
přístup má zásadní nevýhodu a to časovou náročnost. Konkrétně popsáno při testování
v podkapitole 4.2.
Jak již bylo popsáno v kap. 2.6 skládá se algoritmus ze tří základních fází. Navíc je nutné
načíst vstupní stínovou mapu a správně uložit tu výslednou. Následuje popis jednotlivých
fází.
Načtení vstupu
Jedná se o prostý přístup do textury depthTex na pozici konkrétní SM a její zkopírování
do textury pullPushTex 1. Stav textur po načtení můžete vidět na obrázku 3.1.
Obrázek 3.1: Obsah textury pullPushTex 1 (vlevo) a textury pullPushTex 2 (vpravo) po
načtení vstupu
Pull fáze
Mezi texturami pullPushTex 1 a pullPushTex 2 provádím ukládání vstupní SM s postupně
snižovaným rozlišením. Největší varianta SM je uložena v levé části textury. Ostatní jsou
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ukládány vpravo od ní, od spodního okraje směrem vzhůru. Výsledek je znázorněn na
obrázku 3.2.
Obrázek 3.2: Obsah textury pullPushTex 1 (vlevo) a textury pullPushTex 2 (vpravo) po
provedení pull fáze
Kopírování
Data chybějící v jedné textuře jsou doplněna z textury druhé. Obě poté obsahují stejná
data, jak dokládá obrázek 3.3.
Obrázek 3.3: Obsah textury pullPushTex 1 (vlevo) a textury pullPushTex 2 (vpravo) po
zkopírování dat mezi texturami
Push fáze
Pro každý vyplňovaný pixel je nutno rozhodnout, která ze čtyř variant na obr. 2.16 je
aktuální. Podle toho si uložím směry tří kroků, kterými projdu pixely pro interpolaci.
Například pro variantu 1 to budou kroky nahoru, vpravo a dolů. Při průměrování použiji
odpovídající váhy. Pokud některý z navštívených pixelů je nevalidní, nebo by se nacházel
mimo rozsah aktuální SM, není při výpočtu zohledněn. Pokud žádný ze vstupních pixelů
není validní, není cílový pixel vylněn a zůstává nevalidní. Závěrečný stav použitých textur
je vidět na obrázku 3.4.
Aby po aplikaci pull push byla nedokonalá SM co nejvíce podobná té, která by vznikla
bez zjednodušení scény, není nutné provést push fázi už od nejmenšího úrovně rozlišení.
Nejlepší podoby je dosaženo při provedení pouze posledních dvou kroků push fáze. Viz
obr. 3.5. Na výsledné stíny to však nemá výrazný vliv, protože pokud provedeme všechny
kroky push fáze, sice je SM značně odlišná od dokonalé, ale její funkci to příliš neovlivní.
Ve většině případů byly totiž zaplněny oblasti, kde se nenacházel žádný model. Při využití
SM tedy nebude do těchto míst vůbec dotazováno a nezáleží na jejich hodnotě. Tento závěr
lze vyvodit pro použitý počet bodů reprezentace scény a jejich vykreslované velikosti. Při
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Obrázek 3.4: Obsah textury pullPushTex 1 (vlevo) a textury pullPushTex 2 (vpravo) na
konci celého pull push algoritmu
změně těchto hodnot může být pro optimální výsledek použit jiný počet kroků push fáze.
Viz kapitola 4. Vynechání nepotřebných kroků vede k urychlení algoritmu.
Obrázek 3.5: Vliv počtu úrovní použitých v push fázi. Zleva doprava použito 0, 1, 2, 3, 4,
5 úrovní.
Uložení výstupu
SM je pomocí funkce glViewport() vložena zpět na místo, ze kterého byla v textuře
depthTex načtena.
3.6 Využití textury k vytvoření stínů
Toto je finální část celého programu. V shaderu vykresluji původní nezjednodušenou scénu.
Nejprve vypočítám osvětlovací model pro zdroj primárního světla typu reflektor (viz obr. 3.6
vlevo nahoře). Barva je počítána jako součin barvy světla s barvou povrchu. Tato hodnota
je ještě vynásobena cosinem úhlu mezi normálou povrchu a vektorem od povrchu ke světlu.
To zajistí plynulé ztmavení barvy na plochách odvrácených od světla. Poté pomocí stínové
mapy získané při generování VPL doplním do scény stín (viz obr. 3.6 vpravo nahoře). Tím
byl vypočten vliv primárního světla. Následuje výpočet osvětlení sekundárního. K tomu
využívám VPL a jejich stínové mapy. Také zde je nutno ošetřit VPL nacházející se na
stropě a podlaze cornell boxu jak popisuji v podkapitole 3.4. Pro každý vykreslovaný bod
provedu cyklus přes všechny VPL a pro každé světlo provedu stejně jako u primárního zdroje
porovnání zda je bod osvětlen a stejným způsobem vypočítám barvu. Protože takto získám
tolik barev, kolik je VPL, zprůměruji získané hodnoty a získám tak barvu pro sekundární
osvětlení (viz obr. 3.6 vlevo dole). Výsledkem celého algorimtu je pak součet barvy získané
od primárního světla s barvou od sekundárního osvětlení (viz obr. 3.6 vpravo dole). Pro
testovací účely lze mezi těmito barvami přepínat (viz návod C).
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V této kapitole nejprve představím výsledek své práce. Při jeho vykreslování jsem se snažil
o co nejlepší kombinaci vstupních parametrů. Použil jsem 256 virtuálních bodových světel,
stínové mapy s rozlišením 128 × 128 pixelů a velikost bodu při vykreslování rovnu 3,0.
V dalších podkapitolách se vždy zaměřím na konkrétní parametr a budu zkoumat jeho vliv
na kvalitu a rychlost vykreslení výsledku. Pokud někde uvádím hodnoty času, jedná se
o průměr vypočtený minimálně z deseti měření.
Pro demonstraci výsledků jsem použil model draka uvnitř Cornell boxu [1]. Cornell box
je mojí tvorby, model draka pochází z repozitáře Stanfordovy univerzity [8]. Já jsem použil
jeho verzi převedenou do formátu wavefront .obj [6] umístěnou na webové stránce [7]. Pro
své potřeby jsem modelu snížil počet trojúhelníků. Dohromady s Cornell boxem se jedná
o 9 597 vrcholů a z nich sestavených 18 948 trojúhelníků.
Testování probíhalo na přenosném počítači HP Pavilion dv6 3060ec s těmito parametry:
procesor AMD Athlon II Dual-Core P320, RAM paměť 4GB DDR3, grafická karta ATI
Radeon HD5470 512MB, operační systém Windows 7.
4.1 Ukázka funkčnosti algoritmu
Jako základní test jsem provedl průchod celým alogitem. Tedy to, co se provede při změně
pozice světla ve scéně. Měřil jsem čas, který je potřebný k tomuto překreslení. Výsledky
jsou shodné s hodnotami uvedenými u obrázku A.9.
V podkapitole A.1 je na obrázcích A.1, A.2 a A.3 doloženo, že implementovaný algorit-
mus skutečně plní funkci globálního osvětlení.
4.2 Problematika využití pull push
Časová náročnost zmíněná v podkapitole 3.5 je bohužel tak výrazná, že takto ovlivněný
algoritmus nedokonalých stínových map ztrácí časovou výhodu oproti klasickým stínovým
mapám. Je proto značně výhodnější nechat SM navzájem se mírně ovlivnit a ušetřit velké
množství času provedením pull push nad celou texturou. Tuto skutečnost jsem však zjistil až
nedlouho před termínem odevzdání. Mnou naimplementovaný pull push očekává na vstupu
textrury s rozlišením právě 128 × 128 pixelů. Nedokázal jsem již algrotimus upravit pro
práci s libovolně velkou nebo alespoň výrazně větší texturou. Tento problém by při dalším
vývoji aplikace byl prvním krokem k jejímu vylepšení.
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4.3 Vliv velikosti bodů modelu na vizuální výsledek
Velikosti bodů vykreslovaných při zjednodušené reprezentaci scény je důležitým parame-
trem. Vykreslil jsem scénu s použitím hodnot 1,0, 2,0, 3,0 a 4,0. Obrázky naleznete v pod-
kapitole A.2. Vlevo je varianta s pull push, vpravo bez něj. Pod každým obrázkem je zo-
brazena ukázka použité stínové mapy. Příliš malé body tvoří mnoho děr, které ani pull push
sice zaplní, ale výsledek se velmi liší od dokonalé SM. Příliš velké body zase zasahují do
oblastí, kde by se již původní trojúhelník nenacházel. Jako vhodná konstanta se mi jeví 3,0.
Zde dochází k zajímavému úkazu. Protože se v nedokonalé SM nenachází mnoho děr, které
by měly vliv na výsledek, nemá provedený pull push téměř žádný vliv na výsledný stín.
Nabízí se zde tak možnost tento časově náročný krok vynechat.
4.4 Rozdíl mezi dokonalými a nedokonalými stínovými ma-
pami
Při porovnávání bodové a trojúhelníkové reprezentace jsem neměřil průchod celým algo-
ritmem, ale pouze dobu potřebnou pro vygenerování stínových map pro všechna virtuální
bodová světla. Ani zde jsem se nedočkal očekávaných výsledků a to rychlejšího vykreslení
pro zjednodušenou scénu. Obě možnosti zabraly prakticky stejný čas. Pro 256 VPL to bylo
konkrétně 1,7 ms, jak lze vidět u obrázku A.9. Významnější rozdíl se neprojevil ani při
zvýšení poměru počtu bodů vůči počtu trojúhelníků z 1 : 2 na 1 : 20. Vysvětluji si to tím,
že použitá grafická karta zvládá bez problému vykreslovat řádově desítky tisíc fragmentů
(ať už se jedná o body či trojúhelníky). Předpokládám, že zvýšení počtu trojúhelníku na
několik milionů a nastavení poměru na hodnotu kolem 1 : 1 000 by se rozdíl projevil. Tuto
domněnku jsem již bohužel nestihl otestovat na modelu s výrazně vyšším počtem trojúhel-
níků.
Jednotlivé grafické výsledky jsou k porovnání na obrázcích 4.1, 4.2 a 4.3.
Obrázek 4.1: Nedokonalé stínové mapy bez
pull push
Obrázek 4.2: Nedokonalé stínové mapy
s pull push
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Obrázek 4.3: Dokonalé stínové mapy
4.5 Počet virtuálních bodových světel
V této sekci jsem měřil dobu potřebnou pro vykreslení scény v závislosti na počtu VPL.
Vliv na grafický výsledek je dobře vidět v podkapitole A.3 na obrázcích A.8 až A.11. Doba
potřebná k provedení jednotlivých částí je uvedena v tabulce 4.1.
400 VPL 256 VPL 64 VPL 16 VPL
Pull push 206,0 130,2 30,4 8,6
Generování VPL 36,8 47,0 45,5 35,7
3x glGetTexImage() 25,3 34 32,7 27,5
Shader 0,04 0,04 0,04 0,04
Generování SM 5,7 5,3 3,6 3,6
Cyklus všech shaderů 2,3 1,7 0,4 0,13
Vykreslení zdroje světla 4,3 4,0 3,6 3,4
Shader 0,05 0,05 0,05 0,05
Aplikace SM 3,2 3,6 3,0 3,6
Shader 0,11 0,22 0,11 0,11
Ostatní režie 14,0 16,1 17,9 17,1
Celý snímek 270 206 104 72
Tabulka 4.1: Vliv počtu VPL na rychlost vykreslování. Uvedené hodnoty jsou
v milisekundách. Odsazené položky jsou součástí položek nadřazených. Ukazují kolik času
bylo potřeba pro konkrétní části funkcí.
Podle očekávání roste s počtem VPL doba potřebná pro vykreslení scény. Velkou část
tohoto času zabere provedení funkce pull push. Tato funkce také trvá déle pro větší počet
VPL. Důvodem je, že čím více VPL je použito, tím vícekrát je voláno jádro vyplňující
nevalidní pixely. Ač by se dalo očekávat, že samotné generování VPL bude závislé na jejich
počtu, není tomu tak. Většina času při jejich vytváření je využita pro uložení obsahu textur
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do pole. Tato operace je stejná pro každý počet VPL. Co se různí je cyklus, kterým je do pole
přistupováno a vybírány VPL. Tato část kódu je ale velice rychlá a nezávislá na počtu VPL.
Generování SM je prováděno pro každé VPL, je tedy v pořádku, že naměřeá čísla ukazují,
že s klesajícím počtem VPL trvá vykreslení SM kratší dobu. Vykreslení zdroje světla se
sice zdá být závislé na počtu VPL, ale jak naznačují doby trvání samotného shaderu, není
to úplně pravda. Závěrečná aplikace stínových map je pro všechny případy přibližně stejně
časově náročná.
Na základě těchto zjištění bych se při dalším vývoji kromě zlepšení algoritmu pull push
zaměřil také na efektivnější tvorbu VPL.
4.6 Rychlost vykreslování při manipulaci s modelem
Při rotaci a posunu modelu se provádí pouze aplikace stínových map. Jak můžeme vidět
u obrázku A.9, při využití 256 VPL by tato operace měla trvat pouze přibližně 3.6 ms. Při
testování však byla doba pro překreslení při manipulaci s modelem průměrně 708 ms. Při
hledání zdroje tohoto zdržení jsem zjistil, že je způsobeno funkcí SDL GL SwapBuffers().




Cílem této práce bylo implementovat a na vzorové aplikaci předvést využití nedokonalých
stínových map pro nepřímé osvětlení ve 3D počítačové scéně. Aplikací produkované šíření
světla ve scéně je ve shodě s očekávaným chováním dle modelu nepřímého osvětlení. Grafické
výstupy této aplikace jsou velmi závislé na hodnotách vstupních parametrů. Při testování
jsem postupem času nalezl takovou kombinaci jejich hodnot, že dosažené výsledky jsou
velmi blízké klasickému postupu bez zjednodušení scény. Aplikace umožňuje přepínat mezi
těmito výsledky a subjektivně je porovnat. Dále je možné měnit velké množství dalších
parametrů a vyzkoušet jejich vliv. Zobrazit lze i textury použité během výpočtu, což může
vést k lepšímu pochopení celého algoritmu.
Přesto, že vizuální výsledky práce jsou přinejmenším uspokojivé, časová náročnost al-
goritmu může narušit výsledný dojem. Protože mi dlouho trval přechod od teorii k imple-
mentaci, nezbylo mi na psaní zdrojového kódu dostatek času. Aplikace je plně funkční, ale
vykreslování není v reálném čase, jak bylo očekáváno. V kapitole 3 jsem zjistil, že hlavní
příčinou je neefektivní implementace algoritmu pull push. Jeho vylepšení by při dalším
vývoji bylo prvním krokem ke zvýšení efektivity celého algoritmu.
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A.1 Výsledky globálního osvětlení
Obrázek A.1: Plochy osvětlené bílým primárním světlem toto světlo obarví a dále odráží.
To má na scénu zřetelný vliv v podobě slabého obarvení jinak bílých částí modelu. Na této
ukázce především na modelu draka a podlahy Cornell boxu. Je též důležité, že sekundární
světla ovlivňují pouze tu část scény, která je z jejich pozice viditelná. Proto je na pravé
části podlahy viditelný vliv pouze zelené barvy, jelikož přes model draka není z levé stěny
tato oblast téměř viditelná.
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Obrázek A.2: tato ukázka má především demostrovat, že sekundární osvětlení je tvořeno
opravu pouze barvami, na které dopadá primární světlo. Proto je scéna ovlivněna pouze
zelenou barvou.
Obrázek A.3: Kromě šíření barvy sekundárních světel do scény je součástí algoritmu tvorba
stínů od těchto světel. To je zde jasně viditelné.
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A.2 Rozdílné velikosti vykreslovaných bodů
Obrázek A.4: Velikost bodů 1,0
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Obrázek A.5: Velikost bodů 2,0
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Obrázek A.6: Velikost bodů 3,0
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Obrázek A.7: Velikost bodů 4,0
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A.3 Vliv počtu virtuálních bodových světel
Obrázek A.8: Použití 400 (20 ∗ 20) VPL
Obrázek A.9: Použití 256 (16 ∗ 16) VPL
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Obrázek A.10: Použití 64 (8 ∗ 8) VPL




• adresář ISM s ukázkovou aplikací
– adresář bin se spustitelným souborem ISM.exe a knihovnami potřebnými pro
spuštění
– adresář include s knihovnami využitými ve zdrojovém kódu
– adresář ISM se soubory MS Visual Studia
– adresář lib s dalšími knihovnami
– adresář models obsahující modely
– adresář shaders se zdrojovými kódy shaderů
– adresář src se zdrojovými kódy
– adresář textures obsahující textury
• adresář tex s dokumentací
– adresář fig s použitými obrázky
– soubor BP-xkylou00.pdf s textem bakalářské práce
– zdrojové soubory .tex a další potřebné pro vytvoření pdf
• soubor README.txt se základními informacemi o aplikaci
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Příloha C
Návod k ovládání aplikace
• a,d - posun zdroje světla v ose x
• x,w - posun zdroje světla v ose y
• e,s - posun zdroje světla v ose z
• b,h - změna červené složky primárního světla
• n,j - změna zelené složky primárního světla
• m,k - změna modré složky primárního světla
• r - nastavení světla do výchozí pozice
• mezerník - nastavení modelu do výchozí pozice
• l - vypnutí/zapnutí zobrazování krychle jako zdroje primárního světla
• 1 - vypnutí/zapnutí bodové reprezentace scény
• 3 - vypnutí/zapnutí trojúhelníkové reprezentace scény
• t - přepnutí mezi zobrazením výsledku a využitých textur
• y,z - přepínání mezi jednotlivými texturami
• g,v - změna počtu kroků push fáze
• u - vypnutí/zapnutí pull push algoritmu
• i - přepínání mezi osvětlením primárním, sekundárním a oběma zároveň
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