This paper describes a new algorithm for Monte Carlo integration, based on the Field Estimator for Arbitrary Spaces (FiEstAS). The algorithm is discussed in detail, and its performance is evaluated in the context of Bayesian analysis, with emphasis on multimodal distributions with strong parameter degeneracies. Source code is available upon request.
Introduction
Many problems in Physics, as well as in other branches of science, involve the computation of an integral
over a given multidimensional domain V . In most circumstances, the value of I has to be estimated numerically, evaluating the function f at a series of N sample points x i .
Numerical quadrature algorithms (see e.g. [1] ) sample f on a regular grid or at a carefully selected set of unequally-spaced points (Gaussian quadrature).
Email address: yago.ascasibar@uam.es (Yago Ascasibar).
Preprint submitted to Elsevier
This approach is very efficient for smooth functions, but it is certainly far from optimal when the integrand is strongly peaked. Adaptive techniques provide a solution to this problem by refining those sub-intervals of the integration domain where f is found to vary on smaller scales.
In multiple dimensions, Monte Carlo methods usually yield better accuracy for a given N than repeated integrations using one-dimensional deterministic algorithms. The essence of the Monte Carlo method is that the sample points x i are chosen (to some extent) at random. The most basic version uses a uniform probability distribution over the integration region, and the estimator for the integral I is given byÎ
where V denotes the integration volume and f i ≡ f (x i ). The error associated toÎ MC can be estimated aŝ
Although the error decreases as N −1/2 (this is, in fact, why Monte Carlo methods are preferable in multidimensional problems), the basic Monte Carlo is still computationally inefficient when the function f has a very narrow peak compared to the total integration volume. On the one hand, a large number of sample points would be required to obtain good estimatesÎ MC and∆ MC . On the other hand, and more important, it is indeed quite possible that the algorithm achieves convergence, reporting a wrong value of the integral with an extremely small estimate of the error, before finding the maximum (or maxima) of f .
A refinement of this method, known as importance sampling, consists in drawing the points from a distribution similar in form to the integrand, so that they are more likely to come from the regions that contribute most to I. Rather than sampling the whole integration volume uniformly, one chooses a probability distribution g(x) that adapts to the shape of the integrand. For any g(x), the integral (1) can be re-written as
g(x) dx (4) and the estimators of I and its error becomê
respectively. The key issue is, of course, the choice of the distribution g(x). These two expressions reduce to (2) and (3) for the particular case of uniform sampling, i.e. all g i ≡ g(x i ) = 1/V . In the ideal case, when g(x) = |f (x)|/I, all points contribute exactly the same amount to the sum in (5) and zero in (6) , and the algorithm takes only a few N to achieve the desired accuracy. Unfortunately, choosing g(x) is not straightforward when the shape of f is unknown a priori, and evaluating it is actually part of our goal.
A perfect example of such a situation is Bayesian inference, where one tries to select the model M that best describes the data D and estimate the values of the model parameters Θ. For a given model, Bayes' Theorem states that
where p(Θ|M) is the prior probability distribution of the model parameters, p(D|M, Θ) is the likelihood of the data, p(Θ|M, D) is the posterior probability distribution of the parameters, and p(D|M) is the evidence for model M,
The posterior probability distribution (7) contains all the information needed for parameter estimation, and the evidence plays in this case the role of a mere normalization constant. Nevertheless, the value of the integral (8) becomes critical in model selection. Applying again Bayes' Theorem, two models M 1 and M 2 can be compared by evaluating the Bayes' factor,
where p(M i ) denotes the prior probability of each model, p(D|M i ) are their evidences, and p(M i |D) are the posterior probabilities. Even if one is only interested in parameter estimation, it is good practice to quote the evidence (as well as the assumed priors) in order to make possible the comparison with future work.
The computational part of a Bayesian analysis consists thus in the evaluation of the integral I = p(D|M) = f (Θ) dΘ, where f (Θ) = p(Θ|M) p(D|M, Θ), over the region of the parameter space where p(Θ|M) > 0. Since each evaluation of the likelihood may involve a significant computational cost, the algorithm should locate the the maxima of f (Θ) as efficiently as possible, even when this function has a complicated structure. In particular, it is not uncommon that f (Θ) presents several maxima, corresponding to different sets of parameter values that provide a good fit to the data. Which solution is to be preferred depends, within the Bayesian framework, on the value of the integral (the evidence) over the region associated to each peak. Even more often, there are strong degeneracies in parameter space. The maxima of the function f can be extremely elongated, generally with a curved shape arising from a non-linear relationship between two or more parameters.
These two problems (multimodality and curved degeneracies) have proven difficult to overcome for many standard algorithms, especially as the number of dimensions increases. Markov Chain Monte Carlo methods (see e.g. [2] ) typically require a relatively large number of evaluations. Nested sampling [3] provides a more efficient alternative, transforming the multidimensional integral (1) into a single dimension by means of a re-parameterization in terms of the 'prior mass' p(Θ|M) dΘ. This formalism has recently been extended to cope with the problems of multimodality and curved degeneracies by resorting to clustering algorithms [4, 5] . On the other hand, traditional importance sampling methods (e.g. Vegas [6] ) assume a separable weight function, i.e.
, which can give a good approximation to f (x) only as long as the characteristic features are well aligned with the coordinate axes. An adaptive refinement technique has been implemented in the algorithm Suave [7] to improve the performance in the general case.
Here I present a new method, based on the Field Estimator for Arbitrary Spaces (FiEstAS) developed by [8] to estimate the continuous density field underlying a given point distribution. The algorithm is fully described in Section 2, results are presented in Section 3, and the main conclusions are summarized in Section 4.
Description of the algorithm
FiEstAS sampling performs multidimensional numerical integration by means of Monte Carlo importance sampling. Here I discuss in detail the most relevant algorithmic issues; actual source code is available upon request.
The method has three free parameters: the desired relative accuracy ǫ, the fraction of points that are uniformly distributed η u , and the fractional increase in the number of points per step η n . Default values are ǫ = 0.01, η u = 0.1, and η n = 0.1. For the first step, the number of new sample points is set to n = 1.
The main loop of the program can be summarized as (1) generate η u n new points uniformly (2) compute g(x) for this step using FiEstAS (3) sample n F = (1 − η u )n new points from g(x) (4) evaluate the integral and its error (5) increase n by a fraction η n (6) repeat until the desired accuracy is achieved
Uniform sampling
FiEstAS sampling is intended to adapt the probability distribution g(x) to the shape of the integrand within the fewest possible number of iterations. As will be shown below, the presence of pronounced curved degeneracies does not pose a significant problem to the algorithm, but the discovery of narrow, isolated maxima is, at best, a very hard problem, and a large number of sample points may be required in order to achieve the correct result. Even worse, there can be no guarantee that all the maxima of f have been located, and therefore it is important to reach a compromise between the detection of potential multimodality and sampling efficiency.
Sampling from a uniform distribution is obviously the most unbiased way to explore the integration domain in search of previously unknown maxima. The fraction of points (i.e. computational effort) devoted to such exploration is controlled by the parameter 0 ≤ η u ≤ 1. A low value would be adequate for functions where multimodality is not a concern, either because the positions of the maxima are already known by other means, because there can only be one, or because the different peaks are not too isolated (i.e. the contrast between the maximum and the saddle point towards the nearest detected peak is not large). A high value of η u would help the algorithm locate the peaks, but it would render it slow. What constitutes a reasonable compromise between accuracy and computational resources depends, of course, on the details of the application being considered, and the adopted default value should not preclude the user from applying his/her own judgment.
Choice of g(x)
The prescription adopted for g(x) is arguably the heart of the method. The idea is to use the set of sample points computed so far to estimate the shape of the integrand. First, each point is assigned a hypercubical cell by the FiEstAS algorithm (see [8] and Appendix A). Let the volumes of these cells be denoted as v i . Then,
with Π i (x) = 1 if x belongs to the i-th cell, and 0 otherwise. The choice of weights w i = 1 corresponds to uniform sampling, and w i = |f i | corresponds to g(x) ≈ |f (x)|/I. This is the optimal probability distribution when the integrand shape is already well described by the sample points, i.e.
In practice, convergence is faster if one uses instead
where the sum is performed over the n nei neighbouring cells in the FiEstAS tessellation, including the cell i itself. This prescription tends to sample regions where |f | is large and/or varies on small scales (comparable to the sampling density), and therefore it combines in a simple way the advantages of importance and stratified sampling. Considering the values of f in adjacent cells is important in order to efficiently explore those regions where large gradients are found, such as newly discovered maxima or pronounced degeneracies.
Sampling from g(x)
Each step, n F = (1−η u )n new points are generated from the distribution (10). The probability that each of these points belongs to cell i is given by
and therefore the cumulative distribution can be computed as
with P 0 = 0.
Sampling from P i is then trivial. A uniform random number between 0 and 1 is generated, and the value of i is obtained from a binary search. The new point is created at a random location, uniformly distributed within cell i.
Evaluation of the result
From the n F = (1 − η u )n new points generated during the current step,
To estimate the value of I, the estimates of the last S steps are combined according toÎ
with an associated error
The number of steps S is set by the condition
if S ≥ 4. Else, the procedure is assumed not to have converged yet, and only the information from the last step is considered (i.e.Î =Î s and∆ =∆ s ).
Iteration
At the end of each step, the total number of new points n is increased by a fixed fraction η n . Since the FiEstAS tree has to be updated once per step in order to estimate g(x), a small value of η n increases the overhead of the algorithm. However, a frequent update results in a more accurate sampling, and therefore a smaller number of function evaluations. A compromise should be sought for each particular problem, taking into account the computational cost of evaluating the integrand and setting η n so as to minimize the total CPU time. Otherwise, the precise value of this parameter does not significantly affect the results.
Convergence
The main loop continues generating new points until the estimated relative error drops below the value of the tolerance parameter ǫ,
Again, the default value should be interpreted as a guideline, subject to trial and error, common sense, and the specific requirements of the problem at hand. Note that, as mentioned above, the condition S ≥ 4 is also imposed in order to ensure that the algorithm has actually converged. This criterion is only important in those few cases where a new maximum has just been discovered at the time∆ decreased below the requested tolerance.
Results
The performance of FiEstAS sampling has been tested by applying the algorithm to a series of toy multidimensional problems with known analytical solution. The integrands have been chosen to emphasize the issues of multimodality and the presence of non-linear degeneracies. I also consider the test suite proposed by Genz [9] and compare the results with those of other algorithms.
Two different aspects have been considered: the accuracy of the solution (the actual value of the integralÎ, the quality of the error estimate∆, and the ability to find all maxima) and the computational cost (in terms of the number of evaluations of the function f as well as the overhead in CPU time incurred by the FiEstAS tree).
All the tests have been carried out on a Pentium 4 processor with a clock rate of 3.2 GHz. The parameters of the algorithm are always set to their default values.
Toy problem I
As a first example, the method is used to compute the integral of a linear combination of five multivariate Gaussians with different values of σ, located at arbitrary points in the xy-plane. The locations and dispersions are the same as in [5] , i.e. 
where D is the dimensionality of the problem and c i is the centre of each Gaussian, given by x i and y i .
The correct value of the integral (performed from −1 to 1 along all axes) is thus I ≃ 5. In the Bayesian framework, each of the maxima would correspond to a different solution. Since all the individual evidences are equal, these five solutions would be equally valid, and none of them would be preferred over Table 1 Results obtained by 10 independent runs of FiEstAS sampling for the toy problem I in two dimensions. First and second columns quote the estimates given by equations (16) and (17), respectively, followed by the total number of evaluations and the CPU time (in seconds) required by the algorithm. Table 1 the others. From a frequentist point of view, the narrowest peaks should be favoured because they yield the highest values of the likelihood f .
The results of ten independent runs with different random seeds are listed in Table 1 for the two-dimensional case. In a larger set of one hundred runs, the number of peaks identified by the algorithm was three (4 times), four Table 2 Results for toy problem I in D dimensions, averaged over ten independent runs. Columns show D, the value ofÎ, the deviation of the estimated error∆ with respect to ∆ true (see text), the number of evaluations, and the CPU time in seconds.
(56 times), and five (40 times). The narrow Gaussian at (−0.4, −0.4) was the most difficult to detect. Although it has the same dispersion as the second component at (−0.35, 0.2), the latter is relatively close to another broader maximum, and thus it was much easier to identify. Neglecting the contribution from missed peaks, the estimated error always corresponded fairly well to the actual deviation with respect to the analytical solution. The number of sample points required to achieve convergence ranged from N = 1990 to 11557, and the run time was in all cases of the order of a few tenths of a second. The sample points used by the last run are plotted in Figure 1 .
The dependence on the number of dimensions D is shown in Table 2 . The five Gaussians are kept at the same locations in the xy-plane, with the same dispersions and normalized to unit evidence, but they refer now to D independent variables ranging from −1 to 1. Each entry on the table corresponds to the average and standard deviation of ten independent runs with different random seeds.
FiEstAS sampling typically discovers four or five peaks for D = 2, which leads to the average value Î = 4.5 ± 0.5. As the number of dimensions increases, detecting each of the isolated maxima becomes more difficult, and the value of Î decreases. Note, however, that large dispersions σ I indicate that the number of peaks detected may vary considerably between different runs. For instance, in D = 6 dimensions, the algorithm stopped after finding only the broad maximum at (0.45, 0.1) in eight out of the ten runs, whereas all peaks were correctly identified in the other two.
The values of ∆ /∆ true correspond to the geometrical average of the estimated error∆ divided by the 'true' error ∆ true = |Î − I ′ |, where I ′ is the nearest integer toÎ. More precisely,
and
Since all of the Gaussians have unit evidence, I ′ corresponds to both the number of peaks detected and the analytical value of the integral after subtracting the contribution from the undetected components. The results obtained, ∆ /∆ true ∼ 1 ± 3, suggest that∆ is typically within a factor of three (above or below) from ∆ true (see e.g. Table 1 ).
Finally, the exact number of evaluations required depends on the integrand being considered, the requested tolerance ǫ, and, to a lesser extent, the values of the parameters η u and η n . What can be inferred from the data in Table 2 is that N grows exponentially with the number D of dimensions. Since the complexity of the FiEstAS tree is O(N log N) [8] , the overhead in CPU time also grows exponentially.
Toy problem II
In order to assess the effect of non-linear degeneracies, let us also investigate the toy problem proposed by [10] ,
with
The function R(x) represents a ring of radius r and width w, centered at c. The normalization κ is chosen so that R(x)dx = 1, and it can be expressed as
where Γ denotes the Gamma function and K D is given by the recursive formula
with K 0 = 1 and K 1 = r. The two rings are separated by 7 units along the x-axis, and their radii and widths are set to the values r 1 = 1, r 2 = 2, and w 1 = w 2 = 0.1. The domain of integration ranges from −6 to 6 in all dimensions. Table 3 Results for toy problem II.
The values of the integral computed by FiEstAS sampling are given in Table 3 , and Figure 2 shows the sample points used by the algorithm in the two-dimensional case. The two rings have been correctly identified by the algorithm ten times out of ten up to D = 4. As the number of dimensions increases, the small ring occupies an exponentially smaller fraction of the integration domain with respect to the bigger structure, and the detection rate decreases. For D = 8, it is found in four of the ten runs.
The shape of the rings is always accurately recovered, which proves that the presence of strong degeneracies does not significantly affect the accuracy of the method. As in the previous examples, the estimated error is within a factor of three from the true value, and both the number N of evaluations and the overhead t CPU grow exponentially with D. Table 4 Number of evaluations required by the algorithms Vegas [6] , Suave [7] , Divonne [11] , and Cuhre [12] for toy problems I and II in D dimensions. Empty entries indicate failure to converge within N = 10 9 function calls. Results of a single run of FiEstAS sampling are quoted in the last column.
Comparison with other algorithms
The method presented here significantly outperforms the standard Monte Carlo with uniform probability, and its results are comparable to those of the bank sampling technique described in [10] , at least for problems of low dimensionality. An important advantage of FiEstAS sampling is that prior information on the shape of f is not required, although it could be easily taken into account by simply adding the 'bank' points at any stage. On the other hand, comparison with the results of [5] suggests that clustered nested sampling may be more efficient for large D. Tables 4 and 5 show the performance of the algorithms Vegas [6] , Suave [7] , Divonne [11] , and Cuhre [12] , as implemented in the Cuba library 1 [7] , when applied to toy problems I and II. Table 4 quotes the number of integrand evaluations, and Table 5 EstimatesÎ returned by the different algorithms (same runs as in Table 4 ).
sampling is quite competitive in terms of efficiency; the values of N are always comparable to or lower than those required by the other methods. Its main drawback, however, is the computational overhead; the CPU times in Tables 2  and 3 are much larger than those required by the other algorithms (a few minutes in the worst cases). In terms of accuracy, the number of detected maxima compares very favourably with the other methods. Moreover, the estimateÎ is almost always close to the true value of the integral, ignoring the contribution from undetected peaks; among all the examples quoted, only the run for toy model I in four dimensions reported a wrong value.
In order to probe a wider variety of integrands, the different methods are also benchmarked with the Genz test suite [9] , based on the following six function families:
(1) Oscillatory:
(2) Product peak:
Discontinuous:
The parameter vector c sets the overall difficulty of the problem. Its components are chosen as uniform random numbers from 0 to 1, and then they are normalized according to
except for the oscillatory integrand, for which I set ||c|| 1 = 5. The components of w are uniform random numbers between 0 and 1. In general terms, they do not affect the difficulty of the problem, since they only control the location of the features (e.g. maxima) of f . They play an important role, though, for the oscillatory family, because w 1 sets the precise value of the integral, which can be arbitrarily close to zero. This poses a problem for FiEstAS sampling (and, more generally, to pure Monte Carlo algorithms) because a large number of evaluations is required to achieve the cancellation of positive and negative terms with the desired accuracy.
Results of the Genz test in 2, 5, and 8 dimensions are quoted in Table 6 for the different algorithms. Each entry shows the average number of evaluations over 20 random realizations of each family. In order to speed up the test, we impose a maximum number of evaluations N max = 10 6 . It is clear from the comparison that every algorithm has its own strengths and weaknesses. Some methods are better suited to solve a particular class of problems, and some others perform better in many dimensions. In general terms, the results presented here suggest that FiEstAS sampling could be a good choice for complicated integrands of low to moderate dimensionality.
Conclusions
This paper presents a new algorithm to carry out numerical integration in multiple dimensions or, in a Bayesian context, sample from the posterior distribution and compute the evidence for the assumed model. The method, dubbed 'FiEstAS sampling', is a variant of importance sampling where the Table 6 Average number of evaluations required by each algorithm for the test suite proposed by Genz [9] . The small numbers in parentheses indicate the number of runs where the desired accuracy was not reached for N = 10 6 .
weight of each point is computed with the help of the Field Estimator for Arbitrary Spaces [8] .
Its performance has been tested for several toy problems with known analytical solution, specifically designed to contain multimodal distributions and significant degeneracies. The results suggest that FiEstAS sampling provides an interesting alternative to other methods for problems of low dimensionality. In particular, it is able to discover most isolated maxima of the integrand, and it can perfectly sample from distributions with pronounced degeneracies. As the number of dimensions increases, the ability of the algorithm to identify peaks decreases and the required computational resources (in terms of both time and memory) grow exponentially. 
A FiEstAS
The Field Estimator for Arbitrary Spaces (FiEstAS) is a technique to estimate the continuous (probability) density field underlying a given distribution of data points. Particular attention is paid to avoid imposing a metric on the data space. Indeed, the problem may actually be regarded as computing the appropriate metric, given the data.
FiEstAS assigns each point a volume v i by means of a k − d tree. The space is recursively divided, one dimension at a time, until there is only one single data point in each node. The original implementation, described in [8] , is heavily oriented towards a particular problem, namely the estimation of densities in phase space (a non-Euclidean, six-dimensional space composed of threedimensional positions and velocities). Here I use a more general version of the algorithm, where the dimension less likely to arise from a uniform distribution is selected for splitting at each step (very similar to the Shannon entropy approach followed by [13] ). More precisely, a histogram with B = 1 + √ N node bins is built for each dimension, and the log-likelihood is computed, where the indices 1 ≤ d ≤ D and 1 ≤ b ≤ B denote the dimension and the bin number, respectively, n bd is the number of points in each bin, and N node is the total number of points in the node. In order to encourage a similar number of divisions along all dimensions, I add to L d the number of times s d that the d-th axis has already been split,
The dimension with smaller L ′ is divided at the point x split = (x l + x r )/2, where x l is the maximum x of all points lying on the 'left' side (b ≤ b split ) and x r is the minimum x of the points lying on the 'right' (b > b split ) side. The bin 1 ≤ b split < B is chosen in order that the number of points on each side is as close as possible to N node /2.
The procedure is illustrated in Figure A. 1, where successive steps of the algorithm are plotted for a random realization of 100 uniformly-distributed data points in two dimensions. For this particular realization, the dimension with smaller L ′ turned out to be the x-axis (first panel in the figure) . Then, for the points on the left side, the y-axis was selected for splitting (second panel). The same axis was chosen again for the bottom region, and the sequence continued by dividing further along the x-, y-, x-, and x-axes. At this moment (third panel in the figure) there is only one point on the left side, and control returns to the parent node in order to split the right branch (containing, in this case, two points). The final tessellation obtained by this method is shown on the last panel.
