ABSTRACT
INTRODUCTION
Database administration is a continuous activity that often involves several actors within the organization. The main actor is the database administrator (DBA) whose responsibility is to ensure the ongoing operational functionality and efficiency of an organization's databases and the applications that access those databases. The DBA performs a variety of tasks including database design, performance monitoring and tuning, database availability, security, backup and recovery, data integrity, release migration. In addition, the DBA must be constantly ready to analyze and correct failures based on a large set of procedures for database administration tasks particularly incident solving [17] . However, the DBA works under temporal and financial pressures and is continually readjusting these procedures to manage a multitude of specific situations that differ from the standard situation by some contextual elements.
Exceptions are rather the norms. Thus, a DBA often developed practices that deal with these contextual elements in order to solve the problem at hand. For each context and new situation, he may collaborate with other actors to provide him with the requested information to help in efficiently performing his main tasks. Hence, the concept of context plays an important role in cooperation, particularly on what is concerned to help in communication, interaction and knowledge sharing. This knowledge depends on each member's skills, experiences and background, and also on the common activities, conditions, facts, and situations faced during the administration of the database and the setting of the environment. Exchanges of knowledge between the DBA and the other actors can only be effective if there is a common interpretive focus and a shared context where they can understand each other and communicate.
One of the problems in cooperative database administration is that actors interacting with the DBA have different viewpoints about a database incident. Actors may not cooperate efficiently because they think that the DBA problem is not within their scope of work and the consequences of that problem will not affect them. Furthermore, even if a problem met by the DBA is understood by all actors, messages exchanged between them to solve the problem are sometimes not understood and not clear to all of them. This is mainly due to the fact that actors' viewpoint is generally left implicit in their discussion.
Another problem is about optimizing the performance of a database used by an application to provide a benefit to a business. Before entering the details of the application database, the DBA needs to ask business users to present their viewpoints about business problems and requirements and whether or not they accept the performance and the availability of their applications. In addition, the DBA may exchange messages with application developers about this problem. Unfortunately, often developers' viewpoint is that database errors are not due to a bad application coding even if it is the case. Therefore, it is necessary to coordinate all viewpoints and make them compatible to avoid bad database failures. In other words, each actor has to determine the most relevant contextual elements linked to the message and communicate them to other actors with the message. Contextual elements are relevant at a given time (e.g. memory size, hard drives), and the values taken by these contextual elements at that moment: (memory size: 70%, full, hard drives: HP-1, IBM-23). The DBA and all the members must share both contextual elements and values taken at the moment of the problem (the instantiations). Our objective is to develop the shared context, i.e. to make explicit contextual elements needed for the cooperation between the DBA (main actor) and other actors.
This work relies on the Contextual-Graphs formalism [6] for implementing the different actors' activities and actions according to the different contextual elements. The main advantage of Contextual Graphs is the possibility to enrich incrementally the system with new knowledge and practice learning capability when needed. Moreover, a contextual graph is a good communication tool for helping the DBAs and actors of the organization to exchange their experiences and viewpoints.
The paper begins by the description of a case study illustrating the problems of collaboration in database administration during the process of data migration project. After, we present the usual problem solving in the literature. The next section describes context modeling and management. In this section, we present the conceptual framework, the implementation in Contextual Graphs of actors' cooperation in a problem solving, the notion of proceduralized context (PC) and shared context. Then the case study will be revisited before the conclusion of the paper to illustrate our view.
A CASE STUDY
We consider two concrete situations met by one of the authors in his company. The project is about data migration from several existing source systems to a new target application. The application is a billing system that will be operated by an Energy supplier to satisfy new authority regulations and standards (see Figure 1 ). The application also should ensure customers to pay the right amount of energy and protect them from large unexpected bills and give the Energy supplier the incentive to get billing right every time.
The author plays two different roles: Developer and Application DBA. In the two situations, the author often interacts and cooperates with different stakeholders: Business users, managers, DBA, System Administrators (SAs) and other people. We now describe each situation.
Situation 1
This situation occurred in the first phase of the project (about 1 year). The author is a senior Developer whose responsibility is to design, implement the mappings and workflows required in an ETL process for migrating data. For instance, the Developer creates transformations for cleaning data, joining data from tables belonging to different sources and building the required target data according to the business rules. The Developer often communicates with the DBA and system administrator. The following is an example of the dialogs about this situation: DBA: Hi. Today, we will stop all databases in the Development Environment between 1 pm and 2pm. Developer: Is there any problem with installed databases? DBA: Some databases suffer from performance problems and they should be patched ASAP. We have planned to patch all the databases on the environment. The above situation is an example of collaboration between a DBA and some stakeholders. Unfortunately, this is not enough: few minutes after shutting down all the databases on the development environment, one of the test engineers called the main Developer:
Test Engineer: Hi. I have a mysterious message on the screen of my PC. Developer: Please give me more details about the message, maybe I can help you. Test Engineer: The message said, "A database is going down" while I am running an Excel Macro that connects to database to simulate an important test scenario… Developer: Sorry, nobody knows you were using a Development database for testing your scenario. We alert the DBA to add you to his mailing list.
This second dialog shows that all stakeholders do not share the context about applying patch. The DBA and the Developer did not alert the Test Engineer about stopping databases because they did not know he was using the ETL database. On the other hand, the Test Engineer used the database without informing his colleagues. This has lead to wasting time because the test scenario was long.
Situation 2
This situation occurred at the beginning of the second phase of the project (2 years). The author is an application DBA whose responsibility is (1) to build and maintain database schemas (Development, Test and Qualification), (2) to deploy database scripts and packages, and (3) tune the database. However, the DBA is not familiar with database backups and recoveries. Unfortunately, he faced a case where he had to recover a database with an important size (about 200 GB) on the server used by the migration team. After starting the procedure to restore the database, many error messages were displayed on the screen and generated in the log files. The DBA did not find what to do on the recovery procedure. He then decided to call other experts and the support team to help him achieve the database recovery.
Limits of database procedures
The above situations have illustrated the limits of database administration procedures. In situation 1, a typical procedure for applying a patch as that in Figure 2 cannot always be efficiently performed when new context occur (context not completely shared between the DBA and other actors). Other examples can be found in [23] . For instance, the technical or business manager may disapprove the request of the DBA for applying the patch if he thinks that the patch may causes new bugs for applications (application context) or impacts the planning of some high priority activities (planning context). In situation 2, although the procedure says how to recover a database, it does not tell what to do in the context of the new error messages that appear. The DBA may also add new step(s) to the procedure to resolve the problem. In both situations, DBA interacts with actors from different domains (management, application development, system administration, etc.). In other situations, he may first diagnose the problem with other colleagues before choosing to apply or not a patch (during patch assessment). Therefore, in order to collaborate efficiently with a DBA in performing a database administration task, each actor has to understand the shared context about situations in which a problem or activity occurs. We then talk about contextualizing procedures. In the next section, we discuss some of the related research work before presenting the conceptual framework for context modeling.
RELATED WORK
The case study is often considered in research works especially in system administration, monitoring and software design processes. Barrett et al. [2] and Haber and Bailey [12] used ethnographic methods to analyze system administrators in context. Their findings show that IT administrators collaborate to manage risk, system complexity and system scale. They conclude that IT tools do not provide proper support for the collaborative tasks performed by IT professionals. Haber et al. [13] concluded that improved tools for system administrator collaboration have great potential to significantly impact system administration work. On the other hand, Kandogan et al. [11] discussed real-world constraints that IT workers must deal with in their work and how many of them are implicit or require human judgment to evaluate. Another important factor for improving collaboration is the degree of shared context between actors when they collaborate to perform a given task. Werlinger et al. [22] presented an approach to investigate in detail the interactions that security practitioners have with other stakeholders within the context of the security activities. They show that the tools used by security practitioners to perform their security tasks provide insufficient support for the complex collaborative interactions that they need to perform. Ontologies enable also sharing precise and machineunderstandable semantics among different applications and parties like in concerning conceptual modeling paradigms and their impact on the quality of the developed ontologies [1] . Monticolo & Gomes [15] proposed to use a Semantic Wiki to allow knowledge evolution and sharing information between actors.
Other research solutions uses Policy-based computing to implement autonomic administration capabilities into a database for enforcing policies to control and decide which changes are allowed and which ones are not. Qiao et al. [19] present a framework to define, manage, and enforce policies that are used to isolate a problem into a more specific context, upon which either general or customized solutions are derived. Another approach is to explore system-level provenance to improve the mental models, and troubleshooting process for system administrators [9] . Multi-agent system is another approach that has been used to build tools for database administrators (i.e. DBSitter as in [8] ) and to support the design process involving many actors [14] . Moraes et al. [16] proposed a software tool called AutonomousDB that supports the task of schema evolution in heterogeneous multi-database environments where there are replicated schemas. The objective is to avoid that the DBA have to perform the same manual task repeatedly on different platforms to ensure the changes. Elfayoumy and Patel [10] proposed an intelligent agent assistant (IAA) to aid DBAs in performance monitoring tasks and the automation of resolution actions. The assistant notifies DBAs when performance problems are detected and resolved. DBAs are expected to provide the agent assistant with definitions for the performance problem conditions and the possible resolution actions. In information retrieval systems, Bouramoul et al. [3] proposed an approach based on the context to evaluate the performance of the search tool and the relevance of results compared to an executed query and the user's judgments.
In our approach, we consider shared context and collaboration from the viewpoint of one actors (i.e. DBA) instead of observing actors collaborating together to accomplish a given task. The present work contributes to contextualize DBA procedures by considering interactions and collaboration between the DBA and other actors sharing a number of contextual elements. To improve the usability of these procedures, contextual graphs can be used. The following section describes context modeling and management.
CONTEXT MODELING AND MANAGEMENT

The conceptual framework
Context is used to describe knowledge shared on physical, social, historical and other circumstances where actions or events happen. All this knowledge does not appear in the actions to execute or the events that occur, but constrains action execution and event interpretation.
Brézillon and Pomerol [7] consider that context is "what constrains something without intervening in it explicitly." An important consequence is that we must speak of context in relationships with a focus [7] and thus distinguish three types of context (see Figure 3) , namely, external knowledge, contextual knowledge, and proceduralized context. The external knowledge is the knowledge that has nothing to do with the current focus. The contextual knowledge is the knowledge that is more or less related to the current focus. The actor proceduralizes a part of the contextual knowledge for addressing the current focus (the proceduralized context).
At the implementation view, it is important to distinguish data, information and knowledge that we put under the term of contextual element (CE). Data is the basic, atomic part of the context that can be acquired directly through virtual or physical sensors, such as location coordinates, people identification or weather temperature. Information is the CE that can be derived from data association. While the information is something that once inferred can be easily instantiated and shared between human and software agents, the contextual knowledge is personal and it is inside people's head as mental schemas that help them to interpret external events.
In the area of incident management for subway lines, Pomerol and Brézillon [18] identified two parts in a context-based reasoning, namely diagnosis and action. The diagnosis part analyzes the situation at hand and its context in order to extract the essential facts for the actions. The actions are undertaken in a predictable order to realize the desired task. Sometimes, actions are undertaken even if the situation is not completely analyzed (or even not analyzed at all). For example, a driver puts a vehicle into gear before any action or situation analysis. Diagnosis and actions constitute a continuous twofold process, not two successive phases in context-based reasoning. Moreover, actions introduce changes in the situation or in knowledge about the situation, and imply a revision of the diagnosis, and thus of the decision making process itself. As a consequence, context must be considered explicitly with knowledge and reasoning. This is the role of the Contextual-Graphs formalism. 
Implementation as Contextual Graphs
The development of our conceptual framework leads to the implementation in Contextual Graphs of our problem of actors' cooperation in a problem solving because Contextual Graphs are a usercentred formalism [5] .
A contextual graph represents the different ways to solve a problem, and each path corresponds to a practice, a way to fix the problem. It is a directed graph, acyclic with one input and one output and a general structure of spindle [4] . Figure 4 provides the definition of the elements in a contextual graph. A more complete presentation of this formalism and its implementation can be found in [4] . Elements of a contextual graph are: actions, contextual elements, activities and temporal branching.
Figure 4. Elements of a contextual graph
An action is the building block of contextual graphs at the chosen granularity. An action can appear on several paths but it will be in different context. A contextual element is a couple of nodes, a contextual node and a recombination node. A contextual node has one input and N branches [1, N] corresponding to the N instantiations of the contextual element already encountered. The recombination node is [N, 1] and shows that, once the part of the practice on the branch between the contextual and recombination nodes has been executed, it does not matter to know which branch was followed. An activity is a contextual graph by itself that is identified by participants because it appears on different paths and/or in several contextual graphs. This recurring sub-structure is generally considered as a complex action. An activity is a kind a contextualized task that can be aggregated in a unit or expanded in a sub graph according to the needs [20] . A temporal branching expresses the fact (and reduces the complexity of the representation) that several groups of actions must be accomplished but that the order in which action groups must be considered is not important, or even could be done in parallel, but all actions must be accomplished before continuing the practice development. The temporal branching is the expression of a complex contextual element at a lower granularity of the representation.
Contextual Graph Platform
Within the data migration project, the DBA uses a Contextual Graph (CxG) platform ( Figure 5 ) to help him to represent and to execute his daily and new activities and new tasks. The main components of this platform are: (1) The CxG Manager is used to control and communicate with the Editor and the Reader of contextual graphs. (2) CxG Editor enables users to create and edit their graphs. (3) The CxG Reader allows reading graphs. (4) The experience base is used by the CxG Manager to record user practices. (5) An archive database is also used to save copies of executed contextual graphs. The CxG platform is built using Java Software and XML database.
After this brief presentation of the contextual graph platform, it is now time to present examples of contextual graphs to illustrate the notion of proceduralized and shared context. 
Notion of Proceduralized context
A proceduralized context (PC) explains how the different items along a practice were introduced. A PC is an ordered series of instantiated contextual elements (CEs). The difference between two practices is explained through the divergence between their proceduralized contexts. Two PCs have at least a different CE or a same CE with different instantiations.
We distinguish the collaborative and the individual proceduralized contexts. The collaborative proceduralized context emerges from the interaction between actors, each CE in the PC is the result of an actors' agreement. This constitutes the shared context associated with the current focus at hand. The individual proceduralized context corresponds to an actor's interpretation of the cooperative PC and contains the collaborative way in which the focus is addressed. Figure 6 gives a contextual-graph representation of the procedure for applying a patch to a database presented in the case study. The database administrator can still perform the steps of patch application during the allowed database change time windows when the users are not connected. Generally, night is the preferred period of time for generating backups, and also the ideal moment for applying database patch updates. However, it is necessary to immediately apply protection patches when the database is exposed to security problems. This procedure should be adapted to take into account the different contexts related to the given situation. Details of some of the activities (i.e. 3) have been already discussed in our previous paper [21] . 
Example 1
Example 2
By examining the original patch procedure in example 1 (Figure 6 ), we observe that it is not possible to proceed in patching the database if activity 1 is not accomplished (bad backup) without any failure, such as mysterious error messages not indicated in backup and recovery of the existing procedures. Figure 7 illustrate the new steps added for contextualizing the procedure.
After performing a backup of the database server environment (Activity 1), the DBA must validate the backup (Activity 3). One way to do this is to check if it is possible to restore the database server environment . If the database is successfully restored, the DBA can follow the remaining patch steps (activity 5 and the remaining other activities). Otherwise, the DBA may correct failures if they are about database data or control files (action 20). He may also need to collaborate with other experts for support (actions 18, 19) . 
Notion of Shared context
The PC construction from CEs is often a process of communication in a work group. The proceduralized context contains all the pieces of knowledge that have been discussed and accepted (at least made compatible) by all the actors. The shared context is build by interaction between the DBA and project team members. It contains proceduralized knowledge in the focus of attention of the DBA and another actor. These knowledge pieces are extracted from the contextual knowledge of each actor and jointly structured by the actors, and result in a shared knowledge. The more the shared context will be developed, the more efficient will be the decision making of the DBA.
Example 3
Most of performance problems do not need a patch in order to be solved. Rather, a DBA must develop rigorous practices with key team project members. This third example shows how contextual graphs represent the cooperation between two actors to fix an application performance problem. Figure 8 shows contextual graph representing the DBA viewpoint. The DBA interacts with a Developer to help him to process his request about optimizing system performance. In particular, the DBA must give a feedback to the Developer about whether or not the optimization is performed successfully or not and if a solution is found to the bad response time. Figure 9 shows the Developer's viewpoint. After requesting the DBA support, he must also cooperate efficiently to help him to understand parts of the ETL application code causing the performance problem. When the DBA finishes the optimization process, the Developer must take into account all the DBA recommendations about the required updates for SQL queries and PL/SQL procedures in the ETL transformations he created. Contextual graphs in Figures 8 and 9 show that actors share a set of CEs to make understandable their viewpoints by the other. The DBA may also ask the developer for other contextual elements (i.e. environment and configuration parameters) that may be determinant for finding the failure causes. On the other hand, the Developer needs to know the nature of optimization. For instance, the DBA must communicate the SQL queries he has optimized in order for the Developer to take them into account in the different parts of the ETL application code especially in future releases. Therefore the values of the CEs of the shared context are very important and may be determinant for actor (i.e. DBA) to take the best decision for solving a critical problem.
BENEFITS OF USING CONTEXTUAL GRAPHS FOR DBA
In the above examples, we have illustrated that contextual graphs are easy to use for representing both the initial patch procedure and the new collaboration practices that have been developed by the DBA during his interaction with other actors (i.e. Developer, system administrator, manager). These practices take into account the various shared contextual elements about the situations faced by the DBA. This has been illustrated when solving a performance problem.
The main interest of contextual graphs relies on the possibility to introduce incrementally new practices based on cooperation between actors. Now we are working to complete the architecture of the CxG Platform by designing an experience base that will be used by the CxG Manager to develop a Context-Based Intelligent System (CBIAS) for the DBA. For the moment, the CxG manager is used by the DBA to: 1) Represent the steps performed to manage the different changes in database schemas for the different platforms (Development, Test and Qualification). This has helped the DBA in different situations and avoiding some of the failures. Thanks to CxG tool for making explicit actor's context.
2) Represent the steps for resolving some database issues like the performance problem in this paper.
3) Use Graph Reader to assist the DBA in the execution of actions of a given activity.
CONCLUSIONS
The paper presents how to contextualize database administration procedures based on sharing context and viewpoints between a DBA and actors collaborating with him to perform complex tasks. We have illustrated how it is easy to represent different actors' viewpoints by using contextual graphs. Our work is based on the notion of shared context that has been applied in many applications particularly in collaborative work in software design. We have shown how making shared context explicit can help to improve procedures and to avoid conflicts between actors. Our study is in the framework of building an experience base that can be used to design a support system for DBAs. It can also be extended to several other computing areas such as monitoring systems, computer security and network management.
