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Tato práce se zabývá nástrojem pro zpětný překlad strojového kódu na vyšší programovací
jazyk, vyvíjený v rámci projektu Lissom. Je v ní navržena metoda pro zefektivnění získání
informací z binárního souboru na základě detekovaného překladače. Konkrétně se jedná
o získávání informací o parametrech, návratových typech a názvech funkcí z názvů symbolů
pomocí tzv. demanglingu. V rámci práce jsou zkoumány rozdíly mezi způsoby kódování
těchto informací různými překladači (tzv. mangling). Popsána je implementace demangleru
a na závěr provedeny testy a porovnána úspěšnost demangleru při zpracování dat, vytvoře-
ných různými překladači. Navazujícím úkolem této práce je návrh a implementace jednotné
integrace nástrojů v předzpracování a přední části zpětného překladače projektu Lissom
a zefektivnění předávání informací mezi nimi.
Abstract
This thesis deals with the tool for decompilation of binary code into a higher level language,
which is being developed as a part of the Lissom project. In this thesis, we present a method
to improve efficiency of extraction of information from binary files, based on the detected
compiler. Namely the extraction of parameters, return types and names of function from
symbol names via the so-called demangling. As a part of this thesis, differences between
mangling schemes of different compilers are compared. Afterwards, the implementation of
the demangler is described and finally, demangler is tested and demangling success rate
is compared for mangled names created by different compilers. The subsequent task is to
propose and implement better integration of tools in preprocessing and front-end parts of
the Lissom decompiler and optimize parameter distribution among them.
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Jedním z nejdůležitejších nástrojů, používaných v oblasti informačních technologií, je překla-
dač (angl. compiler). Jeho úkolem je provést překlad (kompilace), při kterém dochází
k transformaci vysokoúrovňového zdrojového kódu na spustitelný binární soubor.
Předmětem zájmu této bakalářské práce je zpětný překladač (angl. decompiler), což
je nástroj, který provádí proces opačný k překladu. Tento proces, který se nazývá zpětný
překlad (dekompilace), transformuje binární spustitelný soubor nebo jiný nízkoúrovňový
kód na jazyk vyšší reprezentace – C, Python atd.
I přesto, že zpětný překlad najde mnohá využití, například při validaci kódu z překladačů
a boji proti škodlivému kódu, kvalitních nástrojů pro zpětný překlad je málo a téměř
všechny jsou závislé na konkrétní architektuře, jazyku, či formátu spustitelného binárního
souboru.
V rámci výzkumného projektu Lissom, který probíhá na Fakultě informačních tech-
nologií v Brně, je vyvíjen univerzální (rekonfigurovatelný) zpětný překladač, nezávislý na
formátu spustitelného binárního souboru, zdrojové architektuře a cílovém vysokoúrovňo-
vém jazyku. V současné době jsou podporovány výstupní jazyky Python a C. Výsledný kód
je srozumitelný pro člověka, ale liší se od původního zdrojového kódu, ze kterého binární
soubor vznikl. Je to dáno tím, že při překladu z vysokoúrovňového jazyka na spustitelný
soubor je odstraněno mnoho informací, které procesor pro provádění strojového kódu nepo-
třebuje. Pro dosažení lepších výsledků při zpětném překladu je potřeba vyvíjet nové metody
k získání co nejvíce informací potřebných pro zpětný překlad.
Cílem této bakalářské práce je navrhnout a implementovat takovouto metodu. Jedná
se o získání názvů funkcí a typů jejich argumentů a návratových hodnot, obsažených v bi-
nárních souborech, vytvořených překladem z jazyka C++. Konkrétně budou využity názvy
symbolů a informace v nich zakódované (tzv. manglovaná jména). Pro získání informací
z manglovaných jmen je potřeba tato jména dekódovat (demanglovat). Téměř každý překla-
dač z jazyka C++ používá jiný způsob manglování jmen. Demanglovací nástroj (demangler)
navržený v rámci této práce je řešen tak, aby byl rekonfigurovatelný.
Pro další zkvalitnění zpětného překladu byl navržen a implementován způsob předá-
vání všech kritických informací (např. použitý překladač, cílová architektura) v rámci fáze
předzpracování a přední části zpětného překladače. Řešení je založeno na formátu značko-
vacího jazyka XML (Extensible Markup Language).
V kapitole 2 je stručně popsáno reverzní inženýrství. Důraz je kladen na využití v in-
formačních technologiích a především ve zpětném překladu. Kapitola 3 popisuje rekonfigu-
rovatelný zpětný překladač projektu Lissom a jeho jednotlivé části. V následující kapitole 4
budou nastíněny rozdíly mezi různými překladači s důrazem na překladače jazyka C++
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a manglovaná jména. Poté v kapitole 5 bude představen návrh rekonfigurovatelného deman-
gleru. Také zde bude představen problém komunikace mezi jednotlivými částmi zpětného
překladače a navrhnuto jeho řešení. V kapitole 6 bude řešena implementace navrženého
demangleru a systému pro komunikaci mezi jednotlivými částmi zpětného překladače. Ná-
sledně bude v kapitole 7 provedeno testování. V závěrečné kapitole 8 budou diskutovány





Tato kapitola čerpá z [10] a [19]. Reverzní inženýrství (anglicky
”
Reverse Engineering“,
někdy označované jako zpětné inženýrství nebo RE) je proces opačný k inženýrství. V inže-
nýrství máme na počátku návrh, jak má daný systém fungovat a snažíme se podle návrhu
tento systém implementovat. Při zpětném inženýrství máme k dispozici finální produkt
a snažíme se různými metodami zjistit jak funguje, z čeho se skládá nebo jak a za jakým
účelem byl vytvořen. Formální definice zní:
”
Zpětné inženýrství je definováno jako proces
analýzy předmětného systému s cílem identifikovat jeho součásti a jejich vzájemné vztahy
a vytvořit reprezentaci systému v jiné formě nebo na vyšší úrovni abstrakce.“ [4].
2.1 Využití
Existuje mnoho způsobů využití zpětného inženýrství v různých odvětvích lidské činnosti
včetně oblasti informačních technologií. Jedná se například o napodobování existujících
systémů, získávání chybějících nebo nekompletních informací a doplňování dokumentace
zkoumáním daného objektu.
Oblastí, ve kterých lze uplatnit zpětné inženýrství, je mnoho. V architektuře je možné
aplikováním procesů zpětného inženýrství rekonstruovat 3D modely nebo návrhy existují-
cích budov. Zkoumání DNA v genetice je další aplikace zpětného inženýrství. Ve vojenství
je zpětné inženýrství využíváno k dohánění technologické vyspělosti nepřítele. I při konku-
renčním boji firem může zpětné inženýrství sloužit jako jedna z metod průmyslové špionáže.
V oblasti informačních technologií se zpětné inženýrství využívá například ke kryptoana-
lýze, detekci malware (škodlivý kód), prolamování softwarových ochran, migraci programu
na jinou platformu, validaci překladačů nebo k validaci vlastního softwaru. V oblasti počí-
tačových her je jednou z aplikací zpětného inženýrství vytváření tzv. trainerů – programů,
modifikujících za běhu paměť hry a umožňujících tak hrát hru nestandardním způsobem
(angl. cheating – podvádění při hře). Podobnou aplikací je i extrakce GPS souřadnic, textů
a emulace celého průběhu Wherigo cartridge1. Zkoumání rozdílů mezi využitím a zneužitím
zpětného inženýrství a právní důsledky této činnosti jsou nad rámec této práce a nebudou
dále rozebírány.
1Aplikace pro venkovní navigační hru Wherigo – http://cs.wikipedia.org/wiki/Wherigo
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2.2 Reverzní inženýrství v informačních technologiích
S rozšířením výpočetní techniky a vznikem softwarového inženýrství dostalo zpětné inže-
nýrství nové uplatnění. Při zpětném inženýrství v oblasti informačních technologií jsou
předmětem zkoumání programy ve formě strojového kódu, hardware, ale i šifrovací algo-
ritmy, případně data.
2.2.1 Kryptoanalýza
Kryptografie je disciplína zabývající se šifrováním dat. Šifrování upraví obsah dat s pomocí
speciálního klíče tak, aby bylo možno zašifrovaný obsah transformovat na původní podobu
(dešifrovat) jen s použitím klíče. Rozlišují se dva přístupy k šifrování. Symetrická šifra vy-
žaduje k dešifrování stejný klíč jako k zašifrování. Asymetrická šifra využívá dvojici klíčů -
jeden pro zašifrování a jeden pro dešifrování. Podle toho, který ze dvou klíčů je zveřejněn
druhé straně je asymetrická kryptografie použita buď k přenosu šifrovaných dat s kombi-
nací veřejného šifrovacího klíče a privátního dešifrovacího klíče nebo k digitálnímu podpisu
(ověření autenticity) kombinací privátního šifrovacího klíče a veřejného dešifrovacího klíče.
Opakem kryptografie je kryptoanalýza. Cílem kryptoanalýzy je s pomocí reverzního inže-
nýrství odhalit algoritmus, kterým byla data zašifrována a data dešifrovat bez předchozí
znalosti klíče.
2.2.2 Škodlivý kód
Škodlivý kód (angl. malware) je označení pro program, jehož hlavním cílem je škodit. Tvůrci
škodlivého kódu často využívají techniky reverzního inženýrství ke hledání zneužitelných
děr v operačním systému. Mezi různé typy škodlivého kódu patří spyware, viry, trojské koně,
červi, keyloggery a další. Virus je škodlivý kód, který se šíří tím, že vkládá sám sebe do
jiných programů (hostitelů). Trojský kůň se na rozdíl od viru nedokáže sám šířit a většinou
se chová jako skrytá část jiného programu, provozující činnost, o které uživatel programu
neví. Podobný počítačovému viru je červ, který na rozdíl od viru převezme kontrolu nad
síťovými prostředky počítače a sám sebe šíří do dalších počítačů přes počítačovou síť.
Spyware (z angl. spy – špión) získává ze systému citlivá data a přeposílá je dál útočníkovi.
Konkrétní formou spyware může být například keylogger, který shromaďuje data o stisku
jednotlivých kláves na klávesnici nebo o pohybech myši.
Proti těmto škodlivým programům se lze bránit antivirovými systémy. Antivirus od-
haluje viry dynamickým sledováním systémových volání a chování běžících aplikací nebo
statickou analýzou strojového kódu programu. Při statické analýze jsou využívány metody
zpětného překladu ze strojového kódu na jazyk na vyšší úrovni abstrakce (HLL - Higher Le-
vel Language), ve kterém je jednodušší rozpoznat smysl programu. Takovýto zpětný překlad
je jednou z aplikací reverzního inženýrství v informačních technologiích. Analýza potenci-
álního malware s pomocí zpětného překladu je jeden z hlavních účelů zpětného překladače
Lissom, který bude dále popsán v této práci v kapitole 3.
2.2.3 Vývoj software
Při vývoji komplexního software není vždy jednoduché zjistit, jak se za určitých podmínek
bude vyvíjený program chovat. K tomuto účelu slouží různé nástroje, využívající různé
metody reverzního inženýrství k ladění programu za běhu, hledání chyb atd. Reverzní inže-
nýrství při vývoji aplikací může být použito i v případě práce s uzavřenými knihovnami,
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kdy pochopení vnitřní stavby může programátorovi pomoci naprogramovat optimální kód
naplno využívající všech vlastností dané knihovny.
Existuje nespočet dalších aplikací reverzního inženýrství v informačních technologiích,
ale jejich výčet je nad rámec této práce.
2.3 Nástroje softwarového zpětného inženýrství
Softwarové inženýrství je proces zahrnující mimo jiné návrh, implementaci a kompilaci pro-
gramu (překlad z jazyka na vyšší úrovni abstrakce do jazyka na nižší úrovni abstrakce,
obvykle do strojového kódu). Jedná se o jeden z nejkomplexnějších technologických po-
stupů. Softwarové zpětné inženýrství je proces opačný, tedy proces postupného převodu
strojového kódu na vyšší úroveň abstrakce. Nástroje zpětného inženýrství používají dva
přístupy. Dynamická analýza kódu spočívá ve spuštění programu a sledování jeho chování
za chodu. Druhým postupem je statická analýza, kdy dojde k transformaci spustitelného
kódu do jiné podoby bez jeho spuštění. Základními nástroji softwarového zpětného inže-
nýrství jsou mimo jiné zpětné assemblery, ladicí nástroje a zpětné překladače.
2.3.1 Zpětný assembler (disassembler)
Assembler je program pro překlad z jazyka symbolických instrukcí na strojový kód. Přes-
ným opakem assembleru je disassembler, který překládá strojový kód na jazyk symbolických
instrukcí. Protože jazyk symbolických instrukcí je jen srozumitelnější reprezentace strojo-
vého kódu, čitelnější pro člověka, není implementace disassembleru složitá. Je však potřeba
počítat s tím, že strojový kód a jazyk symbolických instrukcí jsou závislé na architekruře
a platformě systému, pro který je disassemblovaný program určený. Disassembler je často
dodáván k assembleru. Mezi nejznámější disassemblery patří Ida pro, ndisasm atd.
2.3.2 Ladicí nástroj (debugger)
Debugger je nástroj pro dynamickou analýzu programu, který umožňuje programátorovi
hledat v programu chyby a případně optimalizovat kód. Na základě ladících informací, při-
balených během kompilace do programu, je schopný krokovat spuštěný program po jednot-
livých příkazech na základě původního zdrojového kódu ve vyšším programovacím jazyku
(C++, Java atd.). Zobrazuje posloupnost vzájemných volání funkcí (podle stavu zásob-
níku), aktuální stavy proměnných a někdy i umožňuje hodnoty proměnných za běhu měnit.
Debuggery mohu být distribuovány jako samostatné programy nebo jako součást IDE (In-
tegrated Development Environment – vývojové prostředí). Pro UNIXové systémy je zřejmě
nejznámějším debuggerem Gnu Debugger (GDB)2 a jeho grafické nadstavby DDD3 a KDbg
4 (pro prostředí KDE). Na operačních systémech Windows lze použít nástroj WinDbg5, ve-






2.4 Zpětný překladač (decompiler)
Tato část čerpá z [5], [17] a [19].
2.4.1 Obecný popis zpětného překladače
Při
”
normálním“ překladu zdrojový kód vyššího programovacího jazyka projde nejprve lexi-
ální, syntaktickou a sémantickou analýzou a poté je převeden do vnitřního mezikódu, větši-
nou tříadresného (někdy je jako mezikód použit i jazyk symbolických instrukcí). Tříadresný
kód je v optimalizátoru transformován tak, aby výsledný kód byl co nejmenší a nejrych-
lejší. Optimalizátor provádí různé transformace jako šíření konstanty, odstranění mrtvého
kódu atd. V poslední fázi je optimalizovaný tříadresný kód převeden do cílového strojového
jazyka.
Naproti tomu existuje zpětný překladač, což je nástroj, který se snaží ze strojového
kódu rekonstruovat kód ve vyšším programovacím jazyku. Tento proces je mnohonásobně
složitější a implementačně náročnější než proces překladu.
Jednotlivé fáze zpětného překladu se podobají klasické struktuře překladačů, ale v opa-
čném pořadí. Zpětný překladač čte strojový kód nebo jazyk symbolických instrukcí závislý
na architektuře, přičemž při práci se strojovým kódem není potřeba lexikální analýza, pro-
tože strojový kód je lexikálně jednoduchý a jeho lexémy (lexikální jednotky) jsou tvořeny
jednotlivými bajty nebo bity. Vzniklý vnitřní kód je optimalizován a připraven na přeložení
do výstupního jazyka a výsledkem je program na vyšší úrovni abstrakce, který by měl být
sémanticky ekvivalentní s původním zdrojovým kódem, ze kterého program vznikl. Výsle-
dek zpětného překladu nikdy není tak dobře čitelný a strukturovaný jako původní zdrojový
kód, protože při překladu se ztrácí mnoho informací o struktuře programu, komentářích,
datových strukturách, datových typech a názvech proměnných. Částečně lze různými opti-
malizacemi a analýzami některé z těchto informací obnovit včetně cyklů a větvení if-else.
Jejich struktura ale nebude stejná jako v případě původního zdrojového kódu, protože při
překladu zejména vysokou úrovní optimalizace dochází k úpravám a zjednodušování struk-
tury programu.
Zpětný překladač má vícero využití. Jednak je to možnost rekonstrukce kódu, srozumi-
telnějšího a lépe analyzovatelného člověkem i strojem. Možnost rekonstrukce kódu přijde
vhod i v případě, že dojde ke ztrátě původního zdrojového kódu nebo je potřeba dopsat
chybějící dokumentaci k programu, jehož činnost je na první pohled nejasná nebo je po-
třeba ověřit, že program v sobě nemá chyby a nedělá to, co by dělat neměl. S tímto úzce
souvisí další využití zpětného překladače a tím je analýza škodlivého kódu. Jeho výrobci se
snaží svůj škodlivý kód různými metodami maskovat a zatemňovat (obfuskovat), aby nebylo
jednoduché ho rozpoznat a analyzovat. Pokud se povede i přes přes tyto překážky program
dekompilovat, je možné objevit potenciálně škodlivý kód a případně i analyzovat způsob,
jakým je schopen škodit a na základě toho navrhnout bezpečnostní opatření. Kromě analýzy
programu lze zpětný překladač využít i pro migraci programu na jinou architekturu nebo
testování překladačů porovnáním struktury kódu před překladem a po zpětném překladu.
2.4.2 Obecné schéma zpětného překladače
Schéma zpětného překladače je podobné schématu kompilátoru, ale jednotlivé fáze jsou
vykonávány v opačném pořadí. Při zpětném překladu není prováděna lexikální analýza.
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Obrázek 2.1: Fáze zpětného překladu [5], [17].
2.4.3 Části zpětného překladače
Tato část čerpá z [19].
Většinou je zpětný překladač složen ze tří hlavní fází:
• Přední část
• Střední (optimalizační) část
• Zadní část
Přední část (angl. front-end) zpětného překladače transformuje vstupní binární strojový
kód nebo jazyk symbolických instrukcí na nízkoúrovňový jazyk vnitřní reprezentace IR
(Immediate Representation), nezávislý na zdrojové architektuře. Front-end je závislý na
architektuře procesoru, pro který byl binární spustitelný soubor vytvořen. Součástí front-
endu je i interpret instrukční sady procesoru zdrojové architektury. Zároveň musí front-end
řešit problémy týkající se obfuskace, optimalizací kódu zavedených kompilátorem a ochran
kódu proti reverznímu inženýrství.
Nízkoúrovňový kód vnitřní reprezentace je dále zpracováván v optimalizační
”
střední“
části (angl. middle-endu), který je mezikrokem mezi nízkoúrovňovým jzykem vnitřní repre-
zentace a výstupním vyšším jazykem. Zde se provádí všechny transformace a optimalizace
nezávislé na vstupní platformě a na výstupním vyšším programovacím jazyku. Middle-end
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zároveň provádí analýzu toku dat a toku řízení. Na výstupu optimalizační části je opět vni-
třní kód, ale tentokrát optimalizovaný a připravený pro převod do vyššího programovacího
jazyka.
Na konci dekompilačního procesu je zadní část (angl. back-end), která má za úkol převést
optimalizovaný vnitřní kód na výstupní vyšší programovací jazyk tak, aby byl co nejlépe
čitelný.
Mezi zpětné překladače se řadí REC decompiler, Hex-RaysDecompiler, IDA Pro De-
compiler, DCC a několik dalších, z nichž některé nejsou v současnosti dále vyvíjeny.
2.4.4 Rekonfigurovatelnost
Toto rozdělení usnadňuje implementaci a rozdělení zpětného překladače na jednotlivé mo-
duly. Díky tomu, že pouze přední část je závislá na zdrojové platformě a pouze zadní část je
závislá na výstupním vyšším jazyku, při reimplementaci překladače pro novou architekturu
nebo jiný výstupní jazyk není potřeba naimplementovat celý nový zpětný překladač, ale
pouze jednu jeho část. Možnost zpětného překladu různých vstupních platforem do různých
výstupních jazyků je jádrem myšlenky tzv. rekonfigurovatelných zpětných překladačů. Re-
konfigurovatelnost lze vyřešit buď výměnou modulů front-endu a back-endu pro jednotlivé
platformy a výstupní jazyky nebo použitím popisu platformy jazykem ADL (Architecture
Description Language - jazyk pro popis architektur).
Rekonfigurovatelných zpětných překladačů zatím existuje velmi málo. Jedním z nich je
například open-source projekt Boomerang. Nás bude zajímat zpětný překladač vyvíjený





Projekt Lissom, který byl založen na Fakultě informačních technologií Vysokého učení tech-
nického v Brně, si klade za cíl vytvoření a implementaci jazyka pro popis mikroprocesorové
architektury. Tento jazyk se jmenuje ISAC (Instruction Set Architecture C). S implemen-
tací jazyka ISAC souvisí i tvorba vývojového prostředí, umožňujícího současný automatizo-
vaný vývoj softwarových nástrojů a hardware mikroprocesoru (angl. hardware/software co-
design). Softwarovými nástroji se myslí překladač z jazyka C do binárního kódu, assembler
a disassembler, linker, simulátor, nástroj pro syntézu hardwarové části návrhu mikroproce-
soru a v neposlední řadě i zpětný překladač pro překlad z binárního kódu do ekvivalentní
reprezentace ve vyšším programovacím jazyce [13].
Hlavní důvod pro to, aby spolu s překladačem do binárního kódu pro danou mikro-
procesorovou architekturu byl vytvořen i zpětný překladač, je boj proti škodlivému kódu.
V dnešní době se tvůrci škodlivého kódu nezaměřují pouze na
”
klasické“ platformy na PC
(x86 a amd64), ale s masovým rozšířením různých vestavěných systémů a mobilních zařízení
se stále častěji cílem škůdců stávají i tato zařízení. Proto je v rámci projektu Lissom vyvíjen
i rekonfigurovatelný zpětný překladač, který má pomoci odhalovat škodlivý kód mimo jiné
i na různých architekturách přenosných zařízení.
3.1 Struktura zpětného překladače Lissom
Jádro zpětného překladače projektu Lissom je založeno na překladovém systému LLVM
(Low Level Virtual Machine) [18] a pro vnitřní reprezentaci kódu je použit jazyk LLVM
IR (Intermediate Representation) [14]. Výhodou LLVM je, že je nezávislý na architektuře
i programovacím jazyce.
Struktura zpětného překladače je založena na schématu, popsaném v kapitole 2. Je tedy
rozdělen na tři hlavní bloky: přední část, optimalizační část a zadní část. Kromě těchto
částí obsahuje i část pro předzpracování, ve které je vstupní spustitelný soubor převeden do






























Obrázek 3.1: Struktura zpětného překladače projektu Lissom [12].
3.2 LLVM IR
LLVM IR je instrukční jazyk založený na SSA1, který je součástí kompilačního projektu
LLVM. Jde o nízkoúrovňový, platformově nezávislý jazyk podobný tříadresnému kódu, ve
kterém je možno čistě reprezentovat i vyšší programovací jazyky. Po vhodné úpravě kódu je
tedy kód LLVM přeložitelný do vyššího programovacího jazyka. LLVM kód je reprezentován
ve třech formách: IR v paměti (zpětného) překladaře (IR znamená immediate representation
- přímá reprezentace), binární reprezentace v souboru na diskové paměti a člověkem čitelná
textová reprezentace podobná assembleru. Tyto tři formy jsou ekvivalentní [14].
; Declare the string constant as a global constant.
@.str = private unnamed_addr constant [13 x i8] c"hello world \0A\00"
; External declaration of the puts function
declare i32 @puts(i8* nocapture) nounwind
; Definition of main function
define i32 @main() { ; i32()*
; Convert [13 x i8]* to i8 *...
%cast210 = getelementptr [13 x i8]* @.str , i64 0, i64 0
; Call puts function to write out the string to stdout.
call i32 @puts(i8* %cast210)
ret i32 0
}
Obrázek 3.2: Příklad funkce Hello World v LLVM, převzatý z [14].
1Single Static Assignment - Do každé proměnné je hodnota přiřazena pouze jednou
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Na obrázku 3.2 je zobrazena syntaxe instrukčního jazyka LLVM IR na klasickém pří-
kladu Hello World. Je zde vidět, že jednotlivé identifikátory začínají znakem @ nebo %.
Znak @ označuje globální proměnné a funkce, zatímco prefix % je používán pro jména lo-
kálních registrů. Nepojmenovaným hodnotám je přiřazen číselný název, např. %3. Regulární
výraz, který identifikátory popisuje, je [\%@][a-zA-Z$._][a-zA-Z$._0-9]*.
Proměnné jsou reprezentovány základními dvěma třídami typů. Tyto třídy jsou integer
s libovolnou bitovou šířkou (je uvedena v názvu typu, např. i32) a typy s plovoucí řádovou
čárkou (float, double, fp128 atd.).
3.3 ISAC
ISAC byl vyvinut na VUT v Brně v rámci projektu pro Lissom pro popis architektury
vyvíjeného nebo existujícího procesoru. Je to jazyk typu ADL. Na základě popisu v jazyce




PC REGISTER bit [32] pc; // program counter
REGISTER bit [32] gprs [32]; // register file
RAM bit [32] memory {ENDIAN(LITTLE);};
}
OPERATION reg REPRESENTS gprs




INSTANCE gprs ALIAS {rd, rs, rt};
ASSEMBLER { "ADD" rd "," rs "," rt };
CODING { 0b000000 rs rt rd 0b000001 ...};
// instruction behavior
BEHAVIOR {gprs[rd] = gprs[rs]+gprs[rt];};
}
Obrázek 3.3: Ukázka kódu ISAC, deklarující zdroje procesoru a popis instrukce pro sčí-
tání [20].
Příklad 3.3 ukazuje, že model procesoru v jazyku ISAC se skládá z několika sekcí. V sekci,
popisující zdroje, jsou popsány registry procesoru a paměťová hierarchie. V operační sekci
je deklarována instrukční sada procesoru i s její sémantikou.
Deklarace každé instrukce obsahuje několik důležitých částí. ASSEMBLER popisuje
kódování instrukce v jazyku symbolických instrukcí. V části CODING je deklarováno její
binární kódování. Část BEHAVIOR obsahuje sémantiku (popis chování) instrukce, popsa-
nou podmnožinou jazyka ANSI C.
Schopnost jazyka ISAC popsat architekturu a instrukční sadu libovolného procesoru
včetně sémantiky jeho instrukcí je využívána i zpětným překladačem projektu Lissom. Kon-
krétně nástroj pro extrakci sémantiky, který je součástí zpětného překladače, vygeneruje na
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základě popisu BEHAVIOR pro každou instrukci sekvenci příkazů LLVM IR, kterou poté
využije přední část zpětného překladače ke generování LLVM IR pro vnitřní reprezentaci
dekompilovaného kódu [20].
3.4 Předzpracování
Tato část čerpá z [12].
Ještě před začátkem zpětného překladu je potřeba provést nad vstupním spustitelným
souborem několik operací, aby bylo možné zpětný překlad zahájit. Prvním úkolem fáze
předzpracování je zjistit, kterým nástrojem byl daný spustitelný soubor vytvořen.
3.4.1 Rozpoznání použitého nástroje
Rozpoznávání nástroje se provádí za pomoci tzv. signatur. Signatury jsou obvykle hexade-
cimálním vyjádřením prvních bajtů strojového kódu na vstupním bodu programu2. Prvním
instrukcím na vstupním bodu se říká start-up kód a díky tomu, že každý nástroj, generující
spustitelný soubor, vytváří jiný start-up kód, je možné jeho porovnáním se signaturami
zjistit, který nástroj je vytvořil. Detekce není vždy stoprocentně přesná a v některých
případech je nalezeno i několik možných nástrojů. V předzpracování zpětného překladače
projektu Lissom je program pro rozpoznání použitého nástroje pojmenován fileinfo.
3.4.2 Rozbalení (unpacking)
Pokud detekce proběhla úspěšně, je možno zjistit, zda byl spustitelný soubor zabalen (pac-
king). Zabalený spustitelný soubor je obvykle komprimovaný nebo jinak chráněný proti
zpětnému překladu. Pokud je detekován nástroj pro zabalení spustitelného souboru (pac-
ker), je nutné aplikovat na daný soubor proces opačný, nazývaný rozbalení (unpacking),
pokud je ke zjištěnému packeru k dispozici nástroj, který tento zpětný proces umožňuje.
Pokud proces rozbalení proběhl úspěšně nebo vstupní soubor zabalen nebyl, máme k dis-
pozici soubor, u kterého je možné detekovat jeho překladač a platformu, pro kterou byl
soubor vytvořen.
3.4.3 Převod do jednotného formátu
Existuje mnoho formátů vstupního binárního souboru. Mezi nejčastěji používané patří na-
příklad Windows PE a ELF. Existují i proprietární formáty jako Apple Mach-O, Android
DEX, Symbian E32. Binární soubory v těchto formátech mají různou strukturu a proto je
potřeba je ještě před zpětným překladem převést na jednotný binární formát. Pro tento účel
byl vytvořen vnitřní formát, založený na COFF (Common Object File Format) a algoritmy
pro převod různých výše jmenovaných formátů do tohoto jednotného formátu. Používána je
knihovna BFD (Binary File Descriptor Library), která pokrývá většinu binárních formátů
založených na COFF nebo ELF. Pro ostatní formáty je použit systém zásuvných modulů,
napsaných uživatelem.








































Obrázek 3.4: Schéma předzpracování zpětného překladače projektu Lissom [12].
3.5 Přední část (front-end)
Do přední části zpětného překladače projektu Lissom vstupuje mimo binární soubor ve for-
mátu COFF také soubor s definicí sémantiky instrukcí procesoru a soubor signatur staticky
linkovaného kódu.
V první fázi je potřeba podle popisu sémantiky instrukcí převést binárně reprezentované
instrukce z COFF do vnitřní reprezentace v nízkoúrovňovém kódu LLVM IR. Tento převod
má na starosti dekodér instrukcí. Jeho činnost je podobná disassembleru, ale jeho výstupem
není jazyk symbolických instrukcí, ale sémantický popis instrukcí. Instrukční dekodér se
musí vypořádat i s platformě-specifickými vlastnostmi kódu, jako jsou například delay-sloty
a endianita3.
Jednou z důležitých optimalizací, prováděných přední částí, je odstranění staticky lin-
kovaného kódu. Pokud takovýto kód vznikl statickým linkováním z knihovny, od které je
zdrojový kód známý, je zbytečné takovýto kód dekompilovat. Navíc je možné rozpoznáním
konkrétních funkcí, datových typů jejich argumentů a návratových hodnot zjistit i infor-
mace, užitečné pro analýzu toku dat dekompilovaného programu.
V závěrečné fázi přední části zpětného překladače je vygenerovaný LLVM IR kód podro-
ben statické analýze, která ho připraví pro optimalizační část.
3Pořadí uložení bajtů v paměti počítače
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3.6 Optimalizační část (middle-end)
Na vstupu optimalizační části dostává zpětný překladač projektu Lissom velmi nízkoúro-
vňový kód LLVM IR. Každý jeho základní blok odpovídá jedné instrukci. Přítomny mohou
být i přebytečné instrukce, způsobené izolovaným zpětným překladem jednotlivých instrukcí
v přední části. Úkolem optimalizační části je kód upravit tak, aby z něho bylo možno vyge-
nerovat čitelný kód ve vyšším programovacím jazykem. Prostředky k dosažení tohoto cíle
jsou:
• Odstranění mrtvého kódu
• Propagace konstant a výrazů
• Transformace smyček
• Další optimalizace kódu
3.7 Zadní část (back-end)
Závěrečnou fázi zpětného překladu obstarává zadní část zpětného překladače. Vstupem je
LLVM IR kód, optimalizovaný střední částí tak, aby ho bylo možné co nejefektivněji trans-
formovat na jazyk vyšší úrovně. Důraz je kladen především na čitelnost kódu člověkem.
Jako vyšší jazyk používá zadní část zpětného překladače vlastní jazyk, založený na skripto-
vacím jazyku Python. Tento jazyk je netypovaný, blokově strukturovaný, oddělující bloky
odsazením (angl. whitespace indentation). Pro některé konstrukce, které není možno jazy-
kem Python vyjádřit, jsou použity konstrukce podobné jazyku C. Místo polí jsou použity
seznamy, struktury byly nahrazeny slovníky. Z jazyka C byly převzaty i dereferenční operá-
tory a ve speciálních případech, kdy větvení programu nelze optimalizovat jiným způsobem,
je použito i klíčové slovo goto. Dále je jako výstupní jazyk podporován i jazyk C.
Po vygenerování kódu ve vyšším jazyku následuje ještě fáze dodatečnách úprav (angl.
postprocessing), kdy je ještě více zvyšována čitelnost výsledného kódu. Příkladem tako-
výchto úprav může být odstranění přebytečných závorek nebo upravení některých logických
výrazů. Tyto úpravy už probíhají pouze na textové úrovni.
Do budoucna je plánováno rozšíření zadní části o podporu dalších vysokoúrovňových
jazyků.
Na obrázku 3.6 je ukázka jednoduché funkce4 v jazyku C a jejího ekvivalentu po kompi-
laci do formátu ELF pro architekturu ARM s optimalizačním parametrem -O2 a následného
zpětného překladu tohoto binárního souboru5.
4Tato funkce byla převzata z on-line rozhraní zpětného překladače Lissom – http://decompiler.fit.
vutbr.cz/decompilation/
5Zpětný překlad byl proveden verzí 1.1 zpětného překladače s použitím webového rozhraní.
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int main(int argc , char *argv []) {
int a = 1;
int b = argv [0][0];
do {




} while(a < 10);
return a;
}
Obrázek 3.5: Zdrojový kód testu do-while cyklů před kompilací.
int main(int argc , char **argv) {
int8_t apple = *( uint8_t *)*( uint32_t *)argv;
if (apple == 2) {
return 1;
}
int32_t result = 2;
uint32_t banana;
while (true) {
if (( int32_t)apple - 1 + result == 2) {
return result;
}
banana = result + 1;












Různé architektury používají různé kódování instrukcí strojového kódu. Pro různé opera-
ční systémy, běžící na těchto platformách, existují různé formáty spustitelných souborů,
obsahujícího mimo jiné i binární strojový kód. Některé vlastnosti těchto spustitelných sou-
borů se liší i s programovacím jazykem, ze kterého byl program přeložen a s překladačem,
který tento překlad provedl. Z toho můžeme usoudit, že kombinací jednotlivých formátů
a vlastností je mnoho. V této kapitole budou představeny některé nejznámější formáty
spustitelných souborů a vysvětleny některé rozdíly mezi programy generovanými různými
překladači pro různé platformy.
Tato část čerpá z [12].
4.1 Formáty binárních souborů
Tato sekce je založena na popisech struktur formátů, uvdených v [15].
4.1.1 Windows PE
Windows PE (Portable Executable) je standardní formát spustitelného souboru pro plat-
formu Win32 (32-bitové MS Windows), založený na UNIXovém formátu COFF (Common
Object File Format). Díky zavaděči Windows PE (angl. Windows PE loaderu) by měl být
funkční nezávisle na architektuře. Přípona názvu souboru bývá *.exe. V hlavičce PE sou-
boru se nachází DOS MZ hlavička, která zajišťuje zpětnou kompatibilitu se systémem DOS.
Ve většině případů při pokusu o spuštění Win32 PE na systému MS DOS pouze dojde k vy-
psání zprávy
”
This program cannot be run in DOS mode.“. DOS MZ Hlavička obsahuje
odkaz na PE hlavičku, která obsahuje důležitá data pro spuštění programu na systému
Windows. V této hlavičce se nachází i rozsáhlá struktura IMAGE_NT_HEADERS. Soubor PE je
strukturován do sekcí, které nejsou popisovány na základě jejich určení (kód, data atd. .),
ale pouze jejich atributy (pouze pro čtení, skrytý, systémový). Správné atributy jednotli-
vým blokům v paměti musí přidělit PE zavaděč. Informace o jednotlivých sekcích, jejich
umístěních a velikostech obsahuje tabulka sekcí, obsahující pro každou sekci jednu strukturu
s informacemi o dané sekci [6].
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4.1.2 ELF
ELF je standardní formát spustitelného souboru pro systémy založené na UNIXu. Jeho
struktura není závislá na konkrétní architektuře procesoru. Úvodní částí ELF souboru je
hlavička, která obsahuje nejdůležitější informace a ukazatele na tabulku programových hla-
viček a tabulku hlaviček sekcí. V těchto tabulkách se nachází informace o velikosti a offsetu
(umístění v souboru) jednotlivých bloků, ve kterých mohou být data, spustitelný kód, ta-
bulky symbolů nebo hashovací tabulky. Výhodou tohoto formátu je, že pouze hlavička je
v souboru na pevném místě a ostatní bloky mohou mít libovolnou velikost a umístění [11].
Obrázek 4.1: Struktura formátu ELF (vlevo) a Windows PE (vpravo) [11].
4.2 ABI (Application Binary Interface)
ABI je popis nízkoúrovňového rozhraní mezi programem a operačním systémem. ABI řeší
detaily, jako například velikost, rozvržení a zarovnání datových typů, způsob volání funkcí
a předávání argumentů a návratových hodnot, formát binárních objektových souborů atd.
Některá ABI řeší i mangling jmen při kompilaci jazyka C++, který bude více roze-
brán v části 4.6. Protože mangling je záležitost, týkající se pouze některých jazyků (C++,
Java), použité ABI se může lišit nejen s operačním systémem, architekturou, kompiláto-
rem, ale i s použitým jazykem. Při kompilaci z jazyka C například není třeba řešit mangling
a propagaci výjimek.
Existují ABI, která jsou kompatibilní s více architekturami. Jedním z nich je Itanium
C++ ABI [3]. Pokud program dodržuje kompletní ABI některého systému, je kompatibilní
s jakýmkoliv jiným systémem, který se řídí stejným ABI [1].
4.3 Packing
Balení spustitelných souborů je obvykle prováděno pro kompresi (zmenšení objemu) kódu
nebo pro ochranu kódu před zpětným inženýrstvím. Kombinace obou přístupů jsou možné.
Komprese kódu je provedena tak, aby byl co nejvíce zmenšen objem binárních dat, repre-
zentujících spustitelný kód. Tento kód je po spuštění programu rozbalen do paměti a až
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poté vykonán. Ochrany kódu lze docílit různými technikami (ochrana proti ladění, vložení
kódu, který přepisuje sebe sama). Nejvíce se ochranné techniky využívají na Windows,
ale v posledních letech se objevují i na dalších platformách. I přes to, že programy na
balení spustitelných souborů jsou primárně určeny pro ochranu komerčních aplikací před
cracknutím, jsou ve velké míře zneužívány tvůrci malwaru. Komprimovaný a zabalený kód
znemožňuje jakoukoliv statickou analýzu, protože kód, který je při běhu aplikace ve vý-
sledku proveden, je rozbalen až po spuštění. Proto je potřeba tento problém řešit ještě před
počátkem zpětného překladu. V současnosti existuje mnoho packerů (aplikací pro kompresi
a zabalení spustitelného kódu). Odhaduje se, že každý měsíc vzniká 10 až 15 nových pac-
kerů [12]. Pro nejznámější z nich (UPX, Armadillo, ASPACK atd.) již existují unpackery
(program pro rozbalení/dekompresi baleného spustitelného souboru), často vytvořené s po-
mocí reverzního inženýrství. Možnosti balení kódu jako ochrany proti zpětnému překladu
využívá drtivá většina malwaru. V projektu Lissom je rozpoznání packeru a aplikování od-
povídajícího unpackeru součástí tzv. fáze předzpracování, kterou je třeba vykonat dříve než
operace přední části zpětného překladače.
4.4 Start-up kódy
V kapitole 3.4.1 již bylo řečeno, že existují tzv. start-up kódy (nebo též startovací rutiny [9]).
V každém spustitelném binárním souboru existuje tzv. vstupní bod (angl. entry point), což
je adresa první instrukce strojového kódu, která bude procesorem provedena po spuštění
programu. Shluk prvních instrukcí, začínajících na vstupním bodu, je pro všechny spusti-
telné binární soubory, vygenerované stejným nástrojem, téměř stejný. Některé bajty start-
up kódu se mohou mezi různými binárními soubory, vygenerovanými stejným nástrojem,
lišit.
Hexadecimální reprezentace instrukcí start-up kódů, ve které jsou proměnlivé bajty
nahrazeny pomlčkami, tvoří tzv. signaturu. Signatura lze jen velmi obtížně
”
padělat“, proto
je využívána ve zpětném překladači projektu Lissom k detekování nástroje, kterým byl
spustitelný binární soubor vytvořen.
Obrázek 4.2 ilustruje obsah start-up kódu překladače MinGW gcc 4.6 pro architekrutu
x86, který má signaturu 5589E583EC18C7042401000000FF15--------E8.
Adresa Hexa x86 instrukce
---------------------------------------------
0040126c: 55 push %ebp
0040126d: 89e5 mov %esp , %ebp
0040126f: 83ec18 sub $0x18 , %esp
00401272: c7042401000000 movl $0x1 , (%esp)
00401279: ff1500000000 call *0x0
0040127f: e8 ...
Obrázek 4.2: Start-up kód překladače MinGW gcc 4.6 pro architekturu x86 (převzato z [12]).
4.5 Překladače C++
Pro překlad z jazyka C++ do spustitelného binárního souboru existuje mnoho různých
překladačů od různých vývojářů. Mezi nejčastěji používané překladače patří multiplat-
formní otevřený (open-source) projekt GNU GCC a komerční produkt Visual C++ od
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společnosti Microsoft (dále bude uváděn pouze jako Visual C++). Mezi další často použí-
vané překladače C++ patří Borland C++, Intel C++ Compiler a Open Watcom.
Tyto překladače se v mnoha ohledech liší. Jednou z nejdůležitějších vlastností C++
překladače jsou podporované operační systémy, pro které je překladač schopný vytvořit
spustitelný soubor. GNU GCC podporuje především UNIXové systémy, ale jeho port s ná-
zvem MinGW překládá C++ i pro Windows. GCC podporuje i mnoho dalších systémů
a formátů binárních souborů pro ně určených. Visual C++ překládá pouze pro operační
systém Windows do formátu Windows PE.
Odlišnosti mezi překladači se projevují i při samotném překladu. Jednotlivé překladače
podporují různé odchylky a rozšíření oproti C++ standardu, provádějí jiné optimalizace,
používají jiné standardní knihovny a hlavičkové soubory. Dále se překladače liší detaily
obsahu jimi vytvořených spustitelných souborů. Mezi tyto detaily patří rozdílné start-up
kódy, jiné zpracování jmen symbolů (name mangling, bude vysvětleno v části 4.6) atd.
4.6 Mangling C++ jmen
Protože jazyk C++ podporuje přetěžování funkcí, při kterém více různých funkcí má stejné
jméno, ale jiné argumenty, byl zaveden name mangling –
”
zkomolení jména“, jiným ná-
zvem též name decoration –
”
zdobení jména“. Jedná se o
”
zakódování“ některých informací
o funkci do složitějšího názvu.
Informace, které musí být při manglingu zachovány, zahrnují alespoň název funkce, typy
argumentů a případné kvalifikátory jmenných prostorů. V některých případech je zachována
i informace o návratovém typu, typ volání (angl. calling convention), klasifikace datového
typu (třída, struktura, enumerátor atd.) a další pomocné informace.
Mangling umožňuje:
• rozpoznat různé funkce se stejným jménem (přetěžování funkcí)
• během procesu linkování kontrolovat, že objekty a funkce jsou ve všech modulech
deklarovány stejně
• při chybě během linkování zobrazit informace o typu nevyřešených závislostí
Manglovené jméno je zakódované do jednoho ASCII řetězce, který je na první pohled
pro člověka nerozluštitelný. Pro rozpoznání různých verzí přetěžované funkce a kontrolu
stejné deklarace objektů a funkcí nemusí linker manglovanému jménu rozumět a stačí pouze
porovnat dva textové řetězce.
4.6.1 Nekompatibilita mezi překladači
Protože mangling jmen není nijak standardizován, každý výrobce C++ kompileru používá
vlastní manglovací schéma. Zatímco schémata některých kompilerů jsou si podobná (GCC
4.x a Intel C++ 8.0), některá se od ostatních výrazně liší (Watcom C++ a Visual C++) [8].
I přesto, že by se na první pohled mohlo zdát, že standardizované manglovací schéma by
vedlo k vyšší kompatibilitě mezi jednotlivými implementacemi C++ kompilátorů, stejné
schéma by stoprocentní kompatibilitu nezaručilo. Mohlo by i vytvořit falešnou iluzi bez-
pečné kompatibility mezi různými kompilátory, přestože je mangling pouze jednou z mnoha
součástí specifikace ABI (Application binary interface). Dokonce je doporučeno použít jiné
manglovací schéma, pokud ostatní detaily ABI (struktura virtuální tabulky, zpracování
výjimek atd.) nejsou kompatibilní [7].
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Pouze někteří výrobci zveřejnili detaily manglovacího schématu jejich C++ kompilá-
toru. Například společnost Microsoft nezveřejnila manglovací algoritmus, protože se prý
v budoucnu může změnit [16]. V těchto případech je potřeba použít metody reverzního
inženýrství a schéma zrekonstruovat. Pozitivní je, že manglovací schéma stejného kompilá-
toru pro různé platformy se téměř nemění.
Tato práce v případě GCC vychází z [3], kde je detailně popsáno manglovací schéma
GCC pro architekturu Itanium IA64 i s gramatickými pravidly. Shodnost výsledků tohoto
schématu s výsledky na architektuře x86 byla kontrolována pomocí programu c++filt, který
je součástí balíku GNU Binutils. Pro demangler řetězců, generovaných překladačem Visual
C++, byla jako zdroj použita práce A. Foga [8], ve které je z velké části toto schéma
popsáno, spojená s vlastními experimenty oveřovanými programem Visual C++ Compiler
Name Undecorator (undname.exe), který je součástí balíku Visual C++.
4.6.2 Příklady manglovaných jmen
Následující obrázky představují příklady různých manglovaných jmen. Obrázek 4.3 ukazuje
způsob manglování jednoduché funkce různými překladači.
Na obrázku 4.4 je ukázka manglování složitější funkce (metody třídy) překladači GCC
a Visual C++. Nejprve je ukázána původní deklarace v C++. Pod původní deklarací se
nachází manglované jméno podle manglovacího schématu GCC a deklarace, obsahující in-
formace, zjistitelné z tohoto manglovaného jména. Následuje to semé pro překladač Visual
C++. Za povšimnutí stojí, že GCC ve většině manglovaných jmen neukládá návratový typ
funkce. Visual C++ naopak v manglovaném jménu uchovává nejen návratový typ, ale i úro-
veň přístupu k prvkům třídy, typy datových typů (třída, struct, enum atd.) a detailnější
deklaraci některých typů standardní knihovny C++.
void h(int , char); // deklarace v jazyku C++
"h__Fic" //GCC 2.9x
"_Z1hic" //GCC 3.x+
"?h@@YAXH@Z" // Microsoft Visual C++
"@h$qi" // Borland C++
"W?h$n(i)v" // Watcom C++
Obrázek 4.3: Manglovaná jména jednoduché funkce od různých překladačů [2].
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// deklarace metody v jazyku C++
std:: string cGram:: subanalyze(std::string , cGram:: errcode *);
// manglované jméno metody podle GCC
"_ZN5cGram10subanalyzeESsPNS_7errcodeE"
//informace , zakódované v manglovaném jménu od GCC
cGram :: subanalyze(std::string , cGram :: errcode *);
// manglované jméno metody podle Microsoft Visual C++
"?subanalyze@cGram@@AAE?AV?$basic_string@DU?$char_traits@D@std@@V
?$allocator@D@2@@std@@V23@PAW4errcode@1@@Z"
//informace , zakódované v manglovaném jménu od Microsoft Visual C++
private: class std:: basic_string <char ,struct std:: char_traits <char >,
class std::allocator <char > > __thiscall cGram :: subanalyze
(class std:: basic_string <char ,struct std:: char_traits <char >,
class std::allocator <char > >,enum cGram :: errcode *);
Obrázek 4.4: Manglovaná jména složitější funkce podle schématu podle GCC a Visual C++.
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Tato kapitola se věnuje testování demangleru. Testována jsou manglovaná jména z překla-
dačů GCC 4.7.3 pro x64 a Visual C++ 6.0 pro x86.
Pro účely testu byl přeložen demangler a z přeložených binárních souborů byla oddělena
manglovaná jména. Pro extrakci manglovaných jmen z objektových souborů, vzniklých
překladem s GCC byl použit nástroj nm. Extrakce manglovaných jmen z výsledku překladu
Visual C++ byla provedena ručně.
Extrahovaná manglovaná jména zahrnují i jména speciálních metod a funkcí vygene-
rovaných překladači (konstruktory a destruktory struktur, operátory), datových objektů
a různých speciálních jmen.
7.1 Referenční data
Pro porovnání v rámci testování byly jako reference použity výstupy z existujících deman-
glerů pro oba překladače. Manglovaná jména překladače GCC byla demanglována nástro-
jem c++filt, který je součástí balíku GNU Binutils1. Na manglovaná jména z Visual C++
byl použit nástroj undname.exe, který je distribuován spolu s překladačem.
Část manglovaných jmen překladače Visual C++ byla v extrahovaném vzorku přítomna
vícekrát. Před testováním byly duplikáty odstraněny, aby nedošlo ke zkreslení výsledků.
Některá z manglovaných jmen nebylo možné demanglovat ani nástrojem undname.exe.
Tato jména byla také odstraněna, protože není možné hodnotit výstup demangleru u jmen,
která nelze demanglovat referenčním nástrojem. Celkově tak byl počet manglovaných jmen
z překladače Visual C++ snížen z 4501 na 2010. Manglovaných jmen získaných překladačem
GCC bylo 1609.
Vstupní soubory pro testování pak byly složeny z dvojic řádků, kdy lichý řádek obsa-
hoval manglované jméno a na sudém řádku se nacházelo jméno demanglované referenčním
demanglerem.
7.2 Průběh testování
Po spuštění testu byla nejprve vytvořena instance třídy CDemangler. Poté byly ze vstup-
ního testovacího souboru načítány dvojice řádků s manglovanými jmény a referenčními
demanglovanými jmény. Následně bylo provedeno demanglování a pokud bylo úspěšné, byl
porovnán její výpis do textového řetězce s referenčním demanglovaným jménem.
1http://www.gnu.org/software/binutils/
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Protože formát výpisu některých demanglovaných jmen je mezi undname.exe a c++filt
rozdílný, metoda printall() třídy cName pro výpis demanglovaného jména do textového
řetězce byla při testování manglovaných jmen překladače Visual C++ volána s nepovin-
ným argumentem, který zajistí kompatibilitu výpisu demanglovaného jména s výstupem
undname.exe.
Tabulka 7.1 obsahuje výsledky testování. Sloupce zleva doprava značí počet úspěšně
demanglovaných jmen, počet neúspěšně demanglovaných jmen, celkový počet demanglova-
ných jmen, procentuální úspěšnost a doba, za kterou test proběhl2.
Tabulka 7.1: Výsledky testu demangleru.
Překladač Úspěch Chyba Celkem Úspěšnost Čas
GCC 1554 55 1609 96.6 % 0.950 s
MSVC++ 1504 506 2010 74.8 % 0.560 s
Naměřené hodnoty ukazují, že manglovaná jména překladače GCC jsou demanglována
s výrazně vyšší úspěšností než Visual C++. Zároveň ale demanglování GCC trvá téměř
dvojnásobně delší dobu. Zřejmě je to způsobeno několikanásobným přůchodem substituční
analýzy demangleru pro GCC.
V prípadě neúspěšně demanglovaných jmen se většinou jedná o jména, obsahující něk-
teré málo používané prvky, které nebyly zatím implementovány. Pro manglovací schéma
překladače GCC chybí podpora výrazů. U manglovacího schématu Visual C++ je počet
neúspěchů vyšší, protože není dostupná kompletní dokumentace manglovacího schématu
a kompletní odkrytí významu některých kombinací prvků manglovaného jména by vyžado-
valo další výzkum nad rámec této bakalářské práce. Pro oba překladače také chybí podpora
manglovaných jmen, ve kterých se jako argumenty funkce vyskytují ukazatele na funkce.
Některé pokusy o demanglování selhaly také proto, že ve speciálních případech, jako je
manglované jméno operátoru se šablonou, referenční demangler používá jiný způsob nebo
pořadí výpisu jednotlivých prvků deklarace. Pak může být jméno demanglováno správně,
ale vygenerovaný textový řetězec se v detailech liší od referenčního. Každý z referenčních
demanglerů má jiné výjimky a vypisuje odlišně jiné detaily, proto není možné přizpůsobit
výstup demangleru tak, aby odpovídal všem referenčním demanglerům.
Zpětný překladač je v současné době schopen využít pouze část demanglovaných dat
– kvalifikovaný název funkce, převedený na jeden textový řetězec a vestavěné datové typy
argumentů a návratové hodnoty funkce s podporou ukazatelů a polí. Zbývající demanglo-
vaná data zatím zůstávají nevyužita. V nejbližší budoucnosti zřejmě nebudou pro zpětný
překlad potřeba vlastnosti, které zatím nejsou demanglerem podporované, takže absence
jejich podpory v současnosti nevadí.
Doplnění chybějících vlastností lze v budoucnu provést přidáním odpovídajících gra-
matických pravidel do externí gramatiky, implementováním chybějících sémantických akcí
a převodem nové externí gramatiky na vnitřní statickou LL tabulku.





Cílem této bakalářské práce bylo navrhnout a implementovat metody pro zkvalitnění zpět-
ného překladače projektu Lissom. Pro tyto účely bylo potřeba seznámit se s projektem
Lissom a nastudovat strukturu a zdrojové kódy zpětného překladače. Získané znalosti byly
využity k návrhu a implementaci systému, sjednocujícího předávání kritických informací
mezi aplikacemi fáze předzpracování a přední části zpětného překladače konfiguračním sou-
borem. Byla implementována podpora využití konfiguračního souboru do všech aplikací
předzpracování a přední části zpětnéo překladače a do řídicího skriptu. Tento systém pře-
dávání informací je již v provozu a nahradil předchozí, méně efektivní předávání informací
přes argumenty příkazové řádky.
Navazující metodou zlepšení zpětného překladu, vypracovanou v této bakalářské práci,
je rozšiřitelný demangler, prozatím podporující data z překladačů GCC a Visual C++.
Představena byla hlavní myšlenka manglovaných jmen a rozdíly mezi manglovacími sché-
maty jednotlivých překladačů. Byly diskutovány problémy substituce, používané překlada-
čem GCC a nekompletnost dokumentace k manglovacímu schématu Visual C++.
Dále bylo navrhnuto řešení univerzálního demangleru na základě bezkontextových LL
gramatik a reprezentace dat získaných demanglerem. Navržený demangler byl implemento-
ván a navíc byla přidána podpora demanglování s použitím gramatických LL pravidel, de-
finovaných v externím souboru a možnost převodu externí gramatiky na interní gramatiku,
implementovanou jako pevná součást demangleru. V rámci implementace byla provedena
i integrace demangleru do přední části zpětného překladače. Implementovaný demangler
byl řádně otestován a byly diskutovány výsledky testů.
Přínosem této bakalářské práce je vytvoření pevnějšího a efektivnějšího propojení jed-
notlivých částí předzpracování a přední části zpětného překladače. Demangler, vytvořený
pro přední část zpětného překladače, umožní získávání informací, velmi důležitých pro
zpětný překlad binárních souborů vytvořených překladem z jazyka C++. Vývoj podpory
tohoto zpětného překladu je zatím v rané fázi a tak najde Demangler hlavní využití až
v budoucnu.
Úspěšnost demangleru není stoprocentní, ale úplná úspěšnost zpětným překladačem
není vyžadována a v manglovacím schématu Visual C++ stoprocentní úspěšnosti zatím
dosáhnout nelze. V implementaci podpory jednotlivých schémat je prostor pro další vývoj
a do budoucna je počítáno s přidáním manglovacích schémat dalších překladačů. Schop-
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• Text této bakalářské práce v elektronické verzi
• Zdrojové kódy implementace demangleru a konfiguračního souboru
• Testovací aplikace a vstupy pro oba podporované překladače
• Spustitelné soubory zpětného překladače projektu Lissom pro demonstraci použití
konfiguračního souboru
• Soubor README, obsahující instrukce k překladu a spuštění
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