The stochastic multi-armed bandit problem is an important model for studying the explorationexploitation tradeoff in reinforcement learning. Although many algorithms for the problem are well-understood theoretically, empirical confirmation of their effectiveness is generally scarce. This paper presents a thorough empirical study of the most popular multi-armed bandit algorithms. Three important observations can be made from our results. Firstly, simple heuristics such as -greedy and Boltzmann exploration outperform theoretically sound algorithms on most settings by a significant margin. Secondly, the performance of most algorithms varies dramatically with the parameters of the bandit problem. Our study identifies for each algorithm the settings where it performs well, and the settings where it performs poorly. These properties are not described by current theory, even though they can be exploited in practice in the design of heuristics. Thirdly, the algorithms' performance relative each to other is affected only by the number of bandit arms and the variance of the rewards. This finding may guide the design of subsequent empirical evaluations.
Introduction
Multi-armed bandit problems have been introduced by Robbins (1952) and have since been used extensively to model the trade-offs faced by an automated agent which aims to gain new knowledge by exploring its environment and to exploit its current, reliable knowledge. Such problems arise frequently in practice, for example in the context of clinical trials or on-line advertising. The multi-armed bandit problem offers a very clean, simple theoretical formulation for analyzing trade-offs between exploration and exploitation. A comprehensive overview of bandit problems from a statistical perspective is given in Berry & Fristedt (1985) .
In its simplest formulation (generally referred to as stochastic), a bandit problem consists of a set of K probability distributions D 1 , . . . , D K with associated expected values µ 1 , . . . , µ K and variances σ 2 1 , . . . , σ 2 k . Initially, the D i are unknown to the player. In fact, these distributions are generally interpreted as corresponding to arms on a slot machine; the player is viewed as a gambler whose goal is to collect as much money as possible by pulling these arms over many turns. At each turn, t = 1, 2, ..., the player selects an arm, with index j(t), and receives a reward r(t) ∼ D j(t) . The player has a two-fold goal: on one hand, finding out which distribution has the highest expected value; on the other hand, gaining as much rewards as possible while playing. Bandit algorithms specify a strategy by which the player should choose an arm j(t) at each turn.
The most popular performance measure for bandit algorithms is the total expected regret, defined for any fixed turn T as:
where µ * = max i=1,...k µ i is the expected reward from the best arm. Alternatively, we can express the total expected regret as
where T k (T ) is a random variable denoting the number of plays of arm k during the first T turns.
A classical result of Lai and Robbins (1985) states that for any suboptimal arm k,
where D(p j ||p * ) is the Kullback-Leibler divergence between the reward density p k of the suboptimal arm and the reward density p * of the optimal arm, defined formally as
Regret thus grows at least logarithmically, or more formally, R T = Ω(log T ). An algorithm is said to solve the multi-armed bandit problem if it can match this lower bound, that is if R T = O(log T ).
Evaluating algorithms for the bandit problem
Many theoretical bounds have been established for the regret of different bandit algorithms in recent years (e.g., Auer et al., 2002 , Audibert et al., 2009 , Cesa-Bianchi and Fisher, 1998 , Rajaraman & Sastry, 1996 . However, theoretical analyses are not available for all algorithms, and existing bounds are generally too loose to accurately measure the strategies' performance.
Empirical evidence regarding the performance of many algorithms is unfortunately also limited. Algorithms are most often evaluated within a larger body of mostly theoretical work. Evaluation done in this context is often performed on a small number of bandit problem instances (for example, on bandits with small numbers of arms) that may not generalize to other settings. Moreover, different authors evaluate their algorithms in different settings, which complicates the comparison of algorithms.
The most extensive empirical study so far that compares multiple algorithms has been done by Vermorel and Mohri (2005) . This paper does not include an evaluation of the UCB family of algorithms, which has recently become very popular, as well as that of some other important strategies, such as pursuit or reinforcement comparison (see Sutton and Barto, 1998) . Moreover, the paper does not investigate the effect of the variance of the rewards on algorithm performance. In our experiments, that effect has turned out to be very significant. The paper also does not attempt to tune the algorithms optimally; some algorithms may therefore be underperforming. Finally, the paper not describe in full detail the criteria used to evaluate performance, making it difficult to interpret the results.
In this paper, we address this gap in the bandit literature by providing an extensive empirical evaluation of the most popular bandit strategies. We conduct a thorough analysis to identify the aspects of a bandit problem that affect the performance of algorithms relative to each other. Surprisingly, the only relevant characteristics turn out to be number of arms and the reward distributions' variance.
We proceed to measure algorithm performance under different combinations of these two parameters. Remarkably, the simplest heuristics outperform more sophisticated and theoretically sound algorithms on most settings. Although a similar observation has been made by Vermorel and Mohri (2005) , our experiments are the first that strongly suggest that this occurs on practically every bandit problem instance.
We also observe that the performance of any algorithm varies dramatically from one bandit problem instance to the other. We identify for each algorithm the settings where it performs well, and the settings where it performs poorly. Such properties are not described by current theory, even though they can be exploited within heuristics for solving real-world problems.
As an important side result, our study precisely identifies the aspects of a bandit problem that must be considered in an experiment. They are the number of arms and the reward variance. We hope this observation will be taken into account in the design of subsequent empirical studies.
From a theoretical viewpoint, our findings indicate the need for a formal analysis of simple heuristics, and more generally for the development of theoretically sound algorithms that perform as well as the simpler heuristics in practice.
Clinical trials from a multi-armed bandit viewpoint
In the second half of the paper, we turn our attention to an important application of bandit algorithms: clinical trials. The design of clinical trials is one of the main practical problems that motivates research on multi-armed bandits, and several seminar papers in the field (Robbins, 1952 , Gittins, 1989 describe it as such 1 . Indeed, a clinical trial perfectly captures the problem of balancing exploration and exploitation: we are looking for a way to simultaneously identify the best treatment (the best "arm") and ensure that as much patients as possible can benefit from it.
In a traditional clinical trial, patients are randomized into two equal-sized groups. The best treatment can usually be identified with a high level of confidence, but only half of the patients benefit from it. Adaptive trials that dynamically allocate more patients to the better treatment have long been advocated for ethical reasons, but even after decades of theoretical discussion, their use remains very limited (Chow and Chang, 2008) .
Modern adaptive clinical trials can be classified into several families. Group sequential designs are trials that can be stopped prematurely based on interim results, such as the performance of a particular treatment. Sample size re-estimation designs allow the patient population size to be readjusted in the course of the trial. Drop-the-losers designs, on the other hand, allow certain treatments to be dropped or added. Naturally, such trials drop less promising treatments first. Other types of adaptive trials include adaptive dose finding designs, adaptive treatment-switching designs, as well as multiple adaptive designs, which combine features from one or more families described above. For a thorough discussion of the literature on adaptive clinical trials, see the survey paper by Chow and Chang (2008) .
In our context, the most interesting family of adaptive trials are so-called adaptive randomization designs. Such designs adjust the patients' treatment assignment probabilities in favor of more successful treatments during the course of the trial. One of the most popular adaptive randomization strategies is play-the-winner, which operates similarly to the pursuit family of bandit algorithms. Due to their simplicity, adaptive randomization strategies form arguably the most popular family of adaptive trials. However, randomization strategies are often based on ad-hoc heuristics that offer few, if any, guarantees on patient welfare. In terms of formal guarantees, bandit algorithms have an advantage over strategies like playthe-winner.
Even though there is an extensive literature on adaptive clinical trials, to our knowledge there is no study that evaluates bandit algorithms as treatment allocation strategies. This is particularly surprising given the fact that many bandit algorithms were specifically designed for that purpose.
Moreover, clinical trial simulations are seldom based on real clinical data (Orloff et al., 2009 ). Yao and Wei (1996) conducted one of the only simulation studies of which we are aware that is based on data from an actual clinical trial. They demonstrate that if the play-the-winner adaptive randomization strategy had been used in the 1992 trial of the HIV drug zidovudine, significantly more patients could have been successfully treated, and the effectiveness of the drug could have still been established with high confidence.
Applying bandit algorithms in clinical trials
In this work, our aim is two fold. In the spirit of Yao and Wei (1996) , we want to determine whether bandit algorithms constitute feasible and effective adaptive trial strategies, and more generally we wish to produce an evaluation of the effectiveness of adaptive clinical trials based on real-world data.
In particular, we aim to answer the following three questions:
1. Is it feasible to implement bandit strategies given real world constraints such as patients' arrival dates, a long treatment time, patient dropout, etc.?
2. At the end of the trial, can we identify the best treatment with a good level of statistical confidence (with a small p-value)?
3. Do bandit-based adaptive trials offer a significant advantage over traditional trials in terms of patient welfare?
A thorough overview of the literature on simulating clinical trials can be found in Holford et al. (2000) .
To answer these questions, we simulate using real data what would have happened if a 2001-2002 clinical trial of opioid addiction treatments used adaptive bandit strategies instead of simple randomization. To measure the effectiveness of each approach, we use a variety of criteria, including the number of patients successfully treated, patient retention, the number of adverse effects, and others.
We find that bandit-based treatments would have allowed at least 50% more patients to be successfully treated, while significantly reducing the number of adverse effects and increasing patient retention. At the end of the trial, the best treatment could have still been identified with a high level of statistical confidence. Our findings demonstrate that bandit algorithms are attractive alternatives to current treatment allocation strategies.
Outline
The paper is organized as follows. In Section 2, we briefly review the studied algorithms. Section 3 describes the setup used for the experiments. Section 4 presents a selection of representative results. In Section 5 we discuss three main conclusions that can be drawn from our results as well as their implications for subsequent theoretical and empirical work.
In Section 6, we briefly resummarize our motivation for considering clinical trials in the context of multi-armed bandit algorithms. In Section 7, we present the trial on which we base our simulation, and in Section 8 we describe in detail how that simulation is performed. In Section 9, we present our results, and in Section 10 we discuss the three questions our simulation was intending to answer in light of the results obtained. We conclude in Section 11.
Algorithms
In this section, we briefly present the six algorithms that will be evaluated throughout the paper along with their known theoretical properties.
The first four algorithms are -greedy, Boltzmann exploration, pursuit, and reinforcement comparison. Each of these heuristics captures distinct ideas on handling the exploration/exploitation tradeoff (Sutton and Barto, 1998) . For example, Boltzmann exploration is based on the principle that the frequency of plays of an arm should be proportional to its average reward; the key idea of pursuit is to maintain an explicit probability distribution over the arms, and to search directly in the space of probability distributions. Even though each idea represents an important approach to handling the exploration/exploitation tradeoff, none of the heuristics is well understood theoretically. We are not even aware of any empirical study that systematically evaluates pursuit and reinforcement comparison.
In contrast, the latter two algorithms, UCB1 and UCB1-Tuned, are based on sophisticated mathematical ideas that are exploited to provide strong theoretical guarantees on the expected regret. In fact, the UCB1 algorithm solves the multi-armed bandit problem optimally up to a constant factor in a way that will be made precise below. How the former intuitive heuristics compare to the more sophisticated algorithms is an important question to which the answer is not clearly known.
In order to define the algorithms, we will use the following notation. Most strategies maintain empirical reward means for each arm that are updated at every turn t. We denote byμ i (t) the empirical mean of arm i after t turns. The probability of picking arm i at time t will be denoted p i (t).
-greedy
The -greedy algorithm is widely used because it is very simple, and has obvious generalizations for sequential decision problems. At each round t = 1, 2, ... the algorithm selects the arm with the highest empirical mean with probability 1 − , and selects a random arm with probability . In other words, given initial empirical meansμ 1 (0), ...,μ K (0),
If is held constant, only a linear bound on the expected regret can be achieved. CesaBianchi and Fisher (1998) proved poly-logarithmic bounds for variants of the algorithm in which decreases with time. In an earlier empirical study, Vermorel and Mohri (2005) did not find any practical advantage to using these methods. Therefore, in our experiments, we will only consider fixed values of .
Boltzmann Exploration (Softmax)
Softmax methods are based on Luce's axiom of choice (1959) and pick each arm with a probability that is proportional to its average reward. Arms with greater empirical means are therefore picked with higher probability. In our experiments, we study Boltzmann exploration (see, e.g., Sutton & Barto, 1998) , a Softmax method that selects an arm using a Boltzmann distribution. Given initial empirical meansμ 1 (0), ...,μ K (0),
where τ is a temperature parameter, controlling the randomness of the choice. When τ = 0, Boltzmann Exploration acts like pure greedy. As τ tends to infinity, the algorithms picks arms uniformly at random. As in the case of -greedy, polylogarithmic regret bounds exist Cesa-Bianchi and Fischer (1998) for decreasing τ schedules. However, because empirical evidence suggests that such schedules offer no practical advantage Vermorel and Mohri (2005) , we will use fixed values of τ in our experiments.
Pursuit Algorithms
The methods explained so far are essentially based on the estimated value of each arm. In contrast, pursuit algorithms (Thathachar & Sastry, 1985) maintain an explicit policy over the arms, whose updates are informed by the empirical means, but are performed separately. We use the simple version of the pursuit algorithm described in Sutton and Barto (1998) . The algorithms starts with uniform probabilities assigned to each arm, p i (0) = 1/k. At each turn t, the probabilities are re-computed as follows:
where β ∈ (0, 1) is a learning rate. Pursuit algorithms are related to actor-critic algorithms used in reinforcement learning for sequential decision problems. Rajaraman and Sastry (1996) provide PAC-style convergence rates for different forms of the pursuit algorithm, in the context of learning automata.
Reinforcement Comparison
Reinforcement comparison methods Sutton and Barto (1998) are similar to pursuit methods, in that they maintain a distribution over actions which is not computed directly from the empirical means. These methods also maintain an average expected rewardr(t). The probability of selecting an arm is computed by comparing its empirical mean withr(t). The probability will be increased if it is above average, and decreased otherwise. Intuitively, this scheme is designed to account for cases in which arms have very similar value. More formally, the algorithm maintains a set of preferences, π i (t), for each arm i. At each turn t = 1, 2, ..., the probability p i (t) is computed using a Boltzmann distribution based on these preferences:
If arm j(t) is played at turn t, and reward r(t) is received, the preference π j(t) is updated as:
Also, at every turn, the mean of the rewards is updated as:
Here, α and β are learning rates between 0 and 1. To our knowledge, no theoretical analysis of the regret of reinforcement comparison methods exists to date.
Upper Confidence Bounds (UCB)
The UCB family of algorithms has been proposed by Auer, Cesa-Bianchi & Fisher (2002) as a simpler, more elegant implementation of the idea of optimism in the face of uncertainty, proposed by by Lai & Robbins (1985) . An extension of UCB-style algorithms to sequential, tree-based planning was developed by Kocsis & Szepesvari (2006) , and it has proven very successful in Go playing programs. The simplest algorithm, UCB1, maintains the number of times that each arm has been played, denoted by n i (t), in addition to the empirical means. Initially, each arm is played once. Afterwards, at round t, the algorithm greedily picks the arm j(t) as follows:
Auer, Cesa-Bianchi & Fisher (2002) show that at turn t, the expected regret of UCB1 is bounded by:
where ∆ i = µ * − µ i . This O(log n) bound on the regret matches a well-known Ω(log n) bound by Lai and Robbisn (1989?) . Hence UCB1 achieves the optimal regret up to a multiplicative constant, and is said to solve the multi-armed bandit problem. The authors also propose another algorithm, UCB1-Tuned, which they claim performs better in practice but comes without theoretical guarantees. The main feature of UCB1-Tuned is that it takes into account the variance of each arm and not only its empirical mean. More specifically, at turn t = 1, 2, ... the algorithm picks an arm j(t) as
where
The estimate of the varianceσ 2 i (t) can be computed as usual by maintaining the empirical sum of squares of the reward, in addition to the empirical mean. Audibert, Munos & Szepesvari (2009) provide expected regret bounds and regret concentration results for variance-based UCB algorithms similar to UCB1-Tuned.
Experimental Setup
An instance of the bandit problem is fully characterized by the number of arms and the arms' reward distributions. However, not every aspect of these distributions affects the relative performance of the algorithms. Clearly, the number of arms and the reward variance will affect performance. Quite surprisingly, they will turn out to be the only characteristics of a bandit that need to be considered. Moments higher than the variance are of little importance when comparing algorithms.
The goals of our experimental setup are thus twofold: identify the characteristics of a bandit problem that affect algorithm performance, and evaluate how exactly they affect that performance. To achieve that, we will vary in isolation the number of arms and their variance, as well as the type of the reward distribution (to account for the higher moments) and the distribution of the expected values of the arms on [0, 1]. Most algorithms admit parameters and we tune each algorithm optimally for each experiment.
In this section, we will describe in detail how all of this is done.
Overall setup
Each experiment runs for 1000 turns, as this is the time by which all learning curves plateau. We report on three performance criteria:
1. The total regret accumulated over the experiment.
2. The regret as a function of time.
3. The percentage of plays in which the optimal arm is pulled.
The first criterion summarizes the performance of the algorithm in one number, while the second illustrates in more detail how the algorithm handled the problem. The third criterion is relevant for situations in which minimizing the number of suboptimal arm plays is important (a clinical trial would be an obvious example). Every experiment was repeated 1000 times, and at every repetition, the expected values of the K reward distributions were chosen uniformly at random on [0, 1]. Results were averaged over these 1000 independent runs.
Number of arms and variance
We evaluate the algorithms on settings where the number of arms K equals 2, 5, 10, 50. The value K = 2 is only included because this is a special case with some practical applications. Values of K larger than 50 provide tasks that are difficult for all algorithms. However, their relative behavior is consistent with the K = 50 case even at higher values. We find that the values K = 5, 10 represent good benchmarks for settings with small and medium numbers of arms, respectively.
Unless indicated otherwise, rewards are sampled from a normal distribution. We evaluate the algorithms on settings where the variance parameter σ 2 equals 0.01 2 , 0.1 2 , 1 2 for every arm. These values correspond to standard deviations that are 1%, 10%, and 100% of the interval [0,1] containing the expected values. Obviously, smaller variance leads to an easier problem, as the arms are well separated.
Other bandit characteristics
To evaluate the effects of higher moments, we experimented with several types of reward distributions (normal, uniform, triangular, inverse Gaussian and Gumbel). In each case, the parameters of the distribution were chosen to obtain identical expected values and variances. Results were very similar for all distributions, and this is why we use only the normal distribution in our main set of experiments.
The means of the arms were randomly chosen on the interval [0, 1] at each of the 1000 repetitions. We experimented with choosing the means both according to a uniform distribution on [0, 1] , and according to a normal distribution N (0.5, √ 12) ( √ 12 is the variance of the uniform distribution). The results were very similar in terms of the ranking and behavior of the algorithms, and for our main experiments, we report only the results that use the uniform distribution.
For the algorithms that require initial values of empirical means, we always use optimistic initialization and start with initial values of 1. We found that this choice always results in the best performance.
Parameter tuning
On every experiment, the algorithms were tuned for maximum performance according to the first criterion (since this is the usual criterion used in the literature). This almost always leads to the best possible performance on the second criterion and good performance on the third. These optimized parameter settings are included in the legends, next to the graphs.
Empirical Results
In this section, we first present our main set of results, obtained from evaluating the algorithms on twelve multi-armed bandit instances. Each instance is characterized by a different combination of K and σ 2 , the number of arms and the reward variance.
In the second half of the section, we present results demonstrating that other aspects of the bandit (such as the higher moments of the reward distribution) are not important for the purpose of evaluating algorithm performance. Finally, while tuning the algorithms we have observed that parameters dramatically affect performance, and we include material that illustrates that.
Number of arms and variance
Our main set of results is presented in Figure 1 for K = 2, Figure 2 for K = 5, Figure 3 for K = 10 and Figure 4 for K = 50. In each case, we report for every value of the variance the total regret (as a numerical value) achieved by each algorithm. We also present graphs of the regret and of the percentage of optimal plays with respect to time.
The most striking observation is that the simplest algorithms, -greedy and Boltzmann exploration, outperform their competitors on almost all tasks. Both heuristics perform very similarly, with softmax usually being slightly better. In particular, softmax outperforms the other algorithms in terms of total regret on all tasks, except on the high-variance setting (σ = 1) for small and medium numbers of arms (K = 2, 5, 10). On these settings, softmax comes in second behind the UCB1-Tuned algorithm. In some sense, the fact that UCB1-Tuned was specifically designed to be sensitive to the variance of the arms justifies the fact that it should be superior at high values of the variance.
There is relatively little to note about the performance of other algorithms. Pursuit methods perform overall the worst, because they plateau on sub-optimal solutions after 1000 time steps. UCB1 converges to a solution much more slowly than the other algorithms, although that final solution appears to be very good, which is consistent with the results reported by Auer et al. Reinforcement comparison generates good average regret per turn towards the end of 1000 turns for small numbers of arms (K = 2, 5), but starts trailing the other algorithms at larger values of K (K = 10, 50). Its total regret is relatively high because it is slower in the beginning (due to the need to estimate the average reward). Overall, our results suggest that there is no advantage to using pursuit and reinforcement comparison in practice.
A second important observation is that algorithms are affected differently by variations in the characteristics of the bandit. UCB methods for example, handle bandits with small numbers of arms and high reward variances very well, but their performance deteriorates much more quickly than that of other algorithms when K becomes large. We have not 
Other characteristics of the bandit problem
When the expected values for each reward distribution were sampled from a normal distribution, the algorithms performed slightly better than in the uniform setting. This is not surprising, as the best arm is better separated from the others when expected values are normally distributed. However, we did not observe any significant differences in the relative ranking of the algorithms, and we therefore omit detailed results. As an example of what we observed, we present in Figure 5 graphs for the setting K = 10, σ 2 = 0.1 2 . Quite surprisingly, the type of reward distribution did not have any noticeable effect on the performance of the algorithms. See Figure 6 for an example. We find this to be rather counter-intuitive, as one would expect, for example, that it would be harder to identify the best arm when its reward distribution is skewed to the left.
Parameter tuning
We observed that algorithm parameters significantly affect performance. The average increase in total regret for an incorrectly tuned algorithm was roughly 20%, although in several cases the increase in regret was much larger. Surprisingly, a parameter value optimal on one bandit instance could suddenly become one of the worst after we had increased reward variance by only one notch. To illustrate this behavior, we show in Table 1 the total regret achieved by Boltzmann exploration given different values of τ . Such measurements were carried out to tune every algorithm on every combination of K and σ 2 , and similar behavior was observed in every case.
Initially, we tuned the algorithms only once for each value of K, and used the same parameters for all values of σ 2 . The results obtained were somewhat different from what we have reported above. We suspect that many empirical studies also fail to properly tune every algorithm, and many bandit strategies may be underperforming. The results we report in this section should therefore be carefully taken into account by authors doing further empirical studies.
Discussion
Three important observations can be made from our results.
Simple heuristics outperform more advanced algorithms
Admittedly, a similar observation has been made by Vermorel and Mohri (2005) , but our experiments are the first to strongly suggest that this behavior occurs on practically every bandit problem instance. Our results also illustrate the magnitude of the advantage that simple heuristics offer. Boltzmann exploration generally outperforms its closest competitor by anywhere from 10% to 100%. The advantage therefore appears to be quite substantial. Our results also indicate the need for a formal analysis of simple heuristics, and more generally for the development of theoretically sound algorithms that perform as well as the simpler heuristics in practice. Even though Auer et al. (1998) derive polylogarithmic bounds for -greedy and Boltzmann exploration, it remains an open problem to determine whether these simple heuristics are optimal, in the sense of achieving O(log T ) regret. More generally, current theoretical bounds need to be improved to capture at least some of the rich behavior observed in experiments.
Since the problem of balancing exploration and exploitation appears throughout reinforcement learning, numerous algorithms employ bandit strategies as subroutines. For example, a well known algorithm that leverages bandit strategies for solving MDPs is UCT by Kocsis and Szepesvari (2004) . The UCT algorithm, and many others, use the UCB1 bandit strategy because UCB1's theoretical properties can often be exploited in the analysis of the original algorithm. However, our results indicate that UCB-based algorithms should always be considered along ones based on -greedy or softmax, since switching to these heuristics may yield substantial performance improvements in practice.
Algorithms' relative performance varies dramatically with the bandit instance
Every algorithm has settings on which it performs well compared to other strategies and settings on which it performs poorly. In that sense, most algorithms possess specific strengths and weaknesses. The performance of the UCB family, for example, is excellent on bandits with a small number of arms and high reward variances, but degrades rapidly as the number of arms increases. These important algorithm properties are not described by any theoretical result, even though such a result would be valuable for choosing algorithms for specific problems.
In the absence of theoretical results, our empirical measurements can be used to guide the design of heuristics for specific bandit problems. As an example, consider a multi-stage clinical trial where the number and type of treatments varies significantly from stage to stage. The treatments' effectiveness is unknown, and we would like to both identify the best treatment and maximize the number of successfully treated patients. A good banditbased heuristic for assigning patients to treatments should be based on a different algorithm at every stage, and our experiments suggest which ones to choose.
Finally, we would like to point out that the extreme variability of algorithm performance makes it necessary to evaluate algorithms on a wide range of settings, which past empirical studies have seldom done.
Only a subset of bandit characteristics are important for algorithm evaluation
The relative performance of algorithms appears to be affected only by the number of arms and the reward variance. This has interesting implications for the type of regret bounds that we can expect to obtain. Recent theoretical work has focused on obtaining improved regret bounds by considering the reward variance of an arm (Audibert et al., 2009 ). Our results suggest that considering higher moments of the reward distribution will not be as fruitful, since the type of reward distribution had very little impact on algorithm performance.
More importantly, our experiments have precisely identified the aspects of a bandit problem that must be considered to accurately evaluate an algorithm, and we have made apparent the need to finely tune the algorithms on every bandit setting. Our experimental setup thus forms a good example of what is needed to accurately evaluate algorithms. If a similar methodology is adopted in subsequent studies, not only will algorithms be evaluated more accurately, but it will become easy to compare them between studies. In fact, we suggest that our measurements be used as a comparison point for other bandit strategies. Accurate and systematic measurements of algorithm performance would not only be very useful in practice, but could help direct research effort towards more promising algorithms.
Clinical trials
We now turn our attention to an important application of bandit algorithms: the design of adaptive clinical trials. We will study whether bandit algorithms are well suited for allocating patients to treatments in a clinical trial.
In particular, we will be looking to answering the following three questions:
Clinical context
In this section, we describe the clinical trial on which we are basing our simulation.
The trial was conducted in [2001] [2002] to compare the effectiveness of buprenorphinenaloxone (bupnal) and clonidine (clon) for treating opioid addiction, among in-patients and out-patients within community treatment programs. Its primary goal was to confirm earlier results that established bupnal as the superior treatment; it was therefore a stage 4 trial. An adaptive strategy would have been particularly suited in this context, since the identification of the best treatment has already been done to a large extent.
Patients were randomized in a fixed 2:1 ratio, with the majority being assigned to bupnal. Initially, 360 in-patients and 360 out-patients were expected to be enrolled in the study. However, the trial was terminated earlier than expected, and only 113 in-patients (77 bupnal, 36 clon) and 231 out-patients (157 bupnal, 74 clon) participated.
Patients arrived over a period of 30 weeks, and were admitted into the trial on each Wednesday. They received treatment for 13 days, after which they were tested for opioids using a urine test. A patient providing an opioid-free urine sample was considered to be successfully treated, while an opioid-positive result or the failure to provide a urine sample was considered a treatment failure.
Among in-patients, 59 of the 77 (77%) individuals assigned to bupnal achieved treatment success, compared to 8 of the 36 (22%) clon patients. Among out-patients, 46 of the 157 (29%) bupnal individuals achieved the success criterion, compared to 4 of the 74 (5%) assigned to clonidine.
The patients' condition was also measured over the course of the treatment. On every day, any adverse effects were recorded, and several tests designed to measure the patients' level of well-being were administered.
In our simulation, we will use data from two such tests: the ARSW and the VAS. The ARSW consists of a series of 16 observations performed by a doctor and recorded as a numerical value on a scale from 1 to 9. For example, the doctor would estimate how irritated the patient is on that day and how watery their eyes appear. The summary ARSW result is defined as the sum of the 16 observations. The VAS test consists in asking the patient to place a mark on a 100cm line to indicate the strength of his craving for opiates, with 0cm indicating no craving, and 100cm indicating extreme craving.
The raw data for this trial is publicly available on the Internet. Unfortunately, it is lacking detailed documentation, and it is unclear how it was interpreted to obtain some of the results reported in Link (2005) . We therefore had to make certain minor assumptions regarding the data, but since they are the same for all algorithms, they do not affect the validity of our results. We present these assumptions in Appendix A.
Experimental setup
The simulation was implemented in Python and the source code of our program is available upon request. For each treatment strategy (the bandit algorithms and simple randomization), and each class of patients (the in-patients and the out-patients), 1000 simulations of the trial were performed. All the results presented in this report form an average over these 1000 simulations.
Each simulation proceeds as follows. A total of 360 patients (representing the size of the population expected to be enrolled in the original study) are assigned arrival dates at random over a period of 30 weeks (the length of the original trial). The treatment strategy then picks a treatment for each patient in the order of their arrival into the study. Decisions are only based on information available on the arrival day, and results are fed back into the algorithm only two weeks later. In other words, an algorithm can observe the outcome of assigning a patient to bupnal on week 12 only on week 14. The outcome of that patient is not available when processing patients coming in on weeks 12 and 13.
Once the treatment strategy assigns a patient to either bupnal or clon, we determine the outcome, participation period, craving levels, adverse effects, and all other results for that patient by sampling at random with replacement from the chosen treatment's population. We are thus making bootstrap estimates of the patients' true results. Doing so, we preserve natural relationships among attributes: for example, we take into account the fact that a patient who is a negative responder is also likely to have high craving ratings.
The rewards fed to the bandit algorithms were 1 if the patient had a positive response, and 0 if he or she had a negative response. Thus the algorithms were essentially playing a multi-armed bandit with Bernoulli arms. For algorithms that admit initial empirical means, we set these values to 1.
Simulation results
The performance of the six bandit algorithms was very similar, therefore we will only present results for -greedy, softmax, UCB1, and UCB-Tuned. Results for in-patients and out-patients also exhibited similar features, therefore we only include in-patient results. Out-patient material is available in Appendix B. The out-patient setting is in fact harder than the in-patient setting, as the success rate for clon among out-patients is only 5%, and a minimal number of clon successes is required to obtain a good confidence level on the best treatment.
Number of patients treated
In Figure 7 , we display for every algorithm the average number of patients treated per turn, with the average being taken over the 1000 repetitions of the simulated trial. Figure 7 directly corresponds to the instantaneous regret plots from the first half of the paper. We also report the average total number of patients treated over the duration of trial, with the average again being taken over the 1000 simulated trial runs. These results are shown in Table 2 Table 2 : Number of patients treated
P-values
An adaptive clinical trial must maximize the number of treated patients, but more importantly it must also identify the best treatment with a high level of statistical confidence.
Obtaining rigorous statistical guarantees on the performance of the best treatment in an adaptive trial is generally considered difficult and is often cited as one of the main causes of their limited adoption (see Chow and Chang, 2008) . In this study, however, we take the approach of Yao and Wei (1996) , and compute pvalues for the null hypothesis that the two treatments have equal probabilites of success using a simple χ 2 test. The χ 2 test for independence is very common in the clinical trials literature (see Sokal and Rohlf, 1981) , and although it may give weaker guarantees than more advanced statistical techniques, the p-values it produces hold even in the adaptive trial setting. Table 3 presents p-values and contingency tables for each treatment allocation strategy.
Patient retention
It is important for a clinical trial to retain a large fraction of its patients until the end of treatment. This way more patients are adequately treated, and just as importantly the clinical data can then be accurately processed using statistical methods. Treatment retention is represented using Kaplan-Meier curves, which show the percentage of patients remaining in the treatment at each day. Figure 8 shows the Kaplan-Meier curves for each algorithm. The bandit algorithms' curves are nearly indistinguishable from each other, hence we do not bother to annotate them.
Patient well-being
In addition to the number of treated patients, we will be looking at the level of well-being of the patients while they are still in the treatment. We measure patient well-being through the number of adverse effects that occur. Figure 9 shows the average number of adverse effects per patient for each day of the treatment. This value is computed by dividing the total number of adverse effects on a given day by the number of patients still in the treatment. Again, the bandit strategies are nearly indistinguishable from each other.
Algorithm
Contingency 
Discussion
Overall, our results provide an affirmative answer to the three questions we were looking to answer. Is it practical to implement bandit algorithms?
Even though the bandit algorithms received delayed feedback, the impact on their effectiveness was minimal. A total of 360 patients were randomized over 30 weeks, with an average of 12 patients per week. Thus on average, an algorithm had to make 24 decisions before observing their outcomes. This represents about 7% of the size of the entire population and is clearly non-negligible.
Other practical constraints such as unknown arrival times and patient dropout did not pose a problem in the context of this simulation. Since dropout was interpreted as treatment failure, we were not required to fill in missing treatment outcomes. This treatment of patient dropout is inspired by the methodology of the initial study of Link (2005) , and can be used in many clinical trials.
Can the algorithms identify the best treatment with high confidence?
In almost every case, the null hypothesis that both treatments have equal effectiveness could be rejected at a very high p-value. In the in-patient setting, the worst p-value was 1.5×10 −4 . Identifying the best treatment in the out-patient setting was much more difficult, as the success rate for clonidine was only 5%, and the χ 2 test requires a minimum number of successes for every treatment. As expected, bandit algorithms had more difficulty in obtaining a good p-value, but most of them still performed very well. The worst p-value of 0.017 was returned by Epsilon greedy. Although this is much weaker than what simple randomization returned, even this confidence level would generally be sufficient to establish the superiority of bupnal. Other treatment strategies achieved much better p-values. Therefore we conclude that bandit algorithms can reliably identify the best arm.
Are there medical advantages to using bandit-based adaptive strategies?
Clearly, adaptive bandit-based clinical trials result in a large increase in patient welfare. In both the in-patient and out-patient cases, at least 50% more patients were successfully treated. It is interesting to observe that almost all the algorithms were able to find the best treatment after processing about 50 patients, and from that point they administered only the better treatment.
In addition, the percentage of patients still in the trial after 13 days increased by almost 20%, and much fewer adverse effects were observed. In the out-patient setting, almost no adverse effects occurred after day 3. The patients' levels of well-being were clearly better in the bandit-based trials. Both the ARSW and the VAS scores were almost 50% lower with adaptive trials in the in-patient case. These results strongly suggest that the average patient in an adaptive trial was able to overcome their addiction more much easily.
Conclusion
In this paper, we have presented an empirical study of the most popular algorithms for the multi-armed bandit problem. Most current theoretical guarantees do not accurately represent the real-world performance of bandit algorithms. Empirical results, on the other hand, usually apply to only a small number of strategies on a limited number of settings and fail to consider every important aspect of the bandit problem, most notably the reward variance.
To address these issues, we conducted our own empirical study. Our goals were to first identify the aspects of a bandit that affect the regret of a policy, and then to measure precisely how these aspects affect the regret. Surprisingly, we discovered that only the number of arms and the reward variance influence the performance of algorithms relative to each other.
We then proceeded to evaluate the performance of each algorithm under twelve values of these two parameters. The twelve settings were meant to cover most types of bandits that appear in practice. Surprisingly, simple heuristics consistently outperformed more advanced algorithms with strong theoretical guarantees. On almost every bandit problem instance, the softmax algorithm generated at least 50% less regret than UCB1-Tuned, the best algorithm for which theoretical guarantees exist. This finding clearly shows there is a need for a theoretical analysis of simple heuristics.
In addition, we observed that algorithm performance varies significantly across bandit instances. We identified for each algorithm the instances on which it performs well, and the instances on which it performs poorly. This information can be exploited in practice when designing heuristics for real-world instances of the bandit problem.
Finally, our study precisely identified the aspects of a bandit problem that must be considered in an experiment and demonstrated the need to tune every algorithm on every instance of the problem. Our experimental setup forms a good reference for future experiments, and the data we obtained can serve as a point of comparison for other algorithms.
In addition to including more algorithms and considering different variances and arm numbers, our study could be improved by considering settings where reward variances are not identical. Certain algorithms, such as UCB1-Tuned, are specifically designed to take into account the variance of the arms, and may therefore have an advantage in such settings.
In the second half of the paper, we turned our attention to an important application of the bandit problem: clinical trials. Although clinical trials have motivated theoretical research on multi-armed bandits since Robbins' original paper, bandit algorithms have never been evaluated as treatment allocation strategies in a clinical trial.
In our study, we simulated using real data what would have happened if a 2001-2002 clinical trial used bandit strategies instead of simple randomization. We found that banditbased strategies successfully treated at least 50% more patients and resulted in fewer adverse effects, fewer cravings, and greater patient retention. At the end of the trial, the best treatment could still be identified with a high degree of statistical confidence. Our results offer compelling reasons to use adaptive clinical trials, in particular ones that are based on multi-armed bandit algorithms, for establishing the efficacy of medical treatments.
Our study could be further improved by considering a larger dataset, and a richer clinical setting, such as that of a multi-stage trial. Indeed, our experimental setup was very simple, and in particular we were unable to identify any significant difference in performance among algorithms.
More generally, bandit algorithms can be applied to problems in other fields, such as online advertising or network routing. Although online advertising datasets may be difficult to obtain, applying bandit algorithms in that field would be particularly interesting, since advertising is problem of great practical significance and existing empirical results are rather limited.
Overall, we find surprising that a problem as broadly applicable as the bandit problem is so scarcely studied from an applications point of view. We hope our empirical study will encourage more authors to apply bandit algorithms to interesting real-world problems. 
Treatment retention
The Kaplan-Meier curves for out-patients are shown in Figure 11 .
Adverse effects
The adverse effects curves, defined like in the in-patient case, are shown in Figure 12 .
Craving ratings Table 7 shows the mean ARSW and VAS test results over all the out-patients. 
