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Abstrakt
Tato práce se veˇnuje aktuálním trendu˚m ve vývoji webových aplikací. Konkrétneˇ se za-
meˇrˇuje na technologie HTML 5 a ASP.NET MVC 4, jejichž klícˇové prvky jsou popsány v
prvních dvou kapitolách. Vzájemné propojení teˇchto technologií je ilustrováno na ukáz-
kové aplikaci pro správu a provoz online sdílených tabulí. Hlavním cílem aplikace je
umožnit komunikaci v reálném cˇase, mezi uživateli kurzu˚, prostrˇednictvím kreslícího
plátna a diskuse. Práce v záveˇru seznámí cˇtenárˇe s problémy, které provázely samotný
vývoj, nabídne možné rˇešení a zhodnotí, zda použité technologie mají budoucnost.
Klícˇová slova: HTML 5, ASP.NET MVC, aplikace, web
Abstract
This bachelor thesis deals with topical trends pertaining to development of website pages.
It particularly focuses on technology HTML 5 and MVC 4, whose key terms are described
in first two chapters. Subsequently, the interconnection between them is illustrated in an
example application for management and operation of online-shared whiteboards. The
major purpose of the application is to enable communication among the users of courses
in real time, which should be accomplished via both online drawing canvas and online
discussion. At last, it outlines difficulties related to the development itself and it also
offers possible solutions and tries to evaluate whether used technologies have some po-
tential to succeed.
Keywords: HTML 5, ASP.NET MVC, application, web
Seznam použitých zkratek a symbolu˚
AJAX – Asynchronous JavaScript and XML
API – Application Programming Interface
ASPX – Active Server Page Extended File
CLOUD – Cosmics Leaving Outdoor Droplets
CLR – Common Language Runtime
CRSF – Cross-site Request Forgery
CSS – Cascading Style Sheets
GUI – Graphical user interface
HTTP – Hypertext Transfer Protocol
HTML – Hyper Text Markup Language
IIS – Internet Information Services
IE – Internet Explorer
JSON – JavaScript Object Notation
MVC – Model-View-Controller
ORM – Objektoveˇ relacˇní mapování
REST – Representational State Transfer
RIA – Rich Internet Application
SQL – Structured Query Language
SVG – Scalable Vector Graphics
T4 – Text Template Transformation Toolkit
URL – Uniform Resource Locator
VPS – Virtuální privátní server
WHATWG – The Web Hypertext Application Technology Working Group
WWW – World Wide Web
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Technologický vývoj, jakožto i vývoj samotného internetu, jde rychle kuprˇedu. Internet
je stále rychlejší a hardware dokonalejší. S prˇíchodem dotykových telefonu˚, tabletu˚ a
dalších chytrých zarˇízení s možností prˇipojení k internetu témeˇrˇ odkudkoliv, jsou v po-
sledních letech kladeny vyšší nároky na funkcˇnost i rychlost webových aplikací. S tímto
rychlým vývojem roste i pru˚myslová poptávka po modernizaci technologického zázemí
pro vývoj webových aplikací, které se snaží svým chováním stále více prˇiblížit aplikacím
desktopovým.
Cílem této práce je popsat, a prakticky prezentovat, inovativní prvky v rámci no-
vého standardu HTML 5 v kombinaci s technologií ASP.NET MVC pro vývoj webových
aplikací. Vzhledem k tomu, že v pru˚beˇhu tvorby bakalárˇské práce byla uvolneˇna nová
verze frameworku MVC 4, se práce bude veˇnovat noveˇjší verzi, byt’ je v zadání uvedena
verze MVC 3. Výstupem této práce bude ukázková aplikace, která názorneˇ demonstruje
neˇkteré vybrané prvky z obou technologií.
62 HTML 5
HTML 5 je noveˇ vznikající standard jazyka HTML pro tvorbu webových stránek. Vychází
z jazyka HTML 4 a XHTML 1, s nimiž je i zpeˇtneˇ kompatibilní.[1] Základy tohoto nového
standardu položila skupina WHATWG v roce 2004.[1] Rozšírˇila pu˚vodní HTML 4 o nové
ovládací prvky, které zjednodušovaly validaci dat formulárˇu˚ na klientské straneˇ pod ná-
zvem Web Forms 2.0.[1] Do vývoje se pozdeˇji po vzájemné dohodeˇ zapojilo i konsorcium
W3C, které prˇijalo koncept definovaný skupinou WHATWG a vytvorˇily pro neˇj oznacˇení
HTML 5.[2][1] Hlavní zmeˇnou oproti jeho prˇedchu˚dcu˚m je fakt, že se nejedná pouze o
znacˇkovací jazyk, nýbrž o soubor webových technologií, z neˇhož nové HTML tvorˇí jen
jednu cˇást, která prˇináší nové strukturální elementy, syntaxi, sémantiku atd.
2.1 Soucˇasný stav a budoucnost
Aktuálneˇ se HTML 5 jeví jako stabilní, jelikož ho veˇtšina výrobcu˚ prohlížecˇu˚ již imple-
mentovala do jejich nejnoveˇjších verzí. Cˇasto však lze narazit na fakt, že ru˚zné druhy
prohlížecˇu˚ podporují pouze urcˇitou cˇást dostupné funkcˇnosti. Vznikají tak tabulky s
porovnáním, které verze prohlížecˇu˚ implementují konkrétní funkcˇnosti jazyka. Konsor-
cium W3C se snaží zajistit silnou interoperabilitu mezi prohlížecˇi, proto se mu˚že zdát
vývoj specifikace HTML 5 pomeˇrneˇ zdlouhavý. Prˇedpokládaný datum dokoncˇení, a vy-
dání finální verze, se odhaduje na konec roku 2014.[3] Stále se však mu˚že cokoli zmeˇnit.
HTML 5 ješteˇ obsahuje množství chyb a API, které jsou v ranním stádiu vývoje.
2.2 Prezentacˇní cˇást jazyka
Prˇi tvorbeˇ vzhledu webových stránek bylo cˇasto nezbytné stránku rozdeˇlit do více bloku˚
pomocí elementu˚ <div> na hlavicˇku, paticˇku, navigaci a podobneˇ. Toto cˇasto opakované
a používané rozdeˇlení vedlo k vytvorˇení nové sady elementu˚ <footer>,<header>, <article>
atd. Tyto elementy v podstateˇ fungují na stejném principu, ale výrazneˇ zlepšují prˇehled-
nost kódu jak pro autora webu, tak pro stroje, které se kód snaží zpracovat a porozumeˇt
mu. Syntaxe samotného jazyka se skoro nezmeˇnila. Byla ale definována nová detailneˇ
zpracovaná parsovací pravidla, která výrobcu˚m prohlížecˇu˚ vymezují jasné mantinely,
jak mají být jednotlivé elementy použity. [5]
Nová specifikace HTML 5 mu˚že výrazneˇ pomoct sjednotit vykreslování webových
stránek a odstranit tak dosud prˇetrvávající problémy s ru˚znorodou reprezentací obsahu
mezi prohlížecˇi. Nepopisuje pouze jak zpracovávat správneˇ vytvorˇený kód, ale definuje
i jak se má prohlížecˇ chovat, když je kód dokumentu vytvorˇen špatneˇ. Doposud výrobci
prohlížecˇu˚ museli tomuto problému cˇelit sami, ale definováním jasného postupu zpra-
cování chyb jim dává možnost soustrˇedit se spíše na nové funkce prohlížecˇe, než vyvíjet
rˇešení vlastní. [5]
Další zpu˚sob, jak ovlivnˇovat vzhled webu, HTML 5 prˇináší v podobeˇ kreslícího
plátna CANVAS a podporˇe formátu SVG. Canvas je nový element jazyka HTML, který
7umožnˇuje pomocí JavaScriptu vykreslovat ru˚zné grafické objekty, animace, cˇi herní gra-
fiku prˇímo za beˇhu. Použití tohoto elementu a vykreslení jednoduchého grafického tvaru
je na obr. 1.
Obrázek 1: Ukázka canvas elementu a jeho API
SVG je na rozdíl od Canvasu znacˇkovací jazyk, který pomocí syntaxe XML umož-
nˇuje vykreslovat v rámci webové stránky vektorovou grafiku.[4] Ta je nezávislá na roz-
lišení. Byl vytvorˇen a poprvé standardizován konsorciem W3C v roce 2001 jako reakce
na pru˚myslovou poptávku. Aktuálneˇ se hojneˇ používá pro tvorbu GUI nejen webových
aplikací. Popis grafiky pomocí XML má výhodu v tom, že ji lze následneˇ jednoduše stro-
joveˇ zpracovat i na mobilních zarˇízeních. Ukázka aplikace SVG formátu v rámci webu je
na obr. 2.[7]
Obrázek 2: Ukázka SVG
Prˇedchu˚dci HTML 5 nemeˇli v základu podporu multimediálního obsahu. Pro prˇe-
hrávání videa a zvuku se cˇasto používaly ru˚zné pluginy, naprˇ. (Flash, Silverlight, Java
Applety, . . . ), které bylo nutné instalovat do prohlížecˇe. Díky novým elementu˚m audio
a video HTML 5 umožnˇuje vkládat na web multimediální obsah bez vazby na tato roz-
šírˇení. Oba elementy mají neˇkolik atributu˚, kterými lze provést jejich základní nastavení
vcˇetneˇ možnosti zmeˇny vzhledu. Bylo vytvorˇeno i rozsáhlé API pro ovládání teˇchto mul-
timediálních prvku˚. Ukázku vytvorˇení jednoduchého video a audioprˇehrávacˇe ilustruje
obr. 3.
8Obrázek 3: Ukázka multimediálních elementu˚
Prˇi použití teˇchto elementu˚ mu˚že nastat problém s podporu kodeku˚ v rámci webo-
vých prohlížecˇu˚. Snad každý prohlížecˇ implementuje jiný formát po prˇehrávání zvuku,
ale i videa.[4] Proto je cˇasto nutné vkládat multimediální obsah ve více formátech, tak jak
je ilustrováno na obr. 3.
Další praktickou novinkou je inovace v rámci formulárˇových elementu˚. Neˇkteré
vývojárˇe mu˚že poteˇšit implementace automatické validace vstupních dat na straneˇ pro-
hlížecˇe bez použití JavaScriptu, což bezpochyby tvu˚rcu˚m webu˚ ušetrˇí cˇas prˇi tvorbeˇ
vlastních validacˇních pravidel. Výraznou zmeˇnou prošel i element input, který umož-
nˇuje definovat nové typy vstupních dat. Prˇíkladem mu˚že být typ datetime. Ten zobrazuje
automaticky kalendárˇ nebo typ color, jenž zobrazí dialog pro výbeˇr barvy.
2.3 Funkcˇní cˇást jazyka HTML 5
HTML 5 po funkcˇní stránce prˇináší rˇadu inovacˇních technologií, na které tvu˚rci webo-
vých aplikací nebyli zvyklí nebo je v rámci možností nahrazovali technologiemi jinými.
Veškerá nová funkcˇnost je k dispozici prostrˇednictvím JavaScriptových API na straneˇ
webového prohlížecˇe. Prˇíkladem mu˚že být History API, které rˇeší cˇasté problémy s pou-
žíváním tlacˇítek zpeˇt a vprˇed u aplikací využívajících JavaScript pro zmeˇnu obsahu webu
bez nutnosti aktualizace stránky. HTML 5 rovneˇž nabízí API umožnˇující zpracovávat
více paralelních vláken na pozadí prohlížecˇe bez vlivu na skripty beˇžící v uživatelském
rozhraní webu, podporu Drag and Drop a další zajímavé technologie.
2.3.1 Komunikace
V oblasti komunikace se lze setkat s pojmy jako je Web Socket nebo SSE (Server-Sent
Events). Obeˇ technologie zprostrˇedkovávají komunikaci se severem metodou klient-server.
Rozdíl však nastává ve smeˇru samotné komunikace a použitém protokolu. Web Sockets
API umožnˇuje navázání obousmeˇrné komunikace mezi klientem (prohlížecˇem) a serve-
rem za použití jednoho TCP kanálu. Dosud se pro komunikaci se serverem musela po-
užívat tzv. pull metoda (Ajax). Ta fungovala na asynchronním principu, že pokud klient
od serveru neˇco chce, musí se ho na to zeptat. Web Socket funguje na principu push/pull
9komunikace pomocí sít’ových soketu˚. Hlavní výhodou je možnost serveru zasílat data
klientovi a opacˇneˇ v rámci jednoho spojení, bez nutnosti dotazování jednotlivých stran.
Využití tohoto API mu˚že mít budoucnost naprˇ. u online her, prˇi hrˇe mezi více hrácˇi nebo
k vytvorˇení chatovací aplikace. Porovnání beˇžné komunikace s pomocí Web Socket je
naznacˇeno na obr. 4.[7]
Obrázek 4: Porovnání metod komunikace u Web Socket a Ajax
U SSE, na rozdíl od Web Socket, probíhá prˇímá komunikace pouze v jednom
smeˇru, a to od serveru ke klientovi. Rovneˇž bez nutnosti opakovaného dotazování se
serveru o aktuální data. Komunikace probíhá na pozadí, zasíláním zpráv pomocí HTTP
protokolu. Zprávy využívají UTF-8 kódování, prˇicˇemž jsou vždy navzájem oddeˇleny no-
vým rˇádkem. Použití HTTP protokolu prˇináší vyšší režijní nároky oproti Web Socket pro-
tokolu, odpadá však nutnost tvorby vlastního webového serveru. SSE poskytuje rˇadu za-
jímavých doplnˇkových funkcí, naprˇ. možnost automatického obnovení spojení nebo cˇís-
lování zpráv. To umožnˇuje, v prˇípadeˇ výpadku spojení na základeˇ posledního id zprávy
poskytnutého klientem, zaslat všechny nedorucˇené zprávy. SSE je vhodný pro méneˇ ná-
rocˇneˇjší aplikace na rychlost spojení a prˇedevším u aplikací, kde není potrˇeba obou-
smeˇrná komunikace. Velmi názorným prˇíkladem mu˚že být automaticky aktualizovaná
násteˇnka Facebooku cˇi Twitteru. Zajímavé využití mu˚že být i monitorování zatížení ser-
veru v reálném cˇase. Princip SSE ilustruje obrázek 5.[8]
2.3.2 Webové úložišteˇ
Doposud se pro uložení dat v rámci webových aplikací používaly ru˚zné databázové
servery, prˇípadneˇ cookies prohlížecˇe, jejichž úložný prostor je omezen na pouhé 4 kB.
Uchovávat stav, naprˇ. uživatelského rozhraní aplikace tak, jak ho klient prˇi své poslední
úpraveˇ zanechal, by vyžadovalo cˇasto aktualizovat data v databázi a klást tak mnoho
požadavku˚ na server. Pomocí Local Storage API a jiných HTML 5 novinek je možné
tato data ukládat na straneˇ klienta. Kapacita, kterou Local Storage nabízí, je v roli vý-
robcu˚ webových prohlížecˇu˚. Každý poskytuje jinou velikost možného prostoru, obvykle
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Obrázek 5: Princip komunikace SSE
od 2 do 10 MB.[6] Data se u klienta ukládají v páru klícˇ-hodnota. Použití tohoto API v
praxi je velmi snadné, viz. ukázka na obr. 6. Záznamy v lokálním úložišti je možné zob-
razit i editovat naprˇ. v prohlížecˇi Chrome, který má integrovaný nástroj pro webové
vývojárˇe.[9]
Obrázek 6: Ukázka použití Local Storage API
HTML 5 a jeho Off-line API nyní poskytuje rˇešení pro tvorbu aplikací, které bude
možné cˇástecˇneˇ dále používat i v prˇípadeˇ výpadku internetového prˇipojení. Prvky, do-
stupné v off-line režimu, se definují v tzv. manifestu. Jedná se prˇedevším o obrázky,
HTML, JavaScriptové, CSS a další soubory, jež se na základeˇ manifestu uloží na straneˇ
klienta. JavaScriptové API pak zajistí automatickou synchronizaci prvku˚ manifestu prˇi
aktualizaci obsahu na straneˇ serveru. Data v mezipameˇt’i (cache) prohlížecˇe jsou tedy v
prˇípadeˇ ztráty spojení stále aktuální. Manifest je normální textový soubor s jasneˇ defino-
vanou strukturou. Odkaz na tento soubor se definuje pomocí atributu manifest elementu
HTML. Demonstrace manifestu a jeho aplikace je na obr. 7. Manifest je celkem rozdeˇlen
na trˇi cˇásti. Ze všeho nejdrˇíve je ale potrˇeba deklarovat, že se jedná o soubor manifestu
pomocí prˇíkazu CACHE MANIFEST. V cˇásti CACHE se definují soubory, které se uloží
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lokálneˇ na straneˇ klienta. Cˇást FALLBACK slouží k prˇesmeˇrování na alternativní zdroj v
prˇípadeˇ, že není požadovaný prvek nalezen. Poslední cˇást NETWORK slouží k defino-
vání prvku˚, které nemohou být uloženy a nebudou z mezipameˇt’i dostupné.[11]
Obrázek 7: Ukázka manifest souboru
Posledním typem úložišteˇ, které HTML 5 nabízí je Indexed Database API. Umož-
nˇuje ukládat na straneˇ klienta jednoduchou hierarchii objektu˚ a nad nimi použít rychlé
vyhledávání pomocí indexu˚. Velikost jednoho rˇádku v DB není omezena.[10] Celková ka-
pacita databáze se ale mu˚že lišit u každého prohlížecˇe.[10] Zatím je tato specifikace v ran-
ním stádiu vývoje, mu˚že se tak cˇasem cokoli zmeˇnit. Neˇkteré majoritní prohlížecˇe však
již toto API podporují viz. obr. 6, kde je ilustrována jeho podpora v prohlížecˇi Chrome.[7]
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3 ASP.NET MVC 3
3.1 Prˇedstavení technologie
ASP.NET MVC je framework pro tvorbu dynamických webových stránek a aplikací vy-
víjený spolecˇností Microsoft pod Open Source licencí. Je postaven na technologii .NET
Frameworku, který vývojárˇu˚m nabízí možnost programovat v libovolném jazyce kom-
patibilním s CLR. Jedná se zejména o C#, Visual Basic, JScript.NET aj. První verze fra-
meworku vnikla v roce 2009 a každý rok se vydává nová.[14] Aktuální je pod oznacˇe-
ním ASP. NET MVC 4. Zkratka MVC (Model-View-Controller) z názvu napovídá, že fra-
mework implementuje návrhový vzor, který byl poprvé formulován v roce 1979 panem
Trygve Reenskaugem.[12] Jedná se o architektonický vzor, jehož hlavním cílem je oddeˇlit
uživatelské rozhraní od aplikacˇní logiky a datové vrstvy tak, aby se každá cˇást starala
o svoji specifickou úlohu. [12]
Obrázek 8: Princip framewoku
Interakce s uživatelem v rámci frameworku pak probíhá v cyklu, který je na-
znacˇen na obr. 8. Uživatel vyvolá akci, ta je zpracovaná frameworkem a ten pomocí
Routingu urcˇí, jaký Controller má danou akci zpracovat. Controller pracuje s Mode-
lem, jenž zapouzdrˇuje aplikacˇní logiku aplikace a prˇístup k databázi. Du˚ležité je, že sám
Model o nikom neví, je ale schopen poskytnout data, která budou zobrazena uživateli.
Jakmile Controller zpracuje uživatelský požadavek (naprˇ. na základeˇ poskytnutých pa-
rametru˚, získá pomocí Modelu požadované objekty z databáze), vybere View a ten se
postará o jejich zobrazení. View je komponenta prˇedstavující uživatelské rozhraní apli-
kace a obvykle je vytvárˇena na základeˇ dat poskytnutých modelem. Hlavní výhodou prˇi
použití ASP.NET MVC je du˚sledné oddeˇlení aplikacˇní logiky od uživatelského rozhraní,
což umožnˇuje efektivneˇji testovat kód aplikace v rámci jednotlivých komponent a zajiš-
t’uje lepší podporu paralelního vývoje. Každá komponenta frameworku je navržena tak,
aby šla jednoduše nahradit nebo upravit. V prˇípadeˇ potrˇeby pak lze vytvorˇit vlastní ša-
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blonovací systém, upravit vestaveˇné routování, cˇi napsat vlastní továrnu pro vytvárˇení
Controlleru˚.[15]
3.2 Vývojové prostrˇedí
Nástroj, který nabízí Microsoft pro tvorbu ASP.NET MVC aplikací, je Visual Studio. Jedná
se o vývojové prostrˇedí nabízející již v základní verzi podporu IntelliSense a prˇedprˇi-
pravené šablony projektu˚. Prˇi vytvorˇení nového projektu je automaticky vygenerována
struktura aplikace a nastaveny všechny potrˇebné reference na knihovny frameworku.
Visual Studio nabízí možnost zvolit si programovací jazyk (C#, Visual Basic) a zobra-
zovací Engine (Razor, ASPX), který se bude prˇi vývoji využívat. Zárovenˇ umožnˇuje do
vytvorˇené aplikace jednoduše instalovat knihovny a ru˚zné doplnˇky trˇetích stran pomocí
Nuget Packet Manageru. Jedním z hlavních úcˇelu˚ tohoto balícˇkovacího systému je vypo-
rˇádat se se závislostmi mezi assemblies (cˇesky sestavení) a správou jejich verzí.[21] Prˇi
instalaci ru˚zných rozšírˇení mu˚že totiž nastat situace, kde daný balícˇek vyžaduje noveˇjší
verzi knihovny, než je aktuálneˇ využívána. Balícˇkový manažer je tyto závislosti schopen
rozpoznat, upozornit na neˇ a prˇípadneˇ aktualizovat potrˇebné knihovny [21].
3.3 Hlavní cˇásti frameworku
Jádro celého MVC Frameworku je složeno ze trˇí hlavních assembly, viz obr. 9, které roz-
širˇují jmenný prostor System.Web. Assembly je v podstateˇ soubor trˇíd, rozhraní a dal-
ších souboru˚. V .NET Frameworku odpovídá dll nebo exe souboru.[18] Rovneˇž zajišt’uje
správu verzí a bezpecˇnostních oprávneˇní.
Obrázek 9: Složení jádra ASP.NET MVC framewoku
Obor názvu˚ System.Web.Mvc obsahuje implementaci samotného MVC Frameworku.
Zahrnuje však i spoustu podpu˚rných trˇíd, naprˇ. pro usnadneˇní práce s Ajaxem, HTML,
práci s atributy nebo vytvárˇení obsahu ve formátu JSON. System.Web.Routing je zodpo-
veˇdná za smeˇrování.[13] Má za úkol urcˇit, která metoda (akce) v Controlleru má být
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vyvolána na základeˇ definované URL adresy. Framework vývojárˇu˚m tímto dává plnou
kontrolu nad tvorbou vlastních routovacích pravidel. Všechna tato pravidla jsou uložena
v tzv routovací tabulce jako kolekce. V prˇípadeˇ potrˇeby rozšírˇení webu naprˇ. o sekci s
prefixem Blog/, je nutné vytvorˇit pravidlo (viz obr. 10) definované u ASP.NET MVC 4
v souboru RouteConfig.cs ve složce App_Start. Zde se mimo jiné nachází veškeré konfigu-
racˇní trˇídy, které se využívají prˇi startu aplikace.
Obrázek 10: Ukázka routování – prˇidání vlastního pravidla
Pravidlo je vloženo do kolekce pomocí metody MapRoute(). Metodeˇ se v paramet-
rech prˇedá unikátní název pravidla, schéma URL adresy a výchozí hodnoty, které se au-
tomaticky dosadí v prˇípadeˇ, že URL odpovídá vytvárˇenému pravidlu. Vytvárˇet vlastní a
peˇkné URL adresy je tedy velmi jednoduché.
Assembly s názvem System.Web.Abstraction je poslední ze základních stavebních
bloku˚ ASP.NET MVC. Obsahuje soubor abstraktních trˇíd zapouzdrˇujících neˇkteré zá-
kladní trˇídy ASP.NET infrastruktury, jež není možné nijak rozširˇovat.[13] Hlavním smys-
lem teˇchto zapouzdrˇení je vývojárˇu˚m práveˇ toto rozširˇování umožnit.
3.4 Šablonovací systémy v rámci ASP.NET MVC
V MVC Frameworku si lze vybrat ze dvou šablonovacích systému˚: Razor a ASPX. Jedná
se o zásuvné moduly, které se zejména liší ve své syntaxi a jsou zodpoveˇdné za vykres-
lování View v prohlížecˇi. Razor je noveˇjší a byl poprvé integrován až ve verzi ASP.NET
MVC3.[17] Jeho prˇíchod byl iniciován díky nutnosti kombinovat HTML prˇímo se zdrojo-
vými kódy serverové cˇásti aplikace. Pu˚vodní ASPX na tohle nebyl navržen. Nová syntaxe
v rámci Razor nabízí lepší cˇitelnost kódu, podporu testování, IntelliSense (automatické
dokoncˇování kódu ve Visual Studiu) a je jednodušší na pochopení, než jeho prˇedchu˚dce.
Na první pohled lze tyto šablonovací systémy mezi sebou odlišit už podle prˇípon sou-
boru˚. Razor využívá koncovku .cshtml nebo .vbhtml. Záleží na tom, jaký programovací
jazyk je na straneˇ serveru používán. ASPX využívá stejnou koncovku .aspx a to nezávisle
na používaném jazyku.[17]
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Jednou z hlavních vlastností frameworku je rozširˇitelnost a modulárnost, proto
je možné rozšírˇit si již zabudovaný šablonovací systém, vytvorˇit si vlastní nebo použít
dostupné alternativy jako je naprˇ. Spark, NHaml, NDjango a další. [17]
3.5 Práce s daty a Scaffolding
Soucˇástí ASP.NET MVC Frameworku není žádná knihovna poskytující prˇístup k data-
bázi. ASP.NET však dává možnost si vybrat z neˇkolika dostupných knihoven. Jednou z
nich je Entity Framework, jehož tvu˚rcem je Microsoft. Aby byla tvorba webových stránek
ješteˇ efektivneˇjší, ASP.NET MVC podporuje tzv. Scaffolding (cˇesky lešení). Ten umožnˇuje
prostrˇednictvím jednoduchého uživatelského rozhraní v rámci Visual Studia generovat
View, Controllery i databázi na základeˇ dat poskytovaných modelem. Scaffolding již v
základu obsahuje šablony pro generování databáze a základních CRUD operací nad ní
s použitím Entity Frameworku.[17] Veškeré generování kódu˚, souboru˚ cˇi složek v rámci
ASP.NET MVC je založeno na tzv. T4 šablonách viz obr. 11.[17] Visual Studio poskytuje
možnost vytvárˇet nebo upravit již existující šablony. Není nutné se tedy omezovat pouze
na použití Entity Frameworku prˇi generování kódu, ale lze si prˇipravit šablony vlastní
pro jiné databázové knihovny.
Obrázek 11: Prˇíklad cˇásti T4 šablony generující Controller
16
3.6 Podpora JavaScriptu
V dnešní dobeˇ je JavaScript soucˇástí každé moderní webové aplikace. Vývojárˇi ASP.NET
MVC Frameworku si toho jsou dobrˇe veˇdomi, a proto do neˇj integrovali rˇadu podpu˚r-
ných knihoven, které s ním usnadní práci jak na straneˇ klienta, tak i na straneˇ serveru.
Pokud ASP.NET MVC projekt je vytvorˇen pomocí základní šablony, kterou Visual
Studio nabízí, lze si všimnout automaticky vygenerované složky Script. ASP.NET MVC
je založeno na konvencích, proto by se do této složky meˇly dávat veškeré JavaScriptové
soubory v rámci aplikace.[13] Výchozí složka již obsahuje populární knihovnu jQuery1
a další její rozšírˇení, naprˇ. k zajišteˇní podpory validace vstupních dat na straneˇ klienta.
Soucˇásti knihovny jQuery je i podpora asynchronního dotazování na server pomocí tech-
nologie Ajax, která umožnˇuje aktualizovat cˇásti stránky bez nutnosti jejího znovunacˇtení.
MVC Framework je na toto prˇipraven použitím tzv. PartialView šablon sloužících k na-
definování jen urcˇité cˇásti stránky. Tuto cˇástecˇnou šablonu lze pak používat i v klasic-
kých View nebo ji lze využít spolu s Ajaxem k aktualizaci jen neˇkterých bloku˚ stránky.
Framework nabízí pomocné trˇídy, které pomocí syntaxe Razor jednoduše umožní defi-
novat Ajaxové formulárˇe nebo odkazy. Controller umí rozeznat, zda se jedná o Ajaxový
cˇi normální HTTP dotaz, cˇímž umožnˇuje adekvátneˇ reagovat na ru˚zné typy požadavku˚.
Naprˇíklad podle typu požadavku mu˚že rozhodnout, zda jako odpoveˇd’ vrátí cˇástecˇný
View, prˇekreslí celý View nebo pošle data ve formátu JSON.
3.7 Bezpecˇnost
V dnešní dobeˇ je pocˇet útoku˚ na ru˚zné webové aplikace stále cˇasteˇjší, proto je trˇeba
webové stránky dostatecˇneˇ chránit a prˇedcházet tak prˇípadným problému˚m. MVC Fra-
mework zahrnuje spoustu prvku˚, které k tomu mohou dopomoci. Nejcˇasteˇji jsou tyto
útoky zpu˚sobeny neošetrˇenými vstupními daty, naprˇ. z formulárˇu˚. Pokud je ale pou-
žita syntaxe Razor, lze se tomuto druhu útoku elegantneˇ vyhnout, jelikož všechno, co
se vyskytuje za znacˇkou @, je automaticky HTML enkódováno.[13] Nepovolené znaky
jsou prˇevedeny na symboly, jež po vykreslení prohlížecˇem nijak neovlivní vzhled, cˇi
funkcˇnost aplikace. Veškerá vstupní data odeslána na server jsou pak znovu framewor-
kem proveˇrˇena a spolu s nimi i obsah prˇípadné cookie.[13] Toto je výchozí chování fra-
meworku, které je možné ovlivnit pomocí atributu˚. Díky atributu˚m lze aplikaci chránit i
prˇed ru˚znými typy útoku˚. Prˇíkladem mu˚že být obrana vu˚cˇi CSRF viz kód na obr. 12.
1Samotnou knihovnu a její dokumentaci najdete na http://www.jquery.com/
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Obrázek 12: Obrana proti CSRF útoku
Na obrázku je zobrazena metoda Controlleru, která zpracuje prˇíchozí HTTP POST
požadavek neˇjakého formulárˇe. Pomocí atributu [ValidateAntiForgeryToken] se oveˇrˇí, zda
požadavek prˇichází z du˚veˇryhodného zdroje a je-li tomu tak, provede se kód uvnitrˇ me-
tody. V opacˇném prˇípadeˇ je vyvolána výjimka. Pokud bychom chteˇli, aby výše zmíneˇnou
metodu mohl vyvolat jen urcˇitý typ uživatele, existuje atribut [AuthorizeAttribute], který
prˇesneˇ zmíneˇné deˇlá. Tvu˚rci ASP.NET MVC otázku bezpecˇnosti urcˇiteˇ nepodcenili. Je
však na bedrech vývojárˇu˚, jak s teˇmito možnostmi naloží.
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4 HTML 5 v rámci ASP.NET MVC
Prˇestože HTML 5 ješteˇ není oficiálneˇ dokoncˇeno, Microsoft již implementoval podporu
jeho syntaxe v rámci Visual Studia. Pokud je používána jeho starší verzi z roku 2010,
lze si doinstalovat balícˇek ASP.NET MVC 3 Tools Update2, který obsahuje HTML 5 verze
všech šablon MVC Frameworku. Jeho soucˇástí je i balícˇkový systém NUGET a ru˚zné pod-
pu˚rné JavaScriptové knihovny. Prˇíkladem mu˚že být knihovna Modernizr3, jež je schopna
beˇhem neˇkolika milisekund analyzovat schopnosti prohlížecˇe návšteˇvníka webu a dete-
kovat tak podporu jednotlivých vlastností technologie HTML 5.[16] Výsledek analýzy se
uloží do JavaScriptového objektu s názvem Modernizr.[16] Vývojárˇi pak jednoduše mo-
hou upozornit uživatele, že jejich prohlížecˇ danou funkcionalitu nepodporuje, viz obr.
13, prˇípadneˇ ji realizovat jiným zpu˚sobem bez použití HTML 5.
Obrázek 13: Testování podpory vlastností HTML 5 pomocí knihovny Modernizr
4.1 Klientská cˇást
4.1.1 Formulárˇe a validace
Kombinace Razoru, JavaScriptových knihoven a HTML 5 mu˚že výrazneˇ usnadnit práci
prˇi vytvárˇení uživatelských rozhraní. V soucˇasné dobeˇ se snad na všech webových strán-
kách lze setkat s ru˚znými typy formulárˇu˚. ASP.NET MVC nabízí neˇkolik zpu˚sobu˚, jak
formulárˇe vytvárˇet a validovat data, která jsou jimi odeslána. Validace probíhá jak na
straneˇ klienta, tak na straneˇ serveru.[14] Automatická validace formulárˇu˚ je zapnutá v
základním nastavení frameworku.[14] Nastavení lze však zmeˇnit, a validaci na straneˇ
klienta naprˇ. vypnout, pomocí konfiguracˇního souboru web.config viz obr. 14.
2Ke stažení na http://www.microsoft.com/en-us/download/details.aspx?id=1491
3http://www.modernizr.com/
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Obrázek 14: Konfigurace klientské validace
Validaci zajišt’uje doplneˇk knihovny jQuery s pomocí tzv. Unobtrusive JavaScriptu,
jehož princip je založen na tom, že se validacˇní pravidla vyskytují prˇímo u jednotlivých
elementu˚ formulárˇe. K jejich zápisu se využívají nové datové atributy jazyka HTML 5 s
prefixem data-, k nimž skript prˇistupuje a rˇídí podle nich samotnou validaci.[14] Validacˇní
pravidla se v ASP.NET MVC vytvárˇí pomocí DataAnnotations atributu˚ definovaných v
modelu u jednotlivých vlastností objektu viz obr. 15. Zde je naprˇ. s použitím atributu
[Required] definovaná povinná položka, urcˇen formát vstupních dat atributem [DataType]
nebo pomocí [DisplayName] vytvorˇeny uživatelsky prˇíveˇtiveˇjší názvy vlastností. Na zá-
kladeˇ vytvorˇeného datového modelu lze pomocí Scaffolding vygenerovat kód uživatel-
ského rozhraní (View).
Ukázka View formulárˇe je zobrazena na obr. 16. Pomocí syntaxe Razor a metod
HTML helperu˚ se vygenerují vstupní položky, popisky a validacˇní zprávy formulárˇe.
Metody naprˇ. LabelFor() a EditorFor() vytvárˇející výsledný HTML kód jsou natolik chytré,
že díky reflexi dokáží zjistit, jaké anotace byly použity u jednotlivých vlastností modelu
a automaticky vytvorˇí odpovídající validacˇní HTML 5 data atributy. Ty následneˇ využije
doplneˇk knihovny jQuery prˇi validaci formulárˇe.
Pokud by se v konfiguracˇním souboru klientská validace vypnula, validace na
základeˇ definovaných anotací v modelu bude dále provádeˇna na straneˇ severu. Pou-
žité helpery pro generování formulárˇových elementu˚ již ale nevygenerují HTML 5 data
atributy, nicméneˇ neˇkterá polícˇka formulárˇe, naprˇ. email, se stále validovat budou. Je to
zpu˚sobeno tím, že metody helperu˚ již cˇástecˇneˇ podporují nové typy HTML vstupních
elementu˚. Prˇi generování polícˇka pro email tak automaticky doplní, že vstupní pole je
typu email. Pak už záleží na prohlížecˇi uživatele, zda podporuje tyto HTML 5 prvky a
obstará validaci teˇchto polí bez použití JavaScriptu.
4.1.2 Tvorba helperu˚ pro generování HTML 5 kódu
Hlavní smysl Razoru je ulehcˇit vývojárˇu˚m jejich práci. Tomu napomáhají tzv. pomocníci
z angl. Helpers. Jedná se o komponenty, které poskytují specifickou funkcionalitu a jsou
v rámci Razoru dostupné s použitím jednoho rˇádku kódu. Tyto komponenty umožnˇují
naprˇ. vygenerovat kód formulárˇe, odkazy, aktuální datum apod. pomocí funkcí, jež se
pozdeˇji prˇeloží na HTML kód. Razor umožnˇuje vytvárˇet vlastní pomocné funkce, které
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Obrázek 15: Ukázka validacˇních pravidel v modelu
Obrázek 16: Kód formulárˇe vygenerovaný na základeˇ Razor syntaxe
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se nachází v samostatných cshtml nebo vbhtml souborech, pomocí syntaxe viz ilustrace na
obr. 17.
Obrázek 17: Pomocník pro generování HTML 5 kreslícího plátna
Soubory s helpery musí být uloženy ve složce App_Code. Tato složka není auto-
maticky vygenerována v šabloneˇ projektu, a proto je trˇeba ji vytvorˇit manuálneˇ. Jedná se
o speciální složku ASP.NET, která umožnˇuje používat zdrojový kód bez nutnosti kom-
pilace, jinde by vytvorˇení pomocníci nefungovali.[22] Na obrázku je znázorneˇna ukázka
pomocné funkce, která vytvorˇí HTML 5 element canvas o zadané výšce a délce. Vykreslí
na neˇj cˇtverec a text zadaný v parametru metody. Funkci pak lze zavolat kdekoli v rámci
šablon webového projektu pomocí Razor syntaxe ve formátu @Nazev_cshtml_souboru .Na-
zev_pomocne_funkce(parametry) a prˇedat jí potrˇebné parametry, jež se doplní do kódu v
jejím teˇle. Pomocné funkce v kombinaci s Razorem dávají možnost vytvárˇet cˇisteˇjší, udr-
žovaneˇjší a znovupoužitelný kód, naprˇ. pro generování vlastních HTML 5 elementu˚, for-
mulárˇových polí apod.
4.2 Serverová cˇást
4.2.1 MVC 4, Web API a HTML 5 Web Socket
Soucˇástí ASP.NET MVC 4 je novinka s názvem WEB API. Jedná se o framework, který
do prostrˇedí MVC 4 prˇináší možnost návrhu a konzumace jednoduchých HTTP služeb.
Je postaven na vzorech a zvyklostech, jež jsou uplatneˇny v ASP.NET MVC.[17] Tímto
umožnˇuje velmi efektivní tvorbu webových služeb, jejich správu a jednoduchou kon-
figuraci. WEB API je nezávislé a není striktneˇ vázáno na ASP.NET MVC, lze ho tedy
použít i ve WebForms. Neˇkteré prvky má však podobné, naprˇ. routovací systém nebo
princip Controlleru˚. Hlavním rozdílem oproti MVC je, že Controllery ve WEB API nevra-
cejí View, nýbrž data, nejcˇasteˇji serializovaná do podoby JSON nebo XML formátu.[17]
Teˇchto výhod v kombinaci s MVC Frameworkem se dá využít prˇi tvorbeˇ aplikací založe-
ných na technologii HTML 5 Web Socket, jelikož Microsoft aktuálneˇ integroval podporu
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Web Socket protokolu do jeho webového serveru IIS 8 (Internet Information Server) a
.NET Frameworku ve verzi 4.5. Vytvorˇení jednoduchého Web Socket serveru, který za-
sílá klientovi každé dveˇ sekundy informaci o aktuálním cˇase je na obr. 18.
Obrázek 18: Web Socket server pro zasílání aktuálního data
Na obrázku je znázorneˇna trˇída Controlleru deˇdící z bázové trˇídy ApiController,
cˇímž tvorˇí základ pro RESTful službu a naznacˇuje, že se bude pracovat pouze s daty.
Metoda Get zajistí navázaní spojení s klientem, jenž zaslal HTTP protokolem žádost o
komunikaci pomocí Web Socket protokolu. Jestliže je vše v porˇádku a tuto žádost prˇíjme,
nastaví ukazatel na funkci Naslouchej, která bude toto spojení spravovat. Soucˇasneˇ od-
poví klientovi pomocí stavového kódu 101, jenž ho informuje o úspeˇšném prˇechodu na
komunikacˇní protokol Web Socket. Funkce Naslouchej obsahuje kontext aktuálního prˇipo-
jení a každé dveˇ sekundy asynchronneˇ zasílá zprávu klientovi o aktuálním cˇase, dokud
spojení není ukoncˇeno.
Na obr. 19 je ilustrace prˇesného postupu navázání TCP spojení mezi klientem a
severem. Nejprve klient zasílá žádost formou HTTP GET požadavku. Jeho záhlaví ob-
sahuje hodnotu Upgrade, která žádá, aby server zmeˇnil komunikacˇní protokol na Web
Socket a prohlížecˇem vygenerovaný náhodný klícˇ Sec-WebSocket-Key. Server po prˇijetí
této žádosti reaguje HTTP odpoveˇdí vracející transformovaný klícˇ Sec-WebSocket-Accept,
cˇímž dochází k potvrzení, že obeˇ strany podporují Web Socket a nastává plneˇ duplexní
komunikace pomocí TCP kanálu.
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Obrázek 19: Handshake mezi klientem a serverem
4.2.2 SignalR
Další alternativou pro komunikaci v reálném cˇase, nejen pomocí Web Socket protokolu,
je knihovna SignalR4 pro ASP.NET. Tato knihovna funguje na straneˇ klienta i na straneˇ
serveru a zastrˇešuje mezi nimi ru˚zné techniky komunikace. „Vývoj SignalR zapocˇali dva
zameˇstnanci spolecˇnosti Microsoft pod Open-source licencí. Pozdeˇji se ho však ujal Microsoft sa-
motný.“[23] Hlavní prˇedností knihovny je fakt, že je schopná realizovat komunikaci více
zpu˚soby, bez vazby na konkrétní technologii. Pokud naprˇ. server i klient podporuje Web
Socket protokol, SignalR automaticky zacˇne komunikovat pomocí neˇj. V opacˇném prˇí-
padeˇ využije jinou techniku cˇi technologii pro spojení, která požadovanou funkcionalitu
obstará, bez nutnosti meˇnit kód aplikace. SignalR má celkem cˇtyrˇi mechanizmy pro ko-
munikaci mezi prohlížecˇem a serverem:
• WebSocket
• Server Sent Event
• Forever Frame
• Ajax long polling
Pouze u Web Socket se jedná o opravdu plneˇ duplexní spojení, ostatní metody a
techniky tuto komunikaci jen simulují. Knihovna SignalR není soucˇástí MVC Frameworku,
pro její použití je nutné ji doinstalovat pomocí balícˇkového manažeru Nuget.[19][20]
4Ke stažení na http://www.signalr.net/
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4.2.3 JavaScript a historie prohlížecˇe
Vyvíjet dynamické aplikace v ASP.NET MVC je díky velkému množství pomocných trˇíd,
cˇástecˇných View a schopnosti Controlleru˚ reagovat na Ajax dotazy, velmi jednoduché.
Použití historie prohlížecˇe pro navigování vprˇed a zpeˇt v rámci dynamické aplikace však
prˇedstavovalo problém nejen pro vývojárˇe, ale i pro koncové uživatele. S rˇešením prˇišlo
HTML 5 a jeho History API, které beˇží sice na straneˇ klienta, ale v kombinaci s mož-
nostmi frameworku umožnˇuje vytvárˇet webové aplikace pro noveˇjší i starší prohlížecˇe
bez podpory HTML 5. Jako ukázka mu˚že posloužit kód Controlleru na obr. 20.
Obrázek 20: Ukázka Controlleru
Na obrázku je metoda Controlleru vracející obsah pomocí normálního nebo cˇás-
tecˇného View v závislosti na typu požadavku. Hlavní rozdíl je v tom, že pokud se jedná
o Ajax požadavek, prohlížecˇ nemusí stránku znovu nacˇítat, jen dynamicky prˇekreslí její
urcˇitou cˇást obsahem, který se mu vrátí pomocí metody PartialView. HTML kód pro vy-
volání zmíneˇné metody se vygeneruje pomocí syntaxe na obr. 21.
Obrázek 21: Ukázka View generující odkaz na metodu Controlleru
Ukázka kódu na obr. 21 vygeneruje pomocí Razor syntaxe a Ajax helperu od-
kaz, který v prˇípadeˇ, že je ve stránce definován doplneˇk knihovny JQuery s názvem
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Unobtrusive-ajax, po kliknutí vyvolá Ajax požadavek na danou akcˇní metodu Controlleru.
Mimo jiné je pomocí Helperu definován dodatecˇný parametr URL adresy Id, jenž jed-
noznacˇneˇ identifikuje nacˇítaný obsah. Takto vygenerovaný odkaz se pak dá použít pro
práci s HTML 5 History API. V aktuální fázi se po kliknutí na jeden z odkazu˚ dynamicky
zobrazí jemu specifický obsah v div elementu s id=obsah. Tlacˇítko zpeˇt ale v prohlížecˇi ne-
funguje, jelikož neprobeˇhlo rˇádné nacˇtení stránky, pouze zmeˇna její urcˇité cˇásti pomocí
JavaScriptu.
Obrázek 22: Aplikace History API
Aby historie v prohlížecˇi fungovala je nutné, na straneˇ klienta, doplnit kód viz
obr. 22. Prˇi kliknutí na tlacˇítko se uloží pomocí HTML 5 metody history.pushState() URL
adresa jeho odkazu do historie prohlížecˇe. Událost windows.onpopstate se pak vyvolá
vždy, když uživatel klikne v prohlížecˇi na tlacˇítko zpeˇt nebo vprˇed a zavolá metodu lo-
adContent, které v parametru prˇedá uloženou URL adresu. Ta na základeˇ poskytnuté ad-
resy vytvorˇí Ajax požadavek na Controller, jenž opeˇt vrátí požadovaný obsah, který se
zobrazí uživateli. Historie prohlížecˇe nyní funguje. Tímto uživatel získá veˇtší kontrolu
nad JavaScriptovou aplikací.
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5 Návrh a implementace ukázkové aplikace
5.1 Specifikace požadavku˚
Hlavním cílem této kapitoly je ilustrovat možnosti MVC 4 a vytvorˇit klient-server apli-
kaci využívající prvky technologie ASP.NET MVC v kombinaci s HTML 5. Aplikace je
zameˇrˇena na správu a provoz online kurzu˚, kde primární komunikacˇní prostrˇedek tvorˇí
interaktivní kreslící plátno a chat. Veškerá komunikace mezi uživateli v rámci jednoho
konkrétního kurzu probíhá v reálném cˇase, prˇitom každý uživatel musí být rˇádneˇ regis-
trován, aby se do kurzu mohl prˇihlásit. Pro založení a správu vlastního kurzu je nutné,
aby uživatel byl evidován jako lektor, kterým se stane až prˇi vyplneˇní profilové cˇásti uži-
vatelského úcˇtu. Cílem je taktéž poskytnout uživateli vyšší komfort prˇi práci s aplikací,
naprˇ. prˇiblížením se svým chováním klasickým desktopovým aplikacím, a to prˇedevším
pomocí dostupných prezentacˇních možností HTML 5. Aplikace by meˇla být zabezpecˇená
proti nejcˇasteˇjším druhu˚m útoku˚ a logicky strukturována tak, aby vyhledávacˇe nebo jiné
typy robotu˚, dokázaly porozumeˇt prezentovanému obsahu. Bude schopna detekovat,
zda prohlížecˇ podporuje použité technologie, v opacˇném prˇípadeˇ upozorní uživatele
a nabídne rˇešení problému. Úcˇelem ukázkové aplikace je demonstrovat klícˇové prvky
obou technologií, které se dají v praxi aktuálneˇ použít pro vývoj webových stránek. Cho-
vání systému z pohledu uživatele ilustruje diagram prˇípadu užití na obr. 23.
Obrázek 23: Diagram prˇípadu˚ užití aplikace
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5.2 Technická specifikace
Aplikace bude rozdeˇlena na klientskou a serverovou cˇást. Klientská cˇást bude využívat
v rámci webového prohlížecˇe možnosti technologie HTML 5, JavaScript, její podpu˚rneˇ
knihovny a CSS 3. CSS 3 umožní definovat vzhled stránek v závislosti na použitých ele-
mentech jazyka HTML. Jelikož aktuálneˇ existují webové prohlížecˇe bez podpory nebo jen
s cˇástecˇnou podporou vlastností HTML 5, je doporucˇeno využívat prohlížecˇe Chrome a
Firefox v nejnoveˇjších verzích se zapnutou podporou JavaScriptu. Cílem klientské cˇásti
je umožneˇní komunikace uživatele s webovým serverem a prezentace uživatelského roz-
hraní.
Serverová cˇást aplikace bude založena na technologii a principech ASP.NET MVC 4
s využitím systému Razor View engine pro tvorbu uživatelského rozhraní. Jejím hlavním
úkolem bude zajišteˇní podpory komunikacˇního protokolu Web Socket, který umožní
plneˇ duplexní komunikaci s klientem. Rovneˇž bude obsahovat aplikacˇní logiku, zpro-
strˇedkovávat komunikaci s databází a obsluhovat požadavky klientu˚. Aplikace bude na
straneˇ serveru využívat databázi MS-SQL Server.
5.3 Návrh rˇešení
Serverovou cˇást aplikace tvorˇí ASP.NET MVC 4 projekt vytvorˇený na základeˇ výchozí
šablony s názvem Internet Apllication. Tato prˇedprˇipravená šablona již zahrnuje au-
tentizacˇní trˇídy, které umožní registraci, prˇihlášení a správu uživatelského úcˇtu. Aby
bylo možné s klientem komunikovat prostrˇednictvím protokolu Web Socket, byl pou-
žit Alchemy Web Socket server5. Ten se spouští jako konzolová aplikace v separátním
projektu Visual Studia. Alchemy server je možné do projektu doinstalovat pomocí ba-
lícˇkového systému Nuget. Architektura aplikace využívá JSON jako primární formát dat
pro prˇenos mezi klientem a Web Socket serverem. Podpora tohoto datového formátu je na
straneˇ serveru zajišteˇna knihovnou JSON.NET6 ve verzi 4.5, na straneˇ klienta je obstarána
knihovnou jQuery. Práci s databází zprostrˇedkovává ORM Mapper Entity Framework ve
verzi 5.0. Pro tvorbu databáze je použita metoda Code First, která na základeˇ trˇíd a ano-
tací v jazyce C# pomocí Entity Frameworku vygeneruje databázovou cˇást aplikace prˇímo
z kódu. Struktura aplikace je zobrazena na obr. 24.
5Ke stažení na http://www.alchemywebsockets.net/
6Ke stažení na http://www.json.codeplex.com/
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Obrázek 24: Struktura ukázkové aplikace
U MVC aplikace se o aplikacˇní logiku, kromeˇ již v základu implementovaných
trˇíd pro správu uživatelských úcˇtu˚, starají dveˇ trˇídy CourseModel a ProfileModel. Základní
myšlenkou je fakt, že kurz mu˚že vytvorˇit a spravovat pouze uživatel, který je zárovenˇ
ucˇitelem, prˇitom každý kurz musí mít pouze jednoho ucˇitele.
Web Socket server umožní uživatelu˚m v rámci kurzu vzájemneˇ komunikovat pro-
strˇednictvím diskuse, cˇi kreslícího plátna, v reálném cˇase. Aby to bylo možné, musí server
spravovat vlastní kolekci kurzu˚ a v nich seznam prˇihlášených uživatelu˚. Jakmile je navá-
záno spojení se serverem, oba navzájem komunikují pomocí výmeˇny zpráv ve formátu
JSON. Každá zpráva obsahuje identifikaci, jaký typ informace obsahuje, aby na ni mohl
klient, cˇi server patrˇicˇneˇ zareagovat. Jedna z prvních zpráv, jež je na server odeslána,
nese informaci o jméneˇ klienta a názvu kurzu. Jakmile ji server obdrží, zjistí, zda již daný
kurz v rámci kolekce kurzu˚ na Web Socket serveru existuje. Pokud ne, server vytvorˇí
kurz nový a prˇidá do neˇj uživatele. Je-li spojení se serverem ukoncˇeno, uživatel bude z
kolekce automaticky odebrán.
5.4 Ukázka praktické implementace
5.4.1 Prˇenášení dat mezi aplikací a Web Socket serverem
Hlavní cˇást aplikace na straneˇ klienta tvorˇí kreslící plátno realizované pomocí HTML 5
elementu Canvas, jenž v kombinaci s dostupným API a knihovnou jQuery umožní snímat
pohyb a chování myši nad plátnem. Díky tomu je možné na plátno kreslit. Zmíneˇných
možností je využito i pro tvorbu vzorníku barev. Ten umožnˇuje uživateli jednoduše meˇ-
nit barvu šteˇtce, kterým se bude kreslit na plátno. Nastavení tloušt’ky šteˇtce zajišt’uje
HTML 5 element input typu range, který zobrazí posuvník nebo InputBox v prˇípadeˇ, že
prohlížecˇ tento prvek nepodporuje. Informace o nastavených parametrech jednotlivých
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komponent kreslícího plátna se prˇi kreslení odesílají na Web Socket server. Ten informace
prˇepošle ostatním klientu˚m v rámci probíhajícího kurzu. Princip komunikace mezi tabulí
a Web Socket serverem je na obrázku 25. Podobneˇ je vyrˇešena i diskuse mezi uživateli,
odesílaná data mají jen jiný formát a typ zprávy.
Obrázek 25: Princip HTML 5 tabule
Aby bylo možné s Web Socket serverem komunikovat, klient musí komunikaci
iniciovat. Na obr. 26 je videˇt cˇást zdrojového kódu metody, který je potrˇebný pro navá-
zání spojení se serverem. Tato metoda se vyskytuje v Razor helperu ClassBoard obsahující
JavaScriptový i HTML kód pro vytvorˇení kreslícího plátna a diskuse. Metoda soucˇasneˇ
obsahuje registrace událostí, které mohou nastat prˇi komunikaci se serverem. Prˇíchozí
komunikaci zachycuje událost OnMessage. Jejím hlavním úkolem je deserializace zasí-
lané JSON struktury a následné rozpoznání typu zprávy. Na jeho základeˇ je provedena
reakce u klienta, naprˇ. zobrazena nová zpráva v diskusi nebo kreslení na plátno.
Prˇi kreslení nebo psaní zpráv do diskuse klient potrˇebuje data serveru odesílat. To
umožní vytvorˇený globální connection objekt pomocí metody send. Odesílaná data jsou
serializována do formátu JSON a prˇedána jako parametr metody. Tuto funkcˇnost ilu-
struje zdrojový kód pro zasílání zpráv v diskusi na obr. 27. Jak je z ukázky patrné, je
zde využito možnosti syntaxe Razor pro identifikaci kurzu a žáka. Tyto promeˇnné jsou
Razor helperu prˇedány jako parametr prˇi jeho volání a slouží serveru jako podklad pro
vyhledání beˇžícího kurzu v rámci vytvorˇené kolekce kurzu˚.
Jakmile Web Socket server zprávu na obr. 27 prˇíjme, rozpozná se typ zprávy a
vyvolá se na jeho základeˇ metoda ChatMessage, které jsou prˇedána zaslaná data a navíc
kontext aktuálneˇ prˇipojeného uživatele v parametru viz obr. 28. Metoda poté nalezne po-
žadovaný kurz a rozešle zprávu všem jeho uživatelu˚m pomocí funkce BroadcastMessage.
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Obrázek 26: Vytvorˇení spojení s Web Socket serverem a registrace událostí
Obrázek 27: Odeslání zprávy Web Socket serveru v diskusi
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Obrázek 28: Prˇeposlání zprávy všem prˇihlášeným uživatelu˚m v kurzu
5.4.2 Upload fotografie
O vytvorˇení nového kurzu v rámci MVC 4 aplikace se stará formulárˇ, jehož soucˇástí je
i možnost prˇidat ke každému kurzu fotografii. Formulárˇ je vytvorˇen na základeˇ defino-
vaných vlastností a DataAnotations atributu˚ v modelu CourseModel, který reprezentuje
samotný kurz. Pro perzistenci definovaného modelu do databáze je využit Entity Fra-
mework. Fotografie je nahrána na sever jejím prˇetažením, naprˇ. z plochy na vyznacˇenou
oblast v rámci webové stránky. Prˇi nahrávání je automaticky vytvorˇen náhled fotogra-
fie a zachycen jeho pru˚beˇh. Pokud je nahrávání úspeˇšné, je rovneˇž zobrazen odkaz na
uložený obrázek. Proces nahrávání nastává prˇi vyvolání HTML 5 události drop, která je
spušteˇna prˇi prˇetažení obrázku na element s trˇídou uploadArea viz obr. 29. Událost v sobeˇ
nese informace o prˇetažených souborech. Díky HTML 5 FileAPI lze k teˇmto informacím
prˇistupovat pomocí položky dataTransfer.files, která obsahuje kolekci objektu˚ file. Kolekce
prˇetažených souboru˚ je následneˇ prˇedána metodeˇ upload. Ta vytvorˇí náhledový obrázek
a pomocí API XmlHTTPRequest 2 odešle soubor na server.
HTML 5 FileAPI definuje interface FileReader viz obr. 30. Ten na straneˇ klienta
umožnˇuje asynchronneˇ nacˇítat soubory do pameˇti. Taktéž obsahuje sadu událostí, jež
umožnˇují sledovat pru˚beˇh nacˇítání souboru. Jakmile je soubor nacˇten, je vyvolána udá-
lost onLoadEnd, jejíž atribut result následneˇ poskytne prˇístup k nahranému souboru. Sou-
bor mu˚že být nacˇten více zpu˚soby, jako text, binární rˇeteˇzec nebo jako datové url, které
umožní, aby prˇenesená binární data ve formátu base64 byla soucˇástí URL adresy. Tento
zpu˚sob nacˇítání je využit pro vytvorˇení náhledového obrázku.
Soubor je zaslán na server asynchronneˇ pomocí API rozhraní XMLHttpRequest 2
(XHR2). To definuje podobné události jako HTML 5 FileAPI a taktéž je u neˇj možné mo-
nitorovat pru˚beˇh nahrávání souboru. XHR2 používá pro zaslání souboru ke zpracování
na server HTTP protokol, jehož teˇlo je naplneˇno parametrem metody send viz obr. 31.
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Obrázek 29: Událost drop, která spouští nahrávání souboru na server
Obrázek 30: Použití HTML 5 FileReader API pro vytvorˇení náhledového obrázku
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Obrázek 31: Odeslání souboru na server pomocí XHR2
V ASP.NET MVC aplikaci tento XHR požadavek vyvolá metodu Upload v Cont-
rolleru Course. Metoda je oznacˇena atributem [HttpPost], jenž zajistí možnost jejího vyvo-
lání pouze HTTP POST požadavkem. Prˇístup ke kontextu aktuálního HTTP požadavku
se dá získat voláním System.Web.HttpContext.Current, které vrací objekt typu HttpContext.
Výše uvedené ilustruje metoda na obr. 40. Z kontextu prˇíchozího požadavku vytvorˇí in-
putStream. Získaná data se uloží do objektu file reprezentujícího nahraný soubor, který je
poté uložen do složky na straneˇ serveru metodou SaveFile. Jako výsledek je vrácena cesta
k nahranému souboru.
Obrázek 32: Zpracování požadavku na nahrání souboru
5.5 Výsledná aplikace
Pro ukázku je na obrázcích 33 a 34 ilustrováno uživatelské prostrˇedí neˇkterých kompo-
nent výsledné aplikace.
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Obrázek 33: Kreslící plátno v kurzu
Obrázek 34: Upload souboru˚ pomocí drag and drop
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6 Zhodnocení práce
Standard HTML 5, byt’ ješteˇ není dokoncˇen, nabízí vývojárˇu˚m další alternativu jak vy-
tvárˇet bohaté internetové aplikace (RIA). Internet je již nyní zahlcen spoustou aplikací
a her využívajících tuto technologii, a to hlavneˇ díky podporˇe velkých korporací jako
je naprˇ. Facebook, Google cˇi Microsoft. Tito internetoví giganti do jisté míry mohou za
to, že vývoj webových stránek jde tak rychle kuprˇedu. Facebook naprˇ. využívá HTML 5
jako platformu pro vývoj online her v rámci jeho sociální síteˇ, Google ho integroval do
poštovního klienta Gmail a zárovenˇ zajistil jeho podporu i ve svém webovém prohlí-
žecˇi Chrome, který patrˇí mezi celosveˇtoveˇ nejpoužívaneˇjší. Microsoft, kromeˇ toho že má
vlastní webový prohlížecˇ s podporou HTML 5, integruje tento nový standard i do jeho
vývojárˇských nástroju˚ jako je naprˇ. Visual Studio. Rovneˇž si lze podpory HTML 5 všim-
nout u jeho technologických platforem, naprˇ. ASP.NET MVC, kterému se tato práce veˇ-
nuje nebo aktuálneˇ v operacˇního systému Windows 8.
Vzájemné propojení HTML 5 a ASP.MVC má urcˇiteˇ smysl, což se v práci a ukáz-
kové aplikaci prˇedevším projevilo na otázkách kolem:
• bezpecˇnosti (validace formulárˇu˚)
• nového komunikacˇního protokolu WebSocket (sdílená tabule, chat)
• zvýšení uživatelského komfortu (funkcˇní historie u JavaScriptových aplikací, Can-
vas, SVG, Drag and Drop - upload obrázku˚, . . . )
• dostupných možností vývojárˇských nástroju˚ spolecˇnosti Microsoft
• využití dalších navazujících technologií v této oblasti (SignalR, Modernizr, jQuery,
Alchemy Web Sockets, . . . )
6.1 Problémy prˇi vývoji
Zvolené rˇešení ukázkové aplikace, postavené na využití externí knihovny Alchemy Web
Sockets pro podporu komunikace prostrˇednictvím Web Socket protokolu, je jedno z mož-
ných. Existují i jiné možnosti naprˇ. použití nové verze ASP.NET 4.5 v kombinaci s ISS 8
nebo knihovna SignalR. Tu bych nyní i sám použil, jelikož by vyrˇešila problémy souvise-
jící s nasazením aplikace. Práveˇ díky použití knihovny Alchemy není aplikace dostupná
z internetu a musí být hostována prˇímo na fyzickém zarˇízení. Alchemy server se totiž
spouští jako konzolová aplikace pro jejíž nasazení je nutné mít vlastní VPS, prˇípadneˇ
vhodnou variantu CLOUD hostingu.
Jelikož je HTML 5 stále ve vývoji a dostupné prohlížecˇe nepodporují všechny jeho
možnosti, objevil se problém s kompatibilitou aplikace. Prohlížecˇ Firefox ve verzi 19.0.2
naprˇ. nevykresluje uživateli posuvník pro zmeˇnu tloušt’ky pera, kterým kreslí na plátno.
Tento problém je již vyrˇešen v testovací verzi prohlížecˇe pod názvem Firefox Nightly.
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Další oficiální verze by již posuvník meˇla zobrazovat korektneˇ. Na základeˇ teˇchto zkuše-
ností je doporucˇeno aplikaci používat v prohlížecˇi Chrome ve verzi 26 nebo IE 10. Taktéž
byl prˇi vývoji objeven problém, kdy prˇi spušteˇní aplikace v IE 10 jí prohlížecˇ zakázal prˇi-
stoupit k lokálnímu úložišti. Tento problém byl vyrˇešen spušteˇním prohlížecˇe v režimu
s vyššími uživatelskými právy. Jednou z prˇícˇin teˇchto problému˚ s kompatibilitou je, že
prohlížecˇe nepoužívají stejné vykreslovací jádra. Vzhled aplikace se tedy mu˚že mírneˇ
lišit v závislosti na použitém prohlížecˇi.
Další problémy, hlavneˇ ze zacˇátku, se spíše týkaly veˇcí spojených s malými zkuše-
nostmi v oblasti použití teˇchto technologií. Postupem cˇasu, hlavneˇ díky kvalitneˇ zpraco-
vaným dokumentacím, jsem ale úspeˇšneˇ dospeˇl k jejich rˇešení.
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7 Záveˇr
V této práci jsem se veˇnoval popisu technologií HTML 5 a ASP.NET MVC 4, které ak-
tuálneˇ prˇedstavují základ pro webové aplikace nové generace postavené na platformách
spolecˇnosti Microsoft. Rovneˇž jsem se na praktických ukázkách u jednotlivých technolo-
gií snažil ilustrovat jejich specifické funkcˇní a prezentacˇní vlastnosti. Vzájemné propojení
teˇchto vlastností následneˇ vedlo k vytvorˇení ukázkové aplikace, která kombinuje prvky
obou technologií.
Na ukázkové aplikaci se podarˇilo ilustrovat možnosti Web Socket protokolu s vyu-
žitím Alchemy Web Socket serveru. V práci ovšem byly uvedeny i alternativní možnosti
jeho implementace pomocí knihovny SignalR nebo nativní podpory v rámci .NET Fra-
meworku ve verzi 4.5. Rovneˇž se, primárneˇ díky Razoru, podarˇilo jednoduše vytvorˇit
uživatelsky prˇíveˇtivé prostrˇedí aplikace a zajistit její bezpecˇnost proti nejcˇasteˇjším typu˚m
útoku˚. Na základeˇ zmapovaných klícˇových možností HTML 5 v úvodu práce se do apli-
kace povedlo integrovat netradicˇní prvky, naprˇ. vzorník barev, online sdílená tabule nebo
možnost psaní rychlých poznámek aj. Výsledkem propojení teˇchto technologií vznikla
aplikace, která v souladu se zadáním umožnˇuje správu a provoz online kurzu˚.
Realizaci práce doplnˇuje velké množství vlastních ilustrací, jež se snaží zachytit
skutecˇný stav problematiky, kterou jsem rˇešil.
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A Ukázka uživatelského rozhraní aplikace
Obrázek 35: Úvodní obrazovka aplikace s výpisem kurzu˚
Obrázek 36: Vytvárˇení nového kurzu - nahrávání fotografií
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Obrázek 37: Detail kurzu - kreslící plátno, vzorník barev, diskuse, poznámky
Obrázek 38: Správa profilu uživatele
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B Ukázka komunikace pomocí Web Socket
Obrázek 39: Zachycení zmeˇny komunikacˇního protokolu pomocí aplikace Fiddler
Obrázek 40: Záznam komunikace mezi aplikací a Alchemy Web Socket Serverem
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C Obsah prˇiloženého CD
Na prˇiloženém CD se nachází kompletní zdrojový kód aplikace. Rovneˇž se zde nachází
ukázkové video demonstrující provoz aplikace. V následující tabulce je uvedena struk-
tura prˇiloženého CD.
Adresárˇ Popis
/Src/ Zdrojové kódy aplikace
/Video/ Ukázkové video demonstrující provoz aplikace
/Doc/ Krátký návod pro spušteˇní aplikace
/Text/ Kompletní text práce
