Closeness is an important centrality measure widely used in the analysis of real-world complex networks. In particular, the problem of selecting the k most central nodes with respect to this measure has been deeply analyzed in the last decade. However, even for not very large networks, this problem is computationally intractable in practice: indeed, Abboud et al have recently shown that its complexity is strictly related to the complexity of the All-Pairs Shortest Path (in short, APSP) problem, for which no subcubic "combinatorial" algorithm is known. In this paper, we propose a new algorithm for selecting the k most closeness central nodes in a graph. In practice, this algorithm significantly improves over the APSP approach, even though its worst-case time complexity is the same. For example, the algorithm is able to compute the top k nodes in few dozens of seconds even when applied to real-world networks with millions of nodes and edges. We will also experimentally prove that our algorithm drastically outperforms the most recently designed algorithm, proposed by Olsen et al. Finally, we apply the new algorithm to the computation of the most central actors in the IMDB collaboration network, where two actors are linked if they played together in a movie.
INTRODUCTION
The problem of identifying the most central nodes in a network is a fundamental question that has been asked many times in a plethora of research areas, such as biology, computer science, sociology, and psychology. Because of the importance of this question, several centrality measures have been introduced in the literature (for a recent survey, see [3] ). Closeness is certainly one of the oldest and of the most widely used among these measures [2] . Informally, the closeness of a node v is the inverse of the expected distance between v and a random node w, and it somehow estimates the efficiency of a node in spreading information to other nodes: the larger the closeness, the most "influential" the node is.
Formally, given a (directed strongly) connected graph G = (V, E), the closeness of a vertex v is defined as c(v) =
, where n = |V |, f (v) = w∈V d(v, w) is the farness of v, and d(v, w) is the distance between the two vertices v and w (that is, the number of edges in a shortest path from v to w). If G is not (strongly) connected, the definition is more complicated, because d(v, w) is defined only for vertices reachable from v. Let R(v) be the set of these vertices, and let r(v) denote its cardinality (note that v ∈ R(v) by definition). In the literature [15, 21, 17] , the most common generalization is
where f (v) = w∈R(v) d(v, w).
In order to compute the k vertices with largest closeness, the textbook algorithm computes c(v) for each v and returns the k largest found values. The main bottleneck of this approach is the computation of d(v, w), for each pair of vertices v and w (that is, solving the All-Pairs Shortest Paths or APSP problem). This can be done in two ways: either by using fast matrix multiplication, in time O(n 2.373 ) [22] , or by performing a breadth-first search (in short, BFS) from each vertex v ∈ V , in time O(mn), where m = |E|. Usually, the BFS approach is preferred because the other approach contains big constants hidden in the O notation, and because real-world networks are usually sparse, that is, m is not much bigger than n. However, also this approach is too time-consuming if the input graph is very big (with millions of nodes and hundreds of millions of edges). Our algorithm heavily improves the BFS approach by "cutting the BFSes", through an efficient pruning procedure, which allows us to either compute the closeness of a node v or stop the corresponding BFS as soon as we are sure that the closeness of v is not among the k largest ones. The worst-case Table 1 : notations used throughout the paper.
Name
Symbol Definition Graphs G = (V, E) Graph with node/vertex set V and edge/arc set E n |V | G = (V, E ) Weighted DAG of strongly connected components (see Section 1.3) Degree functions deg(v) Degree of a node in an undirected graph outdeg (v) Out-degree of a node in a directed graph Distance function d(v, w) Number of edges in a shortest path from v to w Reachability set function R(v) Set of nodes reachable from v (by definition, v ∈ R(v)) r(v)
Number of nodes at distance at most
Lower bound function on farness of node v, that is,
Closeness functions c(v) Closeness of node v, tha is,
Upper bound on closeness of node v, that is,
(see Corollary 1) time complexity of this algorithm is the same as the one of the textbook algorithm: indeed, under reasonable complexity assumptions, this worst-case bound cannot be improved. In particular, it was proved in [1] that the complexity of finding the most central vertex is at least the complexity of the APSP: faster combinatorial algorithms for this latter problem would imply unexpected breakthrough in complexity theory [23] . However, in practice, our algorithm heavily improves the APSP approach, as shown by our experiments. Finally, we will apply our algorithm to an interesting and prototypical case study, that is, the IMDB actor collaboration network: in a little more than half an hour, we have been able to identify the evolution of the set of the 10 most central actors, by analysing snapshots of this network taken every 5 years, starting from 1940 and up to 2014.
Related Work
Closeness is a "traditional" definition of centrality, and consequently it was not "designed with scalability in mind", as stated in [12] . Also in [5] , it is said that closeness centrality can "identify influential nodes", but it is "incapable to be applied in large-scale networks due to the computational complexity". The simplest solution considered was to define different measures, that might be related to closeness centrality [12] .
A different line of research has tried to develop more efficient algorithms for this problem. As already said, due to theoretical bounds [4, 1] , the worst-case complexity cannot be improved in general, unless widely believed conjectures prove to be false. Nevertheless, it is possible to design approximation algorithms: the simplest approach samples the distance between a node v and l other nodes w, and return the average of all values d(v, w) found [10] . The time-complexity is O(lm) to approximate the centrality of all nodes. More refined approximation algorithms are provided in [7, 6] , based on the concept of All-Distance Sketch, that is, a procedure that computes the distances between v and O(log n) other nodes, chosen in order to provide good estimates of the closeness centrality of v. Even if these approximation algorithms work quite well, they are not suited to the ranking of nodes, because the difference between the closeness centrality of two nodes might be very small. Nevertheless, they were used in [16] , where the sampling technique developed in [10] was used to actually compute the top k vertices: the result is not exact, but it is exact with high probability. The authors proved that the time-complexity of their algorithm is O(mn 2 3 log n), under the rather strong assumption that closeness centralities are uniformly distributed between 0 and D, where D is the maximum distance between two nodes (in the worst case, the time-complexity of this algorithm is O(mn)).
Other approaches have tried to develop incremental algorithms, that might be more suited to real-world networks analyses. For instance, in [14] , the authors develop heuristics to determine the k most central vertices in a varying environment. A different work addressed the problem of updating centralities after edge insertion or deletion [18] : for instance, it is shown that it is possible to update the closeness centrality of 1.2 million authors in the DBLP-coauthorship network 460 times faster than recomputing it from scratch.
Finally, some works have tried to exploit properties of realworld networks in order to find more efficient algorithms. In [13] , the authors develop a heuristic to compute the k most central vertices according to different measures. The basic idea is to identify central nodes according to a simple centrality measure (for instance, degree of nodes), and then to inspect a small set of central nodes according to this measure, hoping it will contain the top k vertices according to the "complex" measure. Another approach [17] tried to exploit the properties of real-world networks in order to develop exact algorithms with worst-case complexity O(mn), but performing much better in practice. As far as we know, this is the only exact algorithm that is able to efficiently compute the k most central vertices in networks with up to 1 million nodes.
However, despite this huge amount of research, the major graph libraries still implement the textbook algorithm: among them, Boost Graph Library [11] , Sagemath [9] , igraph [20] , and NetworkX [19] . This is due to the fact that the only efficient algorithm published until now for top k closeness centrality is [17] , which was published only 1 year ago, and it is quite complicated, because it is based on several other algorithms.
Our Results
As we said before, in this paper we present a new and very simple algorithm for the exact computation of top k closeness central vertices. We show that we drastically improve both the probabilistic approach [16] , and the best algorithm available until now [17] . We have computed for the first time the 10 most central nodes in networks with millions of nodes and hundreds of millions of edges, in very little time. A significant example is the IMDB actor network (1 797 446 nodes and 72 880 156 edges): we have computed the 10 most central actors in less than 10 minutes. Moreover, in our DBLP co-authorship network (which should be quite similar to the network used in [18] ), our performance is more than 6 000 times better than the performance of the textbook algorithm: if only the most central node is needed, we can recompute it from scratch more than 10 times faster than performing their update. Finally, our approach is not only very efficient, but it is also very easy to code, making it a very good candidate to be implemented in existing graph libraries.
Preliminary Definitions
We assume the reader to be familiar with the basic notions of graph theory (see, for example, [8] ): all the notations and definitions used throughout this paper are summarised in Table 1 . In addition to these definitions, let us precisely define the weighted directed acyclic graph G = (V, E ) of strongly connected components (in short, SCCs) corresponding to a directed graph G = (V, E). In this graph, V is the set of SCCs of G, and, for any two SCCs C, D ∈ V, (C, D) ∈ E if and only if there is an arc in E from a node in C to the a node in D. For each SCC C ∈ V, the weight w(C) of C is equal to |C|, that is, the number of nodes in the SCC C. Note that, for each node v ∈ C, r(v) = D∈R(C) w(D), where R(C) denotes the set of SCCs that are reachable from C in G, and r(C) denotes its cardinality.
Structure of the Paper
In Section 2, we will explain how our algorithm works, and we will prove its correctness. Section 3 will experimentally prove that our algorithm outperforms the best available algorithms, by performing several tests on a dataset of realworld networks. Section 4 applies the new algorithm to the analysis of the 10 most central actors in the IMDB actor network.
THE ALGORITHM 2.1 Overview
As we already said, the textbook algorithm for computing the k vertices with largest closeness performs a BFS from each vertex v, computes its closeness c(v), and, finally, returns the k vertices with biggest c(v) values. Similarly, our algorithm (see Algorithm 1) sets c(v) = BFSCut(v, x k ), where x k is the k-th biggest closeness value found until now (x k = 0 if we have not processed at least k vertices). If BFSCut(v, x k ) = 0, it means that v is not one of k most central vertices, otherwise c(v) is the actual closeness of v. This means that, at the end, the k vertices with biggest closeness values are again the k most central vertices. In order to speed-up the function BFSCut(v, x k ), we want x k to be as big as possible, and consequently we need to process central vertices as soon as possible. To this purpose, following the idea of [14] , we process vertices in decreasing order of degree.
Algorithm 1: overview of the new algorithm. The function Kth(c) returns the k-th biggest element of c and the function TopK(c) returns the k biggest elements.
As we will see in the next sections, Algorithm 1 needs linear time in order to execute the preprocessing. Moreover, it requires time O(n log n) to sort vertices, O(log k) to perform function Kth, and O(1) to perform function TopK, by using a priority queue containing at each step the k most central vertices. Since all other operations need time O(1), the total running time is O(m+n log n+n log k+T ) = O(m+n log n+ T )), where T is the time needed to perform the function BFSCut n times.
Before explaining in details how the function BFSCut operates, let us note that we can easily parallelise the for loop in Algorithm 1, by giving each vertex to a different thread. The parallelisation is almost complete, because the only "non-parallel" part deals with the shared variable x k , which must be updated in a synchronised way. In any case, this shared variable does not affect performances. First of all, the time needed for the update is very small, compared to the time of BFSes. Moreover, in principle, a thread might use an "old" value of x k , and consequently lose performance: we will experimentally show that the effect of this positive race condition is negligible (Section 3.2).
An Upper Bound on the Closeness of Nodes
The goal of this section is to define an upper boundcv() on the closeness of a node v, which has to be updated whenever, for any d ≥ 0, all nodes in Γ d (v) has been reached by the BFS starting from v (that is, whenever the exploration of the d-th level of the BFS tree is finished). More precisely, this upper bound is obtained by first proving a lower bound on the farness of v, as shown in the following lemma. Table 1 for the definition off d (v, r(v))).
Lemma 1. For each vertex v and for each
Proof. From the definitions of Table 1 , it follows that
and the lemma follows. Table 1 .
Corollary 1. For each vertex v and for each
d ≥ 0, c(v) ≤c d (v), wherec d (v) is defined in
Computing the Upper Bound
Apart from r(v), all quantities necessary to computẽ f d (v, r(v)) (and, hence, to compute the upper bound of Lemma 1) are available as soon as all vertices in N d (v) are visited by a BFS. Note that, if the graph G is (strongly) connected, then r(v) = n is also available. Moreover, if the graph G is undirected (but not necessarily connected), we can compute r(v) for each vertex v in linear time, at the beginning of the algorithm (by simply computing the connected components of G).
1 It thus remain to deal with the case in which G is directed and not strongly connected.
In this case, let us assume, for now, that we know a lower (respectively, upper) bound α(v) (respectively, ω(v)) on r(v) (see also Table 1 ): without loss of generality we can assume that α(v) > 1. The next lemma shows that, instead of examining all possible values of r(v) between α(v) and ω(v), it is sufficient to examine only the two extremes of this interval. In order to apply this idea, however, we have to work with the inverse
of the closeness of v, because otherwise the denominator might vanish or even be negative (due to the fact that we are both upper bounding γ d+1 (v) and lower bounding r(v)). In other words, the lemma will provide us a lower bound
trivially holds). 
Note that a > 0 because d > 0, and b > 0 because
where the first inequality holds because, if
and the conclusion follows.
Computing α(v) and ω(v)
It now remains to compute α(v) and β(v) (in the case of a directed graph which is not strongly connected). This can be done during the preprocessing phase of our algorithm as follows. Let G = (V, E ) be the weighted directed acyclic graph of SCCs, as defined in Section 1.3. We already observed that, if v and w are in the same SCC, then r(v) = r(w) = D∈R(C) w(D), where R(C) denotes the set of SCCs that are reachable from C in G. This means that we simply need to compute a lower (respectively, upper) bound α(C) (respectively, ω(C)) on D∈R(C) w(D), for every SCC C. To this aim, we first compute a topological sort {C1, . . . , C l } of V (that is, if (Ci, Cj) ∈ E , then i < j). Successively, we use a dynamic programming approach, and, by starting from C l , we process the SCCs in reverse topological order, and we set
Note that processing the SCCs in reverse topological ordering ensures that the values α(D) and ω(D) on the right hand side of these equalities are available when we process the SCC C. Clearly, the complexity of computing α(C) and ω(C), for each SCC C, is linear in the size of G, which in turn is smaller than G.
Observe that the bounds obtained through this simple approach can be improved by using some "tricks". First of all, when the biggest SCCC is processed, we do not use the dynamic programming approach and we can exactly compute D∈R(C) w(D) by simply performing a BFS starting from any node inC. This way, not only α(C) and ω(C) are exact, but also α(C) and ω(C) are improved for each SCC C from which it is possible to reachC. Finally, in order to compute the upper bounds for the SCCs that are able to reachC, we can run the dynamic programming algorithm on the graph obtained from G by removing all components reachable from C, and we can then add D∈R(C) w(D).
The BFSCut Function
We are now ready to define the function BFSCut(v, Algorithm 2 is the pseudo-code of the function BFSCut when implemented for strongly connected graphs (recall that, in this case, r(v) = n): this code can be easily adapted to the case of undirected graphs (see the beginning of Section 2.3) and to the case of directed (not necessarily strongly connected) graphs (see Lemma 2). 
EXPERIMENTAL RESULTS
In this section, we will test our algorithm on several real-world networks, in order to show its performances. All the networks used in our experiments were collected from the datasets SNAP (snap.stanford.edu/), NEXUS (nexus.igraph.org), LASAGNE (piluc.dsi.unifi.it/lasagne), LAW (law.di.unimi.it), and IMDB (www.imdb.com).
Our tests have been performed on a server running an Intel(R) Xeon(R) CPU E5-4607 0, 2.20GHz, with 48 cores, 250GB RAM, running Ubuntu 14.04 2 LTS; our code has been written in Java 1.7, and it is available at tinyurl.com/kelujv7.
Comparison with the State of the Art
In order to compare the performance of our algorithm with state of the art approaches, we have selected 21 networks whose number of nodes ranges between 1 000 and 30 000 nodes.
We have compared our algorithm Bcm with our implementations of the best available algorithms for top-k closeness centrality.
2 The first one [17] is based on a pruning technique and on ∆-BFS, a method to reuse information collected during a BFS from a node to speed up a BFS from one of its in-neighbors; we will denote this algorithm as Olh. The second one provides top-k closeness centralities with high probability [16] . It is based on performing BFSes from a random sample of nodes to estimate the closeness centrality of all the other nodes, then computing the exact centrality of all the nodes whose estimate is big enough. Note that this algorithm requires the input graph to be (strongly) connected: for this reason, differently from the other algorithms, we have run this algorithm on the largest (strongly) connected component. We will denote this latter algorithm as Ocl.
In order to perform a fair comparison we have considered the improvement factor
, where mvis is the number of arcs visited during the algorithm and mtot is the number of arcs visited by the textbook algorithm, which is based on allpair shortest-path. It is worth observing that mtot is m · n if the graph is (strongly) connected, but it might be smaller in general. The improvement factor does not consider the preprocessing time, which is negligible, and it is closely related to the running-time, since all the three algorithms are based on performing BFSes. Furthermore, it does not depend on the implementation and on the machine used for the algorithm. In the particular case of Olh, we have just counted the arcs visited in BFS and ∆-BFS, without considering all the operations done in the pruning phases (see [17] ).
Our results are summarized in Table 2 , where we report the arithmetic mean and the geometric mean of all the improvement factors (among all the graphs). In our opinion, the geometric mean is more significant, because the arithmetic mean is highly influenced by the maximum value. Table 3 : detailed comparison of the improvement factor of the three algorithms with respect to the all-pair-shortest-path algorithm, with k = 1 and k = 10. More detailed results are available in Table 3 .
In the case k = 1 (respectively, k = 10), the geometric mean of the improvement factor of Bcm is 23 (resp. 6) times smaller than Olh and 54 times smaller than Ocl (resp. 17).
Moreover we highlight that the new algorithm outperforms all the competitors in each single graph, both with k = 1 and with k = 10.
We have also tested our algorithm on the three unweighted graphs analyzed in [17] , respectively called Web, Wiki, and DBLP. By using a single thread implementation of Bcm, in the Web graph (resp. DBLP) we computed the top-10 nodes in 10 minutes (resp. 10 minutes) on the whole graph, having 875 713 nodes (resp. 1 305 444), while Olh needed about 25 minutes (resp. 4 hours) for a subgraph of 400 000 nodes. The most striking result deals with Wiki, where Bcm needed 30 seconds for the whole graph having 2 394 385 nodes instead of about 15 minutes on a subgraph with 1 million nodes. Using multiple threads our performances are even better, as we will show in Section 3.3.
Real-World Large Networks
In this section, we will run our algorithm on a bigger dataset, composed by 25 directed and 15 undirected networks, with up to 7 414 768 nodes and 191 606 827 edges. Once again, we will consider the number of visited arcs by Bcm, i.e. mvis, but this time we will analyze the performance ratio m vis mn instead of the improvement factor. Indeed, due to the large size of these networks, the textbook algorithm did not finish in a reasonable time.
It is worth observing that we have been able to compute for the first time the k most central nodes of networks with millions of nodes and hundreds of millions of arcs, with k = 1 and k = 10. The detailed results are shown in Table 5 , where for each network we have reported the performance ratio, both for k = 1 and k = 10. A summary of these results is provided by Table 4 , providing the arithmetic and geometric means.
First of all, we note that the values obtained are impressive: the geometric mean is always below 1%, and for k = 1 it is even smaller. The arithmetic mean is slightly bigger, mainly because of amazon product-co-purchasing networks, two web networks and one collaboration network, where the performance ratio is quite high. Most of the other networks have a very low performance ratio: with k = 1, 65% of the networks are below 1%, and 32.5% of the networks are below 0.1%. With k = 10, 52.5% of the networks are below 1% and 12.5% are below 0.1%.
We also outline that in some cases the performance ratio is even smaller: a striking example is com-Orkut, where our algorithm for k = 1 is more than 40 000 times faster than the textbook algorithm, whose performance is m · n, because the graph is connected.
Multi-Thread Experiments
In this section, we will test the performance of a parallel version of Bcm (see Section 2.1). In particular, we have considered the ratio between the time needed to compute the most central node with one thread and with x threads, where x ∈ {1, 2, 4, 8, 16}. This ratio is plotted in Figure 1 for k = 1 (for k = 10 very similar results hold). Ideally, the ratio should be very close to the number of threads; however, due to memory access, the actual ratio is smaller. For graphs where the performance ratio is small, like in the case of wiki-Talk (see Table 5 in the appendix), the running time is mostly consumed by the preprocessing phase (even if it is O(n log n)); in these cases, we observe that there seems to be no room for parallelization improvements. On the other hand, when the computation is more time consuming, like in the case of web-google or as-skitter, the parallelization is very efficient and close to the optimum.
We have also tested if the positive race condition in the update of x k affects performances (see Section 2.1), by considering the performance ratio with a varying number of threads. In Table 6 , we report how much the performance ratio increases if the algorithm is run with 16 threads instead of 1 (more formally, if pi is the performance ratio with i threads, we report
). For instance, a value of 100% means that the number of visited arcs has doubled: ideally, this should result in a factor 8 speedup, instead of a factor 16 (that is, the number of threads). We observe that these values are very small, especially for k = 10, where all values except one are below 5%. This means that, ideally, instead of a factor 16 improvement, we obtain a factor 15.24. The only case where this is not verified is wiki-Talk, where in any case the performance ratio is very small (see Table 5 ). 
IMDB CASE STUDY
In this section, we will apply the new algorithm Bcm to analyze the IMDB graph, where nodes are actors, and two actors are connected if they played together in a movie (TV-series are ignored). The data collected come from the website http://www.imdb.com: in line with http://oracleofbacon.org, we decided to exclude some genres from our database: awards-shows, documentaries, game-shows, news, realities and talk-shows. We analyzed snapshots of the actor graph, taken every 5 years from 1940 to 2010, and 2014. The total time needed to perform the computation was 37 minutes with 30 threads, and the results are reported in Table 7 .
The Algorithm. The results outline that the performance ratio decreased drastically while the graph size increased: this suggests that the performances of our algorithm increase with the input size. This is even more visible from Figure 2 , where we have plotted the inverse of the performance ratio with respect to the number of nodes. It is clear that the plot is very close to a line, especially if we exclude the last two values. This means that the performance ratio is close to 1 cn , where c is the slope of the line in the plot, and the total running time is well approximated by Among the other most central actors, we find many people who played a lot of movies, and most of them are quite important actors. However, this ranking does not discriminate between important roles and marginal roles: for instance, the actress Bess Flowers is not widely known, because she rarely played significant roles, but she appeared in over 700 movies in her 41 years career, and for this reason she was the most central for 30 years, between 1950 and 1980. Finally, it is worth noting that we never find Kevin Bacon in the top 10, even if he became famous for the "Six Degrees of Kevin Bacon" game http://oracleofbacon.org, where the player receives an actor x, and he has to find a path of length at most 6 from x to Kevin Bacon in the actor graph. Kevin Bacon was chosen as the goal because he played in several movies, and he was thought to be one of the most central actors: this work shows that, actually, he is quite far from being in the top 10. Indeed, his closeness centrality is 0.336, while the most central actor, Michael Madsen, has centrality 0.354, and the 10th actor, Christopher Lee, has centrality 0.350. We have run again the algorithm with k = 100, and we have seen that the 100th actor is Rip Torn, with closeness centrality 0.341.
